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# File name: main.py

***Description:***

This file lists some functions that connect SUMO with TraCI interface by introducing the variables of SUMO into TraCI and establishing a connection to TraCI-Server. Moreover, some functions start a sumo server using cmd, establish a connection to it and store it under the given label or close a sumo server; also check SUMO library state and GUI states and load and use simulation.

***Functions:***

1. \_STEPS2TIME
2. setConnectHook
3. \_addTracing
4. connect
5. init
6. start
7. \_startTracing
8. isLibsumo
9. isLibtraci
10. hasGUI
11. load
12. isLoaded
13. simulationStep
14. addStepListener
15. removeStepListener
16. getVersion
17. setOrder
18. close
19. switch
20. getLabel
21. getConnection
22. setLegacyGetLeader

# File name: \_\_init\_\_.py

***Description:***

The pure python version needs to be the first variant to help IDEs finding the docstrings.

# File name: \_busstop.py

***Description:***

This file defines the “BusStopDomain” class which contains several methods for objects of busStopDomain to implement.

***Class:*** BusStopDomain(Domain)

The parameter “Domain” means that “BusStopDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self)(inherited from domain.Domain. \_\_init\_\_(self)

Domain.\_\_init\_\_(self, "busstop", tc.CMD\_GET\_BUSSTOP\_VARIABLE, tc.CMD\_SET\_BUSSTOP\_VARIABLE, t c.CMD\_SUBSCRIBE\_BUSSTOP\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_BUSSTOP\_VARIABLE,  
 tc.CMD\_SUBSCRIBE\_BUSSTOP\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_BUSSTOP\_CONTEXT)

*“tc” is traci.constants*

* 1. self: an instance of class BusStopDomain.
  2. “busstop”: The name of domain is “busstop”.
  3. tc.CMD\_GET\_BUSSTOP\_VARIABLE *:* A commond that gets busstop variable.

CMD\_GET\_BUSSTOP\_VARIABLE = 0xaf

* 1. tc.CMD\_SET\_BUSSTOP\_VARIABLE: A command sets busstop variable, not used yet.

CMD\_SET\_BUSSTOP\_VARIABLE = 0xcf

* 1. tc.CMD\_SUBSCRIBE\_BUSSTOP\_VARIABLE: A command subscribes busstop variable.

CMD\_SUBSCRIBE\_BUSSTOP\_VARIABLE = 0xdf

* 1. tc.RESPONSE\_SUBSCRIBE\_BUSSTOP\_VARIABLE: A response that subscribe busstop variable.

RESPONSE\_SUBSCRIBE\_BUSSTOP\_VARIABLE = 0xef

* 1. tc.CMD\_SUBSCRIBE\_BUSSTOP\_CONTEXT: A command subscribes busstop context.

CMD\_SUBSCRIBE\_BUSSTOP\_CONTEXT = 0x8f

* 1. tc.RESPONSE\_SUBSCRIBE\_BUSSTOP\_CONTEXT: The response that subscribes busstop context.

RESPONSE\_SUBSCRIBE\_BUSSTOP\_CONTEXT = 0x9f

1. getLaneID(self, stopID):

Returns the lane of this calibrator (if it applies to a single lane).

1. getStartPos(self, stopID):

The starting position of the stop along the lane measured in meter.

1. getEndPos(self, stopID):

The end position of the stop along the lane measured in m.

1. getName(self, stopID):

Returns the name of this stop.

1. getVehicleCount(self, stopID):

Get the total number of vehicles stopped at the named bus stop.

1. getVehicleIDs(self, stopID):

Get the IDs of vehicles stopped at the named bus stop.

1. getPersonCount(self, stopID):

Get the total number of waiting persons at the named bus stop.

1. getPersonIDs(self, stopID)

Get the IDs of waiting persons at the named bus stop.

# File name: \_calibrator.py

***Description:***

The calibrator is used to calibrating traffic flow of a base demand scenario by using local flow measurements. This file lists multiple methods that calibrator objects can call.

***Class:*** CalibratorDomain(Domain)

The parameter “Domain” means that “CalibratorDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self)

Domain.\_\_init\_\_(self, "calibrator", tc.CMD\_GET\_CALIBRATOR\_VARIABLE, tc.CMD\_SET\_CALIBRATOR\_VARIABLE,

tc.CMD\_SUBSCRIBE\_CALIBRATOR\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_CALIBRATOR\_VARIABLE,

t c.CMD\_SUBSCRIBE\_CALIBRATOR\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_CALIBRATOR\_CONTEXT)

*“tc” is traci.constants*

* 1. self: an instance of class CalibratorDomain.
  2. "calibrator": The name of domain is "calibrator".
  3. tc.CMD\_GET\_CALIBRATOR\_VARIABLE *:* A commond that gets calibrator variable.

CMD\_GET\_CALIBRATOR\_VARIABLE = 0x27

* 1. tc. CMD\_SET\_CALIBRATOR\_VARIABLE: A command sets calibrator variable.

CMD\_SET\_CALIBRATOR\_VARIABLE = 0x47

* 1. tc.CMD\_SUBSCRIBE\_CALIBRATOR \_VARIABLE: A command subscribes calibrator variable.

CMD\_SUBSCRIBE\_CALIBRATOR\_VARIABLE = 0x57

* 1. RESPONSE\_SUBSCRIBE\_CALIBRATOR\_VARIABLE: A response that subscribe calibrator variable.

RESPONSE\_SUBSCRIBE\_CALIBRATOR\_VARIABLE = 0x67

* 1. CMD\_SUBSCRIBE\_CALIBRATOR\_CONTEXT: A command subscribes calibrator context.

CMD\_SUBSCRIBE\_CALIBRATOR\_CONTEXT = 0x07

* 1. tc.RESPONSE \_ SUBSCRIBE \_ CALIBRATOR\_CONTEXT: The response that subscribes calibrator context.

RESPONSE\_SUBSCRIBE\_CALIBRATOR\_CONTEXT = 0x17

1. getEdgeID(self, calibratorID):

Returns the edge of this calibrator.

1. getLaneID(self, calibratorID):

Returns the lane of this calibrator (if it applies to a single lane).

1. getVehsPerHour(self, calibratorID):

Returns the number of vehicles per hour in the current calibration interval.

1. getSpeed(self, calibratorID):

Returns the target speed of the current calibration interval.

1. getTypeID(self, calibratorID):

Returns the type id for the current calibration interval.

1. getBegin(self, calibratorID):

Returns the begin time of the current calibration interval.

1. getEnd(self, calibratorID):

Returns the end time of the current calibration interval.

1. getRouteID(self, calibratorID):

Returns the route id for the current calibration interval.

1. getRouteProbeID(self, calibratorID):

Returns the routeProbe id for this calibrator.

1. getVTypes(self, calibratorID):

Returns a list of all types to which the calibrator applies (in a type filter is active).

1. getPassed(self, calibratorID):

Returns the number of passed vehicles in the current calibration interval.

1. getInserted(self, calibratorID):

Returns the number of passed vehicles in the current calibration interval.

1. getRemoved(self, calibratorID):

Returns the number of removed vehicles in the current calibration interval.

1. setFlow(self, calibratorID, begin, end, vehsPerHour, speed, typeID,  
    routeID, departLane="first", departSpeed="max")

Update or add a calibrator interval.

# File name: \_chargingstation.py

***Description:***

This file defines the “ChargingStationDomain” class which contains several methods for objects of ChargingStationDomain to implement.

***Class:*** ChargingStationDomain(Domain)

The parameter “Domain” means that “ChargingStationDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self)

Domain.\_\_init\_\_(self, "chargingstation",

tc.CMD\_GET\_CHARGINGSTATION\_VARIABLE, tc.CMD\_SET\_CHARGINGSTATION\_VARIABLE, tc.CMD\_SUBSCRIBE\_CHARGINGSTATION\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_CHARGINGSTATION\_VARIABLE, tc.CMD\_SUBSCRIBE\_CHARGINGSTATION\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_CHARGINGSTATION\_CONTEXT)

*“tc” is traci.constants*

* 1. self: an instance of class ChargingStationDomain.
  2. "chargingstation": The name of domain is "chargingstation".
  3. tc.CMD\_GET\_CHARGINGSTATION\_VARIABLE *:* A commond that gets chargingstation variable.

CMD\_GET\_CHARGINGSTATION\_VARIABLE = 0x25

* 1. tc. CMD\_SET\_ CHARGINGSTATION \_VARIABLE: A command sets chargingstation variable.

CMD\_SET\_CHARGINGSTATION\_VARIABLE = 0x45

* 1. tc.CMD\_SUBSCRIBE\_ CHARGINGSTATION \_VARIABLE: A command subscribes chargingstation variable.

CMD\_SUBSCRIBE\_CHARGINGSTATION\_VARIABLE = 0x55

* 1. RESPONSE\_SUBSCRIBE\_ CHARGINGSTATION \_VARIABLE: A response that subscribe chargingstation variable.

RESPONSE\_SUBSCRIBE\_CHARGINGSTATION\_VARIABLE = 0x65

* 1. CMD\_SUBSCRIBE\_ CHARGINGSTATION \_CONTEXT: A command subscribes chargingstation context.

CMD\_SUBSCRIBE\_CHARGINGSTATION\_CONTEXT = 0x05

* 1. tc.RESPONSE\_SUBSCRIBE\_CHARGINGSTATION \_CONTEXT: The response that subscribes chargingstation context.

RESPONSE\_SUBSCRIBE\_CHARGINGSTATION\_CONTEXT = 0x15

1. getLaneID(self, stopID):

Returns the lane of this calibrator (if it applies to a single lane).

1. getStartPos(self, stopID) :

The starting position of the stop along the lane measured in meter.

1. getEndPos(self, stopID):

The end position of the stop along the lane measured in meter.

1. getName(self, stopID):

Returns the name of this stop.

1. getVehicleCount(self, stopID):

Get the total number of vehicles stopped at the named charging station.

1. getVehicleIDs(self, stopID)

Get the IDs of vehicles stopped at the named charging station.

# File name: \_edge.py

***Description:***

This file defines the “EdgeDomain” class which contains several methods for objects of EdgeDomain to implement.

***Class:*** EdgeDomain(Domain)

The parameter “Domain” means that “EdgeDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self)

Domain.\_\_init\_\_(self, "edge", tc.CMD\_GET\_EDGE\_VARIABLE, tc.CMD\_SET\_EDGE\_VARIABLE,

tc.CMD\_SUBSCRIBE\_EDGE\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_EDGE\_VARIABLE,

tc.CMD\_SUBSCRIBE\_EDGE\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_EDGE\_CONTEXT, subscriptionDefault=(tc.LAST\_STEP\_VEHICLE\_NUMBER,))

*“tc” is traci.constants*

* 1. self: an instance of class EdgeDomain.
  2. " edge ": The name of domain is " edge ".
  3. tc.CMD\_GET\_EDGE \_VARIABLE *:* A commond that gets edge variable.

CMD\_GET\_EDGE\_VARIABLE = 0xaa

* 1. tc. CMD\_SET\_ EDGE \_VARIABLE: A command sets chargingstation variable.

CMD\_SET\_EDGE\_VARIABLE = 0xca

* 1. tc.CMD\_SUBSCRIBE\_ EDGE \_VARIABLE: A command subscribes edge variable.

CMD\_SUBSCRIBE\_EDGE\_VARIABLE = 0xda

* 1. tc.RESPONSE\_SUBSCRIBE\_ EDGE \_VARIABLE: A response that subscribe edge variable.

RESPONSE\_SUBSCRIBE\_EDGE\_VARIABLE = 0xea

* 1. tc.CMD\_SUBSCRIBE\_ EDGE \_CONTEXT: A command subscribes edge context.

CMD\_SUBSCRIBE\_EDGE\_CONTEXT = 0x8a

* 1. tc.RESPONSE\_SUBSCRIBE\_ EDGE\_CONTEXT: The response that subscribes edge context. RESPONSE\_SUBSCRIBE\_EDGE\_VARIABLE = 0xea
  2. subscriptionDefault=(tc.LAST\_STEP\_VEHICLE\_NUMBER,): Set subscription default is the vehicle number in last step.

LAST\_STEP\_VEHICLE\_NUMBER = 0x10

1. getAdaptedTraveltime(self, edgeID, time):

Returns the travel time value (in s) used for (re-)routing

which is valid on the edge at the given time.

1. getWaitingTime(self, edgeID):

Returns the sum of the waiting time of all vehicles currently on

that edge (see traci.vehicle.getWaitingTime).

1. getEffort(self, edgeID, time):

Returns the effort value used for (re-)routing

which is valid on the edge at the given time.

1. getCO2Emission(self, edgeID):

Returns the CO2 emission in mg for the last time step on the given edge.

1. getCOEmission(self, edgeID):

Returns the CO emission in mg for the last time step on the given edge.

1. getHCEmission(self, edgeID):

Returns the HC emission in mg for the last time step on the given edge.

1. getPMxEmission(self, edgeID):

Returns the particular matter emission in mg for the last time step on the given edge.

1. getNOxEmission(self, edgeID):

Returns the NOx emission in mg for the last time step on the given edge.

1. getFuelConsumption(self, edgeID):

Returns the fuel consumption in ml for the last time step on the given edge.

1. getNoiseEmission(self, edgeID):

Returns the noise emission in db for the last time step on the given edge.

1. getElectricityConsumption(self, edgeID):

Returns the electricity consumption in ml for the last time step.

1. getLastStepMeanSpeed(self, edgeID):

Returns the average speed in m/s for the last time step on the given edge.

1. getLastStepOccupancy(self, edgeID):

Returns the net occupancy (excluding inter-vehicle gaps) in % for the last time step on the given edge.

1. getLastStepLength(self, edgeID):

Returns the mean vehicle length in m for the last time step on the given edge.

1. getLaneNumber(self, edgeID):

Returns the number of lanes of this edge.

1. getStreetName(self, edgeID):

Returns the street name of this edge.

1. getTraveltime(self, edgeID):

Returns the estimated travel time in s for the last time step on the given edge.

1. getLastStepVehicleNumber(self, edgeID):

Returns the total number of vehicles for the last time step on the given edge.

1. getLastStepHaltingNumber(self, edgeID):

Returns the total number of halting vehicles for the last time step on the given edge.

A speed of less than 0.1 m/s is considered a halt.

1. getLastStepVehicleIDs(self, edgeID):

Returns the ids of the vehicles for the last time step on the given edge.

1. getLastStepPersonIDs(self, edgeID):

Returns the ids of the persons on the given edge during the last time step.

1. getPendingVehicles(self, edgeID):

Returns a list of all vehicle ids waiting for insertion on this edge (with depart delay).

1. adaptTraveltime(self, edgeID, time, begin=None, end=None):

Adapt the travel time value (in s) used for (re-)routing for the given edge.

When setting begin time and end time (in seconds), the changes only

apply to that time range. Otherwise they apply all the time.

Time:double

Begin:double

End:double

1. setEffort(self, edgeID, effort, begin=None, end=None):

Adapt the effort value used for (re-)routing for the given edge.

When setting begin time and end time (in seconds), the changes only

apply to that time range. Otherwise they apply all the time.

1. setAllowed(self, edgeID, allowedClasses):

Sets a list of allowed vehicle classes. Setting an empty list means all vehicles are allowed.

1. setDisallowed(self, edgeID, disallowedClasses):

Sets a list of disallowed vehicle classes.

disallowedClasses:list.:

1. setMaxSpeed(self, edgeID, speed)

Set a new maximum speed (in m/s) for all lanes of the edge.

# File name: \_gui.py

**Description:**

This file defines the “GuiDomain” class which contains several methods for objects of GuiDomain to implement.

***Class:*** GuiDomain(Domain)

The parameter “Domain” means that “GuiDomain” class inherits from “Domain” class.

***Class member:***

DEFAULT\_VIEW: the default view is string.

DEFAULT\_VIEW = **'View #0'**

***Methods:***

1. \_\_init\_\_(self)

Domain.\_\_init\_\_(self, "gui", tc.CMD\_GET\_GUI\_VARIABLE, tc.CMD\_SET\_GUI\_VARIABLE,

tc.CMD\_SUBSCRIBE\_GUI\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_GUI\_VARIABLE,

tc.CMD\_SUBSCRIBE\_GUI\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_GUI\_CONTEXT,

\_RETURN\_VALUE\_FUNC)

*“tc” is traci.constants*

* 1. self: an instance of class GuiDomain.
  2. " gui ": The name of domain is " gui ".
  3. tc.CMD\_GET\_ GUI \_VARIABLE *:* A commond that gets GUI variable.

CMD\_GET\_GUI\_VARIABLE = 0xac

* 1. tc.CMD\_SET\_ GUI \_VARIABLE: A command sets GUI variable.

CMD\_SET\_GUI\_VARIABLE = 0xcc

* 1. tc.CMD\_SUBSCRIBE\_ GUI \_VARIABLE: A command subscribes GUI variable.

CMD\_SUBSCRIBE\_GUI\_VARIABLE = 0xdc

* 1. tc.RESPONSE\_SUBSCRIBE\_ GUI \_VARIABLE: A response that subscribe GUI variable.

RESPONSE\_SUBSCRIBE\_GUI\_VARIABLE = 0xec

* 1. tc.CMD\_SUBSCRIBE\_ GUI \_CONTEXT: A command subscribes GUI context.

CMD\_SUBSCRIBE\_GUI\_CONTEXT = 0x8c

* 1. tc.RESPONSE\_SUBSCRIBE\_ GUI \_CONTEXT: The response that subscribes GUI context. RESPONSE\_SUBSCRIBE\_GUI\_CONTEXT = 0x9c

* 1. \_RETURN\_VALUE\_FUNC

1. getZoom(self, viewID=DEFAULT\_VIEW):

Returns the current zoom factor.

1. getOffset(self, viewID=DEFAULT\_VIEW):

Returns the x and y offset of the center of the current view.

1. getSchema(self, viewID=DEFAULT\_VIEW):

Returns the name of the current coloring scheme.

1. getBoundary(self, viewID=DEFAULT\_VIEW):

Returns the coordinates of the lower left and the upper right corner of the currently visible view.

1. setZoom(self, viewID, zoom):

Set the current zoom factor for the given view.

1. setOffset(self, viewID, x, y):

Set the current offset for the given view.

1. setSchema(self, viewID, schemeName):

Set the current coloring scheme for the given view.

1. setBoundary(self, viewID, xmin, ymin, xmax, ymax):

Sets the boundary of the visible network. If the window has a different aspect ratio than the given boundary, the view is expanded along one axis to meet the window aspect ratio and contain the given boundary.

1. screenshot(self, viewID, filename, width=-1, height=-1):

Save a screenshot for the given view to the given filename.

The fileformat is guessed from the extension, the available formats differ from platform to platform but should at least include ps, svg and pdf, on linux probably gif, png and jpg as well.

Width and height of the image can be given as optional parameters.

1. trackVehicle(self, viewID, vehID):

Start visually tracking the given vehicle on the given view.

1. hasView(self, viewID=DEFAULT\_VIEW):

Check whether the given view exists.

1. getTrackedVehicle(self, viewID=DEFAULT\_VIEW):

Returns the id of the currently tracked vehicle.

1. track(self, objID, viewID=DEFAULT\_VIEW):

Start visually tracking the given vehicle or person on the given view.

1. isSelected(self, objID, objType="vehicle"):

Return 1 if the object of the given type and id is select, 0 otherwise.

1. toggleSelection(self, objID, objType="vehicle")

Toggle selection status for the object of the given type and id.

# File name: \_inductionloop.py

**Description:**

This file defines the “InductionLoopDomain” class which contains several methods for objects of GuiDomain to call to gain information on the named induction loop.

***Class:*** InductionLoopDomain (Domain)

The parameter “Domain” means that “InductionLoopDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self)

Domain.\_\_init\_\_(self, "inductionloop", tc.CMD\_GET\_INDUCTIONLOOP\_VARIABLE, tc.CMD\_SET\_INDUCTIONLOOP\_VARIABLE, tc.CMD\_SUBSCRIBE\_INDUCTIONLOOP\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_INDUCTIONLOOP\_VARIABLE, tc.CMD\_SUBSCRIBE\_INDUCTIONLOOP\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_INDUCTIONLOOP\_CONTEXT,

\_RETURN\_VALUE\_FUNC, subscriptionDefault=(tc.LAST\_STEP\_VEHICLE\_NUMBER,))

*“tc” is traci.constants*

* 1. self: an instance of class InductionLoopDomain.
  2. " inductionloop ": The name of domain is " inductionloop ".
  3. tc.CMD\_GET\_ INDUCTIONLOOP \_VARIABLE *:* A commond that gets induction loop variable.

CMD\_GET\_INDUCTIONLOOP\_VARIABLE = 0xa0

* 1. tc.CMD\_SET\_ INDUCTIONLOOP \_VARIABLE: A command sets induction loop variable.

CMD\_SET\_INDUCTIONLOOP\_VARIABLE = 0xc0

* 1. tc.CMD\_SUBSCRIBE\_ INDUCTIONLOOP \_VARIABLE: A command subscribes induction loop variable.

CMD\_SUBSCRIBE\_INDUCTIONLOOP\_VARIABLE = 0xd0

* 1. tc.RESPONSE\_SUBSCRIBE\_ INDUCTIONLOOP \_VARIABLE: A response that subscribe induction loop variable.

RESPONSE\_SUBSCRIBE\_INDUCTIONLOOP\_VARIABLE = 0xe0

* 1. tc.CMD\_SUBSCRIBE\_ INDUCTIONLOOP \_CONTEXT: A command subscribes induction loop context.

CMD\_SUBSCRIBE\_INDUCTIONLOOP\_CONTEXT = 0x80

* 1. tc.RESPONSE\_SUBSCRIBE\_ INDUCTIONLOOP \_CONTEXT: The response that subscribes induction loop context.

RESPONSE\_SUBSCRIBE\_INDUCTIONLOOP\_CONTEXT = 0x90

* 1. \_RETURN\_VALUE\_FUNC
  2. subscriptionDefault=(tc.LAST\_STEP\_VEHICLE\_NUMBER,)

Set subscription default is the vehicle number in last step.

LAST\_STEP\_VEHICLE\_NUMBER = 0x10

1. getPosition(self, loopID):

Returns the position measured from the beginning of the lane in meters.

1. getLaneID(self, loopID):

Returns the id of the lane the loop is on.

1. getLastStepVehicleNumber(self, loopID):

Returns the number of vehicles that were on the named induction loop within the last simulation step.

1. getLastStepMeanSpeed(self, loopID):

Returns the mean speed in m/s of vehicles that were on the named induction loop within the last simulation step.

1. getLastStepVehicleIDs(self, loopID):

Returns the list of ids of vehicles that were on the named induction loop in the last simulation step.

1. getLastStepOccupancy(self, loopID):

Returns the percentage of time the detector was occupied by a vehicle.

1. getLastStepMeanLength(self, loopID):

Returns the mean length in m of vehicles which were on the detector in the last step.

1. getTimeSinceDetection(self, loopID):

Returns the time in s since last detection.

1. getVehicleData(self, loopID):

Returns a complex structure containing several information about vehicles which passed the detector.

# File name: \_junction.py

**Description:**

This file defines the “JunctionDomain” class which contains several methods for objects of JunctionDomain to call to gain information of the named junction.

***Class:*** JunctionDomain (Domain)

The parameter “Domain” means that “JunctionDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self)

Domain.\_\_init\_\_(self, "junction", tc.CMD\_GET\_JUNCTION\_VARIABLE, tc.CMD\_SET\_JUNCTION\_VARIABLE,

tc.CMD\_SUBSCRIBE\_JUNCTION\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_JUNCTION\_VARIABLE,

tc.CMD\_SUBSCRIBE\_JUNCTION\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_JUNCTION\_CONTEXT)

*“tc” is traci.constants*

* 1. self: an instance of class junctionDomain.
  2. " junction": The name of domain is " junction".
  3. tc.CMD\_GET\_ JUNCTION \_VARIABLE *:* A commond that gets junction variable.

CMD\_GET\_JUNCTION\_VARIABLE = 0xa9

* 1. tc.CMD\_SET\_ JUNCTION \_VARIABLE: A command sets junction variable.

CMD\_SET\_JUNCTION\_VARIABLE = 0xc9

* 1. tc.CMD\_SUBSCRIBE\_ JUNCTION \_VARIABLE: A command subscribes junction variable.

CMD\_SUBSCRIBE\_JUNCTION\_VARIABLE = 0xd9

* 1. tc.RESPONSE\_SUBSCRIBE\_ JUNCTION \_VARIABLE: A response that subscribe junction variable.

RESPONSE\_SUBSCRIBE\_JUNCTION\_VARIABLE = 0xe9

* 1. tc.CMD\_SUBSCRIBE\_ JUNCTION \_CONTEXT: A command subscribes junction context.

CMD\_SUBSCRIBE\_JUNCTION\_CONTEXT = 0x89

* 1. tc.RESPONSE\_SUBSCRIBE\_ JUNCTION \_CONTEXT: The response that subscribes junction context.

RESPONSE\_SUBSCRIBE\_JUNCTION\_CONTEXT = 0x99

1. getPosition(self, junctionID, includeZ=False):

Returns the coordinates of the center of the junction.

1. getShape(self, junctionID)：

List of 2 dimentional positions (cartesian) describing the geometry.

# File name: \_lane.py

**Description:**

This file defines the “LaneDomain” class which contains several methods for objects of LaneDomain to call to gain information of the named lane and to set some functions.

***Class:*** LaneDomain (Domain)

The parameter “Domain” means that “LaneDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self)

Domain.\_\_init\_\_(self, "lane", tc.CMD\_GET\_LANE\_VARIABLE, tc.CMD\_SET\_LANE\_VARIABLE,

tc.CMD\_SUBSCRIBE\_LANE\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_LANE\_VARIABLE,

tc.CMD\_SUBSCRIBE\_LANE\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_LANE\_CONTEXT,

\_RETURN\_VALUE\_FUNC, subscriptionDefault=(tc.LAST\_STEP\_VEHICLE\_NUMBER,))

*“tc” is traci.constants*

* 1. self: an instance of class LaneDomain.
  2. " lane ": The name of domain is " lane ".
  3. tc.CMD\_GET\_ LANE \_VARIABLE *:* A commond that gets lane variable.

CMD\_GET\_LANE\_VARIABLE = 0xa3

* 1. tc.CMD\_SET\_ LANE \_VARIABLE: A command sets lane variable.

CMD\_SET\_LANE\_VARIABLE = 0xc3

* 1. tc.CMD\_SUBSCRIBE\_ LANE \_VARIABLE: A command subscribes lane variable.

CMD\_SUBSCRIBE\_LANE\_VARIABLE = 0xd3

* 1. tc.RESPONSE\_SUBSCRIBE\_ LANE \_VARIABLE: A response that subscribe lane variable.

RESPONSE\_SUBSCRIBE\_LANE\_CONTEXT = 0x93

* 1. tc.CMD\_SUBSCRIBE\_ LANE \_CONTEXT: A command subscribes lane context.

CMD\_SUBSCRIBE\_LANE\_CONTEXT = 0x83

* 1. tc.RESPONSE\_SUBSCRIBE\_ LANE \_CONTEXT: The response that subscribes lane context.

RESPONSE\_SUBSCRIBE\_LANE\_CONTEXT = 0x93

* 1. \_RETURN\_VALUE\_FUNC
  2. subscriptionDefault=(tc.LAST\_STEP\_VEHICLE\_NUMBER,)

Set subscription default is the vehicle number in last step.

LAST\_STEP\_VEHICLE\_NUMBER = 0x10

1. getLength(self, laneID):

Returns the length in meter.

1. getMaxSpeed(self, laneID):

Returns the maximum allowed speed on the lane in m/s.

1. getWidth(self, laneID):

Returns the width of the lane in m.

1. getAllowed(self, laneID):

Returns a list of allowed vehicle classes. An empty list means all vehicles are allowed.

1. getDisallowed(self, laneID):

Returns a list of disallowed vehicle classes.

1. getLinkNumber(self, laneID):

Returns the number of connections to successive lanes.

1. getLinks(self, laneID, extended=True):

A list containing id of successor lane together with priority, open and foe

for each link.

if extended=True, each result tuple contains

(string approachedLane, bool hasPrio, bool isOpen, bool hasFoe,

string approachedInternal, string state, string direction, float length)

isOpen: whether a vehicle driving at the speed limit (minimum auf

incoming and outgoing lane) could safely pass the junction with

regard to approaching foes if it were to enter it in this step

(false for red traffic light).

Foe vehicles that are already on the junction are ignored!

hasPrio: whether the link is the main road at a priority junction or

currently has green light ('G')

hasFoe: whether any foe vehicles are approaching the junction or on the

junction that would interfere with passing it in the current time step.

1. getShape(self, laneID):

List of 2D positions (cartesian) describing the geometry.

1. getEdgeID(self, laneID):

Returns the id of the edge the lane belongs to.

1. getCO2Emission(self, laneID):

Returns the CO2 emission in mg for the last time step on the given lane.

1. getCOEmission(self, laneID):

Returns the CO emission in mg for the last time step on the given lane.

1. getHCEmission(self, laneID):

Returns the HC emission in mg for the last time step on the given lane.

1. getPMxEmission(self, laneID):

Returns the particular matter emission in mg for the last time step on the given lane.

1. getNOxEmission(self, laneID):

Returns the NOx emission in mg for the last time step on the given lane.

1. getFuelConsumption(self, laneID):

Returns the fuel consumption in ml for the last time step on the given lane.

1. getNoiseEmission(self, laneID):

Returns the noise emission in db for the last time step on the given lane.

1. getElectricityConsumption(self, laneID):

Returns the electricity consumption in ml for the last time step.

1. getLastStepMeanSpeed(self, laneID):

Returns the average speed in m/s for the last time step on the given lane.

1. getLastStepOccupancy(self, laneID):

Returns the occupancy in % for the last time step on the given lane.

1. getLastStepLength(self, laneID):

Returns the mean vehicle length in meter for the last time step on the given lane.

1. getWaitingTime(self, laneID):
2. getTraveltime(self, laneID):

Returns the estimated travel time in s for the last time step on the given lane.

1. getLastStepVehicleNumber(self, laneID):

Returns the total number of vehicles for the last time step on the given lane.

1. getLastStepHaltingNumber(self, laneID):

Returns the total number of halting vehicles for the last time step on the given lane. A speed of less than 0.1 m/s is considered a halt.

1. getLastStepVehicleIDs(self, laneID):

Returns the ids of the vehicles for the last time step on the given lane.

1. getFoes(self, laneID, toLaneID):

Returns the ids of incoming lanes that have right of way over the connection from laneID to toLaneID.

1. getInternalFoes(self, laneID):

Returns the ids of internal lanes that are in conflict with the given internal lane id.

1. getPendingVehicles(self, laneID):

Returns a list of all vehicle ids waiting for insertion on this lane (with depart delay).

1. setAllowed(self, laneID, allowedClasses):

Sets a list of allowed vehicle classes. Setting an empty list means all vehicles are allowed.

1. setDisallowed(self, laneID, disallowedClasses):

Sets a list of allowed vehicle classes. Setting an empty list means all vehicles are allowed.

1. setMaxSpeed(self, laneID, speed):

Sets a new maximum allowed speed on the lane in m/s.

1. setLength(self, laneID, length):

Sets the length of the lane in m.

# File name: \_lanearea.py

**Description:**

This file defines the “LaneAreaDomain” class which contains several methods for objects of LaneAreaDomain to call to gain information of the named detector and to set some functions.

***Class:*** LaneAreaDomain (Domain)

The parameter “Domain” means that “LaneAreaDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self, name="lanearea", deprecatedFor=None)

Domain.\_\_init\_\_(self, lanearea, tc.CMD\_GET\_LANEAREA\_VARIABLE, tc.CMD\_SET\_LANEAREA\_VARIABLE,

tc.CMD\_SUBSCRIBE\_LANEAREA\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_LANEAREA\_VARIABLE,

tc.CMD\_SUBSCRIBE\_LANEAREA\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_LANEAREA\_CONTEXT,

{}, deprecatedFor, subscriptionDefault=(tc.LAST\_STEP\_VEHICLE\_NUMBER,))

*“tc” is traci.constants*

* 1. self: an instance of class LaneAreaDomain.
  2. " lane ": The name of domain is " lanearea".
  3. tc.CMD\_GET\_ LANEAREA \_VARIABLE *:* A commond that gets lane area detector variable.

CMD\_GET\_LANEAREA\_VARIABLE = 0xad

* 1. tc.CMD\_SET\_ LANEAREA \_VARIABLE: A command sets lane area detector variable.

CMD\_SET\_LANEAREA\_VARIABLE = 0xcd

* 1. tc.CMD\_SUBSCRIBE\_ LANEAREA \_VARIABLE: A command subscribes lane area detector variable.

CMD\_SUBSCRIBE\_LANEAREA\_VARIABLE = 0xdd

* 1. tc.RESPONSE\_SUBSCRIBE\_ LANEAREA\_VARIABLE: A response that subscribe lane area detector variable.

RESPONSE\_SUBSCRIBE\_LANEAREA\_VARIABLE = 0xed

* 1. tc.CMD\_SUBSCRIBE\_ LANEAREA \_CONTEXT: A command subscribes lane area detector context.

CMD\_SUBSCRIBE\_LANEAREA\_CONTEXT = 0x8d

* 1. tc.RESPONSE\_SUBSCRIBE\_ LANEAREA \_CONTEXT: The response that subscribes lane area detector context.

RESPONSE\_SUBSCRIBE\_LANEAREA\_CONTEXT = 0x9d

* 1. \_RETURN\_VALUE\_FUNC is {}.
  2. subscriptionDefault=(tc.LAST\_STEP\_VEHICLE\_NUMBER,): Set subscription default is the vehicle number in last step.

LAST\_STEP\_VEHICLE\_NUMBER = 0x10

1. getJamLengthVehicle(self, detID):

Returns the jam length in vehicles within the last simulation step.

1. getJamLengthMeters(self, detID):

Returns the jam length in meters within the last simulation step.

1. getLastStepMeanSpeed(self, detID):

Returns the current mean speed in m/s of vehicles that were on the named e2.

1. getLastStepVehicleIDs(self, detID):

Returns the list of ids of vehicles that were on the named detector in the last simulation step.

1. getLastStepOccupancy(self, detID):

Returns the percentage of space the detector was occupied by a vehicle [%]

1. getPosition(self, detID):

Returns the starting position of the detector measured from the beginning of the lane in meters.

1. getLaneID(self, detID):

Returns the id of the lane the detector is on.

1. getLength(self, detID):

Returns the length of the detector.

1. getLastStepVehicleNumber(self, detID):

Returns the number of vehicles that were on the named detector within the last simulation step.

1. getLastStepHaltingNumber(self, detID)

Returns the number of vehicles which were halting during the last time step.

# File name: \_meandata.py

**Description:**

This file defines the “MeanDataDomain” class.

***Class:*** MeanDataDomain(Domain)

The parameter “Domain” means that “MeanDataDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self):

Domain.\_\_init\_\_(self, " MeanDataDomain ", tc.CMD\_GET\_MEANDATA\_VARIABLE, None,

tc.CMD\_SUBSCRIBE\_MEANDATA\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_MEANDATA\_VARIABLE,

tc.CMD\_SUBSCRIBE\_MEANDATA\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_MEANDATA\_CONTEXT)

*“tc” is traci.constants*

* 1. self: an instance of class MeanDataDomain.
  2. " MeanDataDomain ": The name of domain is " MeanDataDomain".
  3. tc.CMD\_GET\_ MEANDATA\_VARIABLE *:* A commond that gets meandata variable.

CMD\_GET\_LANEAREA\_VARIABLE = 0xad

* 1. None: cmdSetID is none.
  2. tc.CMD\_SUBSCRIBE\_ MEANDATA \_VARIABLE: A command subscribes meandata variable.

CMD\_SUBSCRIBE\_MEANDATA\_VARIABLE = 0x5a

* 1. tc.RESPONSE\_SUBSCRIBE\_ MEANDATA \_VARIABLE: A response that subscribe meandata variable.

RESPONSE\_SUBSCRIBE\_MEANDATA\_VARIABLE = 0x6a

* 1. tc.CMD\_SUBSCRIBE\_ MEANDATA\_CONTEXT: A command subscribes meandata context.

CMD\_SUBSCRIBE\_MEANDATA\_CONTEXT = 0x0a

* 1. tc.RESPONSE\_SUBSCRIBE\_ MEANDATA\_CONTEXT: The response that subscribes meandata context.

RESPONSE\_SUBSCRIBE\_MEANDATA\_CONTEXT = 0x1a

# File name: \_multientryexit.py

**Description:**

This file defines the “MultiEntryExitDomain” class which contains several methods for objects of MultiEntryExitDomain to call to gain information of the named multi-entry/multi-exit detector.

***Class:*** MultiEntryExitDomain (Domain)

The parameter “Domain” means that “MultiEntryExitDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self):

Domain.\_\_init\_\_(self, "multientryexit",

tc.CMD\_GET\_MULTIENTRYEXIT\_VARIABLE, tc.CMD\_SET\_MULTIENTRYEXIT\_VARIABLE,

tc.CMD\_SUBSCRIBE\_MULTIENTRYEXIT\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_MULTIENTRYEXIT\_VARIABLE, tc.CMD\_SUBSCRIBE\_MULTIENTRYEXIT\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_MULTIENTRYEXIT\_CONTEXT, subscriptionDefault=(tc.LAST\_STEP\_VEHICLE\_NUMBER,))

*“tc” is traci.constants*

* 1. self: an instance of class MultiEntryExitDomain.
  2. " multientryexit ": The name of domain is " multientryexit ".
  3. tc.CMD\_GET\_ MULTIENTRYEXIT \_VARIABLE *:* A commond that gets multi-exit detector variable.

CMD\_GET\_MULTIENTRYEXIT\_VARIABLE = 0xa1

* 1. tc.CMD\_SET\_MULTIENTRYEXIT\_VARIABLE: A command sets l multi-exit detector variable.

CMD\_SET\_MULTIENTRYEXIT\_VARIABLE = 0xc1

* 1. tc.CMD\_SUBSCRIBE\_ MULTIENTRYEXIT \_VARIABLE: A command subscribes multi-exit detector variable.

CMD\_SUBSCRIBE\_MULTIENTRYEXIT\_VARIABLE = 0xd1

* 1. tc.RESPONSE\_SUBSCRIBE\_ MULTIENTRYEXIT \_VARIABLE: A response that subscribe multi-exit detector variable.

RESPONSE\_SUBSCRIBE\_MULTIENTRYEXIT\_VARIABLE = 0xe1

* 1. tc.CMD\_SUBSCRIBE\_ MULTIENTRYEXIT \_CONTEXT: A command subscribes multi-exit detector context.

CMD\_SUBSCRIBE\_MULTIENTRYEXIT\_CONTEXT = 0x81

* 1. tc.RESPONSE\_SUBSCRIBE\_ MULTIENTRYEXIT \_CONTEXT: The response that subscribes multi-exit detector context.

RESPONSE\_SUBSCRIBE\_MULTIENTRYEXIT\_CONTEXT = 0x91

1. getLastStepVehicleNumber(self, detID):

Returns the number of vehicles which were halting during the last time step.

1. getLastStepMeanSpeed(self, detID):

Returns the mean speed in m/s of vehicles that have been within the named multi-entry detector within the last simulation step.

1. getLastStepVehicleIDs(self, detID):

Returns the list of ids of vehicles that have been within the named multi- entry detector in the last simulation step.

1. getLastStepHaltingNumber(self, detID):

Returns the number of vehicles which were halting during the last time step.

# File name: \_overheadwire.py

**Description:**

This file defines the “OverheadWireDomain” class which contains several methods for objects of OverheadWireDomain to call to gain information of the named overheadwire variable.

***Class:*** OverheadWireDomain (Domain)

The parameter “Domain” means that “OverheadWireDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self):

Domain.\_\_init\_\_(self, "overheadwire", tc.CMD\_GET\_OVERHEADWIRE\_VARIABLE, tc.CMD\_SET\_OVERHEADWIRE\_VARIABLE, tc.CMD\_SUBSCRIBE\_OVERHEADWIRE\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_OVERHEADWIRE\_VARIABLE, tc.CMD\_SUBSCRIBE\_OVERHEADWIRE\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_OVERHEADWIRE\_CONTEXT)

*“tc” is traci.constants*

* 1. self: an instance of class overheadwire.
  2. "overheadwire ": The name of domain is " overheadwire".
  3. tc.CMD\_GET\_OVERHEADWIRE\_VARIABLE *:* A commond that gets overheadwire variable.

CMD\_GET\_OVERHEADWIRE\_VARIABLE = 0x2b

* 1. tc.CMD\_SET\_ OVERHEADWIRE\_VARIABLE: A command sets overheadwire variable.

CMD\_SET\_OVERHEADWIRE\_VARIABLE = 0x4b

* 1. tc.CMD\_SUBSCRIBE\_ OVERHEADWIRE\_VARIABLE: A command subscribes overheadwire variable.

CMD\_SUBSCRIBE\_OVERHEADWIRE\_VARIABLE = 0x5b

* 1. tc.RESPONSE\_SUBSCRIBE\_ OVERHEADWIRE \_VARIABLE: A response that subscribe overheadwire variable.

RESPONSE\_SUBSCRIBE\_OVERHEADWIRE\_VARIABLE = 0x6b

* 1. tc.CMD\_SUBSCRIBE\_ OVERHEADWIRE \_CONTEXT: A command subscribes overheadwire context.

CMD\_SUBSCRIBE\_OVERHEADWIRE\_CONTEXT = 0x0b

* 1. tc.RESPONSE\_SUBSCRIBE\_ OVERHEADWIRE \_CONTEXT: The response that subscribes overheadwire context.

RESPONSE\_SUBSCRIBE\_OVERHEADWIRE\_CONTEXT = 0x1b

1. getLaneID(self, stopID):

Returns the lane of this calibrator (if it applies to a single lane).

1. getStartPos(self, stopID):

The starting position of the stop along the lane measured in meter.

1. getEndPos(self, stopID):

The end position of the stop along the lane measured in meter.

1. getName(self, stopID):

Returns the name of this stop.

1. getVehicleCount(self, stopID):

Get the total number of vehicles stopped at the named overhead wire.

1. getVehicleIDs(self, stopID):

Get the IDs of vehicles stopped at the named overhead wire.

# File name: \_parkingarea.py

**Description:**

This file defines the “parkingarea” class which contains several methods for objects of parkingarea to call to gain information of the named parkingarea variable.

***Class:*** parkingarea (Domain)

The parameter “Domain” means that “parkingarea” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self):

Domain.\_\_init\_\_(self, "parkingarea", tc.CMD\_GET\_PARKINGAREA\_VARIABLE, tc.CMD\_SET\_PARKINGAREA\_VARIABLE, tc.CMD\_SUBSCRIBE\_PARKINGAREA\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_PARKINGAREA\_VARIABLE, tc.CMD\_SUBSCRIBE\_PARKINGAREA\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_PARKINGAREA\_CONTEXT)

*“tc” is traci.constants*

* 1. self: an instance of class parkingarea.
  2. " parkingarea": The name of domain is " parkingarea".
  3. tc.CMD\_GET\_PARKINGAREA\_VARIABLE *:* A commond that gets parkingarea variable.

CMD\_GET\_PARKINGAREA\_VARIABLE = 0x24

* 1. tc.CMD\_SET\_PARKINGAREA\_VARIABLE: A command sets parkingarea variable.

CMD\_SET\_PARKINGAREA\_VARIABLE = 0x44

* 1. tc.CMD\_SUBSCRIBE\_ PARKINGAREA \_VARIABLE: A command subscribes parkingarea variable.

CMD\_SUBSCRIBE\_PARKINGAREA\_VARIABLE = 0x54

* 1. tc.RESPONSE\_SUBSCRIBE\_ PARKINGAREA \_VARIABLE: A response that subscribe parkingarea variable.

RESPONSE\_SUBSCRIBE\_PARKINGAREA\_VARIABLE = 0x64

* 1. tc.CMD\_SUBSCRIBE\_ PARKINGAREA \_CONTEXT: A command subscribes parkingarea context.

CMD\_SUBSCRIBE\_PARKINGAREA\_CONTEXT = 0x04

* 1. tc.RESPONSE\_SUBSCRIBE\_ PARKINGAREA\_CONTEXT: The response that subscribes parkingarea context.

RESPONSE\_SUBSCRIBE\_PARKINGAREA\_CONTEXT = 0x14

1. getLaneID(self, stopID):

Returns the lane of this calibrator (if it applies to a single lane).

1. getStartPos(self, stopID):

The starting position of the stop along the lane measured in meter.

1. getEndPos(self, stopID):

he end position of the stop along the lane measured in m.

1. getName(self, stopID):

Returns the name of this stop.

1. getVehicleCount(self, stopID):

Get the total number of vehicles stopped at the named parking area.

1. getVehicleIDs(self, stopID):

Get the IDs of vehicles stopped at the named parking area.

# File name: \_person.py

***Description:***

This file defines the “Reservation” class which contains the attributes of person and “PersonDomain” contains several methods for objects of PersonDomain to call to gain and change information of the named person variable.

***Function:***

\_readReservation(result)

Read and return the result from the Reservation class.

***Variable:***

\_RETURN\_VALUE\_FUNC:

The function that returning value is simulation.\_readStage.

***Class:*** .

1. Reservation (object)

The parameter “object” means that “Reservation” class inherits from “object” class.

* 1. ***Methods****:*
     + 1. \_\_init\_\_(self, id, persons, group, fromEdge, toEdge, departPos, arrivalPos,depart, reservationTime, state):

This method initializes some attributes for reservation class.

* + - 1. \_\_attr\_repr\_\_(self, attrname, default=""):

This method represents the attribute. If the value of attribute does not exist, default value will be returned; if the value is invalid, return “INVALID”; or return the attrname is equal to the value.

* + - 1. def \_\_repr\_\_(self):

This method represents the whole Reservation class with a person instance.

1. PersonDomain(Domain)

The parameter “Domain” means that “PersonDomain” class inherits from “Domain” class.

* 1. ***Methods:***

1. \_\_init\_\_(self):

Domain.\_\_init\_\_(self, "overheadwire", tc.CMD\_GET\_OVERHEADWIRE\_VARIABLE, tc.CMD\_SET\_OVERHEADWIRE\_VARIABLE, tc.CMD\_SUBSCRIBE\_OVERHEADWIRE\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_OVERHEADWIRE\_VARIABLE, tc.CMD\_SUBSCRIBE\_OVERHEADWIRE\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_OVERHEADWIRE\_CONTEXT)

*“tc” is traci.constants*

1. self: an instance of class PersonDomain.

1. tc.CMD\_GET\_PERSON\_VARIABLE *:* A commond that gets person variable.

CMD\_GET\_PERSON\_VARIABLE = 0xae

1. tc.CMD\_SET\_ PERSON \_VARIABLE: A command sets person variable.

CMD\_SET\_PERSON\_VARIABLE = 0xce

1. tc.CMD\_SUBSCRIBE\_ PERSON \_VARIABLE: A command subscribes person variable.

CMD\_SUBSCRIBE\_PERSON\_VARIABLE = 0xde

1. tc.RESPONSE\_SUBSCRIBE\_ PERSON \_VARIABLE: A response that subscribe person variable.

RESPONSE\_SUBSCRIBE\_PERSON\_VARIABLE = 0xee

1. tc.CMD\_SUBSCRIBE\_ OVERHEADWIRE \_CONTEXT: A command subscribes person context.

CMD\_SUBSCRIBE\_PERSON\_CONTEXT = 0x8e

1. tc.RESPONSE\_SUBSCRIBE\_ PERSON \_CONTEXT: The response that subscribes person context.

RESPONSE\_SUBSCRIBE\_PERSON\_CONTEXT = 0x9e

1. \_RETURN\_VALUE\_FUNC:

Return the value of function.

1. getSpeed(self, personID):

Returns the speed in m/s of the named person within the last step.

self: an instance of personDomain class(object).

personID: The ID of a person(string).

1. getPosition(self, personID):

Returns the position of the named person within the last step in 2-dimensional coordinates [m,m].

1. getPosition3D(self, personID):

Returns the position of the named person within the last step in [m,m,m].

1. getAngle(self, personID):

Returns the angle in degrees of the named person within the last step.

1. getSlope(self, personID):

Returns the slope at the current position of the person in degrees.

1. getRoadID(self, personID):

Returns the ID of the edge the named person was at within the last step.

1. getLaneID(self, personID):

Returns the id of the lane the named person was at within the last step.

If the current person stage does not provide a lane, "" is returned.

1. getTypeID(self, personID):

Returns the id of the type of the named person(string).

1. getLanePosition(self, personID):

Return the position of the person along the lane measured in meter(double).

1. getColor(self, personID):

Returns the RGBA color of the person(a 1\*4 vector).

1. getLength(self, personID):

Returns the length in meter of the given person.

1. getWaitingTime(self, personID):

The waiting time of a person is defined as the time (in seconds) spent with a speed below 0.1m/s since the last time it was faster than 0.1m/s. (basically, the waiting time of a person is reset to 0 every time it moves).

1. getWidth(self, personID):

Returns the width in m of this person.

1. getMinGap(self, personID):

Returns the offset (gap to front person if halting) of this person.

1. getNextEdge(self, personID):

If the person is walking, returns the next edge on the persons route (including crossing and walkingareas). If there is no further edge or the

person is in another stage, returns the empty string.

1. getEdges(self, personID, nextStageIndex=0):

Returns a list of all edges in the nth next stage.

For waiting stages this is a single edge

For walking stages this is the complete route

For driving stages this is [origin, destination]

nextStageIndex 0 retrieves value for the current stage.

nextStageIndex must be lower then value of getRemainingStages(personID).

1. getStage(self, personID, nextStageIndex=0):

Returns the type of the nth next stage

0 for not-yet-departed

1 for waiting

2 for walking

3 for driving

4 for access to busStop or trainStop

5 for personTrip

nextStageIndex 0 retrieves value for the current stage.

nextStageIndex must be lower then value of getRemainingStages(personID)

1. getRemainingStages(self, personID):

Returns the number of remaining stages (at least 1).

1. getVehicle(self, personID):

Returns the id of the current vehicle if the person is in stage driving and has entered a vehicle.

Return the empty string otherwise

1. getTaxiReservations(self, onlyNew=0):

Returns all reservations. If onlyNew is 1, each reservation is returned only once.

1. splitTaxiReservation(self, reservationID, personIDs):

Splits given list of person ids from the reservation with the given id

and creates a new reservation for these persons. Returns the new

reservation id.

1. removeStages(self, personID):

Removes all stages of the person. If no new phases are appended,

the person will be removed from the simulation in the next simulationStep().

1. add(self, personID, edgeID, pos, depart=tc.DEPARTFLAG\_NOW, typeID="DEFAULT\_PEDTYPE"):

Inserts a new person to the simulation at the given edge, position and time (in s). This function should be followed by appending Stages or the person

will immediately vanish on departure.

1. appendWaitingStage(self, personID, duration, description="waiting", stopID=""):

Appends a waiting stage with duration in s to the plan of the given person.

1. appendWalkingStage(self, personID, edges, arrivalPos, duration=-1, speed=-1, stopID=""):

Appends a walking stage to the plan of the given person

The walking speed can either be specified, computed from the duration parameter (in s) or taken from the

type of the person

1. appendDrivingStage(self, personID, toEdge, lines, stopID=""):

Appends a driving stage to the plan of the given person

The lines parameter should be a space-separated list of line ids.

1. appendStage(self, personID, stage):

Appends a stage object to the plan of the given person

Such an object is obtainable using getStage.

1. replaceStage(self, personID, stageIndex, stage):

Replaces the nth subsequent stage with the given stage object

Such an object is obtainable using getStage.

1. removeStage(self, personID, nextStageIndex):

Removes the nth next stage nextStageIndex must be lower then value of getRemainingStages(personID).

nextStageIndex 0 immediately aborts the current stage and proceeds to the next stage.

1. rerouteTraveltime(self, personID):
2. moveToXY(self, personID, edgeID, x, y, angle=tc.INVALID\_DOUBLE\_VALUE, keepRoute=1):

Place person at the given x,y coordinates and force it's angle to

the given value (for drawing).

If the angle is set to INVALID\_DOUBLE\_VALUE, the vehicle assumes the natural angle of the edge on which it is driving.

If keepRoute is set to 1, the closest position within the existing route is taken. If keepRoute is set to 0, the vehicle may move to any edge in the network but it's route then only consists of that edge.

If keepRoute is set to 2 the person has all the freedom of keepRoute=0 but in addition to that may even move outside the road network.

1. setSpeed(self, personID, speed):

Sets the maximum speed in m/s for the named person for subsequent step.

1. setType(self, personID, typeID):

Sets the id of the type for the named person.

1. setWidth(self, personID, width):

Sets the width in m for this person.

1. setHeight(self, personID, height):

Sets the height in m for this person.

Height: double.

1. setLength(self, personID, length):

Sets the length in m for the given person.

Length:double.

1. setMinGap(self, personID, minGap):

Sets the offset (gap to front person if halting) for this vehicle.

minGap: gap to front person if halting.

1. setColor(self, personID, color):

Sets the color for the vehicle with the given ID, i.e. (255,0,0) for the color red. The fourth component (alpha) is optional.

# File name: \_poi.py

**Description:**

This file defines the “PoiDomain” class which contains several methods for objects of PoiDomain to call to gain and set data on the named Poi(Point of interst).

***Class:*** PoiDomain (Domain)

The parameter “Domain” means that “PoiDomain” class inherits from “Domain” class.

***Methods:***

1. \_\_init\_\_(self)

Domain.\_\_init\_\_(self, "poi", tc.CMD\_GET\_POI\_VARIABLE, tc.CMD\_SET\_POI\_VARIABLE, tc.CMD\_SUBSCRIBE\_POI\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_POI\_VARIABLE, tc.CMD\_SUBSCRIBE\_POI\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_POI\_CONTEXT,

*“tc” is traci.constants*

* 1. self: an instance of class PoiDomain.
  2. " poi ": The name of domain is " poi ".
  3. tc.CMD\_GET\_ POI \_VARIABLE *:* A commond that gets variable.

CMD\_GET\_POI\_VARIABLE = 0xa7

* 1. tc.CMD\_SET\_ POI \_VARIABLE: A command sets poi variable.

CMD\_SET\_POI\_VARIABLE = 0xc7

* 1. tc.CMD\_SUBSCRIBE\_ POI \_VARIABLE: A command subscribes poi variable.

CMD\_SUBSCRIBE\_POI\_VARIABLE = 0xd7

* 1. tc.RESPONSE\_SUBSCRIBE\_ POI \_VARIABLE: A response that subscribe poi variable.

RESPONSE\_SUBSCRIBE\_POI\_VARIABLE = 0xe7

* 1. tc.CMD\_SUBSCRIBE\_ POI \_CONTEXT: A command subscribes poi context.

CMD\_SUBSCRIBE\_POI\_CONTEXT = 0x87

* 1. tc.RESPONSE\_SUBSCRIBE\_ POI \_CONTEXT: The response that subscribes poi context.

RESPONSE\_SUBSCRIBE\_POI\_CONTEXT = 0x97

1. getType(self, poiID):

Return the type of POI.

poiID:The ID of POI(String).

1. getPosition(self, poiID):

Returns the position coordinates of the given POI.

1. getColor(self, poiID):

Returns the rgba color of the given poi.

1. getWidth(self, poiID):

Returns the width of the given poi.

1. getHeight(self, poiID):

Returns the height of the given poi.

1. getAngle(self, poiID):

Returns the angle of the given poi.

1. getImageFile(self, poiID):

Returns the image file of the given poi.

1. setType(self, poiID, poiType):

Sets the (abstract) type of the poi.

poiType: the type of POI(String).

1. setPosition(self, poiID, x, y):

Sets the position coordinates of the poi.

x,y: The setting coordinates of POI(double,double).

1. setColor(self, poiID, color):

Sets the rgba color of the poi, i.e. (255,0,0) for the color red. The fourth component (alpha) representing the transparency information of an image is optional.

color: The rgba color wanted to be set((integer, interger, integer), a 1\*3 vector).

1. setWidth(self, poiID, width):

Sets the width of the poi.

width: double.

1. setHeight(self, poiID, height):

Sets the height of the poi.

height:double.

1. setAngle(self, poiID, angle):

Sets the angle of the poi.

angle:double.

1. setImageFile(self, poiID, imageFile):

Sets the image file of the poi.

1. add(self, poiID, x, y, color, poiType="", layer=0, imgFile="", width=1, height=1, angle=0):

Adds a poi with the given values.

layer: the layer of the poi for drawing and selecting(float).

imgFile: A bitmap to use for rendering this poi. If none is given, circle is drawn instead. The bitmap is tinted by the given color unless for white ("1,1,1")(string).

width: width of rendered image in meters(float).

height: height of rendered image in meters(float).

angle: angle of rendered image in degree(float).

1. remove(self, poiID, layer=0):

Removes the poi with the given poiID.

1. highlight(self, poiID, color=(255, 0, 0, 255), size=-1, alphaMax=-1, duration=-1, type=0):

Adds a circle of the given color highlighting the poi. If a positive size [in m] is given the size of the highlight is chosen accordingly, otherwise the image size of the poi is used as reference. If alphaMax and duration are positive, the circle fades in and out within the given duration, otherwise it is permanently added on top of the poi.

# File name: \_polygon.py

**Description:**

This file defines the “PolygonDomain” class which contains several methods for objects of PolygonDomain to call to gain and set data on the named Polygon.

***Class:*** PolygonDomain (Domain)

The parameter “Domain” means that “PolygonDomain” class inherits from “Domain” class.

***Methods:***

* + 1. \_\_init\_\_(self)

Domain.\_\_init\_\_(self, "polygon",

tc.CMD\_GET\_POLYGON\_VARIABLE,

tc.CMD\_SET\_POLYGON\_VARIABLE,

tc.CMD\_SUBSCRIBE\_POLYGON\_VARIABLE, tc.RESPONSE\_SUBSCRIBE\_POLYGON\_VARIABLE,

tc.CMD\_SUBSCRIBE\_POLYGON\_CONTEXT, tc.RESPONSE\_SUBSCRIBE\_POLYGON\_CONTEXT,

\_RETURN\_VALUE\_FUNC)

1. self: an instance of class PolyonDomain.
2. " polygon": The name of domain is " polygon".
3. tc.CMD\_GET\_ POLYGON \_VARIABLE *:* A command that gets polygon variable.
4. tc.CMD\_SET\_ POLYGON \_VARIABLE: A command sets polygon variable.
5. tc.CMD\_SUBSCRIBE\_ POLYGON \_VARIABLE: A command subscribes polygon variable.
6. tc.RESPONSE\_SUBSCRIBE\_ POLYGON \_VARIABLE: A response that subscribe polygon variable.
7. tc.CMD\_SUBSCRIBE\_ POLYGON \_CONTEXT: A command subscribes polygon context.
8. tc.RESPONSE\_SUBSCRIBE\_ POLYGON\_CONTEXT: The response that subscribes polygon context.
9. \_RETURN\_VALUE FUNC: {tc.VAR\_FILL: **lambda** result: bool(result.read(**"!i"**)[0])}
   * 1. getType(self, polygonID):

Return the type of ploygon.

polygonID:The ID of ploygon(String).

* + 1. getShape(self, polygonID):

Returns the shape of the given

* + 1. polygon.getColor(self, polygonID):

Returns the rgba color of the given polyon.

* + 1. getFilled(self, polyonID):

Returns whether the polygon is filled

* + 1. getLineWidth(self, polyonID):

Returns drawing width of unfilled polygon.

* + 1. setType(self, polygonID, polygonType):

set the abstract type of the polygon

* + 1. setShape(self, polygonID, shape):

set the shape of the given polygon

* + 1. setColor(self, polygonID, color):

set the rgba colot of the given polygon

* + 1. setFilled(self, polygonID, filled)

set the filled status of the polygon

* + 1. setlineWidth(self, polygonID, lineWidth)

set the line width for drawing unfilled polygon

* + 1. add(self, plygonID, shape, color, fill=False, polygonType=” ”, layer=0, LineWidth=1):

add a new polygon by the given information.

* + 1. addDynamics(self, polygonID, trackedObjectID="", timeSpan=(), alphaSpan=(), looped=False, rotate=True):

1. polygonID: the id of a polygon
2. trackedObjectID: ID of a SUMO traffic object, which shall be tracked by the polygon
3. timeSpan: list of time points for timing the animation keyframes (must start with element zero). If it has length zero, no animation is taken into account.
4. alphaSpan - list of alpha values to be attained at keyframes intermediate values are obtained by linear interpolation. Must have length equal to timeSpan, or zero if no alpha animation is desired.
5. looped - Whether the animation should restart when the last keyframe is reached. In that case the animation jumps to the first keyframe as soon as the last is reached. If looped==false, the controlled polygon is removed as soon as the timeSpan elapses.
6. rotate - Whether, the polygon should be rotated with the tracked object (only applies when such is given) The center of rotation is the object's position.
   * 1. Remove(self, polygnID, layer=0):

Remove a polygon with the given ID.

# File name: rerouter.py

***Description:***

This file defines the “RerouterDomain” class to initialize the

***Class:*** PolygonDomain (Domain)

The parameter “Domain” means that “PolygonDomain” class inherits from “Domain” class.

***Methods:***

Domain.\_\_init\_\_( self, "rerouter",

tc.CMD\_GET\_REROUTER\_VARIABLE,

tc.CMD\_SET\_REROUTER\_VARIABLE,

tc.CMD\_SUBSCRIBE\_REROUTER\_VARIABLE,

tc.RESPONSE\_SUBSCRIBE\_REROUTER\_VARIABLE,

tc.CMD\_SUBSCRIBE\_REROUTER\_CONTEXT,

tc.RESPONSE\_SUBSCRIBE\_REROUTER\_CONTEXT)

# File name: vehicle.py

***Description:***

This file is to read, store, and analysis all kinds of information of different kinds of vehicles.

***Class: StopData***

***Methods:***

* + - * 1. \_\_init\_\_(self,  
            lane=**""**,  
            startPos=-1,  
            endPos=-1,  
            stoppingPlaceID=**""**,  
            stopFlags=0,  
            duration=-1,  
            until=-1,  
            intendedArrival=-1,  
            arrival=-1,  
            depart=-1,  
            split=**""**,  
            join=**""**,  
            actType=**""**,  
            tripId=**""**,  
            line=**""**,  
            speed=0)

Initialize the stopdata class.

*Input Variables*

1. lane: the name of name(string)
2. startPos: start position(int)
3. endPos: end position(int)
4. stoppingPlaceID: the stopping place(string)
5. stopingFlags: the variable is defined as(integer):

*STOP\_DEFAULT = 0x00  
STOP\_PARKING = 0x01  
STOP\_TRIGGERED = 0x02  
STOP\_CONTAINER\_TRIGGERED = 0x04  
STOP\_BUS\_STOP = 0x08  
STOP\_CONTAINER\_STOP = 0x10  
STOP\_CHARGING\_STATION = 0x20  
STOP\_PARKING\_AREA = 0x40  
STOP\_OVERHEAD\_WIRE = 0x80*

1. duration: the duration time of the vehicle travel time, default -1(integer)
2. until: the time of the vehicle stops, default -1(integer)
3. intendedArrival: destination
4. arrival: the arrival time of the vehicle in seconds(integer)
5. depart: (integer)
6. speed: the speed of the vehicle
   * + - 1. \_\_attr\_repr\_\_(self, attrname, default=**""**)

Represent the attribute.

1. self: the class StopData(class)
2. attrname: the attribute name”string”
3. default: “”(string)
   * + - 1. \_\_repr\_\_(self)

Represent the whole class

* + - * 1. \_readStopData

Read the stop data in the file.

\_readStopData(result)

Input variables:

result: the file storing the data of vehicles

Output variables

nextStops: The data of all the vehicles stop(tuple)

* + - * 1. \_readBestLanes

Read the stop data in the file.

\_readBestLanes(result)

Input variables:

1. result: the file storing the data of vehicles

Output variables

lanes: The data of all the lanes(tuple)

*Functions which call this function*

\_RETURN\_VALUE\_FUNC

*Functions which are called by this function*

None

***Class: VehicleDomain(Domain)***

***function Name***

getSpeed (self, vehID)

*Input Variables*

1. self: instance of vehicle class
2. vehID:ID of named vehicle (string)

*Output*

*The (longitudinal) speed in m/s of the named vehicle within the last step.*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getUniversal
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***Function Name***

getLateralSpeed(self, vehID)

*Input Variables*

1. self: instance of vehicle class
2. vehID:ID of named vehicle (string)

*Output Variables*

*The lateral speed in m/s of the named vehicle within the last step.*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getUniversal
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***Function Name***

getAcceleration(self, vehID)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

*Output Variables*

*the acceleration in m/s^2 of the named vehicle within the last step.*

*Functions which call this function*

*None*

*Functions which are called by this function*

getUniversal
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***Function Name***

getSpeedWithoutTraCI(self, vehID)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

*Output Variables*

*Returns the speed that the vehicle would drive if no speed-influencing command such as setSpeed or slowDown was given.*

*Functions which call this function*

*None*

*Functions which are called by this function*

getUniversal
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***Function Name***

getPosition(self, vehID)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

*Output Variables*

*The position of the named vehicle within the last step in the 2-dimension coordinates [m,m].*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getUniversal
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***Function Name***

getPosition3D(self, vehID)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

*Output Variables*

*The position of the named vehicle within the last step in the 3-dimension coordinates [m,m,m].*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getUniversal
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***Function Name***

getAngle(self, vehID)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

*Output Variables*

*Returns the angle in degrees of the named vehicle within the last step.*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getUniversal
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***Function Name***

getColor(self, vehID)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

*Output Variables*

*Returns the RGBA color of vehicle*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getUniversal
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***Function Name***

getTau(self, vehID)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

*Output Variables*

*Returns the driver's desired (minimum) headway time in s for this vehicle.*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getUniversal
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***Function Name***

getLeader(self, vehID, dist=0.)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

3. dist: defines the minimum lookahead, default value is 0, which calculates a lookahead from the brake gap(scalar)

*Output Variables*

*The leading vehicle id together with the distance. The distance is measured from the front + minGap to the back of the leader, so it does not include the minGap of the vehicle.*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getUniversal
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***Function Name***

getFollower(self, vehID, dist=0.)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

3. dist: defines the minimum lookback, default value is 0, which calculates the lookback distance from the braking distance at 4.5m/s^2 at 2\*roadSpeedLimit (scalar)

*Output Variables*

*Return the following vehicle id together with the distance. The distance is measured from the front + minGap of the follower to the back of vehID, so it does not include the minGap of the follower.*

Extra explanation of the function

Due to junctions and lane merges, there may be multiple followers. In this case, the "critical" follower is returned. This is the follower where the value of (getSecureGap - gap) is maximal, which means the closest follower will be returned.

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getNeighbors
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***Function Name***

getNeighbors(self, vehID, mode)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

3. mode: *The parameter mode is a bitset (UBYTE), specifying the following:  
 bit 1: query lateral direction (left:0, right:1)  
 bit 2: query longitudinal direction (followers:0, leaders:1)  
 bit 3: blocking (return all:0, return only blockers:1)*

(8\*2 Matrix)

To get right followers, the bitset is 10 which is binary translating into decimal 2; thus, set mode = 2.

*Output Variables*

*The returned list contains pairs (ID, dist) for all lane change relevant neighboring leaders, respectively followers, along with their longitudinal distance to the ego vehicle (egoFront - egoMinGap to leaderBack, respective followerFront - followerMinGap to egoBack. The value can be negative for overlapping neighbors). For the non-sublane case, the lists will contain at most one entry.*

*Functions which call this function*

*getLeftFollowers*

*getLeftLeaders*

*getRightFollowers*

*getRightLeaders*
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*Functions which are called by this function*

\_getUniversal
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***Function Name***

getAccumulatedWaitingTime(self, vehID)

*Input Variables*

1. self: instance of vehicle class

2. vehID:ID of named vehicle (string)

*Output Variables*

*Return the waiting time of vehicle over a certain time interval.*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getUniversal
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***Function Name***

add(self, vehID, routeID, typeID="DEFAULT\_VEHTYPE", depart=None, departLane="first", departPos="base", departSpeed="0", arrivalLane="current", arrivalPos="max", arrivalSpeed="current", fromTaz="", toTaz="", line="", personCapacity=0, personNumber=0)

*Input Variables*

1. self: instance of vehicle class

2. vehID: ID of named vehicle (string)

3. routeID: ID of route that inserted vehicle locating at(string)

4.typeID: the ID of type of vehicle, such as bus, car and bicycle(string)

5.depart: Represents the states of departure(string)

6.departLane: Constraint which lane the vehicle is in when departing.

7.departPos: the position where the vehicle starts to depart.

8.departSpeed: the speed of the vehicle starting to depart.

9.arrivalLane: the lane where the vehicle arrives at the destination in.

*Output Variables*

*Return nothing.*

*Extra description of the function:*

*This function will add a new vehicle (new style with all possible parameters).*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_setCmd
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***Function Name***

changeLane(self, vehID, laneIndex, duration)

*Input Variables*

1. self: instance of vehicle class

2. vehID: ID of named vehicle (string)

3. laneIndex: the index of lane that the named vehicle will change to(string)

4. duration: the amount of time that vehicle to change lane during(scalar)

*Output Variables*

*Return nothing.*

*Extra description of the function:*

*Forces a lane change to the lane with the given index; if successful, the lane will be chosen for the given amount of time.*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_setCmd
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***Function Name***

setLaneChangeMode(self, vehID, lcm)

*Input Variables*

1. self: instance of vehicle class

2. vehID: ID of named vehicle (string)

3. lcm: lane change mode of vehicle is the bitset(12\*2 matrix)

*Output Variables*

*Return nothing.*

*Extra description of the function:*

*Sets the lane change mode of vehicle as a bitset.*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_setCmd
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***Function Name***

setColor(self, vehID, color)

*Input Variables*

1. self: instance of vehicle class

2. vehID: ID of named vehicle (string)

3. color: It is the RGB color whose value is specified with rgb(red, green, blue). Each parameter (red, green, and blue) defines the intensity of the color as an integer between 0 and 255. For example, rgb(0, 0, 255) is rendered as blue, because the blue parameter is set to its highest value (255) and the others are set to 0.(1\*3 vector or 1\*4 vector)

*Output Variables*

*Return nothing.*

*Extra description of the function:*

*This function will set the color of named vehicle according to vehicle ID.*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_setCmd
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# File name: \_trafficlight.py

***Class: TrafficLightDomain(Domain)***

Version: 07. 07. 2021

***function Name***

getRedYellowGreenState(self, tlsID)

*Input Variables*

1. self: instance of trafficLightDomain class

2. tlsID: ID of named traffic light(string)

*Output*

*Returns the state of named traffic light as a tuple of light definitions from rRgGyYoO, for red, green, yellow, off, where lower case letters mean that the stream has to decelerate.*

*Functions which call this function*

*setLinkState*
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*Functions which are called by this function*

\_getUniversal
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***function Name***

getControlledLanes(self, tlsID)

*Input Variables*

1. self: instance of trafficLightDomain class

2. tlsID:ID of named traffic light(string) getControlledLanes(self, tlsID)

*Output*

*Return the list of lanes which are controlled by the named traffic light.*

*Functions which call this function*

*None*

*Functions which are called by this function*

\_getUniversal
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***function Name***

setRedYellowGreenState(self, tlsID, state)

*Input Variables*

1. self: instance of trafficLightDomain class

2. tlsID:ID of named traffic light(string)

3. state: a tuple of light definitions from rRgGyYoO, for red, green, yellow, off, where lower case letters mean that the stream has to decelerate（String）

*Output*

*Return nothing*

*Functions which call this function*

*setLinkState*
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*Functions which are called by this function*

*\_*setCmd
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# File name: \_person.py

Version: 09. 07. 2021

***Class name: Reservation(object)***

***Function Name: \_\_init\_\_***

Initialize the class.

\_\_init\_\_(self, id, persons, group, fromEdge, toEdge, departPos, arrivalPos,  
 depart, reservationTime, state)

Input variables:

1. self: the class itself
2. id: the id of a person
3. persons:
4. group:
5. fromEdge:
6. toEdge:
7. arrivalPos:
8. departPos:
9. depart:
10. reservationTime:
11. state:

0: return all reservations regardless of state

1: return only new reservations

2: return reservations already retrieved

4: return reservations that have been assigned to a taxi

8: return reservations that have been picked up

Output variables:

None

*Functions which call this function*

None

*Functions which are called by this function*

None

***Function Name: \_\_attr\_repr\_\_***

Described before

***Function Name: \_\_repr\_\_***

Described before

***Function Name: \_readReservation***

Read the data of person

\_readReservation(result)

Input:

Result: the data of person in file(string)

Output:

Reservation: the Reservation class containing the data of person.

*Functions which call this function*

getTaxiReservations(self, onlyNew=0):

*Functions which are called by this function*

None

***Class name: PersonDomain(Domain)***

***Function Name: \_\_init\_\_***

Initialize the PersonDomain class

\_\_init\_\_(self)

Input:

1. self: the PersonDomain class itself

Output:

None

*Functions which call this function*

None

*Functions which are called by this function*

None

***Function Name: getSpeed***

Get the speed in m/s of the named person

getSpeed(self, personID)

Input:

1. self: the class PersonDomain itself
2. personID: the ID of the named person(string)

Output:

None
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***Function Name: getPosition()***

Get the speed in m/s of the named person

getSpeed(self, personID)

Input:

1. self: the class PersonDomain itself
2. personID: the ID of the named person(string)

Output:

None
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***Function Name: getAngle()***

Get the angle of the named person

getSpeed(self, personID)

Input:

1. self: the class PersonDomain itself
2. personID: the ID of the named person(string)

Output:

The angle in degrees of the named person(string)

![](data:image/png;base64,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)

***Function Name: getSlope()***

Get the angle of slope of the named person

getSlope(self, personID)

Input:

1. self: the class PersonDomain itself
2. personID: the ID of the named person(string)

Output:

The angle of the slope in degree of the named person(string)
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***Function Name: getTaxiReservations***

Get the taxi reservation of person.

getTaxiReservations(self, onlyNew=0)

Input:

1. self: the class PersonDomain itself
2. onlyNew: default to be 0. If is 1, the reservation is returned only once.

Output:

tuple(result): the result of all the reservations in the tuple type.
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# File name: \_edge.py

***Class name: EdgeDomain(Domain)***

***Function Name:***

\_\_init\_\_(self)

Input:

1. self: the class EdgeDomain itself

Output:

None

***Function Name: getAdaptedTraveltime***

Return the travel time value in second on the edge

getAdaptedTraveltime(self, edgeID, time)

Input:

1. self: the class EdgeDomain itself(class)
2. edgeID: the id of the edge(string)
3. time: the given time point(int)

Output:

The travel time on the edge at the given time(string)

***Function Name:***

getWaitingTime(self, edgeID)

get the sum of the waiting time of all vehicles on the edge

Input:

1. self: the class EdgeDomain it self
2. edgeID: the id of the edge(string)

Output:

Return the sum of the waiting time of all vehicles on the edge.(string)

# File name: domain.py

***Function Name:***

\_readParameterWithKey(result)

Read the typed strings in the file

Input:

1. result: file data

Output:

1. key:
2. val:

***Function Name:***

\_parse(valueFunc, varID, data)

Parse the data in the file into the relevant type.

If the type is not defined, the system will display unknown variable.

Input:

1. valueFunc: the container string
2. varID: the index in the valueFunc
3. data: the data need to be paresd

Output:

Parse the data by the connection before them into the wanted type.

***Class name: SubscriptionResults***

Write the read the data of subscription of user.

***Class name: Domain***

***Function Name:***

\_\_init\_\_(self, name, cmdGetID, cmdSetID,  
 subscribeID, subscribeResponseID,  
 contextID, contextResponseID,  
 retValFunc=**None**, deprecatedFor=**None**,  
 subscriptionDefault=(tc.TRACI\_ID\_LIST,))

Initialize the data in the domain class.

***Function Name:***

\_getUniversal(self, varID, objectID=**""**, format=**""**, \*values)

# File name: connection.py

***Description:***

This file use socket to connect the program with the Internet to realize communication.

Function:

\_readParameterWithKey(result)

Read the typed strings in the file

Input:

1. result: file data

Output:

1. key:
2. val:

***Function Name:***

\_parse(valueFunc, varID, data)

Parse the data in the file into the relevant type.

If the type is not defined, the system will display unknown variable.

Input:

1. valueFunc: the container string
2. varID: the index in the valueFunc
3. data: the data need to be paresd

Output:

Parse the data by the connection before them into the wanted type.

***Class name: SubscriptionResults***

Write the read the data of subscription of user.

***Class name: Domain***

***Function Name:***

\_\_init\_\_(self, name, cmdGetID, cmdSetID,  
 subscribeID, subscribeResponseID,  
 contextID, contextResponseID,  
 retValFunc=**None**, deprecatedFor=**None**,  
 subscriptionDefault=(tc.TRACI\_ID\_LIST,))

Initialize the data in the domain class.

***Function Name:***

\_getUniversal(self, varID, objectID=**""**, format=**""**, \*values)

# File name: exceptions.py

***Description:***

This file is about the exceptions for all TraCI errors.

***Class: TraCIException(Exception)***

The class TraCIException inherit the class exception, for all TraCI errors, and ensure the connection intact.

***Methods:***

1. \_\_init\_\_(self, desc, command=None, errorTypr=None)
2. getCommand(self)
3. getType(self)

***Class: FatalTraCIError(Exception)***

This class FatalTraCIError inherit the class exception, for the errors which do not follow for continuation.

***Methods:***

1. \_\_init\_\_(self, desc)

# File name: storage.py

***Description:***

This file is to read the data of specific information in the storage file.

***Class: Storage***

Methods:

1. \_\_init\_\_(self, content)
2. Read(self, format)
3. readInt(self)
4. readTypedInt(self)
5. readTypedByte(self)
6. readDouble(self)
7. readTypedDouble(self)
8. readLength(self)
9. readString(self)
10. readTypedString(self)
11. readStringList(self)
12. readTypedStringList(self)
13. readShape(self)
14. readCompound(self, expectedSize=None)
15. ready(self)
16. printDebug(self)