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**Instruction**

This is a project implementing priority queue in two different algorithm. Priority queue is to arrange a queue according to the priority of each element in queue. “Many computer algorithms have embedded in them a sub-algorithm called a priority queue which produces on demand an element of extreme priority among elements in the queue” (Johnson, 1981). The older version of priority queue is to sort the elements in an array according to the priority of each element. The new version is to store the elements into a minimum heap. Elements with lower priority will be put at the front positions of the queue.

**Pseudo-code**

1. **Old Version:**

**Insert**{

Check whether array need to be expended;

Insert value at bottom of array;

Use bubble sort to shift forward;

Size++;

}

**Delete\_Min**{

Check Empty;

Save queue[0]

Shift queue to queue[size-1];

Clear the last one

Size++;

Return queue[0]

}

**FindMin**{

Check Empty;

Return queue[0];

}

**isEmpty**{

Return size==0;

}

1. **New Version:**

**Insert**{

Check whether array need to be expended;

Insert value at bottom of array;

Adjust Heap;

Size++;

}

**Delete\_Min**{

Check Empty;

Swap queue[1] and queue[size];

Queue[size]=0;

Size--;

Adjust Heap;

}

**FindMin**{

Check Empty;

Return queue[1];

}

**isEmpty**{

return size <= 0;

}

**Evaluation**

**Big-O Summary Table**

|  |  |  |
| --- | --- | --- |
| Function | Time Complexity (Old) | Time Complexity (New) |
| insert | O (N) |  |
| delete\_min | O (N) |  |
| isEmpty | O (1) |  |
| findMin | O (1) |  |
| deleteMin | O (N) |  |

**Old Version:**

when inserting a new value, it will place the new one at the end of the array. Then, it will be bubble proper place. Since it need to be swapped at most N time, the time complexity will be . When deleting the minimum value, it will also shift all the rest value forward. Therefore, the time complexity of deleting will be as well.

**New Version:**

Every time when inserting, it will put the new value at the bottom of the array. Then it will adjust the heap to build minimum heap. Each time adjusting the heap, the time complexity will be . Each time when deleting the minimum value, it will also adjust the heap.

**Summary**

From the Big-O table, we can find that the new version implemented by heap has lower time complexity. In old version, all the elements stored in array are sorted. Each time performing insertion and deletion, it will need to shift the elements in the array. In worst case, it will shift all the elements, which will take O(N) time. In new version, elements are stored in heap. When inserting and deleting elements from queue, it will adjust the heap. Adjusting heap do not need to take too much time. The time complexity is . Therefore, the new version can have better performance than the old version.
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This article illustrated the importance of priority queue and the way to implement this data structure.