**Exercise 2: E-commerce Platform Search Function**

**Product.java**

public class Product {

    int productId;

    String productName;

    String category;

    public Product(int productId, String productName, String category) {

        this.productId = productId;

        this.productName = productName;

        this.category = category;

    }

    public int getProductId() {

        return productId;

    }

    public String getProductName() {

        return productName;

    }

    public String getCategory() {

        return category;

    }

}

**ProductList.java**

import java.util.\*;

public class ProductList {

    private List<Product> idSortedList = new ArrayList<>();

    private List<Product> nameSortedList = new ArrayList<>();

    private Map<String, List<Product>> categoryMap = new HashMap<>();

    public void addProduct(Product product) {

        idSortedList.add(product);

        idSortedList.sort(Comparator.comparingInt(Product::getProductId));

        nameSortedList.add(product);

        nameSortedList.sort(Comparator.comparing(Product::getProductName, String.CASE\_INSENSITIVE\_ORDER));

        String category = product.getCategory().toLowerCase();

        categoryMap.putIfAbsent(category, new ArrayList<>());

        categoryMap.get(category).add(product);

    }

    public void removeProduct(Product product) {

        idSortedList.remove(product);

        nameSortedList.remove(product);

        String category = product.getCategory().toLowerCase();

        if (categoryMap.containsKey(category)) {

            categoryMap.get(category).remove(product);

            if (categoryMap.get(category).isEmpty()) {

                categoryMap.remove(category);

            }

        }

    }

    public List<Product> getIdSortedList() {

        return idSortedList;

    }

    public List<Product> getNameSortedList() {

        return nameSortedList;

    }

    public Map<String, List<Product>> getCategoryMap() {

        return categoryMap;

    }

}

**SearchUtil.java**

import java.util.List;

import java.util.Map;

public class SearchUtil {

    public static Product binarySearchById(List<Product> idSortedList, int targetId) {

        int low = 0, high = idSortedList.size() - 1;

        while (low <= high) {

            int mid = low + (high - low) / 2;

            Product midProduct = idSortedList.get(mid);

            if (midProduct.getProductId() == targetId) {

                return midProduct;

            } else if (midProduct.getProductId() < targetId) {

                low = mid + 1;

            } else {

                high = mid - 1;

            }

        }

        return null;

    }

    public static Product binarySearchByName(List<Product> nameSortedList, String targetName) {

        int low = 0, high = nameSortedList.size() - 1;

        while (low <= high) {

            int mid = low + (high - low) / 2;

            Product midProduct = nameSortedList.get(mid);

            int cmp = midProduct.getProductName().compareToIgnoreCase(targetName);

            if (cmp == 0) {

                return midProduct;

            } else if (cmp < 0) {

                low = mid + 1;

            } else {

                high = mid - 1;

            }

        }

        return null;

    }

    public static List<Product> linearSearchByCategory(Map<String, List<Product>> categoryMap, String category) {

        return categoryMap.getOrDefault(category.toLowerCase(), null);

    }

}

**Test.java**

import java.util.List;

public class Test {

    public static void main(String[] args) {

        ProductList productList = new ProductList();

        productList.addProduct(new Product(101, "iPhone", "Electronics"));

        productList.addProduct(new Product(102, "Shoes", "Footwear"));

        productList.addProduct(new Product(103, "Samsung Galaxy", "Electronics"));

        productList.addProduct(new Product(104, "Dell Laptop", "Computers"));

        productList.addProduct(new Product(105, "Adidas Sneakers", "Footwear"));

        int searchId = 103;

        Product byId = SearchUtil.binarySearchById(productList.getIdSortedList(), searchId);

        if (byId != null) {

            System.out.println("Product found by ID " + searchId + ": " + byId.getProductName());

        } else {

            System.out.println("Product with ID " + searchId + " not found.");

        }

        String searchName = "iPhone";

        Product byName = SearchUtil.binarySearchByName(productList.getNameSortedList(), searchName);

        if (byName != null) {

            System.out.println("Product found by Name \"" + searchName + "\": " + byName.getProductName());

        } else {

            System.out.println("Product with Name \"" + searchName + "\" not found.");

        }

        String searchCategory = "Footwear";

        List<Product> categoryList = SearchUtil.linearSearchByCategory(productList.getCategoryMap(), searchCategory);

        if (categoryList != null && !categoryList.isEmpty()) {

            System.out.println("Products in category \"" + searchCategory + "\":");

            for (Product p : categoryList) {

                System.out.println(p.getProductName());

            }

        } else {

            System.out.println("No products found in category \"" + searchCategory + "\".");

        }

    }

}

**Output**

![](data:image/png;base64,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)

**Exercise 7: Financial Forecasting**

**FinancialForecast.java**

public class FinancialForecast {

    public static double futureValue(double initialValue, double rate, int years) {

        if (years == 0) {

            return initialValue;

        }

        return futureValue(initialValue, rate, years - 1) \* (1 + rate);

    }

    public static void main(String[] args) {

        double initial = 1000.0;

        double rate = 0.10;

        int years = 5;

        double resultRecursive = futureValue(initial, rate, years);

        System.out.printf("Recursive Forecast after %d years: Rs. %.2f%n", years, resultRecursive);

    }

}

**Output**
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