# NIO

## 1.概述

NIO的作用：传输数据

### 1.2.分类BIO NIO AIO

BIO - Blocking IO - 同步阻塞式IO

NIO - New IO - NonBlocking IO - 同步非阻塞式IO - JDK1.4

AIO - Asynchronous IO - 异步非阻塞式IO - JDK1.7 - AIO是基于NIO进行了改进，也把AIO称之为NIO.2；因为NIO出现时间比较早，所以市面上很多框架的底层都是基于NIO构建，对NIO进行了改进，导致AIO在市面上的占有率并不高

### 1.3.同步异步阻塞的基本概念

同步和异步：如果一个对象或者一段逻辑在一个时间段内允许被多个线程同时使用，此时称之为异步；如果一个对象或者一段逻辑在一个时间段内只允许被一个线程使用，此时称之为同步。

阻塞和非阻塞：一个线程在没有获取到结果之前会持续等待也不执行逻辑也不抛出异常，这种现象称之为阻塞；一个线程即使没有获取到结果也会继续往下执行或者抛出异常，此时称之为非阻塞。

NIO的三大组件：Buffer、Channel、Selector

## 2.BIO的缺点

### 2.1.阻塞：导致任务的执行效率变低

一对一连接：每当客户端产生一个连接，服务器端都需要产生一个线程去处理这个连接；如果产生了大量的客户端连接，服务器需要产生大量线程去处理这些连接；服务器端所能产生和承载的线程数量是有限的，如果线程过多会导致服务器的卡顿甚至崩溃。

如果客户端连接之后不做任何操作而是恶意保持连接，导致服务器端的线程无法释放；如果产生大量的恶意连接，导致服务器端的线程被大量占用

## 3.Buffer - 缓冲区

### 3.1.作用：存储数据

基于数组来实现的。Buffer针对基本类型来进行存储：ByteBuffer，ShortBuffer，IntBuffer，LongBuffer，FloatBuffer，DoubleBuffer，CharBuffer

### 3.2.重要的三个位置

capacity >= limit >= position

capacity：容量位。用于表示缓冲区的容量，指定之后大小不能变

limit：限制位。用于限制position所能达到的最大下标。当limit和position重合的时候，就表示所有元素已经遍历完毕。当缓冲区刚创建的时候，limit默认和capacity重合。

position：操作位。用于指向要读写的位置的。在缓冲区刚创建的时候，position默认为0。当对缓冲区进行读写操作的时候，position自动后挪。

### 3.3.ByteBuffer的数据操作测试

#### ByteBufferDemo01(三个位置关系)

package cn.tedu.buffer;

import org.junit.Test;  
  
import java.nio.ByteBuffer;  
  
public class ByteBufferDemo01 {  
  
 */\*\*  
 \* 测试ByteBuffer的数据存储方式  
 \* 以及各个位置的概念  
 \* capacity 容量位  
 \* limit 限制位，默认创建与容量位重合  
 \* position 操作位默认为0，存入或读取数据自动后挪  
 \*/* @Test  
 public void test01(){  
  
 ByteBuffer byteBuffer = ByteBuffer.*allocate*(10);  
  
 //获取当前缓冲区的容量值  
 int capacity = byteBuffer.capacity();  
 System.*out*.println(capacity);  
  
 //往缓冲区里存放数据  
 byteBuffer.put("abc".getBytes());  
 byteBuffer.put((byte) 0);  
 byteBuffer.put("def".getBytes());  
  
 /\*  
 手动遍历缓冲区  
 1.将limit挪动到position位置  
 2.将position位置归0  
 3.循环读取[position,limit)的位置  
  
 position limit  
 | |  
 [ a , b , c , d , e , f , 0 , 0 , 0 , 0 ]  
 |  
 capacity  
 \*/  
 byteBuffer.limit(byteBuffer.position());  
 byteBuffer.position(0);  
  
 while(byteBuffer.position()<byteBuffer.limit()){  
 byte b = byteBuffer.get();  
 System.*out*.println(b);  
 }  
  
 }  
  
 */\*\*  
 \* 使用byteBuffer提供的api遍历缓冲区  
 \*/* @Test  
 public void test02(){  
 ByteBuffer byteBuffer = ByteBuffer.*allocate*(10);  
  
 //获取当前缓冲区的容量值  
 int capacity = byteBuffer.capacity();  
 System.*out*.println(capacity);  
  
 //往缓冲区里存放数据  
 byteBuffer.put("abc".getBytes());  
 byteBuffer.put((byte) 0);  
 byteBuffer.put("def".getBytes());  
  
 //limit放到position上，position归零  
 byteBuffer.flip();  
  
 //判断position位置是否已在limit-1的位置  
 while(byteBuffer.hasRemaining()){  
 byte b = byteBuffer.get();  
 System.*out*.println(b);  
 }  
  
 }  
}

#### ByteBufferDemo02(数据定义场景)

package cn.tedu.buffer;

import org.junit.Test;  
  
import java.nio.ByteBuffer;  
  
public class ByteBufferDemo02 {  
  
  
 */\*\*  
 \* 测试将缓冲区转为字节数组  
 \* 然后再转为字符串进行输出  
 \* 在已知数据的场景  
 \*/* @Test  
 public void test01() {  
  
 //数据已知情况下直接使用字节数组创建缓冲区  
 ByteBuffer byteBuffer =  
 ByteBuffer.*wrap*("hello world".getBytes());  
 /\*  
 如果数据是以知的可以直接使用数据来创建缓冲区  
 当前缓冲区的limit跟capacity重合,由于是已知的  
 数据，所以读取时不会出现冗余字段直接整个数组  
 取出数据即可  
  
 \*/  
 byte[] data = byteBuffer.array();  
 String hello =  
 new String(data, 0, byteBuffer.limit());  
 System.*out*.println(hello);  
 }  
  
 */\*\*  
 \* 测试将缓冲区转为字节数组  
 \* 然后再转为字符串进行输出  
 \* 在未知数据的场景  
 \*/* @Test  
 public void test02(){  
  
 //创建缓冲区指定长度，并放入数据  
 ByteBuffer byteBuffer =  
 ByteBuffer.*allocate*(10);  
 byteBuffer.put("hello".getBytes());  
  
 //limit设置到position位置，然后position归0  
 byteBuffer.flip();  
  
 //将缓冲区转为字节数组，之后转为字符串输出  
 byte[] data = byteBuffer.array();  
 String hello =  
 new String(data, 0, byteBuffer.limit());  
 System.*out*.println(hello);  
 }  
}

### 3.4.常用API

|  |  |
| --- | --- |
| 方法 | 作用 |
| allocate(int capacity) | 创建缓冲区的时候指定缓冲区容量的大小，实际上是指定缓冲区底层的字节数组的大小 |
| wrap(byte[] array) | 利用传入的字节数组来构建缓冲区 |
| array() | 获取缓冲区底层的字节数组 |
| get() | 获取缓冲区中position位置上的字节 |
| get(byte[] dst) | 将缓冲区中的数据写到传入的字节数组中 |
| get(int index) | 获取指定下标上的字节 |
| put(byte b) | 向position位置上放入指定的字节 |
| put(byte[] src) | 向position位置上放入指定的字节数组 |
| put(byte[] src, int offset, int length) | 向position位置上放入指定的字节数组的部分元素 |
| put(ByteBuffer src) | 将字节缓冲区放入 |
| put(int index, byte b) | 向指定位置插入指定的字节 |
| capacity() | 获取容量位 |
| clear() | 清空缓冲区：position = 0; limit = capacity; mark = -1; |
| flip() | 反转缓冲区：limit = position; position = 0; mark = -1; |
| hasRemaing() | 判断position和limit之间是否还有空余 |
| limit() | 获取限制位 |
| limit(int newLimit) | 设置限制位 |
| mark() | 设置标记位 |
| position() | 获取操作位 |
| position(int newPosition) | 设置操作位 |
| remaining() | 获取position和limit之间剩余的元素个数 |
| reset() | 重置缓冲区：position = mark |
| rewind() | 重绕缓冲区：position = 0; mark = -1 |

## 4.Channel - 通道

### 4.1.作用：传输数据

Channel在传输的时候是针对缓冲区进行操作

### 4.2.常用的Channel

文件：FileChannel

UDP：DatagramChannel

TCP：SocketChannel，ServerSocketChannel

Channel默认是阻塞的，手动设置为非阻塞

Channel可以实现双向传输

### 4.3.使用TCP-Channel通道进行传输测试

#### TCPChannelClient

package cn.tedu.channel;

import org.junit.Test;  
  
import java.io.IOException;  
import java.net.InetSocketAddress;  
import java.nio.ByteBuffer;  
import java.nio.channels.SocketChannel;  
  
  
public class TCPChannelClient {  
  
 */\*\*  
 \* 创建TCP客户端的Channel  
 \* 发送hello server  
 \*/* @Test  
 public void test01() throws IOException {  
  
 //开启客户端通道  
 SocketChannel socketChannel =  
 SocketChannel.*open*();  
 /\*  
 发起连接因为是非阻塞的，  
 所以无论是否建立连接，都会继续往下执行  
 \*/  
 socketChannel.configureBlocking(false);  
  
 //连接到服务端127.0.0.1:8090  
 socketChannel.connect(  
 new InetSocketAddress("127.0.0.1",8090));  
 /\*  
 判断连接是否建立  
 如果连接多次没有成功，那么说明连接无法建立  
 抛出异常  
 \*/  
 while(!socketChannel.isConnected()){  
 /\*  
 如果没有建立连接，试图再次建立  
 finishConnect方法底层自动计数  
 如果计数多次依然没有建立连接，抛出异常  
 \*/  
 socketChannel.finishConnect();  
 }  
  
 //建立连接传输字节数据  
 socketChannel  
 .write(ByteBuffer.*wrap*("hello server".getBytes()));  
 //关流  
 socketChannel.close();  
 }  
  
}

#### TCPChannelServer

package cn.tedu.channel;

import org.junit.Test;  
  
import java.io.IOException;  
import java.net.InetSocketAddress;  
import java.nio.ByteBuffer;  
import java.nio.channels.ServerSocketChannel;  
import java.nio.channels.SocketChannel;  
  
public class TCPChannelServer {  
  
 */\*\*  
 \* 测试基于TCP写的Channel通道  
 \* 接受客户端的数据  
 \*/* @Test  
 public void test01() throws IOException {  
  
 //创建服务端通道，绑定8090端口  
 ServerSocketChannel serverSocketChannel =  
 ServerSocketChannel.*open*();  
  
 serverSocketChannel.bind(  
 new InetSocketAddress(8090));  
  
 //设置为非阻塞的  
 serverSocketChannel.configureBlocking(false);  
  
 SocketChannel socketChannel =null;  
  
 /\*  
 循坏接受客户端的数据，这里进行手动的  
 阻塞，一直等到服务端发送了数据再接受数据  
 \*/  
 while (socketChannel == null) {  
  
 socketChannel = serverSocketChannel.accept();  
 }  
  
 //指定缓冲流的容量  
 ByteBuffer byteBuffer = ByteBuffer.*allocate*(1024);  
 socketChannel.read(byteBuffer);  
  
 String result = new String(  
 byteBuffer.array(),  
 0, byteBuffer.position());  
  
 //将结果打印  
 System.*out*.println(result);  
  
 //关闭服务通道  
 serverSocketChannel.close();  
 }  
  
}

## 5.Selector - 多路复用选择器

### 5.1.作用：针对通道的指定事件来进行选择

Selector在使用的时候针对非阻塞通道进行操作
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read ](data:image/png;base64,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)

### 5.2.基于Selector传输器的TCP-Channel

#### TCPSelectorChannelClient

package cn.tedu.selector;

import org.junit.Test;  
  
import java.io.IOException;  
import java.net.InetSocketAddress;  
import java.nio.ByteBuffer;  
import java.nio.channels.SocketChannel;  
  
public class TCPSelectorChannelClient {  
  
 */\*\*  
 \* 定义客户端进行数据的发送以及数据的读取  
 \*/* @Test  
 public void test01() throws IOException {  
  
 //创建客户端通道，监听绑定127.0.0.1:8090  
 SocketChannel socketChannel =  
 SocketChannel.*open*();  
  
 socketChannel.connect(  
 new InetSocketAddress("localhost",8090));  
  
 //如第一次连接不正常则尝试重连  
 while(!socketChannel.isConnected()){  
 socketChannel.finishConnect();  
 }  
  
 //设置为非阻塞的  
 socketChannel.configureBlocking(false);  
  
 //创建数据缓冲区，将数据发送到服务端  
 ByteBuffer byteBuffer =  
 ByteBuffer.*wrap*("hello server".getBytes());  
 socketChannel.write(byteBuffer);  
  
 //读取服务器发送过来的数据  
 ByteBuffer buffer = ByteBuffer.*allocate*(1024);  
 socketChannel.read(buffer);  
  
 //打印读取的数据  
 System.*out*.println(  
 new String(buffer.array(),0,buffer.position()));  
  
 socketChannel.close();  
  
 }  
  
}

#### TCPSelectorChannelServer

package cn.tedu.selector;  
  
import org.junit.Test;  
  
import java.io.IOException;  
import java.net.InetSocketAddress;  
import java.nio.ByteBuffer;  
import java.nio.channels.\*;  
import java.util.Iterator;  
import java.util.Set;  
  
public class TCPSelectorChannelServer {  
  
 */\*\*  
 \* 创建具有选择器拦截的服务器  
 \* 将客户端的请求进行分类处理  
 \*/* @Test  
 public void test01() throws IOException {  
  
 //创建服务端通道绑定监听绑定8090端口  
 ServerSocketChannel serverSocketChannel =  
 ServerSocketChannel.*open*();  
  
 serverSocketChannel.bind(  
 new InetSocketAddress(8090));  
  
 //设置为非阻塞的  
 serverSocketChannel.configureBlocking(false);  
  
 //创建选择器  
 Selector selector = Selector.*open*();  
  
 //将选通道注册到选择器上，设置连接权限  
 serverSocketChannel.register(  
 selector, SelectionKey.*OP\_ACCEPT*);  
  
 //模拟服务器开启之后不关闭，一直接受客户单的连接  
 while (true) {  
 /\*  
 随着运行时间的延长，接收到的请求会越来越多  
 需要针对这些请求进行选择，将能触发事件的请求留下  
 将不能触发事件的请求过滤掉  
 \*/  
 selector.select();  
  
 /\*  
 选完之后，留下来的请求都是有用的请求  
 connect/read/write -> accept/write/read  
 因为这些请求中不一定存在所有的事件  
 所以需要获取请求的事件类型  
 \*/  
 Set<SelectionKey> selectionKeys =  
 selector.selectedKeys();  
  
 //讲选择器Key进行迭代  
 Iterator<SelectionKey> iterator =  
 selectionKeys.iterator();  
  
 while (iterator.hasNext()) {  
  
 //获取迭代器里每个选择器的key元素  
 SelectionKey selectionKey = iterator.next();  
  
 if (selectionKey.isAcceptable()) {  
  
 SocketChannel socketChannel =  
 serverSocketChannel.accept();  
 socketChannel.configureBlocking(false);  
  
 /\*  
 将根据需求确定，如果需要读操作，那么就给READ  
 如果需要写操作，那么就给WRITE  
 如果存在多个register，那么后边的会覆盖前边的  
 底层权限是二进制，0100为写 0001位读需要两个都具备  
 0100 + 0001 = 0101  
 \*/  
 socketChannel.register(  
 selector,  
 SelectionKey.*OP\_READ* + SelectionKey.*OP\_WRITE*);  
  
 }  
 if (selectionKey.isReadable()) {  
  
 /\*  
 客户端写，服务端读  
 判断为读的操作则使用缓冲区读取数据  
 读取完数据之后将选择器读权限剔除  
 \*/  
 SocketChannel socketChannelReadable =  
 (SocketChannel) selectionKey.channel();  
  
 ByteBuffer byteBuffer = ByteBuffer.*allocate*(1024);  
 socketChannelReadable.read(byteBuffer);  
 System.*out*.println(  
 new String(byteBuffer.array(), 0, byteBuffer.position()));  
  
 //将选择器内的读权限剔除  
 socketChannelReadable.register(  
 selector,  
 selectionKey.interestOps() - SelectionKey.*OP\_READ*);  
  
 }  
 if (selectionKey.isWritable()) {  
  
 /\*  
 判断为数据的写操作执行数据写出  
 \*/  
 SocketChannel socketChannel =  
 (SocketChannel) selectionKey.channel();  
  
 socketChannel.write(  
 ByteBuffer.*wrap*("收到数据..".getBytes()));  
  
 //剔除选择器权限  
 socketChannel.register(  
 selector,  
 selectionKey.interestOps() - SelectionKey.*OP\_WRITE*);  
  
 }  
  
 //处理完成之后，需要将一大类事件移除  
 iterator.remove();  
 }  
  
 }  
  
 }  
  
}

## 6.常见通信框架

### 6.1.通信框架

Mina出身于开源界的大牛Apache组织

Netty出身于商业开源大亨Jboss

Grizzly则出身于Sun公司

### 6.2.设计理念

#### 6.2.1.Mina

主导作者：Trustin Lee（韩国）

Mina(Multipurpose Infrastructure for Network Applications) 是 Apache 组织一个较新的项目，它为开发高性能和高可用性的网络应用程序提供了非常便利的框架

当前发行的 Mina 版本2.04支持基于 Java NIO 技术的 TCP/UDP 应用程序开发、串口通讯程序。

目前，正在使用Mina的应用包括：Apache Directory Project、AsyncWeb、AMQP（Advanced Message Queuing Protocol）、RED5 Server（Macromedia Flash Media RTMP）、ObjectRADIUS、 Openfire等等。

#### 6.2.1.Netty

主导作者：Trustin Lee（韩国）

Netty是一款异步的事件驱动的网络应用框架和工具，用于快速开发可维护的高性能、高扩展性协议服务器和客户端。

Netty是一个NIO客户端/服务器框架，支持快速、简单地开发网络应用，如协议服务器和客户端。

它极大简化了网络编程，如TCP和UDP套接字服务器。

#### 6.2.1.Grizzly

Sun公司提供

Grizzly是一种应用程序框架，专门解决编写成千上万用户访问服务器时候产生的各种问题。

Grizzly使用JAVA NIO作为基础，并隐藏其编程的复杂性，提供了容易使用的高性能的API。

Grizzly利用了非阻塞socket到协议处理层，使用了高性能的缓冲和缓冲管理使用高性能的线程池。

### 6.4.Netty简介

Netty是目前最流行的由JBOSS提供的一个Java开源框架NIO框架，Netty提供异步的、事件驱动的网络应用程序框架和工具，用以快速开发高性能、高可靠性的网络服务器和客户端程序。

相比JDK原生NIO，Netty提供了相对十分简单易用的API，非常适合网络编程，Netty是完全基于NIO实现的，作为一个异步NIO框架，Netty的所有IO操作都是异步非阻塞的，通过Future-Listener机制，用户可以方便的主动获取或者通过通知机制获得IO操作结果。

#### 6.4.1.Netty的优点

API使用简单，开发门槛低，功能强大，预置了多种编解码功能，支持多种主流协议定制能力强，可以通过ChannelHandler对通信框架进行灵活地扩展，性能高，通过与其他业界主流的NIO框架对比，Netty的综合性能最优，成熟、稳定，Netty修复了已经发现的所有JDK NIO BUG，业务开发人员不需要再为NIO的BUG而烦恼。

社区活跃，版本迭代周期短，发现的BUG可以被及时修复，同时，更多的新功能会加入。经历了大规模的商业应用考验。

#### 6.4.2.与Mina相的比较：

都是Trustin Lee的作品，Netty更晚。Mina将内核和一些特性的联系过于紧密，使得用户在不需要这些特性的时候无法脱离，相比下性能会有所下降，Netty解决了这个设计问题。

Netty的文档更清晰，很多Mina的特性在Netty里都有，Netty更新周期更短，新版本的发布比较快，它们的架构差别不大，Mina靠apache生存，而Netty靠jboss，和jboss的结合度非常高，Netty有对google protocal buf的支持，有更完整的ioc容器支持(spring,guice,jbossmc和osgi)。

Netty比Mina使用起来更简单，Netty中可以自定义的处理upstream events或者downstream events，可以使用decoder和encoder来解码和编码发送内容。

Netty和Mina在处理UDP时有一些不同，Netty将UDP无连接的特性暴露出来；而Mina对UDP进行了高级层次的抽象，可以把UDP当成"面向连接"的协议，而要Netty做到这一点比较困难。

从任务调度粒度上看，Mina会将有IO任务的session写入队列中，当循环执行任务时，则会轮询所有的session，并依次把session中的所有任务取出来运行。这样粗粒度的调度是不公平调度，会导致某些请求的延迟很高。

# JUC

## 1.概述

JUC指的是JDK1.5中提供的一套并发包及其子包：java.util.concurrent，java.util.concurrent.lock，java.util.concurrent.atomic

JUC的主要内容：阻塞式队列、并发映射、锁、执行器服务、原子性操作。

## 2.BlockingQueue - 阻塞式队列

### 2.1.概述及重要方法

满足队列的特点：FIFO(First In First Out)

BlockingQueue在使用的时候需要容量，且容量是固定的，不可扩容。

阻塞：如果队列为空，则试图获取元素的线程会被阻塞；如果队列已满，则试图放入元素的线程会被阻塞。

BlockingQueue中不允许元素为null

适应于生产消费模型

### 2.2.重要方法

所有实现类的方法基本一样：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | 抛出异常 | 返回特殊值 | 永久阻塞 | 定时阻塞 |
| 添加 | add –  IllegalStateException | offer - false | put | offer |
| 获取 | remove –  NoSuchElementException | poll - null | take | poll |

## 3.常用的实现类

### 3.1.ArrayBlockingQueue - 阻塞式顺序队列：

底层必然基于数组来存储数据

使用的时候需要指定容量

#### 3.1.1. ArrayBlockingQueue代码测试

##### ArrayBlockingQueueDemo01(存入)

package cn.tedu.blockingqueue;

import org.junit.Before;  
import org.junit.Test;  
  
import java.util.concurrent.ArrayBlockingQueue;  
import java.util.concurrent.TimeUnit;  
  
public class ArrayBlockingQueueDemo01 {  
  
 private ArrayBlockingQueue<String> arrayBlockingQueue;  
  
 */\*\*  
 \* 测试阻塞队列的  
 \* ArrayBlockingQueue  
 \* 添加元素add  
 \*/* @Before  
 public void test01() {  
  
 //创建队列需要制定容量，制定后不能改变  
 arrayBlockingQueue = new ArrayBlockingQueue<>(5);  
  
 //添加元素  
 arrayBlockingQueue.add("a");  
 arrayBlockingQueue.add("a");  
 arrayBlockingQueue.add("a");  
 arrayBlockingQueue.add("a");  
 arrayBlockingQueue.add("a");  
 }  
  
 */\*\*  
 \* 单队列满了以后再次使用add()方法放入元素  
 \* 会抛出异常- IllegalStateException: Queue full  
 \*/* @Test  
 public void test02() {  
 arrayBlockingQueue.add("a");  
 }  
  
 */\*\*  
 \* 使用offer()方法放入元素  
 \* 会返回false  
 \*/* @Test  
 public void test03(){  
 boolean result = arrayBlockingQueue.offer("c");  
 System.*out*.println(result);  
 }  
  
 */\*\*  
 \* 使用put()方法放入元素  
 \* 会产生阻塞效果，还需要抛异常  
 \*/* @Test  
 public void test04() throws InterruptedException {  
 arrayBlockingQueue.put("e");  
 }  
  
 */\*\*  
 \* 使用offer()指定定时阻塞  
 \* 时间到了元素未加入则返回false  
 \*/* @Test  
 public void test05() throws InterruptedException {  
 boolean offer =  
 arrayBlockingQueue.offer("e", 5, TimeUnit.*SECONDS*);  
 System.*out*.println(offer);  
 }  
}

##### ArrayBlockingQueueDemo02(取出)

package cn.tedu.blockingqueue;

import org.junit.Before;  
import org.junit.Test;  
  
import java.util.concurrent.ArrayBlockingQueue;  
import java.util.concurrent.TimeUnit;  
  
public class ArrayBlockingQueueDemo02 {  
  
 private ArrayBlockingQueue<String> arrayBlockingQueue;  
  
 */\*\*  
 \* 测试阻塞队列的  
 \* ArrayBlockingQueue  
 \* 取出元素  
 \*/* @Before  
 public void test01() {  
  
 //创建队列需要制定容量，制定后不能改变  
 arrayBlockingQueue = new ArrayBlockingQueue<>(5);  
 }  
  
 */\*\*  
 \* 单队列满了以后再次使用add()方法放入元素  
 \* 会抛出异常- NoSuchElementException  
 \*/* @Test  
 public void test02() {  
 arrayBlockingQueue.remove();  
 }  
  
 */\*\*  
 \* 使用poll()方法放入元素  
 \* 会返回null  
 \*/* @Test  
 public void test03(){  
 String result = arrayBlockingQueue.poll();  
 System.*out*.println(result);  
 }  
  
 */\*\*  
 \* 使用take()方法取出元素  
 \* 会产生阻塞效果，还需要抛异常  
 \*/* @Test  
 public void test04() throws InterruptedException {  
 arrayBlockingQueue.take();  
 }  
  
 */\*\*  
 \* 使用poll()指定定时阻塞  
 \* 时间到了未取到元素则返回null  
 \*/* @Test  
 public void test05() throws InterruptedException {  
 String poll =  
 arrayBlockingQueue.poll( 5, TimeUnit.*SECONDS*);  
 System.*out*.println(poll);  
 }  
}

### 3.2.LinkedBlockingQueue - 阻塞式链式队列

底层必然基于节点来存储数据，在使用的时候可以指定容量也可以不指定。如果指定容量，则容量不可变；如果不指定容量，则容量默认为Integer.MAX\_VALUE = 231-1不可变。因为实际开发中，一般不会在队列中存储21亿个元素，所以一般认为此时的容量是无限的。

### 3.3.PriorityBlockingQueue - 具有优先级的阻塞式队列

底层是基于数组来存储元素，使用的时候可以指定容量也可以不指定。如果不指定则默认初始容量是11。

PriorityBlockingQueue会对放入的元素来进行排序，要求元素对应的类实现Comparable接口，覆盖compareTo方法指定比较规则

PriorityBlockingQueue在迭代遍历的时候不保证排序。

#### 3.3.1.PriorityBlockingQueue测试案例

package cn.tedu.blockingqueue;

import org.junit.Test;  
  
import java.util.Comparator;  
import java.util.Iterator;  
import java.util.concurrent.PriorityBlockingQueue;  
  
public class PriorityBlockingQueueDemo01 {  
  
 */\*\*  
 \* 测试LinkedBlockingQueue  
 \* 查看特性，放入的元素是自动按照字典排序  
 \*/* @Test  
 public void test01() {  
  
 PriorityBlockingQueue<String> priorityBlockingQueue =

new PriorityBlockingQueue();  
 priorityBlockingQueue.put("t");  
 priorityBlockingQueue.put("a");  
 priorityBlockingQueue.put("y");  
 priorityBlockingQueue.put("e");  
 priorityBlockingQueue.put("k");  
 priorityBlockingQueue.put("r");  
 priorityBlockingQueue.put("p");  
  
 //[a, e, p, p, k, y, r, t]  
 System.*out*.println(priorityBlockingQueue);  
  
 }  
  
 */\*\*  
 \* 自定义排序的两种方式  
 \* 第一种方式：在domain封装数据的类里实现比较器  
 \* 之后按照自己的逻辑进行排序。  
 \* 第二种方式：创建一个Comparator比较器，重写  
 \* 内部类方法，指定范围为封装类，在重写的方法里  
 \* 定义排序逻辑  
 \*/* @Test  
 public void test02() throws InterruptedException {  
  
 //重写比较逻辑，将分数降序处理  
 Comparator<Student> comparator = new Comparator<Student>() {  
 @Override  
 public int compare(Student o1, Student o2) {  
 return o2.getScore() - o1.getScore();  
 }  
  
 };  
  
 // 在定义队列的时候，传入的比较器的优先级要高于Comparable  
 PriorityBlockingQueue<Student> queue =  
 new PriorityBlockingQueue<>(5,comparator);  
 queue.put(new Student("郝霞", 50, 50));  
 queue.put(new Student("曹洋", 28, 59));  
 queue.put(new Student("张琦", 35, 70));  
 queue.put(new Student("小朴朴", 26, 63));  
 queue.put(new Student("陈哲", 29, 58));  
  
 int size = queue.size();  
 for (int i = 0; i < size; i++) {  
  
 Student student = queue.poll();  
 System.*out*.println(student);  
 }  
  
 }  
  
 */\*\*  
 \* 使用迭代器遍历元素  
 \*/* @Test  
 public void test03() throws InterruptedException {  
  
 //重写比较逻辑，将分数降序处理  
 Comparator<Student> comparator = new Comparator<Student>() {  
 @Override  
 public int compare(Student o1, Student o2) {  
 return o2.getScore() - o1.getScore();  
 }  
 };  
  
 // 在定义队列的时候，传入的比较器的优先级要高于Comparable  
 PriorityBlockingQueue<Student> queue =  
 new PriorityBlockingQueue<>(5,comparator);  
 queue.put(new Student("郝霞", 50, 50));  
 queue.put(new Student("曹洋", 28, 59));  
 queue.put(new Student("张琦", 35, 70));  
 queue.put(new Student("小朴朴", 26, 63));  
 queue.put(new Student("陈哲", 29, 58));  
  
 Iterator<Student> studentIterator = queue.iterator();  
 while(studentIterator.hasNext()){  
  
 Student student = studentIterator.next();  
 System.*out*.println(student);  
 }  
 }  
  
}  
  
class Student implements Comparable<Student> {  
  
 private String name;  
 private int age;  
 private int score;  
  
 public Student(String name, int age, int score) {  
 this.name = name;  
 this.age = age;  
 this.score = score;  
 }  
  
 public String getName() {  
 return name;  
 }  
  
 public void setName(String name) {  
 this.name = name;  
 }  
  
 public int getAge() {  
 return age;  
 }  
  
 public void setAge(int age) {  
 this.age = age;  
 }  
  
 public int getScore() {  
 return score;  
 }  
  
 public void setScore(int score) {  
 this.score = score;  
 }  
  
 @Override  
 public String toString() {  
 return "Student{" +  
 "name='" + name + '\'' +  
 ", age=" + age +  
 ", score=" + score +  
 '}';  
 }  
  
 // 指定排序规则  
 // 按照年龄升序  
 // 升序：this - o  
 // 降序：o - this  
 @Override  
 public int compareTo(Student o) {  
 return this.age - o.age;  
 }  
  
}

#### 3.3.2.普通循环遍历结果

代码是按照分数降序排序的，使用普通for循环遍历则正常排序。
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#### 3.3.3.迭代器遍历结果

并没有按照比较器里写的按照分数降序进行排序，证明了使用迭代器则不能正常的进行元素的排序。
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### 3.4.SynchronousQueue - 同步队列

在使用的时候不需要指定容量，容量默认为1且只能为1

### 3.5.BlockingDeque - 阻塞式双端队列

特点：允许从两端放入元素也允许从两端获取元素

遵循阻塞特点，在使用的时候需要指定容量