## Activity 1 (Portfolio Task):

Implement classes **Student**, **Module** and **StudentSupportOffice** that provide the following functionality:

* Class **Student**:
  + Stores **student id**
  + Creates a **human friendly representation** of the class (i.e. **toString()**)
  + Allows a **total ordering** of students (i.e. students are **Comparable**)
* Class **Module**:
  + Stores **module id**, a **class list** (**an array** of enrolled students with **default capacity for 5 students**), and the **current size** of the class list
  + Allows students to be **enrolled** if a student is **not already in the class list** (while maintaining the class list in **ascending order** based on **student id**)
  + Allows students to be **unenrolled** (the class list **must not have gaps** that “break” the sequence of enrolled students)
  + Creates a **human friendly representation** of the class (i.e. **toString()**, improve print outs by **ignoring empty elements** within the class list)
* Class **StudentSupportOffice**:
  + Creates **three modules**: "CIS2206", "CIS2360" and "CIS2205"
  + Creates **five students**: "U0000001", "U0000002", "U0000003", "U0000004", "U0000005"
  + **Enrols/unenrolls students** to modules as described below

Initially, students enrol to modules:

* Module "CIS2206" contains in its class list:
  + Student "U0000001"
  + Student "U0000005"
* Module "CIS2360" contains in its class list:
  + Student "U0000001"
  + Student "U0000003"
  + Student "U0000004"
* Module "CIS2205" contains in its class list:
  + Student "U0000002"
  + Student "U0000004"
  + Student "U0000005"

Subsequently, students change modules (enrol and unenroll). Finally, modules contain the following students:

* Module "CIS2206" contains in its class list:
  + Student "U0000001"
  + Student "U0000003"
  + Student "U0000004"
* Module "CIS2360" contains in its class list:
  + Student "U0000001"
  + Student "U0000002"
  + Student "U0000003"
  + Student "U0000004"
  + Student "U0000005"
* Module "CIS2205" contains in its class list:
  + Student "U0000001"
  + Student "U0000003"
  + Student "U0000004"
* Extend class Student to allow additional fields such as name, surname and age, while allowing multiple types of comparisons (e.g. sort by either id or surname)
* Allocate dynamically additional memory for Module’s class list when current capacity is exhausted (each time double the size of current class list array) and copy existing students into the new class list
* Add JUnit testing to ensure that no errors were introduced during development
* Consider the Complexity Analysis of implemented methods

**What to include in your Portfolio:**

* **Report:** Describe in your report which parts of **Activity 1** have been successfully implemented
* **IntelliJ Project:** Include your Java code for **Activity 1** in your IntelliJ project under package "Practical\_11"

## Activity 1 (Portfolio Task 2):

Implement classes **Team**, **FootballLeague**, and **Dashboard** that provide the following functionality:

* Class **Team**:
  + Stores team’s **name**, number of **wins**, **draws** and **losses**, as well as the number of **points** (**points** are **recalculated** every time the number of wins, draws and losses is updated). **Note:** A team is awarded **3 points** for every **win**, **1 point** for every **draw** and **0 points** for every **loss**
  + Creates a **human friendly representation** of the class (i.e. **toString()**)
  + Allows a **total ordering** of teams (i.e. teams are **Comparable**)
* Class **FootballLeague**:
  + Stores a **list** of Teams included in the league (while maintaining the list in **descending order** based on **Teams’ points**)
  + **Teams** can be **inserted** (adding a new team) and **removed** (deleting an existing team) at any point
  + **Team’s position** in the league can be **updated** by updating team’s wins, draws and losses (**changes** to points **must be reflected** in the **ordering** **of the list**)
  + Teams can be **relegated** at the end of the season (i.e. the **3 teams** with the **least amount of points**)
  + The **league table** (i.e. list of Teams) should be **printed** **after every change** takes place
* Class **Dashboard**:
  + Creates a **football league instance** and subsequently **inserts**, **updates**, **removes** and **relegates** teams

## Activity 2 (Optional Task):

Improve your implementation of ‘Practical 12 - Activity 1’ by extending it:

* Add JUnit testing to ensure that no errors were introduced during development
* Consider the Complexity Analysis of implemented methods

## Activity 3 (Optional Task):

Consider further reading for Unit 12:

* Implement a Singly Linked List, where the element within each node is a specific class such as String (instead of using generics)
* Implement a Doubly Linked List, where the element within each node is a specific class such as String (instead of using generics)

**What to include in your Portfolio:**

**Report:** Describe in your report which parts of **Activity 1** have been successfully implemented

* **IntelliJ Project:** Include your Java code for **Activity 1** in your IntelliJ project under package "Practical\_12"

## Activity 1 (Portfolio Task 3):

We are used to mathematical expressions such as “( (4 + 5) - (1 \* 2) ) / 5”, also known as infix notation, where operators are used in-between operands. However, for a calculator it is easier to process a postfix notation such as “4 5 + 1 2 \* - 5 /”, where the operator is written after the operands.

We can use a stack to evaluate the postfix expression “4 5 + 1 2 \* - 5 /” (its infix counterpart is “( (4 + 5) - (1 \* 2) ) / 5”). The state of the stack after each token (i.e., an operator or operand) is processed is depicted below:

| Method | **Return Value** | **Stack Contents ( … → top)** |
| --- | --- | --- |
| **push(4)** | 4 | (4) |
| **push(5)** | 5 | (4,5) |
| **push(+)** | + | (4,5,+) |
| **pop()** | + | (4,5) |
| **pop()** | 5 | (4) |
| **pop()** | 4 | () |
| **push(9)** | 9 | (9) |
| **push(1)** | 1 | (9,1) |
| **push(2)** | 2 | (9,1,2) |
| **push(\*)** | \* | (9,1,2,\*) |
| **pop()** | \* | (9,1,2) |
| **pop()** | 2 | (9,1) |
| **pop()** | 1 | (9) |
| **push(2)** | 2 | (9,2) |
| **push(-)** | - | (9,2,-) |
| **pop()** | - | (9,2) |
| **pop()** | 2 | (9) |
| **pop()** | 9 | () |
| **push(7)** | 7 | (7) |
| **push(5)** | 5 | (7,5) |
| **push(/)** | / | (7,5,/) |
| **pop()** | / | (7,5) |
| **pop()** | 5 | (7) |
| **pop()** | 7 | () |
| **push(1.4)** | 1.4 | (1.4) |

Implement class **Calculator**, which:

* Takes as input a postfix expression (e.g. "4 5 + 1 2 \* - 5 /")
* Processes operators and operands (of the given postfix expression) left to right
* Uses a stack in order to calculate the postfix expression (as depicted above)
* Prints output that recreates the abovementioned table (i.e. columns “Method”, “Return Value” and “Stack Contents”

## Activity 2 (Optional Task):

Improve your implementation of ‘Practical 13 - Activity 1’ by extending it:

* Add JUnit testing to ensure that no errors were introduced during development
* Consider the Complexity Analysis of implemented methods

## Activity 3 (Optional Task):

Consider further reading for Unit 13:

* Implement an array-based stack, where the element of the array is a specific class such as String (instead of using generics)
* Implement a stack using your implementation of lists from ‘Practical 12 -   
  Activity 3’

**What to include in your Portfolio:**

* **Report:** Describe in your report which parts of **Activity 1** have been successfully implemented
* **IntelliJ Project:** Include your Java code for **Activity 1** in your IntelliJ project under package "Practical\_13"

## Activity 1 (Portfolio Task 4):

Implement classes **PhoneBookEntry**, **PhoneBook** and **User** that provide the following functionality:

* Class **PhoneBookEntry**:
  + Stores details of a phone book entry, including **full name** (i.e. both surname and name), **phone number**, **email**, and **address**
  + Creates a **human friendly representation** of the class (i.e. **toString()**)
* Class **PhoneBook**:
  + Stores **phone book entries in a map** based on their details, where details are mapped as: **“full name” → “entry”**, namely phone book entries are stored in map of type:   
    **Map<String, PhoneBookEntry>** (note that **duplicates** of full names are **not allowed**)
  + **Phone book** entries can be **inserted** (an entry for a **new full name**), **updated** (updating an entry for an **existing full name**) or **deleted** (deleting an entry for an **existing full name**)
  + **Prints** the details of an **existing entry** (**if present** in the phone book) by **searching** the phone book **based on a given full name** (thus showing the corresponding number)
  + **Prints all entries** within the phone book
* Class **User**:
* Creates a **phone book instance** and subsequently **inserts**, **updates**, **removes**, and **prints** phone book **entries**

## Activity 2 (Optional Task):

Improve your implementation of ‘Practical 17 - Activity 1’ by extending it:

* Allow duplicate names by uniquely identifying each entry based on address, namely use a map within a map that maps entries as: “full name” → “address” → “entry” (i.e. Map<String, Map<String, PhoneBookEntry>>)
* Allow a further map that maps entries as: “number” → “entry” (namely users can search for entries based on a given number)
* Add JUnit testing to ensure that no errors were introduced during development
* Consider the Complexity Analysis of implemented methods

## Activity 3 (Optional Task):

Consider further reading for Unit 17:

* Implement a Map, where the key and value within each entry are of a specific class such as String and Integer (instead of using generics)
* Implement the WordCount example of ‘Chapter 10.1.2 Application: Counting Word Frequencies’ using your implementation of a Map<String, Integer>

**What to include in your Portfolio:**

* **Report:** Describe in your report which parts of **Activity 1** have been successfully implemented
* **IntelliJ Project:** Include your Java code for **Activity 1** in your IntelliJ project under package "Practical\_17"

## Activity 1 (Portfolio Task 5):

Implement recursively the [Sierpiński carpet](https://en.wikipedia.org/wiki/Sierpiński_carpet). More specifically, a recursive function will take as input a 2D array of characters (i.e. char[][] board) of size 3n X 3n, where 1 ≤n ≤ 5 (i.e. 3x3, 9x9, 27x27, 81x81, 243x243). The 2D array can be divided into 9 sub-arrays of size 3n-1 x 3n-1, e.g. a 3x3 array can be divided into 9 sub-arrays of size 1x1:

![The Sierpiński carpet (3x3) - 1x1 sub-arrays](data:image/png;base64,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)

We can now remove the middle sub-array (i.e. sub-array 5) resulting in the following array:

![The Sierpiński carpet (3x3)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKgAAACrCAIAAAB9vUBNAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAWJgAAFiYB5OsFnQAAA7tJREFUeF7t3cFNAwEUA1FCJVzSf0Fc6CSkB+ZLHjEpwPL6ZbXH//HR718u8Hg/9c/39/6zfz2f9aSY3mN+UlnluBYI3uWFtQ0em9IVFLzLC2sbPDalKyh4lxfWNnhsSldQ8C4vrG3w2JSuoOBdXljb4LEpXUHBu7ywtsFjU7qCgnd5YW2Dx6Z0BQXv8sLaBo9N6QoK3uWFtQ0em9IVFLzLC2sbPDalKyh4lxfWNnhsSldQ8C4vrG3w2JSuoOBdXljb4LEpXUHBu7ywtsFjU7qCgnd5YW2Dx6Z0BQXv8sLaBo9N6QoK3uWFtQ0em9IVFLzLC2sbPDalKyh4lxfWNnhsSldQ8C4vrG3w2JSuoOBdXljb4LEpXUHBu7ywtsFjU7qCgnd5YW2Dx6Z0BQXv8sLaBo9N6QoK3uWFtQ0em9IVFLzLC2sbPDalKyh4lxfWNnhsyoJaQLCA6eDg6/XaX/TxeOwfRuzg4P4f6aph3/irZcdzgx8HuqoX/NWy47nBjwNd1Qv+atnx3ODHga7qBX+17Hhu8ONAV/WCv1p2PDf4caCresFfLTueG/w40FW94K+WHc8Nfhzoql7wV8uO5wY/DnRVL/irZcdzgx8HuqoX/NWy47nBjwNd1Qv+atnx3ODHga7qBX+17Hhu8ONAV/WCv1p2PDf4caCresFfLTueG/w40FW94K+WHc8Nfhzoql7wV8uO5wY/DnRVL/irZcdzgx8HuqoX/NWy47nBjwNd1Qv+atnx3ODHga7qBX+17Hhu8ONAV/WCv1p2PDf4caCresFfLTueG/w40FW94K+WHc8Nfhzoql7wV8uO5wY/DnRVL/irZcdzgx8HuqoX/NWy47nBjwNd1Qv+atnx3ODHgarXAugCpoOD+4f83jTvW377PTs4iL5EqrC+8Sourmzw3JaqpOBVXFzZ4LktVUnBq7i4ssFzW6qSgldxcWWD57ZUJQWv4uLKBs9tqUoKXsXFlQ2e21KVFLyKiysbPLelKil4FRdXNnhuS1VS8Courmzw3JaqpOBVXFzZ4LktVUnBq7i4ssFzW6qSgldxcWWD57ZUJQWv4uLKBs9tqUoKXsXFlQ2e21KVFLyKiysbPLelKil4FRdXNnhuS1VS8Courmzw3JaqpOBVXFzZ4LktVUnBq7i4ssFzW6qSgldxcWWD57ZUJQWv4uLKBs9tqUoKXsXFlQ2e21KVFLyKiysbPLelKil4FRdXNnhuS1VS8Courmzw3JaqpOBVXFzZ4LktVUnBq7gq2wJ/XOAXrr4cTBynPNcAAAAASUVORK5CYII=)

For larger arrays this process is applied recursively, e.g. a 9x9 array:
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First, remove the middle 3x3 sub-array:
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Then, apply the process recursively on the 8 sub-arrays of size 3x3 (removing arrays of size 1x1):
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For an array of size 27x27, the Sierpiński carpet would be as follows (remove 9x9 sub-array, then 3x3 sub-arrays, and then 1x1 sub-arrays):
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The array or characters is initialised by setting each cell to ‘\*’, while removing a sub-array sets the corresponding cells to ‘ ’. File ‘Sierpinski\_Carpet.zip’ contains a Sierpiński carpet for sizes 3x3, 9x9, 27x27, 81x81 and 243x243 (in case sizes 81x81 and 243x243 are unreadable in your text editor, then you will need to reduce the font).

Implement class **SierpinskiCarpet**, which:

* **Stores a 2D array of characters** (i.e. char[][] board) as well as the **dimension size of the array** (i.e. 3, 9, 27, 81 or 243)
* **Initializes** the **board** **with** characters **‘\*’**
* Calls a **recursive function** that removes sub-arrays (by setting cells to ‘ ’) resulting in a Sierpiński carpet (note that the **recursive function** must take the **2D array as input**, but **can take additional parameters** that facilitate the recursion)
* **Prints** the **Sierpiński carpet**

## Activity 2 (Optional Task):

Implement recursively the [Sudoku puzzle](https://en.wikipedia.org/wiki/Sudoku). The objective is to fill a 9×9 grid with digits so that each column, each row, and each of the nine 3×3 sub-grids that compose the grid contains all of the digits from 1 to 9. The puzzle setter provides a partially completed grid, which for a well-posed puzzle has a single solution. The following puzzle is considered difficult to be solved by a brute force algorithm (i.e. an algorithm that tries every possible digit until a solution is found):
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**What to include in your Portfolio:**

* **Report:** Describe in your report which parts of **Activity 1** have been successfully implemented
* **IntelliJ Project:** Include your Java code for **Activity 1** in your IntelliJ project under package "Practical\_20"