1. **Write a C++ program for implementing Singly Linked list.**

#include<iostream>

#include<cstdlib>

using namespace std;

struct node

{

int info;

struct node \*next;

}\*start;

class single\_llist

{

public:

node\* create\_node(int);

void insert\_begin();

void insert\_last();

void insert\_pos();

void delete\_begin();

void delete\_last();

void delete\_pos();

void display();

single\_list()

{

start=NULL;

}

};

int main()

{

int choice;

single\_llist s1,s2;

start=NULL;

do

{

cout<<"-----------------"<<endl;

cout<<"Operattions on singly linked list"<<endl;

cout<<"-----------------"<<endl;

cout<<"1.Insert at first"<<endl;

cout<<"2.Insert at last"<<endl;

cout<<"3.Insert at position"<<endl;

cout<<"4.Delete at first"<<endl;

cout<<"5.Delete at Last"<<endl;

cout<<"6.Delete at position"<<endl;

cout<<"7.Display"<<endl;

cout<<"8.Exit"<<endl;

cout<<"Enter your choice:";

cin>>choice;

switch(choice)

{

case 1: s1.insert\_begin();

s1.display();

break;

case 2: s1.insert\_last();

s1.display();

break;

case 3: s1.insert\_pos();

s1.display();

break;

case 4: s2.delete\_begin();

s1.display();

break;

case 5: s2.delete\_last();

s1.display();

break;

case 6: s1.delete\_pos();

s1.display();

break;

case 7:s1.display();

break;

case 8: exit(0);

break;

default:cout<<"wrong choice...???"<<endl;

break;

}

}

while(choice!=8);

}

node \*single\_llist::create\_node(int value)

{

struct node \*temp, \*s;

temp=new(struct node);

if(temp==NULL)

{

cout<<"Memory not allocated"<<endl;

return 0;

}

else

{

temp->info=value;

temp->next=NULL;

return temp;

}

}

void single\_llist::insert\_begin()

{

int value;

cout<<"Enter the value to be inserted:";

cin>>value;

struct node \*temp, \*s;

temp = create\_node(value);

if(start==NULL)

{

start=temp;

start->next=NULL;

cout<<temp->info<<"is inserted at first in the empty list"<<endl;

}

else

{

s=start;

start=temp;

start->next=s;

cout<<temp->info<<"is inserted at first"<<endl;

}

}

void single\_llist::insert\_last()

{

int value;

cout<<"Enter the value to be inserted:";

cin>>value;

struct node \*temp, \*s;

temp = create\_node(value);

if(start==NULL)

{

start=temp;

start->next=NULL;

cout<<temp->info<<"is inserted at last in the empty list"<<endl;

}

else

{

s=start;

while(s->next!=NULL)

{

s=s->next;

}

temp->next=NULL;

s->next=temp;

cout<<temp->info<<"is inserted at last"<<endl;

}

}

void single\_llist::insert\_pos()

{

int value, pos, counter = 0, loc = 1;

struct node \*temp, \*s, \*ptr;

s = start;

while (s != NULL)

{

s = s->next;

counter++;

}

if (counter == 0){}

else

{

cout<<"Enter the postion from "<<loc<<" to "<<counter+1<<" : ";

cin>>pos;

s = start;

if(pos == 1)

{

cout<<"Enter the value to be inserted:";

cin>>value;

temp=create\_node(value);

start=temp;

start->next=s;

cout<<temp->info<<"is inserted at first"<<endl;

}

else if(pos>1 && pos<=counter)

{

cout<<"Enter the value to be inserted:";

cin>>value;

temp=create\_node(value);

for(int i=1;i<pos;i++)

{

ptr=s;

s=s->next;

}

ptr->next=temp;

temp->next=s;

cout<<temp->info<<"is inserted at position"<<pos<<endl;

}

else if(pos== counter+1)

{

cout<<"Enter the value to be inserted:";

cin>>value;

temp=create\_node(value);

while(s->next!=NULL)

{

s=s->next;

}

temp->next=NULL;

s->next=temp;

cout<<temp->info<<"is inserted at last"<<endl;

}

else

{

cout<<"Position out of range...!!!"<<endl;

}

}

}

void single\_llist::delete\_begin()

{

if(start==NULL){}

else

{

struct node \*s, \*ptr;

s=start;

start=s->next;

cout<<s->info<<"deleted from first"<<endl;

free(s);

}

}

void single\_llist::delete\_last()

{

int i, counter=0;

struct node \*s, \*ptr;

if(start==NULL){}

else

{

s=start;

while(s!=NULL)

{

s=s->next;

counter++;

}

s=start;

if(counter==1)

{

start=s->next;

cout<<s->info<<"Deleted from last"<<endl;

free(s);

}

else

{

for(i=1;i<counter;i++)

{

ptr=s;

s=s->next;

}

ptr->next=s->next;

cout<<s->info<<"deleted from last"<<endl;

free(s);

}

}

}

void single\_llist::delete\_pos()

{

int pos, i, counter = 0, loc = 1;

struct node \*s, \*ptr;

s = start;

while (s != NULL)

{

s = s->next;

counter++;

}

if(counter==0){}

else

{

if(counter==1)

{

cout<<"Enter the postion [SAY"<<loc<<"]:";

cin>>pos;

s=start;

if(pos==1)

{

start=s->next;

cout<<s->info<<"Deleted from first"<<endl;

free(s);

}

else

cout<<"Position out of range....!!!"<<endl;

}

else

{

cout<<"Enter the position from"<<loc<<"to"<<counter<<":";

cin>>pos;

s=start;

if(pos==1)

{

start=s->next;

cout<<s->info<<"deleted from first"<<endl;

free(s);

}

else if(pos>1 && pos<=counter)

{

for(i=1;i<pos;i++)

{

ptr=s;

s=s->next;

}

ptr->next=s->next;

if(pos==counter)

{cout<<s->info<<"deleted from last"<<endl;

free(s);}

else

{cout<<s->info<<"deleted from postion"<<pos<<endl;

free(s);}

}

else

cout<<"Position out of range...!!!"<<endl;

}

}

}

void single\_llist::display()

{

struct node \*temp;

if (start == NULL)

cout<<"Linked list is empty....!!!"<<endl;

else

{

cout<<"Linked Lsit conatains:";

temp = start;

while (temp != NULL)

{

cout<<temp->info<<" ";

temp= temp->next;

}

cout<<endl;

}

}

**5. Write a program to create a WAP to store a k keys into an array of size n at the location compute using a hash function, loc=key%n, where k<=n and key takes values from [1 to m], m>n. Handle the collision using Linear probing technique.**

#include<iostream>

#include<limits.h>

using namespace std;

void Insert(int ary[],int hFn, int Size)

{

int element,pos,n=0;

cout<<"Enter key element to insert\n";

cin>>element;

pos = element%hFn;

while(ary[pos]!= INT\_MIN)

{

if(ary[pos]== INT\_MAX)

break;

pos = (pos+1)%hFn;

n++;

if(n==Size)

break;

}

if(n==Size)

cout<<"Hash table was full of elements\nNo Place to insert this element\n\n";

else

ary[pos] = element;

}

void display(int ary[],int Size)

{

int i;

cout<<"Index\tValue\n";

for(i=0;i<Size;i++)

cout<<i<<"\t"<<ary[i]<<"\n";

}

int main()

{

int Size,hFn,i,choice;

cout<<"Enter size of hash table\n";

cin>>Size;

hFn=Size;

int ary[Size];

for(i=0;i<Size;i++)

ary[i]=INT\_MIN;

do{

cout<<"Enter your choice\n";

cout<<" 1-> Insert\n 2-> Display\n 0-> Exit\n";

cin>>choice;

switch(choice)

{

case 1:

Insert(ary,hFn,Size);

break;

case 2:

display(ary,Size);

break;

default:

cout<<"Enter correct choice\n";

break;

}

}while(choice);

return 0;

}

**4. Construct a binary search tree (BST) to support the following operations.**

**Given a key, perform a search in the BST. If the key is found then display “key found”.**

* **Insert an element into a binary search tree.**
* **Delete an element from a binary search tree.**

**Display the tree using inorder, preorder and post order traversal methods(a).**

#include<iostream>

#include<cstdlib>

using namespace std;

struct node

{

int info;

struct node\*left;

struct node\*right;

}\*root;

class BST

{

public:

void find(int, node \*\*,node \*\*);

void insert(node \*,node \*);

void case\_a(node \*,node \*);

void case\_b(node \*,node \*);

void case\_c(node \*,node \*);

void preorder(node \*);

void inorder(node \*);

void postorder(node \*);

void display(node \*,int);

BST()

{

root=NULL;

}

};

int main()

{

int choice,num;

BST bst;

node \*temp;

while(1)

{

cout<<"------"<<endl;

cout<<"Operations on BST"<<endl;

cout<<"------"<<endl;

cout<<"1.Insert Element"<<endl;

cout<<"2.Inorder Traversal"<<endl;

cout<<"3.Preorder Traversal"<<endl;

cout<<"4.Postorder Traversal"<<endl;

cout<<"5.Display"<<endl;

cout<<"6.Quit"<<endl;

cout<<"Enter your choice:";

cin>>choice;

switch(choice)

{

case 1:

temp=new node;

cout<<"Enter the number to be inserted:";

cin>>temp->info;

bst.insert(root,temp);

break;

case 2:

cout<<"Inorder Traversal of BST:"<<endl;

bst.inorder(root);

cout<<endl;

break;

case 3:

cout<<"Preorder Traversal of BST:"<<endl;

bst.preorder(root);

cout<<endl;

break;

case 4:

cout<<"Postorder Traversal of BST:"<<endl;

bst.postorder(root);

cout<<endl;

break;

case 5:

cout<<"Display BST:"<<endl;

bst.display(root,1);

cout<<endl;

break;

case 7:

exit(1);

default:

cout<<"Wrong choice"<<endl;

}

}

}

void BST::find(int item, node \*\*par,node \*\*loc)

{

node \*ptr, \*ptrsave;

if(root==NULL)

{

\*loc=NULL;

\*par=NULL;

return;

}

if(item==root->info)

{

\*loc=root;

\*par=NULL;

return;

}

if(item<root->info)

ptr=root->left;

else

ptr=root->right;

ptrsave=root;

while(ptr!=NULL)

{

if(item==ptr->info)

{

\*loc=ptr;

\*par=ptrsave;

return;

}

ptrsave = ptr;

if (item < ptr->info)

ptr = ptr->left;

else

ptr = ptr->right;

}

\*loc=NULL;

\*par=ptrsave;

}

void BST::insert(node \*tree,node\*newnode)

{

if(root==NULL)

{

root=new node;

root->info=newnode->info;

root->left=NULL;

root->right=NULL;

cout<<"Root Node is Added"<<endl;

return;

}

if(tree->info==newnode->info)

{

cout<<"Element already in the tree"<<endl;

return;

}

if(tree->info>newnode->info)

{

if(tree->left!=NULL)

{

insert(tree->left,newnode);

}

else

{

tree->left=newnode;

(tree->left)->left=NULL;

(tree->left)->right=NULL;

cout<<"Node Added To Left"<<endl;

return;

}

}

else

{

if(tree->right!=NULL)

{

insert(tree->right,newnode);

}

else

{

tree->right = newnode;

(tree->right)->left = NULL;

(tree->right)->right = NULL;

cout<<"Node Added To Right"<<endl;

return;

}

}

}

void BST::case\_a(node \*par, node \*loc )

{

if (par == NULL)

{

root = NULL;

}

else

{

if (loc == par->left)

par->left = NULL;

else

par->right = NULL;

}

}

void BST::case\_b(node \*par, node \*loc)

{

node \*child;

if (loc->left != NULL)

child = loc->left;

else

child = loc->right;

if(par==NULL)

{

root=child;

}

else

{

if(loc==par->left)

par->left=child;

else

par->right=child;

}

}

void BST::case\_c(node \*par, node \*loc)

{

node \*ptr, \*ptrsave, \*suc, \*parsuc;

ptrsave = loc;

ptr = loc->right;

while (ptr->left != NULL)

{

ptrsave = ptr;

ptr = ptr->left;

}

suc = ptr;

parsuc = ptrsave;

if (suc->left == NULL && suc->right == NULL)

case\_a(parsuc, suc);

else

case\_b(parsuc, suc);

if(par==NULL)

{

root=suc;

}

else

{

if(loc==par->left)

par->left=suc;

else

par->right=suc;

}

suc->left=loc->left;

suc->right=loc->right;

}

void BST::preorder(node \*ptr)

{

if (root == NULL)

{

cout<<"Tree is empty"<<endl;

return;

}

if (ptr != NULL)

{

cout<<ptr->info<<" ";

preorder(ptr->left);

preorder(ptr->right);

}

}

void BST::inorder(node \*ptr)

{

if(root==NULL)

{

cout<<"Tree is empty"<<endl;

return;

}

if(ptr!=NULL)

{

inorder(ptr->left);

cout<<ptr->info<<" ";

inorder(ptr->right);

}

}

void BST::postorder(node \*ptr)

{

if(root==NULL)

{

cout<<"Tree is empty"<<endl;

return;

}

if(ptr!=NULL)

{

postorder(ptr->left);

postorder(ptr->right);

cout<<ptr->info<<" ";

}

}

void BST::display(node \*ptr, int level)

{

int i;

if (ptr != NULL)

{

display(ptr->right, level+1);

cout<<endl;

if (ptr == root)

cout<<"Root->: ";

else

{

for (i = 0;i < level;i++)

cout<<" ";

}

cout<<ptr->info;

display(ptr->left, level+1);

}

**8. Finding minimum and maximum from given unsorted array by using divide and conquer method.**

#include <iostream>

using namespace std;

void findMinAndMax(int arr[], int low, int high, int &min, int &max)

{

if (low == high)

{

if (max < arr[low])

{

max = arr[low];

}

if (min > arr[high])

{

min = arr[high];

}

return;

}

if (high - low == 1)

{

if (arr[low] < arr[high])

{

if (min > arr[low])

{

min = arr[low];

}

if (max < arr[high])

{

max = arr[high];

}

}

else {

if (min > arr[high])

{

min = arr[high];

}

if (max < arr[low])

{

max = arr[low];

}

}

return;

}

int mid = (low + high) / 2;

findMinAndMax(arr, low, mid, min, max);

findMinAndMax(arr, mid + 1, high, min, max);

}

int main()

{

int arr[] = { 7, 2, 9, 3, 6, 7, 8, 4 };

int n = sizeof(arr) / sizeof(arr[0]);

int max = arr[0], min = arr[0];

findMinAndMax(arr, 0, n - 1, min, max);

cout << "The minimum array element is " << min << endl;

cout << "The maximum array element is " << max;

return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**10. Write a C++ program for solving the N-Queen’s Problem using backtracking.**

**//program to solve the n queen problem**

**//grid[][] is represent the 2-d array with value(0 and 1) for grid[i][j]=1 means queen i are placed at j column.**

**//we can take any number of queen , for this time we take the atmost 10 queen (grid[10][10]).**

#include<iostream>

using namespace std;

int grid[10][10];

void print(int n)

{

for (int i = 0;i <= n-1; i++)

{

for (int j = 0;j <= n-1; j++)

{

cout <<grid[i][j]<< " ";

}

cout<<endl;

}

cout<<endl;

cout<<endl;

}

bool isSafe(int col, int row, int n)

{

for (int i = 0; i < row; i++)

{

if (grid[i][col])

{

return false;

}

}

for (int i = row,j = col;i >= 0 && j >= 0; i--,j--)

{

if (grid[i][j])

{

return false;

}

}

for (int i = row, j = col; i >= 0 && j < n; j++, i--)

{

if (grid[i][j])

{

return false;

}

}

return true;

}

bool solve (int n, int row)

{

if (n == row)

{

print(n);

return true;

}

bool res = false;

for (int i = 0;i <=n-1;i++)

{

if (isSafe(i, row, n))

{

grid[row][i] = 1;

res = solve(n, row+1) || res;

grid[row][i] = 0;

}

}

return res;

}

int main()

{

ios\_base::sync\_with\_stdio(false);

cin.tie(NULL);

int n;

cout<<"Enter the number of queen"<<endl;

cin >> n;

for (int i = 0;i < n;i++)

{

for (int j = 0;j < n;j++)

{

grid[i][j] = 0;

}

}

bool res = solve(n, 0);

if(res == false)

{

cout << -1 << endl; //if there is no possible solution

}

else

{

cout << endl;

}

return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**11. Write a program to implement Breadth First Search for undirected graph(BFS).**

#include<iostream>

#include <list>

using namespace std;

class Graph

{

int V;

list<int> \*adj;

public:

Graph(int V);

void addEdge(int v, int w);

void BFS(int s);

};

Graph::Graph(int V)

{

this->V = V;

adj = new list<int>[V];

}

void Graph::addEdge(int v, int w)

{

adj[v].push\_back(w);

}

void Graph::BFS(int s)

{

bool \*visited = new bool[V];

for(int i = 0; i < V; i++)

visited[i] = false;

list<int> queue;

visited[s] = true;

queue.push\_back(s);

list<int>::iterator i;

while(!queue.empty())

{

s = queue.front();

cout << s << " ";

queue.pop\_front();

for (i = adj[s].begin(); i != adj[s].end(); ++i)

{

if (!visited[\*i])

{

visited[\*i] = true;

queue.push\_back(\*i);

}

}

}

}

int main()

{

Graph g(10);

g.addEdge(3, 4);

g.addEdge(3, 5);

g.addEdge( 4,2);

g.addEdge(4, 9);

cout << "Following is Breadth First Traversal "<< "(starting from vertex 2) \n";

g.BFS(3);

return 0;

}

**OUTPUT:**

**![](data:image/png;base64,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)**

**12. Write a program to implement Depth First Search for undirected graph(DFS).**

#include <bits/stdc++.h>

using namespace std;

class Graph

{

public:

map<int, bool> visited;

map<int, list<int> > adj;

void addEdge(int v, int w);

void DFS(int v);

};

void Graph::addEdge(int v, int w)

{

adj[v].push\_back(w);

adj[w].push\_back(v);

}

void Graph::DFS(int v)

{

visited[v] = true;

cout << v << " ";

list<int>::iterator i;

for (i = adj[v].begin(); i != adj[v].end(); ++i)

if (!visited[\*i])

DFS(\*i);

}

int main()

{

Graph g;

g.addEdge(0, 1);

g.addEdge(0, 2);

g.addEdge(1, 2);

g.addEdge(2, 0);

g.addEdge(2, 3);

g.addEdge(3, 3);

cout << "Following is Depth First Traversal"<<" (starting from vertex 2) \n";

g.DFS(2);

return 0;

}

**OUTPUT:**
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