### Связный список

Основное назначение связного списка — предоставление механизма для хранения и доступа к произвольному количеству данных. Как следует из названия, это достигается связыванием данных вместе в список.

Прежде чем мы перейдем к рассмотрению связного списка, давайте вспомним, как хранятся данные в массиве.
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Как показано на рисунке, данные в массиве хранятся в непрерывном участке памяти, разделенном на ячейки определенного размера. Доступ к данным в ячейках осуществляется по ссылке на их расположение — индексу.

Это отличный способ хранить данные. Большинство языков программирования позволяют так или иначе выделить память в виде массива и оперировать его содержимым. Последовательное хранение данных увеличивает производительность *(data locality)*, позволяет легко итерироваться по содержимому и получать доступ к произвольному элементу по индексу.

Тем не менее, иногда массив — не самая подходящая структура.

Предположим, что у нашей программы следующие требования:

* Прочесть некоторое количество целых чисел из источника (метод NextValue), пока не встретится число 0xFFFF.
* Передать считанные числа в метод ProcessItems

Поскольку в требованиях указано, что считанные числа передаются в метод ProcessItems за один раз, очевидным решение будет массив целых чисел:

void LoadData()

{

// Предположим, что элементов будет не более 20

int[] values = new int[20];

for (int i = 0; i < values.Length; i++)

{

if (values[i] == 0xFFFF)

{

break;

}

values[i] = NextValue();

}

ProcessItems(values);

}

void ProcessItems(int[] values)

{

// ... обработать данные.

}

У этого решения есть ряд проблем, но самая очевидная из них — что случится, если будет необходимо прочесть больше 20 значений? В данной реализации значения с 21 и далее просто проигнорируются. Можно выделить больше памяти — 200 или 2000 элементов. Можно дать пользователю возможность выбрать размер массива. Или выделить память под новый массив большего размера при заполнении старого и скопировать элементы. Но все эти решения усложняют код и бесполезно тратят память.

Нам нужна коллекция, которая позволяет добавить произвольное число элементов и перебрать их в порядке добавления. Размер коллекции должен быть неограничен, а произвольный доступ нам не нужен. Нам нужен связный список.

Прежде чем перейти к его реализации, давайте посмотрим на то, как могло бы выглядеть решение нашей задачи.

static void LoadItems()

{

LinkedList list = new LinkedList();

while (true)

{

int value = NextValue();

if (value != 0xFFFF)

{

list.Add(value);

}

else

{

break;

}

}

ProcessItems(list);

}

static void ProcessItems(LinkedList list)

{

// ... обработать данные.

}

Обратите внимание: проблем, присущих первому варианту решения больше нет — мы не можем выделить недостаточно или, наоборот, слишком много памяти под массив.

Кроме того, из этого кода можно увидеть, что наш список будет принимать параметр типа <T> и реализовывать интерфейс IEnumerable

### Реализация класса LinkedList

#### Класс Node

В основе связного списка лежит понятие узла, или элемента *(Node)*. Узел — это контейнер, который позволяет хранить данные и получать следующий узел.

![](data:image/jpeg;base64,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)

В самом простом случае класс Node можно реализовать так:

public class Node

{

public int Value { get; set; }

public Node Next { get; set; }

}

Теперь мы можем создать примитивный связный список. Выделим память под три узла (first, middle, last) и соединим их последовательно:

// +-----+------+

// | 3 | null +

// +-----+------+

Node first = new Node { Value = 3 };

// +-----+------+ +-----+------+

// | 3 | null + | 5 | null +

// +-----+------+ +-----+------+

Node middle = new Node { Value = 5 };

// +-----+------+ +-----+------+

// | 3 | \*---+--->| 5 | null +

// +-----+------+ +-----+------+

first.Next = middle;

// +-----+------+ +-----+------+ +-----+------+

// | 3 | \*---+--->| 5 | null + | 7 | null +

// +-----+------+ +-----+------+ +-----+------+

Node last = new Node { Value = 7 };

// +-----+------+ +-----+------+ +-----+------+

// | 3 | \*---+--->| 5 | \*---+-->| 7 | null +

// +-----+------+ +-----+------+ +-----+------+

middle.Next = last;

Теперь у нас есть список из трех элементов, начиная с first и заканчивая last. Поле Next последнего узла имеет значение null, что показывает, что это последний элемент. С этим списком уже можно производить различные операции. Например, напечатать данные из каждого элемента:

private static void PrintList(Node node)

{

while (node != null)

{

Console.WriteLine(node.Value);

node = node.Next;

}

}

Метод PrintList итерируется по элементам списка: печатает значение поля Value и переходит к следующему узлу по ссылке в поле Next.

Теперь, когда мы знаем, как должен выглядеть узел связанного списка, давайте посмотрим на пример реализации класса LinkedListNode.

public class LinkedListNode

{

///

/// Конструктор нового узла со значением Value.

///

public LinkedListNode(T value)

{

Value = value;

}

///

/// Поле Value.

///

public T Value { get; internal set; }

///

/// Ссылка на следующий узел списка (если узел последний, то null).

///

public LinkedListNode Next { get; internal set; }

}

#### Класс LinkedList

Прежде чем реализовывать наш связный список, нужно понять, как мы будем с ним работать.

Ранее мы увидели, что коллекция должна поддерживать любой тип данных, а значит, нам нужно реализовать обобщенный интерфейс.

Поскольку мы используем платформу .NET, имеет смысл реализовать наш класс таким образом, чтобы его поведение было похоже на поведение встроенных коллекций. Самый простой способ сделать это — реализовать интерфейс ICollection<T>. Заметьте, что мы реализуем ICollection<T>, а не Ilist<T>, поскольку интерфейс Ilist<T> позволяет получать доступ к элементам по индексу. Несмотря на то, что произвольный доступ к элементам в целом полезен, его невозможно эффективно реализовать в связном списке.

Учитывая все вышесказанное, давайте набросаем примерный план класса, а затем заполним недостающие методы.

public class LinkedList :

System.Collections.Generic.ICollection

{

public void Add(T item)

{

throw new System.NotImplementedException();

}

public void Clear()

{

throw new System.NotImplementedException();

}

public bool Contains(T item)

{

throw new System.NotImplementedException();

}

public void CopyTo(T[] array, int arrayIndex)

{

throw new System.NotImplementedException();

}

public int Count

{

get;

private set;

}

public bool IsReadOnly

{

get { throw new System.NotImplementedException(); }

}

public bool Remove(T item)

{

throw new System.NotImplementedException();

}

public System.Collections.Generic.IEnumerator GetEnumerator()

{

throw new System.NotImplementedException();

}

System.Collections.IEnumerator System.Collections.IEnumerable.GetEnumerator()

{

throw new System.NotImplementedException();

}

}

#### Метод Add

* **Поведение:** Добавляет элемент в конец списка.
* **Сложность:** O(1)

Добавление элемента в связный список производится в три этапа:

1. Создать экземпляр класса LinkedListNode.
2. Найти последний узел списка.
3. Установить значение поля Next последнего узла списка так, чтобы оно указывало на созданный узел.

Основная сложность заключается в том, чтобы найти последний узел списка. Можно сделать это двумя способами. Первый — сохранять указатель на первый узел списка и перебирать узлы, пока не дойдем до последнего. В этом случае нам не требуется сохранять указатель на последний узел, что позволяет использовать меньше памяти (в зависимости от размера указателя на вашей платформе), но требует прохода по всему списку при каждом добавлении узла. Это значит, что метод Add займет O(n) времени.

Второй метод заключается в сохранении указателя на последний узел списка, и тогда при добавлении нового узла мы поменяем указатель так, чтобы он указывал на новый узел. Этот способ предпочтительней, поскольку выполняется за O(1) времени.

Первое, что нам необходимо сделать — добавить два приватных поля в класс LinkedList: ссылки на первый (head) и последний (tail) узлы.

private LinkedListNode \_head;

private LinkedListNode \_tail;

Теперь мы можем добавить метод, который выполняет три необходимых шага.

public void Add(T value)

{

LinkedListNode node = new LinkedListNode(value);

if (\_head == null)

{

\_head = node;

\_tail = node;

}

else

{

\_tail.Next = node;

\_tail = node;

}

Count++;

}

Сначала мы создаем экземпляр класса LinkedListNode. Затем проверяем, является ли список пустым. Если список пуст, мы просто устанавливаем значения полей \_head и \_tail так, чтобы они указывали на новый узел. Этот узел в данном случае будет являться одновременно и первым, и последним в списке. Если список не пуст, узел добавляется в конец списка, а поле \_tail теперь указывает на новый конец списка.

Поле Count инкрементируется при добавлении узла для того, чтобы сохранялся контракт интерфейса ICollection<T>. Поле Count возвращает точное количество элементов списка.

#### Метод Remove

* **Поведение:** Удаляет первый элемент списка со значением, равным переданному. Возвращает true, если элемент был удален и false в противном случае.
* **Сложность:** O(n)

Прежде чем разбирать метод Remove, давайте посмотрим, чего мы хотим добиться. На следующем рисунке список с четырьмя элементами. Мы удаляем элемент со значением «3».
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После удаления узла поле Next узла со значением «2» будет указывать на узел со значением «4».
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Основной алгоритм удаления элемента такой:

1. Найти узел, который необходимо удалить.
2. Изменить значение поля Next предыдущего узла так, чтобы оно указывало на узел, следующий за удаляемым.

Как всегда, основная проблема кроется в мелочах. Вот некоторые из случаев, которые необходимо предусмотреть:

* Список может быть пустым, или значение, которое мы передаем в метод может не присутствовать в списке. В этом случает список останется без изменений.
* Удаляемый узел может быть единственным в списке. В этом случае мы установим значения полей \_head и \_tail равными null.
* Удаляемый узел будет в начале списка. В этом случае мы записываем в \_headссылку на следующий узел.
* Удаляемый узел будет в середине списка.
* Удаляемый узел будет в конце списка. В этом случае мы записываем в \_tail ссылку на предпоследний узел, а в его поле Next записываем null.

public bool Remove(T item)

{

LinkedListNode previous = null;

LinkedListNode current = \_head;

// 1: Пустой список: ничего не делать.

// 2: Один элемент: установить Previous = null.

// 3: Несколько элементов:

// a: Удаляемый элемент первый.

// b: Удаляемый элемент в середине или конце.

while (current != null)

{

if (current.Value.Equals(item))

{

// Узел в середине или в конце.

if (previous != null)

{

// Случай 3b.

// До: Head -> 3 -> 5 -> null

// После: Head -> 3 ------> null

previous.Next = current.Next;

// Если в конце, то меняем \_tail.

if (current.Next == null)

{

\_tail = previous;

}

}

else

{

// Случай 2 или 3a.

// До: Head -> 3 -> 5

// После: Head ------> 5

// Head -> 3 -> null

// Head ------> null

\_head = \_head.Next;

// Список теперь пустой?

if (\_head == null)

{

\_tail = null;

}

}

Count--;

return true;

}

previous = current;

current = current.Next;

}

return false;

}

Поле Count декрементируется при удалении узла.

#### Метод Contains

* **Поведение:** Возвращает true или false в зависимости от того, присутствует ли искомый элемент в списке.
* **Сложность:** O(n)

Метод Contains достаточно простой. Он просматривает каждый элемент списка, от первого до последнего, и возвращает true как только найдет узел, чье значение равно переданному параметру. Если такой узел не найден, и метод дошел до конца списка, то возвращается false.

public bool Contains(T item)

{

LinkedListNode current = \_head;

while (current != null)

{

if (current.Value.Equals(item))

{

return true;

}

current = current.Next;

}

return false;

}

#### Метод GetEnumerator

* **Поведение:** Возвращает экземпляр IEnumerator, который позволяет итерироваться по элементам списка.
* **Сложность:** Получение итератора — O(1). Проход по всем элементам — O(n).

Возвращаемый итератор проходит по всему списку от первого до последнего узла и возвращает значение каждого элемента с помощью ключевого слова yield.

IEnumerator IEnumerable.GetEnumerator()

{

LinkedListNode current = \_head;

while (current != null)

{

yield return current.Value;

current = current.Next;

}

}

IEnumerator IEnumerable.GetEnumerator()

{

return ((IEnumerable)this).GetEnumerator();

}

#### Метод Clear

* **Поведение:** Удаляет все элементы из списка.
* **Сложность:** O(1)

Метод Clear просто устанавливает значения полей \_head и \_tail равными null. Поскольку C# — язык с автоматическим управлением памятью, нет необходимости явно удалять неиспользуемые узлы. Клиент, вызывающий метод, должен убедиться в корректном удалении значений узлов, если это необходимо.

public void Clear()

{

\_head = null;

\_tail = null;

Count = 0;

}

#### Метод CopyTo

* **Поведение:** Копирует содержимое списка в указанный массив, начиная с указанного индекса.
* **Сложность:** O(n)

Метод CopyTo проходит по списку и копирует элементы в массив с помощью присваивания. Клиент, вызывающий метод должен убедиться, что массив имеет достаточный размер для того, чтобы вместить все элементы списка.

public void CopyTo(T[] array, int arrayIndex)

{

LinkedListNode current = \_head;

while (current != null)

{

array[arrayIndex++] = current.Value;

current = current.Next;

}

}

#### Метод Count

* **Поведение:** Возвращает количество элементов списка. Возвращает 0, если список пустой.
* **Сложность:** O(1)

Count — поле с публичным геттером и приватным сеттером. Изменение его значения осуществляется в методах Add, Remove и Clear.

public int Count

{

get;

private set;

}

#### Метод IsReadOnly

* **Поведение:** Возвращает false, если список только для чтения.
* **Сложность:** O(1)

public bool IsReadOnly

{

get { return false; }

}

### Двусвязный список

Связный список, который мы только что создали, называется также «односвязным». Это значит, что между узлами только одна связь в единственном направлении от первого узла к последнему. Есть также достаточно распространенный вариант списка, который предоставляет доступ к обоим концам — двусвязный список.

Для того, чтобы создать двусвязный список, мы должны добавить в класс LinkedListNode поле Previous, которое будет содержать ссылку на предыдущий элемент списка.
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Далее мы рассмотрим только отличия в реализации односвязного и двусвязного списка.

#### Класс Node

Единственное изменение, которое надо внести в класс LinkedListNode — добавить поле со ссылкой на предыдущий узел.

public class LinkedListNode

{

///

/// Конструктор нового узла со значением Value.

///

///

public LinkedListNode(T value)

{

Value = value;

}

///

/// Поле Value.

///

public T Value { get; internal set; }

///

/// Ссылка на следующий узел списка (если узел последний, то null).

///

public LinkedListNode Next { get; internal set; }

///

/// Ссылка на предыдущий узел списка (если узел первый, то null).

///

public LinkedListNode Previous { get; internal set; }

}

#### Метод AddFirst

В то время, как односвязный список позволяет добавлять элементы только в конец, используя двусвязный список мы можем добавлять элементы как в начало, так и в конец, с помощью методов AddFirst и AddLast соответственно. Метод ICollection<T>.Add будет вызывать AddLast для совместимости с односвязным списком.

* **Поведение:** Добавляет переданный элемент в начало списка.
* **Сложность:** O(1)

При добавлении элемента в начало списка последовательность действий примерно такая же, как и при добавлении элемента в односвязный список.

1. Установить значение поля Next в новом узле так, чтобы оно указывало на бывший первый узел.
2. Установить значение поля Previous в бывшем первом узле так, чтобы оно указывало на новый узел.
3. Обновить поле \_tail при необходимости и инкрементировать поле Count

public void AddFirst(T value)

{

LinkedListNode node = new LinkedListNode(value);

// Сохраняем ссылку на первый элемент.

LinkedListNode temp = \_head;

// \_head указывает на новый узел.

\_head = node;

// Вставляем список позади первого элемента.

\_head.Next = temp;

if (Count == 0)

{

// Если список был пуст, то head and tail должны

// указывать на новой узел.

\_tail = \_head;

}

else

{

// До: head -------> 5 7 -> null

// После: head -> 3 5 7 -> null

temp.Previous = \_head;

}

Count++;

}

#### Метод AddLast

* **Поведение:** Добавляет переданный элемент в конец списка.
* **Сложность:** O(1)

Добавление узла в конец списка легче, чем в начало. Мы просто создаем новый узел и обновляем поля \_head и \_tail, а затем инкрементируем поле Count.

public void AddLast(T value)

{

LinkedListNode node = new LinkedListNode(value);

if (Count == 0)

{

\_head = node;

}

else

{

\_tail.Next = node;

// До: Head -> 3 5 -> null

// После:Head -> 3 5 7 -> null

// 7.Previous = 5

node.Previous = \_tail;

}

\_tail = node;

Count++;

}

Как было сказано ранее, ICollection<T>.Add просто зовет AddLast.

public void Add(T value)

{

AddLast(value);

}

#### Метод RemoveFirst

Как и метод Add, Remove будет разделен на два метода, позволяющих удалять элементы из начала и из конца списка. Метод ICollection<T>.Remove будет также удалять элементы из начала, но теперь будет еще обновлять поля Previous в тех узлах, где это необходимо.

* **Поведение:** Удаляет первый элемент списка. Если список пуст, не делает ничего. Возвращает true, если элемент был удален и false в противном случае.
* **Сложность:** O(1)

RemoveFirst устанавливает ссылку head на второй узел списка и обнуляет поле Previous этого узла, удаляя таким образом все ссылки на предыдущий первый узел. Если список был пуст или содержал только один элемент, то поля \_head и \_tailстановятся равны null.

public void RemoveFirst()

{

if (Count != 0)

{

// До: Head -> 3 5

// После: Head -------> 5

// Head -> 3 -> null

// Head ------> null

\_head = \_head.Next;

Count--;

if (Count == 0)

{

\_tail = null;

}

else

{

// 5.Previous было 3; теперь null.

\_head.Previous = null;

}

}

}

#### Метод RemoveLast

* **Поведение:** Удаляет последний элемент списка. Если список пуст, не делает ничего. Возвращает true, если элемент был удален и false в противном случае.
* **Сложность:** O(1)

RemoveLast устанавливает значение поля \_tail так, чтобы оно указывало на предпоследний элемент списка и, таким образом, удаляет последний элемент. Если список был пустым, или содержал только один элемент, то поля \_head и \_tailстановятся равны null.

public void RemoveLast()

{

if (Count != 0)

{

if (Count == 1)

{

\_head = null;

\_tail = null;

}

else

{

// До: Head --> 3 --> 5 --> 7

// Tail = 7

// После: Head --> 3 --> 5 --> null

// Tail = 5

// Обнуляем 5.Next

\_tail.Previous.Next = null;

\_tail = \_tail.Previous;

}

Count--;

}

}

#### Метод Remove

* **Поведение:** Удаляет первый элемент списка со значением, равным переданному. Возвращает true, если элемент был удален и false в противном случае.
* **Сложность:** O(n)

Метод ICollection<T>.Remove() почти такой же, как и в односвязном списке. Единственное отличие — теперь нам необходимо поменять значение поля Previous при удалении узла. Для того, чтобы не повторять код, этот метод зовет RemoveFirst при удалении первого узла.

public bool Remove(T item)

{

LinkedListNode previous = null;

LinkedListNode current = \_head;

// 1: Пустой список: ничего не делать.

// 2: Один элемент: установить Previous = null.

// 3: Несколько элементов:

// a: Удаляемый элемент первый.

// b: Удаляемый элемент в середине или конце.

while (current != null)

{

// Head -> 3 -> 5 -> 7 -> null

// Head -> 3 ------> 7 -> null

if (current.Value.Equals(item))

{

// Узел в середине или в конце.

if (previous != null)

{

// Случай 3b.

previous.Next = current.Next;

// Если в конце, то меняем \_tail.

if (current.Next == null)

{

\_tail = previous;

}

else

{

// До: Head -> 3 5 7 -> null

// После: Head -> 3 7 -> null

// previous = 3

// current = 5

// current.Next = 7

// Значит... 7.Previous = 3

current.Next.Previous = previous;

}

Count--;

}

else

{

// Случай 2 или 3a.

RemoveFirst();

}

return true;

}

previous = current;

current = current.Next;

}

return false;

}

#### Зачем нужен двусвязный список?

Итак, мы можем добавлять элементы в начало списка и в его конец. Что нам это дает? В том виде, в котором он реализован сейчас, нет особых преимуществ перед обычным односвязным списком. Но если добавить геттеры для полей head и tail, пользователь нашего списка сможет реализовать множество различных алгоритмов.

public LinkedListNode Head

{

get

{

return \_head;

}

}

public LinkedListNode Tail

{

get

{

return \_tail;

}

}

Так мы сможем итерироваться по списку вручную, в том числе от последнего элемента к первому.

В этом примере мы используем поля Tail и Previous для того, чтобы обойти список задом наперед.

public void ProcessListBackwards()

{

LinkedList list = new LinkedList();

PopulateList(list);

LinkedListNode current = list.Tail;

while (current != null)

{

ProcessNode(current);

current = current.Previous;

}

}

Кроме того, двусвязный список позволяет легко реализовать двусвязную очередь, которая, в свою очередь, является строительным блоком для других структур данных. Мы вернемся к ней позже, в соответствующей части.