**Зв'язний список**

Основне призначення зв'язного списку - надання механізму для зберігання і доступу до довільного кількості даних. Як випливає з назви, це досягається зв'язуванням даних разом в список.

Перш ніж ми перейдемо до розгляду зв'язного списку, давайте згадаємо, як зберігаються дані в масиві.
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Як показано на малюнку, дані в масиві зберігаються в безперервному ділянці пам'яті, розділеному на осередки певного розміру. Доступ до даних в осередках здійснюється за посиланням на їх розташування - індексу.

Це відмінний спосіб зберігати дані. Більшість мов програмування дозволяють так чи інакше виділити пам'ять у вигляді масиву і оперувати його вмістом. Послідовне зберігання даних збільшує продуктивність (data locality), дозволяє легко ітерованих у вмісті і отримувати доступ до довільного елементу за індексом.

Проте, іноді масив - не найкраща структура.

Припустимо, що у нашої програми наступні вимоги:

• Прочитати кілька цілих чисел з джерела (метод NextValue), поки не зустрінеться число 0xFFFF.

• Надіслати лічені числа в метод ProcessItems

Оскільки в вимогах зазначено, що лічені числа передаються в метод ProcessItems за один раз, очевидним рішення буде масив цілих чисел:

void LoadData()

{

// Припустимо, що елементів буде не більше 20

int[] values = new int[20];

for (int i = 0; i < values.Length; i++)

{

if (values[i] == 0xFFFF)

{

break;

}

values[i] = NextValue();

}

ProcessItems(values);

}

void ProcessItems(int[] values)

{

// ... обробити дані.}

У цього рішення є ряд проблем, але найочевидніша з них - що трапиться, якщо буде необхідно прочитати більше 20 значень? У даній реалізації значення з 21 і далі просто проігнорують. Можна виділити більше пам'яті - 200 або 2000 елементів. Можна дати користувачеві можливість вибрати розмір масиву. Або виділити пам'ять під новий масив більшого розміру при заповненні старого і скопіювати елементи. Але всі ці рішення ускладнюють код і марно витрачають пам'ять.

Нам потрібна колекція, яка дозволяє додати довільне число елементів і перебрати їх в порядку додавання. Розмір колекції повинен бути необмежений, а довільний доступ нам не потрібен. Нам потрібен зв'язний список.

Перш ніж перейти до його реалізації, давайте подивимося на те, як могло б виглядати рішення нашої задачі.

static void LoadItems()

{

LinkedList list = new LinkedList();

while (true)

{

int value = NextValue();

if (value != 0xFFFF)

{

list.Add(value);

}

else

{

break;

}

}

ProcessItems(list);

}

static void ProcessItems(LinkedList list)

{

// ... обробити дані.

}

Зверніть увагу: проблем, властивих першим варіантом вирішення більше немає - ми не можемо виділити недостатньо або, навпаки, занадто багато пам'яті під масив.

Крім того, з цього коду можна побачити, що наш список буде приймати параметр типу <T> і реалізовувати інтерфейс IEnumerable

### Реалізація класу LinkedList

#### Клас Node

В основі зв'язного списку лежить поняття вузла, або елемента (Node). Вузол - це контейнер, який дозволяє зберігати дані і отримувати наступний вузол.

![](data:image/jpeg;base64,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)

У найпростішому випадку клас Node можна реалізувати так:

public class Node

{

public int Value { get; set; }

public Node Next { get; set; }

}

Тепер ми можемо створити примітивний зв'язний список. Виділимо пам'ять під три вузла (first, middle, last) і з'єднаємо їх послідовно:

// +-----+------+

// | 3 | null +

// +-----+------+

Node first = new Node { Value = 3 };

// +-----+------+ +-----+------+

// | 3 | null + | 5 | null +

// +-----+------+ +-----+------+

Node middle = new Node { Value = 5 };

// +-----+------+ +-----+------+

// | 3 | \*---+--->| 5 | null +

// +-----+------+ +-----+------+

first.Next = middle;

// +-----+------+ +-----+------+ +-----+------+

// | 3 | \*---+--->| 5 | null + | 7 | null +

// +-----+------+ +-----+------+ +-----+------+

Node last = new Node { Value = 7 };

// +-----+------+ +-----+------+ +-----+------+

// | 3 | \*---+--->| 5 | \*---+-->| 7 | null +

// +-----+------+ +-----+------+ +-----+------+

middle.Next = last;

Тепер у нас є список з трьох елементів, починаючи з first і закінчуючи last. Поле Next останнього вузла має значення null, що показує, що це останній елемент. З цим списком вже можна робити різні операції. Наприклад, надрукувати дані з кожного елемента:

private static void PrintList(Node node)

{

while (node != null)

{

Console.WriteLine(node.Value);

node = node.Next;

}

}

Метод PrintList ітеріруется за елементами списку: друкує значення поля Value і переходить до наступного вузла за посиланням в поле Next.

Тепер, коли ми знаємо, як повинен виглядати вузол пов'язаного списку, давайте подивимося на приклад реалізації класу LinkedListNode.

public class LinkedListNode

{

///

/// Конструктор нового вузла зі значенням Value.

///

public LinkedListNode(T value)

{

Value = value;

}

///

/// Поле Value.

///

public T Value { get; internal set; }

///

/// Посилання на наступний вузол списку (якщо вузол останній, то null).

///

public LinkedListNode Next { get; internal set; }

}

#### Клас LinkedList

Перш ніж реалізовувати наш зв'язний список, потрібно зрозуміти, як ми будемо з ним працювати.

Раніше ми побачили, що колекція повинна підтримувати будь-який тип даних, а значить, нам потрібно реалізувати узагальнений інтерфейс.

Оскільки ми використовуємо платформу .NET, має сенс реалізувати наш клас таким чином, щоб його поведінка була схоже на поведінку вбудованих колекцій. Найпростіший спосіб зробити це - реалізувати інтерфейс ICollection <T>. Зауважте, що ми реалізуємо ICollection <T>, а не Ilist <T>, оскільки інтерфейс Ilist <T> дозволяє отримувати доступ до елементів за індексом. Незважаючи на те, що довільний доступ до елементів в цілому корисний, його неможливо ефективно реалізувати в зв'язковому списку.

З огляду на все вищесказане, давайте накидаємо приблизний план класу, а потім заповнимо відсутні методи.

public class LinkedList :

System.Collections.Generic.ICollection

{

public void Add(T item)

{

throw new System.NotImplementedException();

}

public void Clear()

{

throw new System.NotImplementedException();

}

public bool Contains(T item)

{

throw new System.NotImplementedException();

}

public void CopyTo(T[] array, int arrayIndex)

{

throw new System.NotImplementedException();

}

public int Count

{

get;

private set;

}

public bool IsReadOnly

{

get { throw new System.NotImplementedException(); }

}

public bool Remove(T item)

{

throw new System.NotImplementedException();

}

public System.Collections.Generic.IEnumerator GetEnumerator()

{

throw new System.NotImplementedException();

}

System.Collections.IEnumerator System.Collections.IEnumerable.GetEnumerator()

{

throw new System.NotImplementedException();

}

}

#### Метод Add

* **Поведінка: Додає елемент в кінець списку**.
* **Складність:** O(1)

Додавання елемента в зв'язний список проводиться в три етапи:

1. Створити екземпляр класу LinkedListNode.

2. Знайти останній вузол списку.

3. Встановити значення поля Next останнього вузла списку так, щоб воно вказувало на створений вузол.

Основна складність полягає в тому, щоб знайти останній вузол списку. Можна зробити це двома способами. Перший - зберігати покажчик на перший вузол списку і перебирати вузли, поки не дійдемо до останнього. У цьому випадку нам не потрібно зберігати покажчик на останній вузол, що дозволяє використовувати менше пам'яті (в залежності від розміру покажчика на вашій платформі), але вимагає проходу по всьому списку при кожному додаванні вузла. Це означає, що метод Add займе O (n) часу.

Другий метод полягає в збереженні покажчика на останній вузол списку, і тоді при додаванні нового вузла ми поміняємо покажчик так, щоб він вказував на новий вузол. Цей спосіб краще, оскільки виконується за O (1) часу.

Перше, що нам необхідно зробити - додати два приватних поля в клас LinkedList: посилання на перший (head) і останній (tail) вузли.

private LinkedListNode \_head;

private LinkedListNode \_tail;

Тепер ми можемо додати метод, який виконує три необхідних кроку.

public void Add(T value)

{

LinkedListNode node = new LinkedListNode(value);

if (\_head == null)

{

\_head = node;

\_tail = node;

}

else

{

\_tail.Next = node;

\_tail = node;

}

Count++;

}

Спочатку ми створюємо екземпляр класу LinkedListNode. Потім перевіряємо, чи є список порожнім. Якщо список порожній, ми просто встановлюємо значення полів \_head і \_tail так, щоб вони вказували на новий вузол. Цей вузол в даному випадку буде одночасно і першим, і останнім у списку. Якщо у списку ще порожній, вузол додається в кінець списку, а поле \_tail тепер вказує на новий кінець списку.

Поле Count инкрементируется при додаванні вузла для того, щоб зберігався контракт інтерфейсу ICollection <T>. Поле Count повертає точну кількість елементів списку.

#### Метод Remove

* **Поведінка**: Видаляє перший елемент списку зі значенням, рівним переданому. Повертає true, якщо елемент був вилучений і false в іншому випадку.
* **Складність:** O(n)

Перш ніж розбирати метод Remove, давайте подивимося, чого ми хочемо досягти. На наступному малюнку список з чотирма елементами. Ми видаляємо елемент зі значенням «3».
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Основний алгоритм видалення елемента такої:

1. Знайти вузол, який необхідно видалити.
2. Змінити значення поля Next попереднього вузла так, щоб воно вказувало на вузол, наступний за видаляється.

Як завжди, основна проблема криється в дрібницях. Ось деякі з випадків, які необхідно передбачити:

* Список може бути порожнім, або значення, яке ми передаємо в метод може не бути присутнім в списку. В цьому випадку список залишиться без змін.
* Видаляється вузол може бути єдиним в списку. В цьому випадку ми встановимо значення полів \_head і \_tail рівними null.
* Видаляється вузол буде на початку списку. В цьому випадку ми записуємо в \_headссилку на наступний вузол.
* Видаляється вузол буде в середині списку.
* • видаляється вузол буде в кінці списку. В цьому випадку ми записуємо в \_tail посилання на передостанній вузол, а в його поле Next записуємо null.

public bool Remove(T item)

{

LinkedListNode previous = null;

LinkedListNode current = \_head;

// 1: Порожній список: нічого не робити.

// 2: Один елемент: встановити Previous = null.

// 3: кілька елементів:

// a: Видаляється елемент перший.

// b: Видаляється елемент в середині або кінці.

while (current != null)

{

if (current.Value.Equals(item))

{

// Вузол в середині або в кінці.

if (previous != null)

{

// Случай 3b.

// До: Head -> 3 -> 5 -> null

// Після: Head -> 3 ------> null

previous.Next = current.Next;

// Якщо в кінці, то міняємо \_tail.

if (current.Next == null)

{

\_tail = previous;

}

}

else

{

// Випадок 2 або 3a.

// До: Head -> 3 -> 5

// Після: Head ------> 5

// Head -> 3 -> null

// Head ------> null

\_head = \_head.Next;

// Список тепер порожній?

if (\_head == null)

{

\_tail = null;

}

}

Count--;

return true;

}

previous = current;

current = current.Next;

}

return false;

}

Поле Count декрементируется при видаленні вузла.

#### Метод Contains

* **Поведінка:** Повертає true або false залежно від того, чи присутній шуканий елемент в списку.
* **Складність:** O(n)

Метод Contains досить простий. Він переглядає кожен елемент списку, від першого до останнього, і повертає true як тільки знайде вузол, чиє значення дорівнює переданому параметру. Якщо такий вузол не знайдений, і метод дійшов до кінця списку, то повертається false.

public bool Contains(T item)

{

LinkedListNode current = \_head;

while (current != null)

{

if (current.Value.Equals(item))

{

return true;

}

current = current.Next;

}

return false;

}

#### Метод GetEnumerator

* **Поведінка:** Повертає екземпляр IEnumerator, який дозволяє ітерованих за елементами списку.
* **Складність:** Отримання ітератора - O (1). Прохід по всіх елементах— O(n).

Повертається итератор проходить по всьому списку від першого до останнього вузла і повертає значення кожного елемента за допомогою ключового слова yield.

IEnumerator IEnumerable.GetEnumerator()

{

LinkedListNode current = \_head;

while (current != null)

{

yield return current.Value;

current = current.Next;

}

}

IEnumerator IEnumerable.GetEnumerator()

{

return ((IEnumerable)this).GetEnumerator();

}

#### Метод Clear

* **Поведінка:** Видаляє всі елементи зі списку.
* **Складність:** O(1)

Метод Clear просто встановлює значення полів \_head і \_tail рівними null. Оскільки C # - мова з автоматичним управлінням пам'яттю, немає необхідності явно видаляти невикористовувані вузли. Клієнт, що викликає метод, повинен переконатися в коректному видаленні значень вузлів, якщо це необхідно.

public void Clear()

{

\_head = null;

\_tail = null;

Count = 0;

}

#### Метод CopyTo

* **Поведінка:** Копирует содержимое списка в указанный массив, начиная с указанного индекса.
* **Складність:** O(n)

Метод CopyTo проходит по списку и копирует элементы в массив с помощью присваивания. Клиент, вызывающий метод должен убедиться, что массив имеет достаточный размер для того, чтобы вместить все элементы списка.

public void CopyTo(T[] array, int arrayIndex)

{

LinkedListNode current = \_head;

while (current != null)

{

array[arrayIndex++] = current.Value;

current = current.Next;

}

}

#### Метод Count

* **Поведінка:** Повертає кількість елементів списку. Повертає 0, якщо список порожній.
* **Складність:** O(1)

Count — поле з публічним геттером і приватним сетером. Зміна його значення здійснюється в методах Add, Remove і Clear.

public int Count

{

get;

private set;

}

#### Метод IsReadOnly

* **Поведінка:** Повертає false, якщо список тільки для читання.
* **Складність:** O(1)

public bool IsReadOnly

{

get { return false; }

}

**Двусвязний список**

Зв'язний список, який ми тільки що створили, називається також «однозв'язного». Це означає, що між вузлами тільки одна зв'язок в єдиному напрямку від першого вузла до останнього. Є також досить поширений варіант списку, який надає доступ до обох кінців - двусвязний список.

Для того, щоб створити двусвязний список, ми повинні додати в клас LinkedListNode поле Previous, яке буде містити посилання на попередній елемент списку.

![](data:image/jpeg;base64,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)

Далі ми розглянемо тільки відмінності в реалізації однозв'язного і двусвязного списку.

#### Клас Node

Єдина зміна, яку треба внести в клас LinkedListNode - додати поле з посиланням на попередній вузол.

public class LinkedListNode

{

///

/// Конструктор нового вузла зі значенням Value.

///

///

public LinkedListNode(T value)

{

Value = value;

}

///

/// Поле Value.

///

public T Value { get; internal set; }

///

/// Посилання на наступний вузол списку (якщо вузол останній, то null).

///

public LinkedListNode Next { get; internal set; }

///

/// Посилання на попередній вузол списку (якщо вузол перший, то null).

///

public LinkedListNode Previous { get; internal set; }

}

#### Метод AddFirst

У той час, як однозв'язний список дозволяє додавати елементи тільки в кінець, використовуючи двусвязний список ми можемо додавати елементи як на початок, так і в кінець, за допомогою методів AddFirst і AddLast відповідно. Метод ICollection <T> .Add викликатиме AddLast для сумісності з однозв'язного списком.

* **Поведінка:** Додає переданий елемент в початок списку.
* **Складність:** O(1)

При додаванні елемента в початок списку послідовність дій приблизно така ж, як і при додаванні елемента в однозв'язний список.

1. Встановити значення поля Next в новому вузлі так, щоб воно вказувало на колишній перший вузол.
2. Встановити значення поля Previous в колишньому першому вузлі так, щоб воно вказувало на новий вузол.
3. Оновити поле \_tail при необхідності і інкрементіровать поле Count

public void AddFirst(T value)

{

LinkedListNode node = new LinkedListNode(value);

// Зберігаємо посилання на перший елемент.

LinkedListNode temp = \_head;

// \_head вказує на новий вузол.

\_head = node;

// Вставляємо список позаду першого елемента.

\_head.Next = temp;

if (Count == 0)

{

// Якщо список був порожній, то head and tail повинні

// вказувати на новій вузол.

\_tail = \_head;

}

else

{

// До: head -------> 5 7 -> null

// Після: head -> 3 5 7 -> null

temp.Previous = \_head;

}

Count++;

}

#### Метод AddLast

* **Поведінка:** Додає переданий елемент в кінець списку.
* **Складність:** O(1)

Додавання вузла в кінець списку легше, ніж на початок. Ми просто створюємо новий вузол і оновлюємо поля \_head і \_tail, а потім інкрементіруем поле Count.

public void AddLast(T value)

{

LinkedListNode node = new LinkedListNode(value);

if (Count == 0)

{

\_head = node;

}

else

{

\_tail.Next = node;

// До: Head -> 3 5 -> null

// Після:Head -> 3 5 7 -> null

// 7.Previous = 5

node.Previous = \_tail;

}

\_tail = node;

Count++;

}

Як було сказано раніше, ICollection <T> .Add просто кличе AddLast.

public void Add(T value)

{

AddLast(value);

}

#### Метод RemoveFirst

Як і метод Add, Remove буде розділений на два методи, що дозволяють видаляти елементи з початку і з кінця списку. Метод ICollection <T> .Remove буде також видаляти елементи з початку, але тепер буде ще оновлювати поля Previous в тих вузлах, де це необхідно.

* **Поведінка:** Видаляє перший елемент списку. Якщо список порожній, не робить нічого. Повертає true, якщо елемент був вилучений і false в іншому випадку.
* **Складність:** O(1)

RemoveFirst встановлює посилання head на другий вузол списку і обнуляє поле Previous цього вузла, видаляючи таким чином всі посилання на попередній перший вузол. Якщо список був порожній або містив тільки один елемент, то поля \_head і \_tailстановятся рівні null.

public void RemoveFirst()

{

if (Count != 0)

{

// До: Head -> 3 5

// Після: Head -------> 5

// Head -> 3 -> null

// Head ------> null

\_head = \_head.Next;

Count--;

if (Count == 0)

{

\_tail = null;

}

else

{

// 5.Previous было 3; теперь null.

\_head.Previous = null;

}

}

}

#### Метод RemoveLast

* **Поведінка:** Видаляє останній елемент списку. Якщо список порожній, не робить нічого. Повертає true, якщо елемент був вилучений і false в іншому випадку.
* **Складність:** O(1)

RemoveLast встановлює значення поля \_tail так, щоб воно вказувало на передостанній елемент списку і, таким чином, видаляє останній елемент. Якщо список був порожнім, або містив тільки один елемент, то поля \_head і \_tailстановятся рівні null.

public void RemoveLast()

{

if (Count != 0)

{

if (Count == 1)

{

\_head = null;

\_tail = null;

}

else

{

// До: Head --> 3 --> 5 --> 7

// Tail = 7

// Після: Head --> 3 --> 5 --> null

// Tail = 5

// Обнуляем 5.Next

\_tail.Previous.Next = null;

\_tail = \_tail.Previous;

}

Count--;

}

}

#### Метод Remove

* **Поведінка:** Видаляє перший елемент списку зі значенням, рівним переданому. Повертає true, якщо елемент був вилучений і false в іншому випадку.
* **Складність:** O(n)

Метод ICollection <T> .Remove () майже такий же, як і в однозв'язного списку. Єдина відмінність - тепер нам необхідно поміняти значення поля Previous при видаленні вузла. Для того, щоб не повторювати код, цей метод кличе RemoveFirst при видаленні першого вузла.

public bool Remove(T item)

{

LinkedListNode previous = null;

LinkedListNode current = \_head;

// 1: Порожній список: нічого не робити.

// 2: Один елемент: встановити Previous = null.

// 3: кілька елементів:

// a: Видаляється елемент перший.

// b: Видаляється елемент в середині або кінці.

while (current != null)

{

// Head -> 3 -> 5 -> 7 -> null

// Head -> 3 ------> 7 -> null

if (current.Value.Equals(item))

{

// Вузол в середині або в кінці.

if (previous != null)

{

// Случай 3b.

previous.Next = current.Next;

// Якщо в кінці, то міняємо \_tail.

if (current.Next == null)

{

\_tail = previous;

}

else

{

// До: Head -> 3 5 7 -> null

// Після: Head -> 3 7 -> null

// previous = 3

// current = 5

// current.Next = 7

// Означає... 7.Previous = 3

current.Next.Previous = previous;

}

Count--;

}

else

{

// Случай 2 или 3a.

RemoveFirst();

}

return true;

}

previous = current;

current = current.Next;

}

return false;

}

#### Навіщо потрібен двусвязний список?

Отже, ми можемо додавати елементи в початок списку і в його кінець. Що нам це дає? У тому вигляді, в якому він реалізований зараз, немає особливих переваг перед звичайним однозв'язного списком. Але якщо додати геттери для полів head і tail, користувач нашого списку зможе реалізувати безліч різних алгоритмів.

public LinkedListNode Head

{

get

{

return \_head;

}

}

public LinkedListNode Tail

{

get

{

return \_tail;

}

}

Так ми зможемо ітерованих за списком вручну, в тому числі від Післяднего елемента до першого.

У цьому прикладі ми використовуємо поля Tail і Previous для того, щоб обійти список задом наперед.

public void ProcessListBackwards()

{

LinkedList list = new LinkedList();

PopulateList(list);

LinkedListNode current = list.Tail;

while (current != null)

{

ProcessNode(current);

current = current.Previous;

}

}

Крім того, двусвязний список дозволяє легко реалізувати ДЕК, яка, в свою чергу, є будівельним блоком для інших структур даних. Ми повернемося до неї пізніше, у відповідній частині.