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# **Задание №1**

**Постановка задачи:**

Для участия в ежегодном трансконтинентальном Ралли-марафоне «Дакар» по усложненной трассе в Южной Америке выбраны грузовики КАМАЗ и Tatra, которые после 2000 года лидируют в зачете грузовиков.

Решите задачу сравнения скоростей движения грузовиков по разным по проходимости участкам трассы, а именно: по равнине, горам, пустыне. Создайте и выдайте на экран таблицу результатов ралли - марафона. Определите победителя.

Для решения задачи используйте классы **Kamaz** и **Tatra,** а такжефункциюсравнения скоростей **FrCreater (**). Функция  **FrCreater (**) возвращает число +1, если объект **kamaz** движется быстрее объекта **tatra**; нуль, если их скорости одинаковы; число -1, если объект **kamaz** движется медленнее объекта **tatra** .

Оба класса содержат поля: «скорость» и «наименование» грузовой машины, а также методы: инициализация и отображение полей на экране. Определитесь с идентификаторами доступа к членам класса, не нарушая принципа инкапсуляции.

**Исходные данные:**

**Исходный код программы на C++:**

#include <iostream>

#include <string>

// Класс для представления грузовика Камаз

class Kamaz {

private:

int speed; // Скорость грузовика

std::string name; // Наименование грузовика

public:

// Конструктор класса Kamaz

Kamaz(int spd, std::string n) : speed(spd), name(n) {}

// Метод для получения скорости грузовика

int getSpeed() const {

return speed;

}

// Метод для вывода информации о грузовике на экран

void display() const {

std::cout << "Камаз '" << name << "': скорость " << speed << " км/ч" << std::endl;

}

};

// Класс для представления грузовика Tatra

class Tatra {

private:

int speed; // Скорость грузовика

std::string name; // Наименование грузовика

public:

// Конструктор класса Tatra

Tatra(int spd, std::string n) : speed(spd), name(n) {}

// Метод для получения скорости грузовика

int getSpeed() const {

return speed;

}

// Метод для вывода информации о грузовике на экран

void display() const {

std::cout << "Татра '" << name << "': скорость " << speed << " км/ч" << std::endl;

}

};

// Функция для сравнения скоростей грузовиков Камаз и Tatra

int FrCreater(const Kamaz& kamaz, const Tatra& tatra) {

if (kamaz.getSpeed() > tatra.getSpeed()) {

return 1; // Камаз быстрее

} else if (kamaz.getSpeed() < tatra.getSpeed()) {

return -1; // Татра быстрее

} else {

return 0; // Скорости равны

}

}

int main() {

// Создание объектов грузовиков для различных участков трассы

setlocale(LC\_ALL, "ru");

Kamaz kamazPlain(120, "Камаз равнина 1");

Tatra tatraPlain(110, "Татра равнина 2");

Kamaz kamazMountains(90, "Камаз горы 1");

Tatra tatraMountains(80, "Татра горы 2");

Kamaz kamazDesert(120, "Камаз пустыня 1");

Tatra tatraDesert(115, "Татра пустыня 2");

// Вывод результатов сравнения для каждого участка трассы

std::cout << "Результаты ралли-марафона:" << std::endl;

std::cout << "-------------------------------------" << std::endl;

// Равнина

std::cout << "Равнина:" << std::endl;

kamazPlain.display();

tatraPlain.display();

int plainResult = FrCreater(kamazPlain, tatraPlain);

if (plainResult > 0) {

std::cout << "Победитель: Камаз" << std::endl;

} else if (plainResult < 0) {

std::cout << "Победитель: Татра" << std::endl;

} else {

std::cout << "Ничья" << std::endl;

}

std::cout << std::endl;

// Горы

std::cout << "Горы:" << std::endl;

kamazMountains.display();

tatraMountains.display();

int mountainsResult = FrCreater(kamazMountains, tatraMountains);

if (mountainsResult > 0) {

std::cout << "Победитель: Камаз" << std::endl;

} else if (mountainsResult < 0) {

std::cout << "Победитель: Татра" << std::endl;

} else {

std::cout << "Ничья" << std::endl;

}

std::cout << std::endl;

// Пустыня

std::cout << "Пустыня:" << std::endl;

kamazDesert.display();

tatraDesert.display();

int desertResult = FrCreater(kamazDesert, tatraDesert);

if (desertResult > 0) {

std::cout << "Победитель: Камаз" << std::endl;

} else if (desertResult < 0) {

std::cout << "Победитель: Татра" << std::endl;

} else {

std::cout << "Ничья" << std::endl;

}

return 0;

}

Тесты:
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# **Задание №2**

**Постановка задачи:**

Сделайте функцию **FrCreater(**) дружественной: классу **Kamaz,** обоим классам **Kamaz** и **Tatra.**

**Исходные данные:**

**Исходный код программы на C++:**

#include <iostream>

#include <string>

using namespace std;

class Tatra; // Предварительное объявление класса Tatra, чтобы FrCreater() мог использовать его

// Класс для представления грузовика Камаз

class Kamaz {

private:

int speed;

string name;

public:

// Конструктор класса Kamaz

Kamaz(int spd, string n) : speed(spd), name(n) {}

// Метод для получения скорости грузовика

int getSpeed() const {

return speed;

}

// Метод для получения названия модели грузовика

string getName() const {

return name;

}

// Метод для вывода информации о грузовике на экран

void display() const {

cout << "Камаз: Модель " << name << ", скорость: " << speed << " км/ч" << std::endl;

}

// Объявление FrCreater() в качестве дружественной функции класса Kamaz

friend string FrCreater(const Kamaz& kamaz, const Tatra& tatra);

};

// Класс для представления грузовика Tatra

class Tatra {

private:

int speed;

string name;

public:

// Конструктор класса Tatra

Tatra(int spd, string n) : speed(spd), name(n) {}

// Метод для получения скорости грузовика

int getSpeed() const {

return speed;

}

// Метод для получения названия модели грузовика

string getName() const {

return name;

}

// Метод для вывода информации о грузовике на экран

void display() const {

cout << "Татра: Модель " << name << ", скорость: " << speed << " км/ч" << std::endl;

}

// Объявление FrCreater() в качестве дружественной функции класса Tatra

friend string FrCreater(const Kamaz& kamaz, const Tatra& tatra);

};

// Функция для сравнения скоростей грузовиков Камаз и Tatra

string FrCreater(const Kamaz& kamaz, const Tatra& tatra) {

if (kamaz.getSpeed() > tatra.getSpeed()) {

return "Камаз быстрее";

} else if (kamaz.getSpeed() < tatra.getSpeed()) {

return "Татра быстрее";

} else {

return "Скорости равны";

}

}

int main() {

setlocale(LC\_ALL, "ru");

// Создание объектов грузовиков для различных участков трассы

Kamaz kamaz(120, "Камаз 005");

Tatra tatra(110, "Tатра 003");

// Вывод результатов сравнения скоростей

cout << "Результат: " << FrCreater(kamaz, tatra) << std::endl;

kamaz.display();

tatra.display();

return 0;

}
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# **Задание №3**

**Постановка задачи:**

**Опишите класс, реализующий стек (Stack).**

Сделайте класс **Tatra** дружественным классу **Kamaz.**

**Исходные данные:**

**Исходный код программы на C++:**

#include <iostream>

#include <string>

class Kamaz; // Предварительное объявление класса Kamaz, чтобы Tatra могла использовать его

// Класс для представления грузовика Tatra

class Tatra {

private:

int speed; // Скорость грузовика

std::string name; // Наименование грузовика

public:

// Конструктор класса Tatra

Tatra(int spd, std::string n) : speed(spd), name(n) {}

// Метод для получения скорости грузовика

int getSpeed() const {

return speed;

}

// Метод для получения наименования грузовика

std::string getName() const {

return name;

}

// Метод для вывода информации о грузовике на экран

void display() const {

std::cout << "Татра '" << name << "': скорость " << speed << " км/ч" << std::endl;

}

// Объявление дружественности с классом Kamaz

friend class Kamaz;

};

// Класс для представления грузовика Kamaz

class Kamaz {

private:

int speed; // Скорость грузовика

std::string name; // Наименование грузовика

public:

// Конструктор класса Kamaz

Kamaz(int spd, std::string n) : speed(spd), name(n) {}

// Метод для получения скорости грузовика

int getSpeed() const {

return speed;

}

// Метод для получения наименования грузовика

std::string getName() const {

return name;

}

// Метод для вывода информации о грузовике на экран

void display() const {

std::cout << "Камаз '" << name << "': скорость " << speed << " км/ч" << std::endl;

}

};

int main() {

setlocale(LC\_ALL, "ru");

// Создание объектов грузовиков

Kamaz kamaz(120, "Какмаз 005");

Tatra tatra(110, "TATRA 003");

// Вывод информации о грузовиках

kamaz.display();

tatra.display();

return 0;

}

Тесты:

![](data:image/png;base64,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)

# **Ответы на вопросы:**

**1. Что такое дружественная функция, для чего она нужна?**

**Дружественная функция**—это функция, не являющаяся членом класса, но обеспечивающая доступ ко всем членам класса, для которого она дружественна. Независима от класса **дружественная функция** находится вне класса. Но она объявляется внутри класса как обычная функция и перед ней указывается ключевое слово **friend**. Вне класса перед описанием дружественной функции это ключевое слово не ставится**.**

**2. Как она объявляется, каков её синтаксис?**

Синтаксис прототипа дружественной функции

***friend*** тип имя ([список\_ параметров])

**3. Через что дружественная функция может получить доступ к закрытому полю класса?**

Так как дружественная функция не является методом класса, для которого она дружественна, нельзя вызвать дружественную функцию обычным способом в точечном формате с помощью команды **a.show()**, а можно только командой **show(a).** Так как, хотя дружественная функция "знает" о закрытом поле класса, для которого она является дружественной, доступ к нему она может получить только через объект этого класса, который объявлен внутри функции и передан ей в качестве аргумента. ДФ вызывается для объекта класса.

**4. Какой вариант вызова ДФ правильный:**

a.show() или show(a)?

Если функция дружественная, то второй вариант.

**5. Наследуется ли дружественная функция?**

Дружественная функция не наследуется. То есть, если в базовый класс дружественная функция включается, то она не является таковой для производных классов.

**6. Может ли дружественная функция быть дружественной более чем к одному классу?**

Дружественная функция может быть дружественной более чем к одному классу.

**7. Для решения каких задачах есть смысл использовать функцию, дружественную двум и более классам?**

Такая дружественная функция полезна тогда, когда у двух и более разных классов имеется нечто общее, с чем необходимо произвести какие-то действия, например, сравнение или арифметические действия закрытых полей объектов, принадлежащих разным классам.

**8. Когда нужно использовать дружественные классы?**

ДК используются тогда, когда классу необходим доступ к закрытым данным другого класса, чтобы работать с ними своими методами.

**9. Какому принципу ООП не соответствуют дружественные функции?**

Инкапсуляция.

**10. Как можно ограничить использование ДФ?**

Не использовать их, использовать открытые методы класса. Или каждый раз наследуя один класс от дружественного, в таком случае, ДФ не наследуется.

**11. В каких крайних случаях нужно использовать ДФ?**

Если требуется для базового класса сделать доступ к приватным данным, а для наследуемых нет. В этом случае играет роль то, что дружественные функции не наследуются.