**Variables -1**

1. **Variable in Java** is a piece of memory that stores the values during Java program execution.
2. Variables are stored in RAM memory. RAM stands for Random Access Memory.
3. Variable value can be changed during program execution. Here 'vary' word represent variation, it means we can change the value of a variable during program execution.
4. Every variable has a assigned data type, which tells that variables holds which kind of value i.e. int, float, char, String, etc.
5. **Variable Declaration:** To declare a variable, you must specify the data type & give the variable a unique name.
6. It is mandatory to specify a data type of a variable before variable name. in java. It is used by compiler to help programmer avoid any mistakes such as storing String values to integer variables.
7. **Variable Initialization:** When we assign a value to a variable first time, it is known as variable initialization. Before initialization objects have null value and primitive types have default values such as 0 or false.
8. **We can declare and initialize the variable at same time.**
9. **Rules for naming a java variables**
10. Java Variable names are case sensitive. Variable declared as name is different than Name or NAME.
11. Variable name must start with a letter, or $ or \_ character. No other special character or digits are allowed as first character of variable name.
12. After the first character, java variable name can have digits as well along with letter, $ and \_.
13. Variable name cannot be equal to reserved keyword in java. For example, you cannot give your variable name as int, if or boolean as they are reserved keyword in java.

**Variables - 2**

1. **There are 3 types of variable in java**

* local variable
* Instance variable
* static variable

1. **Local Variable / Block Variable**

A variable declared inside the body of the method is called local variable. You can use this variable only within that method and the other methods don’t have access to that variable. A local variable cannot be defined with "static" keyword.

#### Global Variable / Instance Variable

A variable declared inside the class but outside the body of the method, is called an instance variable. It is not declared as [static](https://www.javatpoint.com/static-keyword-in-java). It is called an instance variable because its value is instance-specific / Object Specific and is not shared among instances.

#### Static variable

A variable that is declared as static is called a static variable. It cannot be local. You can create a single copy of the static variable and share it among all the instances of the class. Memory allocation for static variables happens only once when the class is loaded in the memory.

Static variables are initialized only once, at the start of the program execution. These variables should be initialized first, before the initialization of any instance variables.

**Data Types**
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* 1. Data type of a variable is an attribute which tells what kind of data that variable can have. Every java variable takes up a certain amount of space in memory. How much memory a variable takes is depends on its data type.
  2. There are two subtypes of data type In java :
* **Primitive Data Types** :- integer, character, Boolean, and float
* **Non-primitive Data Types**: - which include classes, arrays and interfaces.

### Primitive Data Types

Primitive Data Types are predefined and available within the Java language. Primitive values do not share state with other primitive values. There are 8 primitive types: byte, short, int, long, char, float, double, and Boolean.

* **Non-primitive data types:**

 The non-primitive data types include [Classes](https://www.javatpoint.com/object-and-class-in-java), [Interfaces](https://www.javatpoint.com/interface-in-java), and [Arrays](https://www.javatpoint.com/array-in-java).

* **Wrapper Classes**

There are many cases where we cannot directly use primitive data types. For example, We cannot put primitives into Java collections since Java collections (Lists, Sets etc.) can only store objects.  
  
Wrapper classes are classes provided by java programming language that enable us to wrap primitive data in Objects. Each of the eight primitive data types has a corresponding Wrapper class as listed in below table.

### What is Autoboxing and Unboxing?

 🡺

* 1. Autoboxing is the automatic conversion of primitive data types into their corresponding wrapper classes by Java compiler. Java compiler applies autoboxing when a primitive data type is assigned to a variable of the corresponding wrapper class, or a primitive data type is passed as an argument to a method which expects an object of the corresponding wrapper class.
  2. Unboxing is the automatic conversion of an object of a wrapper type to its corresponding primitive value by Java compiler. Java compiler applies urnboxing when a wrapper object is assigned to a variable of corresponding primitive type, or when a wrapper object is passed as an argument to a method which expects corresponding primitive type.

======================================================================

Casting

Converting one type of information into another type

1. **Implicit Casting**
   1. converting lower type of info into higher type of data.
   2. no data loose.

**Case 1)**Variable of smaller capacity is be assigned to another variable of bigger capacity.
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This process is Automatic, and non-explicit is known as **Conversion.**

***---------------------------------------------------------------------------------------------------------------------------------*Explicit Casting**

**Case 2)**Variable of larger capacity is be assigned to another variable of smaller capacity
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In such cases, you have to explicitly specify the **type cast operator. This process is known as Type Casting.**

In case, you do not specify a type cast operator; the compiler gives an error. Since this rule is enforced by the compiler, it makes the programmer aware that the conversion he is about to do may cause some loss in data and prevents **accidental losses.**

**Final**

1. In Java, the final keyword is used to denote constants. It can be used with variables, methods, and classes.
2. A **final keyword in java** can be used with a class, with a variable and with a method. final keyword restricts the further modification. When you use final keyword with an entity (class or variable or method), it gets the meaning that entity is complete and cannot be modified further.
3. A final variable that have no value it is called blank final variable or uninitialized final variable.

Once any entity (variable, method or class) is declared final, it can be assigned only once. That is,

* A. the final variable cannot be reinitialized with another value.
* B. the final method cannot be overridden.
* C. the final class cannot be extended.

### static blank final variable

A static final variable that is not initialized at the time of declaration is known as static blank final variable. It can be initialized only in static block.

* Q & A

### Is final method inherited?

**🡺Yes, final method is inherited but you cannot override it. (we can just overload it). i.e we can only call that method we can’t change the implementation of that method.**

### Can we initialize blank final variable?

**🡺Yes, but only in constructor.**

### Can we declare a constructor final?

### 🡺No, because constructor is never inherited.

* + - 1. **What is the use of final keyword in java?**

**🡺 final keyword in java is used to make any class or a method or a field as unchangeable. You can’t extend a final class, you can’t override a final method and you can’t change the value of a final field. final keyword is used to achieve high level of security while coding.**

* + - 1. **Can we change the state of an object to which a final reference variable is pointing?**

**🡺Yes, we can change the state of an object to which a final reference variable is pointing, but we can’t re-assign a new object to this final reference variable.**

* + - 1. **How do you change the state of an object in Java?**

**🡺 Generally, the state of an object (once it is created) can be changed using the setter (or mutator) methods exposed by the class of that object. The state can also be changed using the data members of the class if they are not declared private.**

* + - 1. **What is the main difference between abstract methods and final methods?**

**🡺Abstract methods must be overridden in the sub classes and final methods are not at all eligible for overriding.**

* + - 1. **What is the use of final class?**

**🡺A final class is very useful when you want a high level of security in your application. If you don’t want inheritance of a particular class, due to security reasons, then you can declare that class as a final.**

* + - 1. **Why must a final variable be initialized before constructor completes?**

**🡺A property of the final keyword is that it ensures that a variable cannot change state after it has been initialized. It forces the user to initialize when it is declared or in a constructor.**

* + - 1. **Can we change the value of an interface field? If not, why?**

**🡺No, we can’t change the value of an interface field. Because interface fields, by default, are final and static. They remain constant for whole execution of a program.**

* + - 1. **Where all we can initialize a final non-static global variable if it is not initialized at the time of declaration?**

**🡺In all constructors or in any one of instance initialization blocks.**

* + - 1. **Where all we can initialize a final static global variable if it is not initialized at the time of declaration?**

**🡺 In any one of static initialization blocks.**

* + - 1. **Can we use non-final local variables inside a local inner class?**

**🡺No. Only final local variables can be used inside a local inner class.**

* + - 1. **Can we declare constructors as final?**

**🡺No, constructors can not be final.**

* + - 1. **why constructor cannot be declared as final?**

**🡺The child class inherits all the members of the superclass except the constructors. In other words, constructors cannot be inherited in Java therefore you cannot override constructors. So, writing final before constructors makes no sense. Therefore, java does not allow final keyword before a constructor.**

## 10 Points Every Java Programmer Should Know About final Keyword In Java :

**1)** Any class or any method can be either **abstract or final** but not both. abstract and final are totally opposite. Because, abstract class or abstract method must be implemented or modified in the sub classes but final does not allow this. This creates an ambiguity.

    //The following class gives compile time error

final abstract class AnyClass

{

    //Any class can not be final and abstract

    final abstract void methodOne();

    //method can not be final and abstract at a time

}

**2)** final method can be overloaded and that overloaded method can be overridden in the sub class.

class SuperClass

{

    final void methodOne()

    {

        //final method

    }

    void methodOne(int i)

    {

        //final method can be overloaded

    }

}

class SubClass extends SuperClass

{

    @Override

    void methodOne(int i)

    {

        //Overloaded method can be overridden

    }

}

**3)** final variable cannot be re-initialized but final variable can be used to initialize other variables.

    class AnyClassOne

{

    final int i = 10;

    void methodOne()

    {

        i++;

        //above statement gives Compile time error.

        //value of final variable can not be changed

        int j = i;        //final variable can be used to initialize other variables.

        System.out.println(i);  //final variable can be used

    }

}

**4)** When an array reference variable is declared as final, only variable itself is final but not the array elements.

public class UseOfFinalKeyword

{

    public static void main(String[] args)

    {

        final int X[] = new int[10];     //final array variable

        X[2] = 10;

        X[2] = 20;     //Array element can be re-assigned

        X = new int[30];  //compile time error

        //can't re-assign new array object to final array variable

    }

}

**5)** When a reference variable is declared as final, you can’t re-assign a new object to it once it is referring to an object. But, you can change the state of an object to which final reference variable is referring.

class A

{

    int i = 10;

}

public class UseOfFinalKeyword

{

    public static void main(String[] args)

    {

        final A a = new A();  //final reference variable

        a.i = 50;

        //you can change the state of an object to which final reference variable is pointing

        a = new A();  //compile time error

        //you can't re-assign a new object to final reference variable

    }

}

**6)** Static variables, non-static variables and local variables all can be final. once the final variables are initialized, even you can’t re-assign the same value.

class A

{

    static final int i = 10;   //final static variable

    final int j = 20;          //final non-static variable

    void methodOne(final int k)

    {

        //k is final local variable

        k = 20;   //compile time error

    }

}

public class UseOfFinalKeyword

{

    public static void main(String[] args)

    {

        A a = new ();

        a.i = 10;     //Compile time error

        a.j = 20;     //even you can't assign same value to final variables

        a.methodOne(20);

    }

}

**7)** If the global variables are not initialized explicitly, they get default value at the time of object creation. But final global variables don’t get default value and they must be explicitly initialized at the time of object creation. Uninitialized final field is called **Blank Final Field**.

class A

{

    int i;   //Non-final global variable, no need to initialize them

    final int j;         //Blank Final Field

    A()

    {

        j=20;

        //final global variable must get a value at the time of object creation.

    }

}

public class UseOfFinalKeyword

{

    public static void main(String[] args)

    {

        A a = new A();

    }

}

**8)** final non-static global variable must be initialized at the time of declaration or in all constructors or in any one of IIBs – Instance Initialization Blocks.

class A

{

    final int i;  //Final non-static global variable may be initialized here  OR

  //may be initialized in any one of IIB's,

    // because while object creation, all IIBs are called.  OR

    {

        i = 30;

    }

    {

        //i = 40;

    }

  //must be initialized in all constructors.

    //because while object creation, only one constructor is called

    A()

    {

        //i=20;

    }

    A(int j)

    {

       // i=j;

    }

    A(int j, int k)

    {

       // i = 50;

    }

}

**9)** final static global variable must be initialized at the time of declaration or in any one of SIBs – Static Initialization Blocks. (final static global variable can’t be initialized in constructors)

    class A

{

    static final int i;   //final static global variable may be initialized here OR

    //may be initialized in any one of SIBs.

    static

    {

        i = 30;

    }

    static

    {

        //i = 40;

    }

    //final static global variable can not be initialized in constructors

    A()

    {

        //i=20;

    }

    A(int j)

    {

        //i=j;

    }

    A(int j, int k)

    {

        //i = 50;

    }

}

**10)** The global variable which is declared as final and static remains unchanged for the whole execution.

Because, Static members are stored in the class memory and they are loaded only once in the whole execution. They are common to all objects of the class. If you declare static variables as final, any of the objects can’t change their value as it is final. Therefore, variables declared as final and static are sometimes referred to as **Constants**. All fields of interfaces are referred as constants, because they are final and static by default.
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**Static keyword**

[**https://www.softwaretestinghelp.com/java/static-in-java/**](https://www.softwaretestinghelp.com/java/static-in-java/)

* The **static keyword** in [Java](https://www.javatpoint.com/java-tutorial) is used for memory management mainly. We can apply static keyword with [variables](https://www.javatpoint.com/java-variables), methods, blocks and [nested classes](https://www.javatpoint.com/java-inner-class). The static keyword belongs to the class than an instance of the class.
* **The static can be:**

1. Variable (also known as a class variable)
2. Method (also known as a class method)
3. Block
4. Nested class

* When a member is declared static, then it can be accessed without using an object. This means that before a class is instantiated, the static member is active and accessible. Unlike other non-static class members that cease to exist when the object of the class goes out of scope, the static member is still obviously active.

## Java static variable

🡺 If you declare any variable as static, it is known as a static variable. It is also called as the “Class variable”. Once the variable is declared as static, memory is allocated only once and not every time when a class is instantiated. Hence you can access the static variable without a reference to an object. The static variable can be used to refer to the common property of all objects (which is not unique for each object), for example, the company name of employees, college name of students, etc.

## Java static method

If you apply static keyword with any method, it is known as static method.

* A static method belongs to the class as against other non-static methods that are invoked using the instance of a class.
* To invoke a static method, you don’t need a class object.
* The static data members of the class are accessible to the static method. The static method can even change the values of the static data member.
* A static method cannot have a reference to ‘this’ or ‘super’ members. Even if a static method tries to refer them, it will be a compiler error.
* Just like static data, the static method can also call other static methods.
* A static method cannot refer to non-static data members or variables and cannot call non-static methods too.
* Overloading And Overriding Of Static Method
  1. **Overloading**

You can overload a static method in Java with different parameter lists but with the same name.

One point to note is that you cannot overload the method merely depending on the ‘static’ keyword. **For. Example,**if you have an instance method ‘sum’ and if you define another method “sum” and declare it as static, then it is not going to work. This attempt to overload based on a “static” keyword is going to result in a compilation failure

1. **Overriding**
   * 1. As static methods are invoked without any object of the class, even if you have a static method with the same signature in the derived class, it will not be overriding. This is because there is no run-time polymorphism without an instance.
     2. Hence you cannot override a static method. But if at all there is a static method with the same signature in the derived class, then the method to call doesn’t depend on the objects at run time but it depends on the compiler.
     3. You have to note that though static methods cannot be overridden, the Java language does not give any compiler errors when you have a method in the derived class with the same signature as a base class method.

## 3) Java static block

* **Is used to initialize the static data member.**
* **It is executed before the main method at the time of class loading.**

Just as you have function blocks in programming languages like C++, C#, etc. in Java also, there is a special block called “static” block that usually includes a block of code related to static data.

This static block is executed at the moment when the first object of the class is created (precisely at the time of classloading) or when the static member inside the block is used.

### Q) Can we execute a program without main() method?

**🡺 No, one of the ways was the static block, but it was possible till JDK 1.6. Since JDK 1.7, it is not possible to execute a Java class without the**[**main method**](https://www.javatpoint.com/java-main-method)**.**

## 4) Java static Class

1. In Java, you have static blocks, static methods, and even static variables. Hence it’s obvious that you can also have static classes. In Java, it is possible to have a class inside another class and this is called a Nested class. The class that encloses the nested class is called the Outer class.
2. In Java, although you can declare a nested class as Static it is not possible to have the outer class as Static.

**Static Nested Class In Java**

1. As already mentioned, you can have a nested class in Java declared as static. The static nested class differs from the non-static nested class(inner class) in certain aspects as listed below.
2. Unlike the non-static nested class, the nested static class doesn’t need an outer class reference.
3. A static nested class can access only static members of the outer class as against the non-static classes that can access static as well as non-static members of the outer class.

### 5) Static Import In Java

As you know, we usually include various packages and predefined functionality in the Java program by using the “import” directive. Using the word static with the import directive allows you to use the class functionality without using the class name.

**Example:**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| import static java.lang.System.\*;  class Main {       public static void main(String[] args)      {          //here we import System class using static, hence we can directly use functionality         out.println("demonstrating static import");        }  }  **Enlisted below are the differences between** **Static and Non-Static variables**.   | **Static Variables** | **Non-static Variables** | | --- | --- | | It can be accessed using class name only. | Requires objects of a class to access. | | Are accessible to both static as well as non-static methods. | Are accessible to non-static methods only. | | A memory for static variable is allocated only once per class. | A memory for non-static variables is allocated per object. | | Shared by all the objects of the class. | A copy of variable per object is made. | | Has global scope and is available to all the methods and blocks. | Has local scope and is visible to objects of the class. |   **Given below is the difference between Static and Non-Static methods**.   | **Static Methods** | **Non-static Methods** | | --- | --- | | A method that is preceded by a static keyword and is available at the class level. | A method not preceded by static keyword and available for each of the instances of the class. | | Supports compile-time or early binding. | Supports run-time or dynamic binding. | | Can access only static data members of its class and any other class. | Can access static as well as non-static members of the class and other classes. | | Static methods cannot be overridden. | Can be overridden. | | Memory is allocated only once. Hence memory used is less. | Memory consumption is more since memory is allocated every time the method is invoked. | |

| **Static** | **Final** |
| --- | --- |
| A static data member (nested class, variable or method) is a data member preceded by static keyword and can be accessed without an object. | The final keyword can be applied to a variable, method, class,etc. and imposes restrictions on the entities. |
| Not mandatory to initialize the static variable with value during declaration. | It is required that the final variable be initialized to a value at the time of declaration |
| You can reinitialize the static variables. | Not possible to reinitialize final variables. |
| Static methods are those that can only access static members. | Final methods are the methods that cannot be inherited/overridden. |
| Static classes are classes whose objects cannot be created. | Final classes are classes that cannot be inherited. |

-----------------------------------------------------------------------------------------------------------------------------

**Q #3) Can a Static Class have a Constructor?**

**🡺** Yes, a static class can have a constructor and its purpose is solely to initialize static data members. It will be invoked only for the first time when the data members are accessed. It will not be invoked for subsequent access.

**Q #4) What is the use of Static Constructor?**

**🡺** In general, the constructor is used to initialize static data members. It is also used to perform operations/actions that need to be carried out only once.

**Q #5) Are static methods inherited in Java?**

**🡺** Yes, static methods in Java are inherited but are not overridden.

OOPS

OOps, concepts in java is to improve code readability and reusability by defining a Java program efficiently. The main principles of object-oriented programming are **abstraction, encapsulation, inheritance, and polymorphism**. These concepts aim to implement real-world entities in programs.

Abstraction

* [Abstraction in Java](https://www.scientecheasy.com/2020/05/java-abstraction.html/) is a technique by which we can hide the data that is not required to users. It hides all unwanted data so that users can work only with the required data.
* Another way, it shows only essential things to the user and hides the internal details, for example, sending SMS where you type the text and send the message. You don't know the internal processing about the message delivery.
* Abstraction lets you focus on what the [object](https://www.javatpoint.com/object-and-class-in-java) does instead of how it does it.

### Ways to achieve Abstraction

There are two ways to achieve abstraction in java:

1. Abstract class (0 to 100%)
2. Interface (100%)

**======================================================================================**

### Abstract class in Java

* + 1. A class which is declared as abstract is known as an **abstract class**. It can have abstract and non-abstract methods. It needs to be extended and its method implemented. It cannot be instantiated.
    2. To access the abstract class, it must be inherited from another class.
    3. An abstract class can have a data member, abstract method, method body (non-abstract method), constructor, and even main() method.
    4. The abstract class can also be used to provide some implementation of the [interface](https://www.javatpoint.com/interface-in-java). In such case, the end user may not be forced to override all the methods of the interface.

The main advantages of using abstract class are as follows:

* Abstract class makes programming better and more flexible by giving the scope of implementing abstract methods.
* Programmer can implement abstract method to perform different tasks depending on the need.
* We can easily manage code.

<https://www.javatpoint.com/abstract-class-in-java>

#### Points to Remember

* An abstract class must be declared with an abstract keyword.
* It can have abstract and non-abstract methods.
* It cannot be instantiated.
* It can have [constructors](https://www.javatpoint.com/java-constructor) and static methods also.
* It can have final methods which will force the subclass not to change the body of the method.

=====================================================================

### Abstract Method in Java

* + - 1. A method which is declared with abstract modifier and has no implementation (means no body) is called abstract method in java.
      2. It does not contain any body. It has simply a signature declaration followed by a semicolon. It has the following general form as given below.

**Questions**

* + - * 1. **What is the difference between abstract class and concrete class?**

🡺There are mainly two differences between an abstract class and concrete class. They are:

a) We cannot create an object of abstract class. Only objects of its non-abstract (or concrete) sub classes can be created.

b) It can have zero or more abstract methods that are not allowed in a non-abstract class (concrete class).

* + - * 1. **What is Abstract in Java?**

🡺Abstract is a non-access modifier in java that is applicable for classes, interfaces, methods, and inner classes.

* + - * 1. **Can abstract modifier applicable for variables?**

🡺No.

* + - * 1. **Can an abstract method be declared as static?**

🡺 No.

* + - * 1. **Can an abstract method be declared with private modifier?**

🡺 No, it cannot be private because the abstract method must be implemented in the child class. If we declare it as private, we cannot implement it from outside the class.

* + - * 1. **What is Concrete method in Java?**

🡺 A concrete method in Java is a method which has always the body. It is also called a complete method in java.

* + - * 1. **When to use Abstract class in Java?**

🡺 An abstract class can be used when we need to share the same method to all non-abstract sub classes with their own specific implementations.

* + - * 1. **When to use Abstract method in Java?**

🡺 An abstract method can be used

a) When the same method has to perform different tasks depending on the object calling it.  
b) When you need to be overridden in its non-abstract subclasses.

* + - * 1. **Is abstract class a pure abstraction in Java?**

🡺 No, It provides 0 to 100% abstraction.

* + - * 1. **Is it possible that an abstract class can have without any abstract method?**

🡺 Yes.

* + - * 1. **Can an abstract class have constructor?**

🡺 Yes.

* + - * 1. **Is abstract class allow to define private, final, static, and concrete methods?**

🡺Yes.

* + - * 1. **Is it possible to achieve multiple inheritance through abstract class?**

🡺 No.

* + - * 1. **Can we define an abstract method inside non-abstract class (concrete class)?**

🡺 No, we cannot define an abstract method in non-abstract class.

* + - * 1. **What will happen if we do not override all abstract methods in subclass?**  
           Or, what will happen if we do not provide implementation for all abstract methods in subclass?

🡺 Java compiler will generate compile time error. We will have to override all abstract methods in subclass.

* + - * 1. **What is the difference between Abstraction and Encapsulation?**

🡺 Abstraction hides the implementation details from users whereas, [encapsulation](https://www.scientecheasy.com/2020/07/encapsulation-in-java.html/) wraps (binds) data and code into a single unit.

* + - * 1. **Why abstract class has constructor even though you cannot create object?**

🡺We cannot create an object of abstract class but we can create an object of subclass of abstract class. When we create an object of subclass of an abstract class, it calls the constructor of subclass.

This subclass constructor has a super keyword in the first line that calls constructor of an abstract class. Thus, the constructors of an abstract class are used from constructor of its subclass.

If the abstract class doesn’t have constructor, a class that extends that abstract class will not get compiled.

* + - * 1. **Why final and abstract can not be used at a time?**

🡺Because, final and abstract are totally opposite in nature. A final class or method can not be modified further where as abstract class or method must be modified further. “final” keyword is used to denote that a class or method does not need further improvements. “abstract” keyword is used to denote that a class or method needs further improvements.

* + - * 1. **Can we instantiate a class which does not have even a single abstract methods but declared as abstract?**

🡺No, We can’t instantiate a class once it is declared as abstract even though it does not have abstract methods.

* + - * 1. **Can we declare abstract methods as private? Justify your answer?**

🡺No. Abstract methods can not be private. If abstract methods are allowed to be private, then they will not be inherited to sub class and will not get enhanced.

* + - * 1. **Can we declare abstract methods as static?**

🡺No, abstract methods can not be static.

* + - * 1. **Can a class contain an abstract class as a member?**

🡺Yes, a class can have abstract class as it’s member.

* + - * 1. **Abstract classes can be nested. True or false?**

🡺True. Abstract classes can be nested i.e an abstract class can have another abstract class as it’s member.

Encapsulation

* 1. The meaning of **Encapsulation**, is to make sure that "sensitive" data is hidden from users. To achieve this, you must:
* declare class variables/attributes as private
* provide public **get** and **set** methods to access and update the value of a private variable
  1. **Encapsulation in Java** is a process of wrapping code and data together into a single unit,
  2. private variables can only be accessed within the same class (an outside class has no access to it). However, it is possible to access them if we provide public **get** and **set** methods.

### Advantage of Encapsulation in Java

1. It provides you the **control over the data**.
2. It is a way to achieve **data hiding** in Java because other class will not be able to access the data through the private data members.
3. The encapsulate class is **easy to test**. So, it is better for unit testing.
4. The standard IDE's are providing the facility to generate the getters and setters. So, it is **easy and fast to create an encapsulated class** in Java.
5. Flexible: the programmer can change one part of the code without affecting other parts
6. Increased security of data

**======================================================================================Questions**

1. **What is data hiding in Java?**

🡺 An outside person cannot access our internal data directly or our internal data should not go out directly. This oops feature is called data hiding n Java. After validation or authentication, the outside person can access our internal data.

1. **How to achieve Data hiding programmatically?**

🡺 By declaring data members (variables) as private, we can achieve or implement data hiding. If the variables are declared as private in the class, nobody can access them from outside the class.

The biggest advantage of data hiding is we can achieve security.

1. **What is a Tightly encapsulated class in Java?**

🡺 If each variable is declared as private in the class, it is called tightly encapsulated class in Java. For tightly encapsulated class, we are not required to check whether class contains getter and setter method or not and whether these methods are declared as public or not.

1. **What is the difference between Abstraction and Encapsulation?**

🡺 There are the following differences between Abstraction and Encapsulation:

**a)** Abstraction solves the problem at the design level whereas encapsulation solves the problem at the implementation level.

**b)** Abstraction is implemented in Java using Interface and Abstract class whereas encapsulation is implemented using private and protected access modifiers.

**c)** Abstraction is used to hide the unwanted data and giving relevant data whereas encapsulation is used for hiding data and code in a single unit to prevent access from outside.

**d)** The real-time example of Abstraction is TV Remote Button whereas the real-time example of Encapsulation is medical medicine.

# Inheritance

* + 1. The technique of creating a new class by using existing class functionality is called inheritance in Java. In other words, inheritance is a process where a child class acquires all the properties and behaviors of the parent class.
* **subclass** (child) - the class that inherits from another class
* **superclass** (parent) - the class being inherited from
  + 1. To inherit from a class, use the extends keyword.
    2. The idea behind inheritance in Java is that you can create new [classes](https://www.javatpoint.com/object-and-class-in-java) that are built upon existing classes. When you inherit from an existing class, you can reuse methods and fields of the parent class

### Why use inheritance in java

* For [Method Overriding](https://www.javatpoint.com/method-overriding-in-java) (so [runtime polymorphism](https://www.javatpoint.com/runtime-polymorphism-in-java) can be achieved).
* For Code Reusability.

**===================================================================================**

## Types of inheritance in java

On the basis of class, there can be three types of inheritance in java: single, multilevel and hierarchical.

In java programming, multiple and hybrid inheritance is supported through interface only.
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## Q) Why multiple inheritances is not supported in java?

🡺

To reduce the complexity and simplify the language, multiple inheritance is not supported in java.

Consider a scenario where A, B, and C are three classes. The C class inherits A and B classes. If A and B classes have the same method and you call it from child class object, there will be ambiguity to call the method of A or B class.

Since compile-time errors are better than runtime errors, Java renders compile-time error if you inherit 2 classes. So whether you have same method or different, there will be compile time error.

## The final Keyword

If you don't want other classes to inherit from a class, use the final keyword:

1. **Why do we need to use inheritance?**

🡺 Inheritance is one of the main pillars of OOPs concept. Some objects share certain properties and behaviors. By using inheritance, a child class acquires all properties and behaviors of parent class.

There are the following reasons to use inheritance in java.

* We can reuse the code from the base class.
* Using inheritance, we can increase features of class or method by overriding.
* Inheritance is used to use the existing features of class.
* It is used to achieve runtime polymorphism i.e method overriding.

1. **What is Is-A relationship in Java?**

🡺 Is-A relationship represents Inheritance. It is implemented using the “extends” keyword. It is used for code reusability.

1. **Which class in Java is superclass of every other class?**

🡺 In Java, Object class is the superclass of every other class.

1. **Can a class extend itself?**

🡺 No, a class cannot extend itself.

1. **Can we assign superclass to subclass?**

🡺 No.

1. **Can a class extend more than one class?**

🡺 No, one class can extend only a single class.

1. **Are constructor and instance initialization block inherited to subclass?**

🡺 No, constructor and instance initialization block of the superclass cannot be inherited to its subclass but they are executed while creating an object of the subclass.

1. **Are static members inherited to subclass in Java?**

🡺 Static block cannot be inherited to its subclass.

A static method of superclass is inherited to the subclass as a static member and non-static method is inherited as a non-static member only.

1. **Can we extend (inherit) final class?**

🡺 No, a class declared with final keyword cannot be inherited.

1. **Can a final method be overridden?**

🡺 No, a final method cannot be overridden.

1. **Can we inherit private members of base class to its subclass?**

🡺 No.

1. **What is order of calling constructors in case of inheritance?**

**🡺 In case of inheritance, constructors are called from the top to down hierarchy.**

1. **What are the advantages of inheritance in Java?**

🡺 The advantages of inheritance in java are as follows:

* We can minimize the length of duplicate code in an application by putting the common code in the superclass and sharing it amongst several subclasses.
* Due to reducing the length of code, the redundancy of the application is also reduced.
* Inheritance can also make application code more flexible to change.

1. **How does Multiple inheritance implement in Java?**

🡺 Multiple inheritance can be implemented in Java by using interfaces. A class cannot extend more than one class but a class can implement more than one interface.

1. **Can we access subclass members if we create an object of superclass?**

🡺 No, we can access only superclass members but not the subclass members.

1. **Can we access both superclass and subclass members if we create an object of subclass?**

🡺 Yes, we can access both superclass and subclass members.

1. **What happens if both superclass and subclass have a field with the same name?**

🡺Only subclass members are accessible if an object of subclass is instantiated.

1. **Is interface inherited from the Object class?**

🡺 No.

**===================================================================================**

**Diamond Problem**

Java does not allow is multiple inheritance where one class can inherit properties from more than one class. It is known as the **diamond problem**

## The Solution of Diamond Problem

The solution to the diamond problem is **default methods** and **interfaces**. We can achieve multiple inheritance by using these two things.

# Polymorphism

=======================================================================

* 1. Polymorphism in java is one of the core concepts of object-oriented programming system. Polymorphism means “many forms” in Greek. That is one thing that can take many forms.
  2. Polymorphism is a concept by which we can perform a single task in different ways. That is, when a single entity (object) behaves differently in different cases, it is called polymorphism.
  3. In other words, if a single object shows multiple forms or multiple behaviors, it is called polymorphism.

There are two types of polymorphism in java. They are:

* Static polymorphism (Compile time Polymorphism)
* Dynamic polymorphism (Runtime Polymorphism)

**===================================================================================**

**Questions**

1. **What are different ways to achieve or implement polymorphism in Java?**

🡺 Polymorphism in Java can be primarily achieved by subclassing or by implementing an interface. The subclasses can have their own unique implementation for certain features and can also share some of the functionality through inheritance

1. **What are the advantages of Polymorphism?**

🡺 There are the following advantages of polymorphism in java:

a. Using polymorphism, we can achieve flexibility in our code because we can perform various operations by using methods with the same names according to requirements.

b. The main benefit of using polymorphism is when we can provide implementation to an abstract base class or an interface.

1. **What are the differences between Polymorphism and Inheritance in Java?**

🡺 The differences between polymorphism and inheritance in java are as follows:

a. Inheritance represents the parent-child relationship between two classes. On the other hand, polymorphism takes the advantage of that relationship to make the program more dynamic.

b. Inheritance helps in code reusability in child class by inheriting behavior from parent class. On the other hand, polymorphism enables child class to redefine already defined behavior inside parent class.

Without polymorphism, it is not possible for a child class to execute its own behavior.

**4. How Java compiler differentiate between methods in Compile time Polymorphism?**

🡺 During compilation, Java compiler differentiates multiple methods having the same name by their signatures.

**5. Is it possible to implement runtime polymorphism by data members in Java?**

🡺 No, we cannot implement runtime polymorphism by data members in java.

**6. What are the differences between compile-time polymorphism and runtime polymorphism in java?**

🡺 There are three main differences between compile-time polymorphism and runtime polymorphism that are as follows:

a) In the compile-time polymorphism, the behavior of a method is decided at compile-time. Hence, Java compiler binds method calls with method definition/body during compilation.

In runtime polymorphism, the behavior of a method is decided at runtime, JVM binds the method call with method definition at runtime and invokes the relevant method during runtime when the method is called.

b) Compile time polymorphism is also known as early binding because the binding is performed at compile time.

Runtime polymorphism is also known as late binding because the binding is performed at runtime.

c) Compile time polymorphism can be achieved via method overloading.

Runtime polymorphism can be achieved via method overriding.

**7. What is Binding in Java?**

🡺 The connecting (linking) between a method call and method definition is called [binding in java](https://www.scientecheasy.com/2020/02/static-and-dynamic-binding-in-java.html/).

**8. What are the types of binding in Java?**

🡺 There are two types of binding in java. They are as follows:

a. Static Binding (also known as Early Binding). Compile time  
b. Dynamic Binding (also known as Late Binding).

**9. Why binding of private, static, and final methods are always static binding in Java?**

🡺 Static binding is better performance-wise because java compiler knows that all such methods cannot be overridden and will always be accessed by object reference variable.

Hence, the compiler doesn’t have any difficulty in binding between a method call and method definition. That’s why binding for such methods is always static.

# Exception Handling

* 1. **Exception in Java** is an event that interrupts the execution of program instructions and disturbs the normal flow of program execution.
  2. There are two types of errors:

1. Compile time errors
2. Runtime errors
   1. Exceptions in Java are handled using try, catch and finally blocks.
3. **try block :** The code or set of statements which are to be monitored for exception are kept in this block.
4. **catch block :** This block catches the exceptions occurred in the try block.
5. **finally block :** This block is always executed whether exception is occurred in the try block or not and occurred exception is caught in the catch block or not.
   1. **Exception Types** :
      1. **Checked exceptions** are the exceptions which are known to compiler. These exceptions are checked at compile time only. Hence the name checked exceptions. These exceptions are also called compile time exceptions. Because, these exceptions will be known during compile time.

(ClassNotFoundException, SQLException, IOException)

* 1. **Unchecked exceptions** are those exceptions which are not at all known to compiler. These exceptions occur only at run time. These exceptions are also called as run time exceptions. All sub classes of java.lang.RunTimeException and java.lang.Error are unchecked exceptions.

NullPointerException, ArrayIndexOutOfBoundsException, NumberFormatException

## throw In Java :

**throw** is a keyword in java which is used to throw an exception manually. Using throw keyword, you can throw an exception from any method or block. But, that exception must be of type **java.lang.Throwable** class

or it’s sub classes.

## throws In Java :

**throws** is also a keyword in java which is used in the method signature to indicate that this method may throw

mentioned exceptions. The caller to such methods must handle the mentioned exceptions either using try-catch blocks or using throws keyword.

## Throwable In Java :

**Throwable** is a super class for all types of errors and exceptions in java. This class is a member of **java.lang** package. Only instances of this class or it’s sub classes are thrown by the java virtual machine or by the throw statement. The only argument of catch block must be of this type or it’s sub classes. If you want to create your own customized exceptions, then your class must extend this class.

**Q) Can we keep the statements after finally block If the control is returning from the finally block itself?**

🡺No, it gives unreachable code error. Because, control is returning from the finally block itself. Compiler will not see the statements after it. That’s why it shows unreachable code error.

**Q) What is Re-throwing an exception in Java?**

🡺Exceptions raised in the try block are handled in the catch block. If it is unable to handle that exception, it can re-throw that exception using throw keyword. It is called re-throwing an exception.

## finally Vs finalize() :

one similarity between **finally block** and **finalize() method**. Both are used to close the resources used by the

program. finally block is used to close the resources soon after their use. finalize() method is used to close the resources before an object is removed from the memory. That means if you use finalize() method to close the resources, they will remain open until an object,  which is using them, is garbage collected.

But, using finalize() method to close the resources is less recommended as it is not guaranteed that garbage collector will always call finalize() method on an object before it is removed from the memory. If it is not called, the resources will remain open. Therefore, it is always good to close the resources soon after their use using finally block.

**24) Can we override a super class method which is throwing an unchecked exception with checked exception in the sub class?**

🡺No. If a super class method is throwing an unchecked exception, then it can be overridden in the sub class with same exception or any other unchecked exceptions but can not be overridden with checked exceptions.

**28) What is the use of printStackTrace() method?**

🡺printStackTrace() method is used to print the detailed information about the exception occurred.

**29) Give some examples to checked exceptions?**

🡺ClassNotFoundException, SQLException, IOException

**30) Give some examples to unchecked exceptions?**

🡺NullPointerException, ArrayIndexOutOfBoundsException, NumberFormatException

# Access Modifiers

* 1. There are two types of modifiers in Java: **access modifiers** and **non-access modifiers**.
  2. The access modifiers in Java specifies the accessibility or scope of a field, method, constructor, or class. We can change the access level of fields, constructors, methods, and class by applying the access modifier on it.

**=================================================================================**

There are four types of Java access modifiers:

**1. Private**: The access level of a private modifier is only within the class. It cannot be accessed from outside the class. If you make any class constructor private, you cannot create the instance of that class from outside the class.

a. Private variables and methods can be accessed only in the class they are declared.

b. Private variables and methods from SuperClass are NOT available in SubClass.

**------------------------------------------------------------------------------------------------------------------------------------------------**

**2. Default**: The access level of a default modifier is only within the package. It cannot be accessed from outside the package. If you do not specify any access level, it will be the default. It provides more accessibility than private. But, it is more restrictive than protected, and public.

a. Default variables and methods can be accessed in the same package Classes.

b. Default variables and methods from SuperClass are available only to SubClasses in same package.

**------------------------------------------------------------------------------------------------------------------------------------------**

**3. Protected**: The access level of a protected modifier is within the package and outside the package through child class. If you do not make the child class, it cannot be accessed from outside the package. The protected access modifier can be applied on the data member, method and constructor. It can't be applied on the class. a. Protected variables and methods can be accessed in the same package Classes.

b. Protected variables and methods from SuperClass are available to SubClass in any package

**--------------------------------------------------------------------------------------------------------------------------------------------**

**4. Public**: The access level of a public modifier is everywhere. It can be accessed from within the class, outside the class, within the package and outside the package. It has the widest scope among all other modifiers.

a. Public variables and methods can be accessed from every other Java classes.

b. Public variables and methods from SuperClass are all available directly in the SubClass

**------------------------------------------------------------------------------------------------------------------------------------------**

There are many non-access modifiers, such as static, abstract, synchronized, native, volatile, transient, etc. Here, we are going to learn the access modifiers only.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Modifier** | **within class** | **within package** | **outside package by subclass only** | **outside package** |
| **Private** | Y | N | N | N |
| **Default** | Y | Y | N | N |
| **Protected** | Y | Y | Y | N |
| **Public** | Y | Y | Y | Y |

### What happens when a variable is marked as volatile?

* Volatile can only be applied to instance variables.
* A volatile variable is one whose value is always written to and read from "main memory". Each thread has its own cache in Java. The volatile variable will not be stored on a Thread cache.

**CONSTRUCTOR In Modifiers**

* + - 1. Private: Yes, we can have a private constructor in Java.
* The private constructor is used when we do not want to create the object of that class.
* We cannot create a subclass of that class.
* It is also used in Singleton design and Factory method design patterns.
  + - 1. Default

the default constructor has the default access implied by no access modifier

* + - 1. Protected

A protected constructor means that only derived members can construct instances of the class (and derived instances) using that constructor. This sounds a bit chicken-and-egg, but is sometimes useful when implementing class factories. Technically, this applies **only if ALL constructors are protected**

* + - 1. Public

You make a constructor public if **you want the class to be instantiated from any where**. You make a constructor protected if you want the class to be inherited and its inherited classes be instantiated.

**=======================================================================**

* 1. **Which access modifiers can be used with a class?**

🡺 Public and Default access modifiers can be used with a class.

* 1. **Can we instantiate the object of derived class if the parent constructor is protected?**

🡺 No, we cannot instantiate the object of derived class if the parent constructor is protected.

* 1. **What are non-access modifiers in Java?**

🡺 There are four [non-access modifiers in Java](https://www.scientecheasy.com/2020/06/non-access-modifiers-in-java.html/). They are as follows:

* Static
* Final
* Abstract
* Synchronized

a) **Static:** This modifier is used to check that a member is a class member or instance member. If you declare a class as static, this class will be executed first.

b) **Final:** Final is a keyword that is used to restrict the users. In other words, it is used to restrict further modification of a class, field, or method. If a class is declared as ‘final’, the class cannot be subclassed.

c) **Abstract:** Abstract is a keyword that is used with a class or a method. An abstract class or abstract method is used for further modification. If a class is declared as ‘abstract’, the class cannot be instantiated.

d) **Synchronized:** It is used to achieve thread safeness. Only one thread can enter in a synchronized method or block at a given time.

**4. Can we declare a top-level class as private?**

🡺 No, we cannot declare a top-level or outer class as private. It can have either “public” or no modifier.

If you declare a top-level class as a private, the compiler will complain that the “modifier private is not allowed here” but an inner class can be private.

Inner class means class as a member of another class. The same is the case with protected.

**5. Can we declare an abstract method as private?**

🡺 No, an abstract method cannot be private. They must be declared as public, protected, or default so that they can be further modified.

**6. Can we declare a top-level class as protected?**

🡺 No, we cannot declare a class as protected. An inner class can be protected but not an outer class.

**7. Can a method or a class be final and abstract at the same time?**

🡺 No, it is not possible. A class or a method cannot be final or abstract at the same time because the final method or final class cannot be further modified whereas an abstract class or an abstract method must be modified further.

**8. What is the default access specifier for a class, an interface, and struct declared directly with a namespace?**

🡺 Internal

**9. What is access modifier for enumeration?**

🡺 Enumeration members are always public. No other access modifiers are allowed.

**10. Which access modifier is also known as Universal access modifier?**

🡺 Public

# This keyword

* + 1. There can be a lot of usage of **Java this keyword**. In Java, this is a **reference variable** that refers to the current object.
    2. The most common use of the this keyword is to eliminate the confusion between class attributes and parameters with the same name
    3. this can also be used to:
* [this can be used to refer current class instance variable.](https://www.javatpoint.com/this1)
* [this can be used to invoke current class method (implicitly)](https://www.javatpoint.com/this2)
* [this() can be used to invoke current class constructor.](https://www.javatpoint.com/this3)
* [this can be passed as an argument in the method call.](https://www.javatpoint.com/this4)
* [this can be passed as argument in the constructor call.](https://www.javatpoint.com/this5)
* [this can be used to return the current class instance from the method.](https://www.javatpoint.com/this6)

**Q.Can we use this in static methods?**  
  
🡺No we can not use this in static methods. if we try to use compile time error will come:Cannot use this in a static context

**Q.What are all the differences between this and super keyword?**

* This refers to current class object where as super refers to super class object
* Using this we can access all non static methods and variables. Using super we can access super class variable and methods from sub class.
* Using this(); call we can call other constructor in same class. Using super we can call super class constructor from sub class constructor.

# Super Keyword

* 1. The super keyword refers to superclass (parent) objects.
  2. It is used to call superclass methods, and to access the superclass constructor.
  3. The most common use of the super keyword is to eliminate the confusion between superclasses and subclasses that have methods with the same name.
  4. To understand the super keyword, you should have a basic understanding of [Inheritance](https://www.w3schools.com/java/java_inheritance.asp) and [Polymorphism](https://www.w3schools.com/java/java_polymorphism.asp).

## The use of super keyword

1) To access the data members of parent class when both parent and child class have member with same name  
2) To explicitly call the no-arg and parameterized constructor of parent class  
3) To access the method of parent class when child class has overridden that method.

### Can we use super keyword in static method of a sub class for calling parent class method?

🡺No, We cannot use super keyword in static methods because it belongs to the immediate parent object and static belongs to the class level.

# Collections

The **Collection in Java** is a framework that provides an architecture to store and manipulate the group of objects.

Java Collections can achieve all the operations that you perform on a data such as searching, sorting, insertion, manipulation, and deletion.

Java Collection means a single unit of objects. Java Collection framework provides many interfaces (Set, List, Queue, Deque) and classes ([ArrayList](https://www.javatpoint.com/java-arraylist), Vector, [LinkedList](https://www.javatpoint.com/java-linkedlist), [PriorityQueue](https://www.javatpoint.com/java-priorityqueue), HashSet, LinkedHashSet, TreeSet).

**===================================================================================**

What is a framework in Java

* It provides readymade architecture.
* It represents a set of classes and interfaces.
* It is optional.

**===================================================================================**

### Methods of Collection interface

There are many methods declared in the Collection interface. They are as follows:

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean add(E e) | It is used to insert an element in this collection. |
| 2 | public boolean addAll(Collection<? extends E> c) | It is used to insert the specified collection elements in the invoking collection. |
| 3 | public boolean remove(Object element) | It is used to delete an element from the collection. |
| 4 | public boolean removeAll(Collection<?> c) | It is used to delete all the elements of the specified collection from the invoking collection. |
| 5 | default boolean removeIf(Predicate<? super E> filter) | It is used to delete all the elements of the collection that satisfy the specified predicate. |
| 6 | public boolean retainAll(Collection<?> c) | It is used to delete all the elements of invoking collection except the specified collection. |
| 7 | public int size() | It returns the total number of elements in the collection. |
| 8 | public void clear() | It removes the total number of elements from the collection. |
| 9 | public boolean contains(Object element) | It is used to search an element. |
| 10 | public boolean containsAll(Collection<?> c) | It is used to search the specified collection in the collection. |
| 11 | public Iterator iterator() | It returns an iterator. |
| 12 | public Object[] toArray() | It converts collection into array. |
| 13 | public <T> T[] toArray(T[] a) | It converts collection into array. Here, the runtime type of the returned array is that of the specified array. |
| 14 | public boolean isEmpty() | It checks if collection is empty. |
| 15 | default Stream<E> parallelStream() | It returns a possibly parallel Stream with the collection as its source. |
| 16 | default Stream<E> stream() | It returns a sequential Stream with the collection as its source. |
| 17 | default Spliterator<E> spliterator() | It generates a Spliterator over the specified elements in the collection. |
| 18 | public boolean equals(Object element) | It matches two collections. |
| 19 | public int hashCode() | It returns the hash code number of the collection. |

![Hierarchy of Java Collection framework](data:image/png;base64,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)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Iterator interface  |  | | --- | | Iterator interface provides the facility of iterating the elements in a forward direction only. |  Methods of Iterator interface There are only three methods in the Iterator interface. They are:   |  |  |  | | --- | --- | --- | | **No.** | **Method** | **Description** | | 1 | public boolean hasNext() | It returns true if the iterator has more elements otherwise it returns false. | | 2 | public Object next() | It returns the element and moves the cursor pointer to the next element. | | 3 | public void remove() | It removes the last elements returned by the iterator. It is less used. |  ---------------------------------------------------------------------------------------Iterable Interface The Iterable interface is the root interface for all the collection classes. The Collection interface extends the Iterable interface and therefore all the subclasses of Collection interface also implement the Iterable interface.  It contains only one abstract method. i.e.,   1. Iterator<T> iterator()   It returns the iterator over the elements of type T. Collection Interface The Collection interface is the interface which is implemented by all the classes in the collection framework. It declares the methods that every collection will have. In other words, we can say that the Collection interface builds the foundation on which the collection framework depends.  Some of the methods of Collection interface are Boolean add ( Object obj), Boolean addAll ( Collection c), void clear(), etc. which are implemented by all the subclasses of Collection interface.  **=======================================================================** List Interface  1. List interface is the child interface of Collection interface. It inhibits a list type data structure in which we can store the ordered collection of objects. It can have duplicate values. 2. List interface is implemented by the classes ArrayList, LinkedList, Vector, and Stack. 3. To instantiate the List interface, we must use : 4. List <data-type> list1= **new** ArrayList(); 5. List <data-type> list2 = **new** LinkedList(); 6. List <data-type> list3 = **new** Vector(); 7. List <data-type> list4 = **new** Stack(); 8. There are various methods in List interface that can be used to insert, delete, and access the elements from the list. 9. The classes that implement the List interface are given below.   **=====================================================================** ArrayList The ArrayList class implements the List interface. It uses a dynamic array to store the duplicate element of different data types. The ArrayList class maintains the insertion order and is non-synchronized. The elements stored in the ArrayList class can be randomly accessed.  **------------------------------------------------------------------------------------------------------------------------------------------** LinkedList LinkedList implements the Collection interface. It uses a doubly linked list internally to store the elements. It can store the duplicate elements. It maintains the insertion order and is not synchronized. In LinkedList, the manipulation is fast because no shifting is required.  **-------------------------------------------------------------------------------------------------------------------------------------------** Vector Vector uses a dynamic array to store the data elements. It is similar to ArrayList. However, It is synchronized and contains many methods that are not the part of Collection framework. **===================================================================================** Set Interface  1. Set Interface in Java is present in java.util package. It extends the Collection interface. It represents the unordered set of elements which doesn't allow us to store the duplicate items. We can store at most one null value in Set. Set is implemented by HashSet, LinkedHashSet, and TreeSet. 2. Set can be instantiated as: 3. Set<data-type> s1 = **new** HashSet<data-type>(); 4. Set<data-type> s2 = **new** LinkedHashSet<data-type>(); 5. Set<data-type> s3 = **new** TreeSet<data-type>(); 6. **===================================================================================**  HashSet HashSet class implements Set Interface. It represents the collection that uses a hash table for storage. Hashing is used to store the elements in the HashSet. It contains unique items.  **------------------------------------------------------------------------------------------------------------------------------------------** LinkedHashSet LinkedHashSet class represents the LinkedList implementation of Set Interface. It extends the HashSet class and implements Set interface. Like HashSet, It also contains unique elements. It maintains the insertion order and permits null elements.  **------------------------------------------------------------------------------------------------------------------------------------------** SortedSet Interface SortedSet is the alternate of Set interface that provides a total ordering on its elements. The elements of the SortedSet are arranged in the increasing (ascending) order. The SortedSet provides the additional methods that inhibit the natural ordering of the elements.  The SortedSet can be instantiated as:   1. SortedSet<data-type> set = **new** TreeSet(); 2. **-------------------------------------------------------------------------------------------------------------------------------------------**  TreeSet Java TreeSet class implements the Set interface that uses a tree for storage. Like HashSet, TreeSet also contains unique elements. However, the access and retrieval time of TreeSet is quite fast. The elements in TreeSet stored in ascending order. |

**-------------------------------------------------------------------------------------------------------------------------------------------------**

**Test Process**

Test process is the steps which we go through while testing our software.

1. **Test planning and control:** Here we define the objective or the goal of our test process
2. **Test Analysis and design:** Here we create all test conditions and test cases
3. **Test Implementation and execution:** it is a fundamental test process where actual work is done; here we execute test cases with the test data.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**There are 3 ways you can do testing.**

1. **Manual testing**: - This is the type of testing where we execute all the test cases manually without using any automation tool.

[**https://www.javatpoint.com/manual-testing**](https://www.javatpoint.com/manual-testing)

1. **Automated testing: -**Here we use test Scripts and testing tools to automate software testing, it executes the test scripts without any human interference

With the help of an [automation testing tool](https://www.javatpoint.com/automation-testing-tool), we can easily approach the test data, handle the test implementation, and compares the actual output against the expected outcome.

<https://www.javatpoint.com/automation-testing>

1. **Continuous testing** goes even further, applying the principles of automated testing in a scaled, continuous manner to achieve the most reliable test coverage for an enterprise. **here** The code is continuously developed, delivered, tested and deployed.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**Different types of testing**

**-----------------------------------------------------------------------------------**

* [**Functional testing**](https://www.perfecto.io/functional-testing-web-mobile-apps)**:** - here we check the functionality of the software, we check that the function is going to work properly or not according to given requirement.

We test the main function of the system

<https://www.javatpoint.com/functional-testing>

--------------------------------------------------------------------------------------------------------

* [**Interactive testing**](https://www.perfecto.io/interactive-testing)**:** - Interactive testing, also known as manual testing, allows test managers to set up and distribute manual Test Cases for testers.

<https://www.google.com/search?q=%E2%80%A2+Interactive+testing&oq=%E2%80%A2%09Interactive+testing&aqs=chrome..69i57.303j0j4&sourceid=chrome&ie=UTF-8>

--------------------------------------------------------------------------------------------------------

* **Integration testing: -**In this testing, units or individual components of the software are tested in a group. The focus of the integration testing level is to expose defects at the time of interaction between integrated components or units.

<https://www.javatpoint.com/integration-testing>

--------------------------------------------------------------------------------------------------------

* [**Regression testing**](https://www.perfecto.io/regression-testing)**: -** Regression testing is a black box testing techniques. It is used to authenticate a code ***change in the software does not impact the existing functionality of the product***. Regression testing is making sure that the product works fine with new functionality, [bug](https://www.javatpoint.com/bug-in-software-testing) fixes, or any change in the existing feature. <https://www.javatpoint.com/regression-testing>

--------------------------------------------------------------------------------------------------------

* **Smoke testing: -** In the smoke testing, we only focus on the positive flow of the application and enter only valid data, not the invalid data. In smoke testing, we verify every build is testable or not.

**Also called as acceptance testing**

**Perform on initial builds**

<https://www.javatpoint.com/smoke-testing>

--------------------------------------------------------------------------------------------------------

* **Sanity testing: -** sanity testing is performed to make sure that all the defects have been solved also ensures that the modification in the code or functions does not affect the associated modules.

<https://www.javatpoint.com/sanity-testing>

--------------------------------------------------------------------------------------------------------

* **Security testing: -** Security testing is an integral part of software testing, which is used to discover the weaknesses, risks, or threats in the software application and also help us to stop the nasty attack from the outsiders and make sure the security of our software applications

<https://www.javatpoint.com/security-testing>

--------------------------------------------------------------------------------------------------------

* [**Non functional testing**](https://www.perfecto.io/blog/what-is-non-functional-testing)**: -**Non-functional testing is a type of software testing to test non-functional parameters such as reliability, **load test, performance** and accountability of the software

<https://www.javatpoint.com/non-functional-testing>

**============================================================**

* 1. **Performance testing:-** Due to multiple users accessing the software concurrently there May be some performance issue

To avoid these performance issues, the tester performs one round of performance testing.

<https://www.javatpoint.com/performance-testing>

**=======================================================**

There are different types of performance testing:

**=======================================================**

1. **Load Testing: -**  The load testing is the most important essential part of performance testing which is used to check the performance of an application by ***applying some load like less than or equal to the desired load*** is known as load testing. And the load is a quantity, which means it only focuses on the numbers of users.

<https://www.javatpoint.com/load-testing>

**=======================================================**

1. **Stress testing: -** The stress testing is testing, which checks the behavior of an application by ***applying load greater*** ***than the desired load.***

Stress testing tests suddenly increased traffic of the application.

<https://www.javatpoint.com/stress-testing>

**=======================================================**

1. **Scalability Testing: -** It is used to check an application's performance by ***increasing*** ***or decreasing the load in particular scales*** known as **scalability testing**. It is executed at a **hardware, software, or database level.**

**E.g.** a **web page** scalability testing depends on the number of users, CPU usage, and network usage. In contrast, scalability testing of a **web server depends on the number of requests processed.**

<https://www.javatpoint.com/scalability-testing>

**=======================================================**

**There are two types of Scalability Testing: -**

* **Upward scalability testing: -** The upward scalability testing is used to expand the number of users on a specific scale until we got a crash point. It is mainly used to **identify the maximum capacity of an application***.*
* **Downward scalability testing: -** When the load testing is not passed, we will use the downward scalability testing and then start **decreasing the number of users in a particular interval** until the goal is achieved.

**=======================================================**

1. **Stability Test: -** Checking the performance of an application by **applying the load for a particular duration of time** is known as **Stability Testing**.

<https://www.javatpoint.com/stability-testing>

**---------------------------------------------------------------------------------------------------------------**

* **Sanity testing: -** sanity testing is performed to make sure that all the defects have been solved also ensures that the modification in the code or functions does not affect the associated modules.

<https://www.javatpoint.com/sanity-testing>

**---------------------------------------------------------------------------------------------------------------**

* **Security testing: -** Security testing is an integral part of software testing, which is used to discover the weaknesses, risks, or threats in the software application and also help us to stop the nasty attack from the outsiders and make sure the security of our software applications

<https://www.javatpoint.com/security-testing>

* **Unit testing: -**Unit testing involves the testing of each unit or an individual component of the software application.

<https://www.javatpoint.com/unit-testing>

**---------------------------------------------------------------------------------------------------------------**

* **White box testing: -White Box Testing** is software testing technique in which internal structure, design and coding of software are tested

<https://www.guru99.com/white-box-testing.html>

**---------------------------------------------------------------------------------------------------------------**

* **Acce**[**ssibility testing**](https://www.perfecto.io/accessibility-testing)**:**  **accessibility testing** is widely used to check the application for **disabled persons** and make sure the developer will create the application which can be accessible by all types of users, like a regular user and physically challenged (color blindness, learning disabilities, and so on).

<https://www.javatpoint.com/accessibility-testing>

**---------------------------------------------------------------------------------------------------------------**

* **Acceptance testing: -** A testing technique performed to determine whether the software system has met the requirement specifications. The main purpose of this test is to evaluate the system's compliance with the business requirements and verify if it is has met the required criteria for delivery to end users.

<https://www.tutorialspoint.com/software_testing_dictionary/acceptance_testing.htm#:~:text=Acceptance%20testing%2C%20a%20testing%20technique,for%20delivery%20to%20end%20users>.

**---------------------------------------------------------------------------------------------------------------**

* **Black box testing**

we test the system without having the internal knowledge about the system.

<https://www.javatpoint.com/black-box-testing>

**---------------------------------------------------------------------------------------------------------------**

* **End-to-end testing**

End-to-end testing is a technique that tests the entire software product from beginning to end to ensure the application flow behaves as expected

**---------------------------------------------------------------------------------------------------------------**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**SELENIUM**

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

* **Selenium is a web based automation tool, not used for desktop application and mobile app.**
* **It works on multiple OS as well as multiple browsers.**

**------------------------------------------------------------------------------------------**

**“Selenium can be used to automate functional tests and can be integrated with automation test tools such as Maven**, **Jenkins, to achieve continuous testing. It can also be integrated with tools such as TestNG**, & **JUnit for managing test cases and generating reports”**

**------------------------------------------------------------------------------------------**

* **Components of selenium are as follows: -**

**------------------------------------------------------------------------------------------**

* 1. **Selenium IDE** - it is a record and play based tool it is a browser plug-in, which only compatible with Mozilla Firefox.
  2. **Selenium RC** -   user is allowed to create their own test cases in user defined languages.
  3. **Selenium grid** - Selenium grid is the tool which is used for execution of script, it enables a simultaneous running of test in multiple Browsers and environment  it is used for parallel execution
  4. **Selenium WebDriver** - WebDriver is the most widely used automation tool for web applications and supports all major browsers, including Chrome, Firefox, Internet Explorer and edge

**------------------------------------------------------------------------------------------**

**------------------------------------------------------------------------------------------Locators ------------------------------------------------------------------------------------------**

**Selenium uses locators to find and match the elements of the web page ,the types of locator are as follows: -**

xpath:

Sometimes, we may not identify the element using the locators such as id, class, name, etc. ... At times, XPath may change dynamically and we need to handle the elements while writing scripts. Standard way of writing xpath may not work and we need to write dynamic XPath in selenium scripts.

1. ID
2. Name
3. className
4. Tag Name
5. Link text
6. partial link text
7. CSS selector
8. Xpath

**------------------------------------------------------------------------------------------**

**Bug Life cycle**

**------------------------------------------------------------------------------------------**
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Defect States

**------------------------------------------------------------------------------------------ 1) New**: This is the first state of a defect in the Defect Life Cycle. When any new defect is found, it falls in a ‘New’ state, and validations and testing are performed on this defect in the later stages of the Defect Life Cycle.

------------------------------------------------------------------------------------------------------------------------

**2) Assigned:** In this stage, a newly created defect is assigned to the development team for working on the defect. This is assigned by the project lead or the manager of the testing team to a developer.

------------------------------------------------------------------------------------------------------------------------

**3) Open:**Here, the developer starts the process of analyzing the defect and works on fixing it, if required. If the developer feels that the defect is not appropriate then it may get transferred to any of the below four states namely **Duplicate, Deferred, Rejected, or Not a Bug**-based upon the specific reason.

------------------------------------------------------------------------------------------------------------------------

**4) Fixed:**When the developer finishes the task of fixing a defect by making the required changes then he can mark the status of the defect as ‘Fixed’.

------------------------------------------------------------------------------------------------------------------------

**5) Pending Retest:**After fixing the defect, the developer assigns the defect to the tester for retesting the defect at their end, and till the tester works on retesting the defect, the state of the defect remains in ‘Pending Retest’.

------------------------------------------------------------------------------------------------------------------------

**6) Retest:**At this point, the tester starts the task of working on the retesting of the defect to verify if the defect is fixed accurately by the developer as per the requirements or not.

------------------------------------------------------------------------------------------------------------------------

**7) Reopen:**If any issue persists in the defect then it will be assigned to the developer again for testing and the status of the defect gets changed to ‘Reopen’.

------------------------------------------------------------------------------------------------------------------------

**8) Verified:**If the tester does not find any issue in the defect after being assigned to the developer for retesting and he feels that if the defect has been fixed accurately then the status of the defect gets assigned to ‘Verified’.

------------------------------------------------------------------------------------------------------------------------

**9) Closed:**When the defect does not exist any longer then the tester changes the status of the defect to ‘Closed’.

------------------------------------------------------------------------------------------------------------------------

**What is a Test Case?**

🡺A **TEST CASE** is a set of actions executed to verify a particular feature or functionality of your software application

------------------------------------------------------------------------------------------------------------------------

**What is a Test Scenario?**

🡺A Test Scenario is defined as any functionality that can be tested. It is a collective set of test cases which helps the testing team to determine the positive and negative characteristics of the project.

------------------------------------------------------------------------------------------------------------------------

**Difference between test cases and test scenarios**

**🡺**[**https://www.guru99.com/test-case-vs-test-scenario.html#:~:text=KEY%20DIFFERENCE-,Test%20Case%20is%20a%20set%20of%20actions%20executed%20to%20verify,functionality%20that%20can%20be%20tested.&text=Test%20Case%20includes%20test%20steps,end%20functionality%20to%20be%20tested**](https://www.guru99.com/test-case-vs-test-scenario.html#:~:text=KEY%20DIFFERENCE-,Test%20Case%20is%20a%20set%20of%20actions%20executed%20to%20verify,functionality%20that%20can%20be%20tested.&text=Test%20Case%20includes%20test%20steps,end%20functionality%20to%20be%20tested)
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* **Requirement Analysis** − When the SRD is ready and shared with the stakeholders, the testing team starts high level analysis concerning the AUT (Application under Test).
* **Test Planning** − Test Team plans the strategy and approach.
* **Test Case Designing** − Develop the test cases based on scope and criteria’s.
* **Test Environment Setup** − When integrated environment is ready to validate the product.
* **Test Execution** − Real-time validation of product and finding bugs.
* **Test Closure** − Once testing is completed, matrix, reports, results are documented.

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***

**We learned following things:**

1. **JSON**

JSON stands for JavaScript Object Notation. JSON is a lightweight format for storing and transporting data. JSON is often used when data is sent from a server to a web page. JSON is "self-describing" and easy to understand.

1. **Apache POI**

Apache POI is your Java Excel solution (for Excel 97-2008). We have a complete API for porting other OOXML and OLE2 formats and welcome others to participate. OLE2 files include most Microsoft Office files such as XLS, DOC, and PPT as well as MFC serialization API based file

1. **TestNG**

TestNG is a testing framework that is capable of making Selenium tests easier to understand and of generating reports that are easy to understand. The main advantages of TestNG over JUnit are the following. Annotations are easier to use and understand. Test cases can be grouped more easily

1. **Maven**

Maven" is really just a core framework for a collection of Maven Plugins. In other words, plugins are where much of the real action is performed, plugins are used to: create jar files, create war files, compile code, unit test code, create project documentation, and on and on.

1. **BDD cucumber**

Behavior Driven Development (BDD) framework is a software development process that is an offshoot of Test Driven Development (TDD) framework. BDD is an agile testing methodology. It is the process of development, based on test-driven development and domain-driven, object-oriented analysis

1. **SoapUI**

SoapUI is the world's leading Functional Testing tool for SOAP and REST testing. With its easy-to-use graphical interface, and enterprise-class features, SoapUI allows you to easily and rapidly create and execute automated functional, regression, and load tests

1. **Jenkins**

Jenkins is an open-source automation tool written in Java with plugins built for Continuous Integration purposes. Jenkins is used to build and test your software projects continuously making it easier for developers to integrate changes to the project, and making it easier for users to obtain a fresh build.

1. **GIT**

Git is the most commonly used version control system. Git tracks the changes you make to files, so you have a record of what has been done, and you can revert to specific versions should you ever need to. Git also makes collaboration easier, allowing changes by multiple people to all be merged into one source.

**9.POM**

Page Object Model, also known as POM, is a design pattern in Selenium that creates an object repository for storing all web elements. It is useful in reducing code duplication and improves test case maintenance. ... Using these elements, testers can perform operations on the website under test.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**AGILE**

Agile principles

1. Customer satisfies by early and continuous delivery of useful software

 2. Welcome changing requirements

 3. Working software is delivered frequently

 4. Daily Corporation between business people and developers

 5. Sustainable development

 6. Simplicity

Agile enables organizations to master continuous change. Agile methodology is a type of project management process, mainly used for software development, where demands and solutions evolve through the collaborative effort of self-organizing and cross-functional teams and their customers.

The Product Owner – Often an executive or key stakeholder, the Product Owner has a vision for the end product and a sense of how it will fit into the company’s long-term goals. This person will need to direct communication efforts, alerting the team to major developments and stepping in to course-correct and implement high-level changes as necessary.

The Scrum Master – The Scrum Master is most akin to a project manager. They are guardians of process, givers of feedback, and mentors to junior team members. They oversee day-to-day functions, maintain the Scrum board, check in with team members, and make sure tasks are being completed on target.

The Team Member – Team members are the makers: front- and back-end engineers, copywriters, designers, videographers, you name it. Team members have varied roles and skills but all are responsible for getting stuff done on time and in excellent quality.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**WATERFALL MODEL**

Waterfall Model followed in the sequential order and so we move to next step of development or testing if the previous step completed successfully. Waterfall Model is very successful approach for the small projects and if the requirements are very clear. In Waterfall Model, testing starts at the end when development work is completed

steps involved in waterfall model:

Requirements

Analysis

Design

Implementation

Testing

Deployment

Maintanence

**STLC -LIFE CYCLE?**

STLC stands for Software Testing Life Cycle. STLC is a sequence of different activities performed by the testing team to ensure the quality of the software or the product.

STLC is an integral part of Software Development Life Cycle (SDLC). But, STLC deals only with the testing phases.

There are 6 major phases of STLC −

Requirement Analysis − When the SRD is ready and shared with the stakeholders, the testing team starts high level analysis concerning the AUT (Application under Test).

Test Planning − Test Team plans the strategy and approach.

Test Case Designing − Develop the test cases based on scope and criteria’s.

Test Environment Setup − When integrated environment is ready to validate the product.

Test Execution − Real-time validation of product and finding bugs.

Test Closure − Once testing is completed, matrix, reports, results are documented.

**ATLC?**

Test Automation is applied with the structural sequence of testing process, that can have all the stages of testing life cycle with additional phases for including the test preparation and automation implementation processes. This entire process is known as Automation Testing Life Cycle. The various phases of ATLC are

‘define the scope of the test automation’

‘automation testing tool selection process depending on the type of functionality’,

‘designing test plan’

‘defining test strategy’,

‘setting up the test environments’,

‘designing and scripting the test cases,

‘execution of the test scripts’,

‘validating the test results’,

and finally ‘generating test reports’.

**What are TestNG Annotations?**

TestNG Annotations are used to control the next method to be executed in the test script. TestNG annotations are defined before every method in the test code. In case any method is not prefixed with annotations, it will be ignored and not be executed as part of the test code. To define them, methods need to be simply annotated with ‘@Test‘.

Types of TestNG Annotations

Below is the list of annotations that TestNG support in Selenium

BeforeSuite

BeforeTest

BeforeClass

BeforeMethod

Test Case

AfterMethod

AfterClass

AfterTest

AfterSuite

Let’s explore how these methods work.

@BeforeMethod: This will be executed before every @test annotated method.

@AfterMethod: This will be executed after every @test annotated method.

@BeforeClass: This will be executed before first @Test method execution. It will be executed one only time throughout the test case.

@AfterClass: This will be executed after all test methods in the current class have been run

@BeforeTest: This will be executed before the first @Test annotated method. It can be executed multiple times before the test case.

@AfterTest: A method with this annotation will be executed when all @Test annotated methods complete the execution of those classes inside the <test> tag in the TestNG.xml file.

@BeforeSuite: It will run only once, before all tests in the suite are executed.

@AfterSuite: A method with this annotation will run once after the execution of all tests in the suite is complete.

@BeforeGroups: This method will run before the first test run of that specific group.

@AfterGroups: This method will run after all test methods of that group complete their execution.

**Selenium Frameworks**

### **Linear Scripting Framework:**

This framework is based on the concept of record and playback mode that is always achieved in a linear manner. It is more commonly named as record and playback model.

Typically, in this scripting driven framework, the creation and execution of test scripts is done individually and this framework is an [effective way](https://www.testingxperts.com/blog/6-Most-Effective-Ways-to-Build-Business-Agility) to get started for enterprises.

The automation scripting is done in an incremental manner where every new interaction will be added to the automation tests.

### **Modular Testing Framework:**

Abstraction is the concept on which this framework is built. Based on the modules, independent [test scripts are developed to test the software](https://www.testingxperts.com/blog/automated-software-testing). Specifically, an abstraction layer is built for the components to be hidden from the application under test.

This sort of abstraction concept ensures that changes made to the other part of the application does not affect the underlying components.

### **Data Driven Testing Framework:**

In this testing framework, a separate file in a tabular format is used to store both the input and the expected output results. In this framework, a single driver script can execute all the test cases with multiple sets of data.

This driver script contains navigation that spreads through the program which covers both reading of data files and logging of test status information.

### **Keyword Driven Testing Framework:**

[Keyword Driven Testing framework](https://www.testingxperts.com/blog/keyword-driven-testing-why-you-should-use-it) is an application independent framework and uses data tables and keywords to explain the actions to be performed on the application under test. This is more so called as keyword driven test automation framework for web based applications and can be stated as an extension of data driven testing framework.

### **Hybrid Testing Framework:**

This form of hybrid testing framework is the combination of modular, data-driven and keyword test automation frameworks. As this is a hybrid framework, it has been based on the combination of many [types of end-to-end testing](https://www.testingxperts.com/blog/types-of-software-testing) approaches.

### **Test Driven Development framework (TDD):**

Test driven development is a technique of using automated unit tests to drive the design of software and separates it from any dependencies. Earlier, with traditional testing a successful test could find one or more defects, but by using TDD, it increases the speed of tests and improves the confidence that system meets the requirements and is working properly when compared to traditional testing.

### **Behavior Driven Development Framework (BDD):**

This has been derived from the TDD approach and in this method tests are more focussed and are based on the system behavior. In this approach, the testers can create test cases in simple English language. This simple English language helps even the non-technical people to easily analyse and understand the tests.

## Test Plan

<https://www.guru99.com/what-everybody-ought-to-know-about-test-planing.html#:~:text=A%20Test%20Plan%20is%20a,of%20the%20application%20under%20test>.

A **Test Plan** is a detailed document that describes the test strategy, objectives, schedule, estimation, deliverables, and resources required to perform testing for a software product. Test Plan helps us determine the effort needed to validate the quality of the application under test. The test plan serves as a blueprint to conduct software testing activities as a defined process, which is minutely monitored and controlled by the test manager.

## How to write a Test Plan

You already know that making a **Test Plan** is the most important task of Test Management Process. Follow the seven steps below to create a test plan as per IEEE 829

1. Analyze the product
2. Design the Test Strategy
3. Define the Test Objectives
4. Define Test Criteria
5. Resource Planning
6. Plan Test Environment
7. Schedule & Estimation
8. Determine Test Deliverables

1. What is **Element Not Visible Exception**?

🡺When webdriver is able to locate web **element** on current webpage but it **is not visible** on screen.

2. What is **Element is not** clickable **exception?**

**🡺** When webdriver is able to locate web **element** and also **visible** in screen but overlapping by another web **element**.

3. What is **NO Such Element Found Exception?**

**selenium**. NoSuchElementException occurs when **WebDriver** is unable to find and locate elements. Usually, this happens when tester writes incorrect **element** bin the findElement(By, by) method. This **exception** is thrown even if the **element** is **not** loaded.

**Exception Handling**

1.How do you handle an element not visible exception?

🡺Solutions for **Element Not Visible Exception** in Selenium Webdriver. First Solution: Try to write unique XPATH that matches with a single **element** only. Second Solution: Use Explicit wait feature of Selenium and wait till the **element** is **not visible**.

2. How do you fix no such element exception in selenium?

🡺

i.e. We have to use try .. catch blocks to handle the **exception** and also '**NoSuchElementException**' **WebDriver Exception** Class needs to be used in the catch block as shown in the below code: 2. Hover the mouse over the '**NoSuchElementException**' error in the above image and select 'import **NoSuchElementException** org.

## Implicit Wait in Selenium

The **Implicit Wait in Selenium** is used to tell the web driver to wait for a certain amount of time before it throws a "No Such Element Exception". The default setting is 0. Once we set the time, the web driver will wait for the element for that time before throwing an exception.

## Explicit Wait in Selenium

The **Explicit Wait in Selenium** is used to tell the Web Driver to wait for certain conditions (Expected Conditions) or maximum time exceeded before throwing "Element Not Visible Exception" exception. It is an intelligent kind of wait, but it can be applied only for specified elements.

## Difference between Implicit Wait Vs Explicit Wait

|  |  |
| --- | --- |
| **Implicit Wait** | **Explicit Wait** |
| * Implicit Wait time is applied to all the elements in the script | * Explicit Wait time is applied only to those elements which are intended by us |
| * In Implicit Wait, we need **not** specify "Expected Conditions" on the element to be located | * In Explicit Wait, we need to specify "ExpectedConditions" on the element to be located |
| * It is recommended to use when the elements are located with the time frame specified in Selenium implicit wait | * It is recommended to use when the elements are taking long time to load and also for verifying the property of the element like(visibilityOfElementLocated, elementToBeClickable,elementToBeSelected) |

Drop Down Handling

Drop down can be handled in selenium by 3 Ways

* 1. Sendkeys : Fetch the dropdown element and Simply use the sendkeys to send the input
  2. Select Class :

Select obj = new Select(Dropdown webelement);

* + 1. selMonth.selectByIndex(11);

* + 1. selMonth.selectByValue("9");

* + 1. selMonth.selectByVisibleText("May");
    2. List<WebElement> allOps = selMonth.getOptions();

for (WebElement ele : allOps) {

System.out.println(ele.getText());

}

* + 1. System.out.println(selMonth.isMultiple());