PANDAS

Python Pandas DataFrame

Pandas DataFrame is a widely used data structure which works with a two-dimensional array with labeled axes (rows and columns). DataFrame is defined as a standard way to store data that has two different indexes, i.e., **row index** and **column index**. It consists of the following properties:

* The columns can be heterogeneous types like int, bool, and so on.
* It can be seen as a dictionary of Series structure where both the rows and columns are indexed. It is denoted as "columns" in case of columns and "index" in case of rows.

Parameter & Description:

**data:** It consists of different forms like ndarray, series, map, constants, lists, array.

**index:** The Default np.arrange(n) index is used for the row labels if no index is passed.

**columns:** The default syntax is np.arrange(n) for the column labels. It shows only true if no index is passed.

**dtype:** It refers to the data type of each column.

**copy():** It is used for copying the data.
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Create a DataFrame

We can create a DataFrame using following ways:

* **dict**
* **Lists**
* **Numpy ndarrrays**
* **Series**

**Create an empty DataFrame**

The below code shows how to create an empty DataFrame in Pandas:

1. # importing the pandas library
2. **import** pandas as pd
3. df = pd.DataFrame()
4. **print** (df)

**Output**

Empty DataFrame

Columns: []

Index: []

**Explanation:** In the above code, first of all, we have imported the pandas library with the alias **pd** and then defined a variable named as **df** that consists an empty DataFrame. Finally, we have printed it by passing the **df** into the **print**.

Create a DataFrame using List:

We can easily create a DataFrame in Pandas using list.

1. # importing the pandas library
2. **import** pandas as pd
3. # a list of strings
4. x = ['Python', 'Pandas']
6. # Calling DataFrame constructor on list
7. df = pd.DataFrame(x)
8. **print**(df)

**Output**

0

0 Python

1 Pandas

**Explanation:** In the above code, we have defined a variable named "x" that consist of string values. The DataFrame constructor is being called for a list to print the values.

Create a DataFrame from Dict of ndarrays/ Lists

1. # importing the pandas library
2. **import** pandas as pd
3. info = {'ID' :[101, 102, 103],'Department' :['B.Sc','B.Tech','M.Tech',]}
4. df = pd.DataFrame(info)
5. **print** (df)

**Output**

ID Department

0 101 B.Sc

1 102 B.Tech

2 103 M.Tech

**Explanation:** In the above code, we have defined a dictionary named "info" that consist **list** of **ID** and **Department**. For printing the values, we have to call the info dictionary through a variable called **df** and pass it as an argument in **print()**.

Create a DataFrame from Dict of Series:

1. # importing the pandas library
2. **import** pandas as pd
4. info = {'one' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f']),
5. 'two' : pd.Series([1, 2, 3, 4, 5, 6, 7, 8], index=['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])}
7. d1 = pd.DataFrame(info)
8. **print** (d1)

**Output**

one two

a 1.0 1

b 2.0 2

c 3.0 3

d 4.0 4

e 5.0 5

f 6.0 6

g NaN 7

h NaN 8

**Explanation:** In the above code, a dictionary named "**info**" consists of two **Series** with its respective index. For printing the values, we have to call the **info** dictionary through a variable called **d1** and pass it as an argument in **print()**.

Column Selection

We can select any column from the DataFrame. Here is the code that demonstrates how to select a column from the DataFrame.

1. # importing the pandas library
2. **import** pandas as pd
4. info = {'one' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f']),
5. 'two' : pd.Series([1, 2, 3, 4, 5, 6, 7, 8], index=['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h'])}
7. d1 = pd.DataFrame(info)
8. **print** (d1 ['one'])

**Output**

a 1.0

b 2.0

c 3.0

d 4.0

e 5.0

f 6.0

g NaN

h NaN

Name: one, dtype: float64

**Explanation:** In the above code, a dictionary named "**info**" consists of two **Series** with its respective **index**. Later, we have called the **info** dictionary through a variable **d1** and selected the "**one**" Series from the DataFrame by passing it into the **print()**.

Column Addition

We can also add any new column to an existing DataFrame. The below code demonstrates how to add any new column to an existing DataFrame:

1. # importing the pandas library
2. **import** pandas as pd
4. info = {'one' : pd.Series([1, 2, 3, 4, 5], index=['a', 'b', 'c', 'd', 'e']),
5. 'two' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f'])}
7. df = pd.DataFrame(info)
9. # Add a new column to an existing DataFrame object
11. **print** ("Add new column by passing series")
12. df['three']=pd.Series([20,40,60],index=['a','b','c'])
13. **print** (df)
15. **print** ("Add new column using existing DataFrame columns")
16. df['four']=df['one']+df['three']
18. **print** (df)

**Output**

Add new column by passing series

one two three

a 1.0 1 20.0

b 2.0 2 40.0

c 3.0 3 60.0

d 4.0 4 NaN

e 5.0 5 NaN

f NaN 6 NaN

Add new column using existing DataFrame columns

one two three four

a 1.0 1 20.0 21.0

b 2.0 2 40.0 42.0

c 3.0 3 60.0 63.0

d 4.0 4 NaN NaN

e 5.0 5 NaN NaN

f NaN 6 NaN NaN

**Explanation:** In the above code, a dictionary named as **f** consists two **Series** with its respective **index**. Later, we have called the **info** dictionary through a variable **df**.

To add a new column to an existing DataFrame object, we have passed a new series that contain some values concerning its index and printed its result using **print()**.

We can add the new columns using the existing DataFrame. The "**four**" column has been added that stores the result of the addition of the two columns, i.e., **one** and **three**.

Column Deletion:

We can also delete any column from the existing DataFrame. This code helps to demonstrate how the column can be deleted from an existing DataFrame:

1. # importing the pandas library
2. **import** pandas as pd
4. info = {'one' : pd.Series([1, 2], index= ['a', 'b']),
5. 'two' : pd.Series([1, 2, 3], index=['a', 'b', 'c'])}
7. df = pd.DataFrame(info)
8. **print** ("The DataFrame:")
9. **print** (df)
11. # using del function
12. **print** ("Delete the first column:")
13. **del** df['one']
14. **print** (df)
15. # using pop function
16. **print** ("Delete the another column:")
17. df.pop('two')
18. **print** (df)

**Output**

The DataFrame:

one two

a 1.0 1

b 2.0 2

c NaN 3

Delete the first column:

two

a 1

b 2

c 3

Delete the another column:

Empty DataFrame

Columns: []

Index: [a, b, c]

**Explanation:**

In the above code, the **df** variable is responsible for calling the **info** dictionary and print the entire values of the dictionary. We can use the **delete** or **pop** function to delete the columns from the DataFrame.

In the first case, we have used the **delete** function to delete the "**one**" column from the DataFrame whereas in the second case, we have used the **pop** function to remove the "**two**" column from the DataFrame.

Row Selection, Addition, and Deletion

Row Selection:

We can easily select, add, or delete any row at anytime. First of all, we will understand the row selection. Let's see how we can select a row using different ways that are as follows:

**Selection by Label:**

We can select any row by passing the row label to a **loc** function.

1. # importing the pandas library
2. **import** pandas as pd
4. info = {'one' : pd.Series([1, 2, 3, 4, 5], index=['a', 'b', 'c', 'd', 'e']),
5. 'two' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f'])}
7. df = pd.DataFrame(info)
8. **print** (df.loc['b'])

**Output**

one 2.0

two 2.0

Name: b, dtype: float64

**Explanation:** In the above code, a dictionary named as **info** that consists two **Series** with its respective **index**.

For selecting a row, we have passed the row label to a **loc** function.

**Selection by integer location:**

The rows can also be selected by passing the integer location to an **iloc** function.

1. # importing the pandas library
2. **import** pandas as pd
3. info = {'one' : pd.Series([1, 2, 3, 4, 5], index=['a', 'b', 'c', 'd', 'e']),
4. 'two' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f'])}
5. df = pd.DataFrame(info)
6. **print** (df.iloc[3])

**Output**

one 4.0

two 4.0

Name: d, dtype: float64

**Explanation:** Explanation: In the above code, we have defined a dictionary named as **info** that consists two **Series** with its respective **index**.

For selecting a row, we have passed the integer location to an **iloc** function.

**Slice Rows**

It is another method to select multiple rows using **':'** operator.

1. # importing the pandas library
2. **import** pandas as pd
3. info = {'one' : pd.Series([1, 2, 3, 4, 5], index=['a', 'b', 'c', 'd', 'e']),
4. 'two' : pd.Series([1, 2, 3, 4, 5, 6], index=['a', 'b', 'c', 'd', 'e', 'f'])}
5. df = pd.DataFrame(info)
6. **print** (df[2:5])

**Output**

one two

c 3.0 3

d 4.0 4

e 5.0 5

**Explanation:** In the above code, we have defined a range from 2:5 for the selection of row and then printed its values on the console.

**Addition of rows:**

We can easily add new rows to the DataFrame using **append** function. It adds the new rows at the end.

1. # importing the pandas library
2. **import** pandas as pd
3. d = pd.DataFrame([[7, 8], [9, 10]], columns = ['x','y'])
4. d2 = pd.DataFrame([[11, 12], [13, 14]], columns = ['x','y'])
5. d = d.append(d2)
6. **print** (d)

**Output**

x y

0 7 8

1 9 10

0 11 12

1 13 14

**Explanation:** In the above code, we have defined two separate lists that contains some rows and columns. These columns have been added using the **append** function and then result is displayed on the console.

**Deletion of rows:**

We can delete or drop any rows from a DataFrame using the **index** label. If in case, the label is duplicate then multiple rows will be deleted.

1. # importing the pandas library
2. **import** pandas as pd
4. a\_info = pd.DataFrame([[4, 5], [6, 7]], columns = ['x','y'])
5. b\_info = pd.DataFrame([[8, 9], [10, 11]], columns = ['x','y'])
7. a\_info = a\_info.append(b\_info)
9. # Drop rows with label 0
10. a\_info = a\_info.drop(0)

**Output**

x y

1 6 7

1 10 11

**Explanation:** In the above code, we have defined two separate lists that contains some rows and columns.

Here, we have defined the index label of a row that needs to be deleted from the list.

DataFrame Functions

There are lots of functions used in DataFrame which are as follows:

|  |  |
| --- | --- |
| **Functions** | **Description** |
| [Pandas DataFrame.append()](https://www.javatpoint.com/pandas-append) | Add the rows of other dataframe to the end of the given dataframe. |
| [Pandas DataFrame.apply()](https://www.javatpoint.com/pandas-apply) | Allows the user to pass a function and apply it to every single value of the Pandas series. |
| [Pandas DataFrame.assign()](https://www.javatpoint.com/pandas-dataframe-assign) | Add new column into a dataframe. |
| [Pandas DataFrame.astype()](https://www.javatpoint.com/pandas-dataframe-astype) | Cast the Pandas object to a specified dtype.astype() function. |
| [Pandas DataFrame.concat()](https://www.javatpoint.com/pandas-concatenation) | Perform concatenation operation along an axis in the DataFrame. |
| [Pandas DataFrame.count()](https://www.javatpoint.com/pandas-count) | Count the number of non-NA cells for each column or row. |
| [Pandas DataFrame.describe()](https://www.javatpoint.com/pandas-dataframe-describe) | Calculate some statistical data like percentile, mean and std of the numerical values of the Series or DataFrame. |
| [Pandas DataFrame.drop\_duplicates()](https://www.javatpoint.com/pandas-dataframe-drop_duplicates) | Remove duplicate values from the DataFrame. |
| [Pandas DataFrame.groupby()](https://www.javatpoint.com/pandas-groupby) | Split the data into various groups. |
| [Pandas DataFrame.head()](https://www.javatpoint.com/pandas-dataframe-head) | Returns the first n rows for the object based on position. |
| [Pandas DataFrame.hist()](https://www.javatpoint.com/pandas-dataframe-hist) | Divide the values within a numerical variable into "bins". |
| [Pandas DataFrame.iterrows()](https://www.javatpoint.com/pandas-dataframe-iterrows) | Iterate over the rows as (index, series) pairs. |
| [Pandas DataFrame.mean()](https://www.javatpoint.com/pandas-dataframe-mean) | Return the mean of the values for the requested axis. |
| [Pandas DataFrame.melt()](https://www.javatpoint.com/pandas-melt) | Unpivots the DataFrame from a wide format to a long format. |
| [Pandas DataFrame.merge()](https://www.javatpoint.com/pandas-merge) | Merge the two datasets together into one. |
| [Pandas DataFrame.pivot\_table()](https://www.javatpoint.com/pandas-pivot-table) | Aggregate data with calculations such as Sum, Count, Average, Max, and Min. |
| [Pandas DataFrame.query()](https://www.javatpoint.com/pandas-dataframe-query) | Filter the dataframe. |
| [Pandas DataFrame.sample()](https://www.javatpoint.com/pandas-dataframe-sample) | Select the rows and columns from the dataframe randomly. |
| [Pandas DataFrame.shift()](https://www.javatpoint.com/pandas-shift) | Shift column or subtract the column value with the previous row value from the dataframe. |
| [Pandas DataFrame.sort()](https://www.javatpoint.com/python-pandas-sorting) | Sort the dataframe. |
| [Pandas DataFrame.sum()](https://www.javatpoint.com/pandas-sum) | Return the sum of the values for the requested axis by the user. |
| [Pandas DataFrame.to\_excel()](https://www.javatpoint.com/pandas-dataframe-to_excel) | Export the dataframe to the excel file. |
| [Pandas DataFrame.transpose()](https://www.javatpoint.com/pandas-dataframe-transpose) | Transpose the index and columns of the dataframe. |
| [Pandas DataFrame.where()](https://www.javatpoint.com/pandas-dataframe-where) | Check the dataframe for one or more conditions. |

Pandas DataFrame.append()

The Pandas **append()** function is used to add the rows of other dataframe to the end of the given dataframe, returning a new dataframe object. The new columns and the new cells are inserted into the original DataFrame that are populated with NaN value.

Syntax:

1. DataFrame.append(other, ignore\_index=False, verify\_integrity=False, sort=None)

Parameters:

* **other:** DataFrame or Series/dict-like object, or a list of these  
  It refers to the data to be appended.
* **ignore\_index:** If it is true, it does not use the index labels.
* **verify\_integrity:** If it is true, it raises **ValueError** on creating an index with duplicates.
* **sort:** It sorts the columns if the columns of self and other are not aligned. The default sorting is deprecated, and it will change to not-sorting in a future version of pandas. We pass **sort=True** Explicitly for silence the warning and the sort, whereas we pass **sort=False** Explicitly for silence the warning and not the sort.

Returns:

It returns the appended DataFrame as an output.

Example1:

1. **import** pandas as pd
2. # Create first Dataframe using dictionary
3. info1 = pd.DataFrame({"x":[25,15,12,19],
4. "y":[47, 24, 17, 29]})
5. # Create second Dataframe using dictionary
6. Info2 = pd.DataFrame({"x":[25, 15, 12],
7. "y":[47, 24, 17],
8. "z":[38, 12, 45]})
9. # append info2 at end in info1
10. info.append(info2, ignore\_index = True)

**Output**

x y z

0 25 47 NaN

1 15 24 NaN

2 12 17 NaN

3 19 29 NaN

4 25 47 38.0

5 15 24 12.0

6 12 17 45.0

Example2:

1. **import** pandas as pd
2. # Create first Dataframe using dictionary
3. info1 = info = pd.DataFrame({"x":[15, 25, 37, 42],
4. "y":[24, 38, 18, 45]})
5. # Create second Dataframe using dictionary
6. info2 = pd.DataFrame({"x":[15, 25, 37],
7. "y":[24, 38, 45]})
8. # print value of info1
9. print(info1, "\n")
10. # print values of info2
11. info2
12. # append info2 at the end of info1 dataframe
13. info1.append(df2)
14. # Continuous index value will maintained
15. # across rows in the **new** appended data frame.
16. info.append(info2, ignore\_index = True)

**Output**

x y

0 15 24

1 25 38

2 37 18

3 42 45

4 15 24

5 25 38

6 37 45

Pandas DataFrame.apply()

The Pandas **apply()** function allows the user to pass a function and apply it to every single value of the Pandas series. This function improves the capabilities of the panda's library because it helps to segregate data according to the conditions required. So that it can be efficiently used for data science and machine learning.

The objects that are to be passed to function are **Series objects** whose index is either the DataFrame's index, i.e., axis=0 or the DataFrame's columns, i.e., axis=1. By default, the **result\_type=None** and the final return type is inferred from the return type of the applied function. Otherwise, it depends on the **result\_type** argument.

Syntax:

1. DataFrame.apply(func, axis=0, broadcast=None, raw=False, reduce=None, result\_type=None, args=(), \*\*kwds)

Parameters:

* **func:** It is a function that is to be applied to each column or row.
* **axis:** {0 or 'index', 1 or 'columns'}, default value 0  
  It is an axis along which the function is applied. It can have two values:
  + 0 or 'index': It applies the function to each of the columns.
  + 1 or 'columns': It applies the function to each of the rows.
* **broadcast:** It is an optional parameter that returns the boolean values.  
  Only relevant for aggregation functions:  
  False or None: It returns a Series whose length will be the length of the index or the number of columns based on the axis parameter.  
  True: The results will be broadcasted to the original shape of the frame; the original index and columns will be retained.
* **raw:** bool, default value False  
  **False:** It passes each row or column as a Series to the function.  
  **True:** The passed function will receive a ndarray objects. If you are applying a NumPy reduction function, it will achieve better performance.
* **reduce:** bool or None, default value None  
  It tries to apply the reduction procedures. If the DataFrame is empty, the **apply** will use the **reduce** to determine whether the result should be a Series or a DataFrame.  
  By default, **reduce=None**, the **apply's** return value will be guessed by calling **func** on an empty Series (note: All the exceptions that are to be raised by func will be ignored while guessing). If **reduce=True**, Series will always be returned, whereas **reduce=False**, Always the DataFrame will be returned.
* **result\_type:** {'expand', 'reduce', 'broadcast', None}, default value None  
  These only act when axis=1 (columns):  
  **'expand':** It defines the list-like results that will be turned into columns.  
  **'reduce':** It is the opposite of '**expand**'. If possible, it returns a Series rather than expanding list-like results.  
  **'broadcast':** It broadcast the results to the original shape of the DataFrame, the original index, and the columns will be retained.  
  The default value **None** depends on the return value of the applied function , i.e., list-like results returned as a Series of those.  
  If **apply** returns a Series, it expands to the columns.
* **args:** It is a positional argument that is to be passed to **func** in addition to the array/series.
* **\*\*kwds:** It is an optional keyword argument, which is used to pass as keywords arguments to func.

Returns:

It returns the result of applying func along the given axis of the DataFrame.
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Example:

1. info = pd.DataFrame([[2, 7]] \* 4, columns=['P', 'Q'])
2. info.apply(np.sqrt)
3. info.apply(np.sum, axis=0)
4. info.apply(np.sum, axis=1)
5. info.apply(lambda x: [1, 2], axis=1)
6. info.apply(lambda x: [1, 2], axis=1, result\_type='expand')
7. info.apply(lambda x: pd.Series([1, 2], index=['foo', 'bar']), axis=1)
8. info.apply(lambda x: [1, 2], axis=1, result\_type='broadcast')
9. info

**Output**

A B

0 2 7

1 2 7

2 2 7

3 2 7

Pandas DataFrame.aggregate()

The main task of DataFrame.aggregate() function is to apply some aggregation to one or more column. Most frequently used aggregations are:

**sum:** It is used to return the sum of the values for the requested axis.

**min:** It is used to return the minimum of the values for the requested axis.
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**max:** It is used to return the maximum values for the requested axis.

Syntax:

1. DataFrame.aggregate(func, axis=0, \*args, \*\*kwargs)

Parameters:

**func:** It refers callable, string, dictionary, or list of string/callables.

It is used for aggregating the data. For a function, it must either work when passed to a DataFrame or DataFrame.apply(). For a DataFrame, it can pass a dict, if the keys are the column names.

**axis: (default 0):** It refers to 0 or 'index', 1 or 'columns'

**0 or 'index':** It is an apply function for each column.

**1 or 'columns':** It is an apply function for each row.

**\*args:** It is a positional argument that is to be passed to **func**.

**\*\*kwargs:** It is a keyword argument that is to be passed to the **func**.

Returns:

It returns the scalar, Series or DataFrame.

**scalar:** It is being used when **Series.agg** is called with the single function.

**Series:** It is being used when DataFrame.agg is called for the single function.

**DataFrame:** It is being used when DataFrame.agg is called for the several functions.

Example:

1. **import** pandas as pd
2. **import** numpy as np
3. info=pd.DataFrame([[1,5,7],[10,12,15],[18,21,24],[np.nan,np.nan,np.nan]],columns=['X','Y','Z'])
4. info.agg(['sum','min'])

**Output:**

X Y Z

sum 29.0 38.0 46.0

min 1.0 5.0 7.0

Example2:

1. **import** pandas as pd
2. **import** numpy as np
3. info=pd.DataFrame([[1,5,7],[10,12,15],[18,21,24],[np.nan,np.nan,np.nan]],columns=['X','Y','Z'])
4. df.agg({'A' : ['sum', 'min'], 'B' : ['min', 'max']})

**Output:**

X Y

max NaN 21.0

min 1.0 12.0

sum 29.0 NaN

Pandas DataFrame.assign()

The assign() method is also responsible for adding a new column into a DataFrame.

If we re-assign an existing column, then its value will be overwritten.

Signature

1. DataFrame.assign(\*\*kwargs)

Parameters

* **kwargs:** keywords are the column names. These keywords are assigned to the new column if the values are callable. If the values are not callable, they are simply assigned.

Returns

It returns a new DataFrame with the addition of the new columns.

Example 1:

1. **import** pandas as pd
2. # Create an empty dataframe
3. info = pd.DataFrame()
5. # Create a column
6. info['ID'] = [101, 102, 103]
8. # View the dataframe
9. info
10. # Assign a **new** column to dataframe called 'age'
11. info.assign(Name = ['Smith', 'Parker', 'John'])

**Output**

ID Name

0 101 Smith

1 102 Parker

2 103 John

Example 2:

1. **import** pandas as pd
2. # Create a dataframe
3. info = pd.DataFrame({'temp\_c': [17.0, 25.0]},
4. # Create an index that consist some values
5. index=['Canada', 'Australia'])
6. # View the dataframe
7. info
8. info.assign(temp\_f=lambda x: x.temp\_c \* 7 / 2 + 24)
9. info.assign(temp\_f=lambda x: x['temp\_c'] \* 6 / 2 + 21,
10. temp\_k=lambda x: (x['temp\_f'] +  342.27) \* 6 / 4)

**Output**

temp\_c temp\_f temp\_k

Canada 17.0 72.0 621.405

Australia 25.0 96.0 657.405

Pandas DataFrame.astype()

The astype() method is generally used for casting the pandas object to a specified **dtype.astype()** function. It can also convert any suitable existing column to a categorical type.

It comes into use when we want to case a particular column data type to another data type. We can also use the input to Python dictionary to change more than one column type at once. In the dictionary, the key label corresponds to the column name, and the values label corresponds to the new data types that we want to be in the columns.

Syntax

1. DataFrame.astype(dtype, copy=True, errors='raise', \*\*kwargs)

Parameters

**dtype:** It uses numpy.dtype or the Python type for casting the entire pandas object to the same type. It can also use {col: dtype, ?} alternatively where col refers to the column label, and dtype is a numpy.dtype or Python type for casting one or more of the DataFrame's columns to column-specific types.
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**copy:** If copy=True, it returns a copy. Be careful when setting copy= False because changes to values may propagate to other pandas objects.

**errors:** For provided dtype, it controls the raising of exceptions on the invalid data.

* **raise:** It allows the exception that is to be raised.
* **ignore:** It ignores the exception. It returns the original object on error.

**kwargs:** It is a keyword argument that is to be passed on to the constructor.

Returns

**casted:** It returns the same type as a caller.

Example

1. **import** pandas as pd
2. a = {'col1': [1, 2], 'col2': [3, 4]}
3. info = pd.DataFrame(data=a)
4. info.dtypes
5. # We convert it into 'int64' type.
6. info.astype('int64').dtypes
7. info.astype({'col1': 'int64'}).dtypes
8. x = pd.Series([1, 2], dtype='int64')
9. x.astype('category')
10. cat\_dtype = pd.api.types.CategoricalDtype(
11. categories=[2, 1], ordered=True)
12. x.astype(cat\_dtype)
13. x1 = pd.Series([1,2])
14. x2 = x1.astype('int64', copy=False)
15. x2[0] = 10
16. x1  # note that x1[0] has changed too

**Output**

0 12

1 2

dtype: int64

Pandas DataFrame.count()

The Pandas count() is defined as a method that is used to count the number of non-NA cells for each column or row. It is also suitable to work with the non-floating data.

Syntax:

1. DataFrame.count(axis=0, level=None, numeric\_only=False)

Parameters:

* **axis:** *{0 or 'index', 1 or 'columns'}, default value 0*  
  0 or 'index' is used for row-wise, whereas 1 or 'columns' is used for column-wise.
* **level:** *int or str*  
  It is an optional parameter. If an axis is hierarchical, it counts along with the particular level and collapsing into the DataFrame.
* **numeric\_only:** *bool, default value False*  
  It only includes int, float, or Boolean data.

Returns:

It returns the count of Series or DataFrame if the level is specified.

**Example 1:** The below example demonstrates the working of the **count()**.

Method Overloading vs Overriding in Java

1. **import** pandas as pd
2. **import** numpy as np
3. info = pd.DataFrame({"Person":["Parker", "Smith", "William", "John"],
4. "Age": [27., 29, np.nan, 32]
5. info.count()

**Output**

Person 5

Age 3

dtype: int64

**Example 2:** If we want to count for each of the row, we can use the **axis** parameter. The below code demonstrates the working of the **axis** parameter.

1. **import** pandas as pd
2. **import** numpy as np
3. info = pd.DataFrame({"Person":["Parker", "Smith", "William", "John"],
4. "Age": [27., 29, np.nan, 32]
5. info.count(axis='columns')

**Output**

0 2

1 2

2 1

3 2

dtype: int64

Pandas DataFrame.cut()

The **cut()** method is invoked when you need to segment and sort the data values into bins. It is used to convert a continuous variable to a categorical variable. It can also segregate an array of elements into separate bins. The method only works for the one-dimensional array-like objects.

If we have a large set of scalar data and perform some statistical analysis on it, we can use the **cut()** method.

Syntax:

1. pandas.cut(x, bins, right=True, labels=None, retbins=False, precision=3, include\_lowest=False, duplicates='raise')

Parameters:

**x:** It generally refers to an array as an input that is to be bin. The array should be a one-dimensional array.
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**bins:** It refers to an **int**, **sequence of scalars**, or **IntervalIndex** values that define the bin edges for the segmentation. Most of the time, we have numerical data on a very large scale. So, we can group the values into bins to easily perform descriptive statistics as a generalization of patterns in data. The criteria for binning the data into groups are as follows:

* **int:** It defines the number of equal-width bins that are in the range of **x**. We can also extend the range of **x**by **.1**% on both sides to include the minimum and maximum values of **x**.
* **sequence of scalars:** It mainly defines the bin edges that are allowed for non-uniform width.
* **IntervalIndex:** It refers to an exact bin that is to be used in the function. It should be noted that the **IntervalIndex** for bins must be non-overlapping.
* **right:** It consists of a boolean value that checks whether the **bins** include the rightmost edge or not. Its default value is True, and it is ignored when **bins** is an
* **labels:** It is an **optional**parameter that mainly refers to an array or a boolean value. Its main task is to specify the labels for the returned The length of the labels must be the same as the resulting bins. If we set its value to False, it returns only integer indicator of the bins. This argument is ignored if bins is an IntervalIndex.
* **retbins:** It refers to a boolean value that checks whether to return the bins or not. It is often useful when bins are provided as a scalar value. The default value of retbins is False.
* **precision:** It is used to store and display the bins labels. It consists of an integer value that has the default value **3**.
* **include\_lowest:** It consists of a boolean value that is used to check whether the first interval should be left-inclusive or not.
* **duplicates:** It is an **optional** parameter that decides whether to raise a ValueError or drop duplicate values if the bin edges are not unique.

Returns:

This method returns two objects as output which are as follows:

1. **out:** It mainly refers to a **Categorical**, **Series,** or **ndarray**that is an array-like object which represents the respective bin for each value of These objects depend on the value of **labels**. The possible values than can be returned are as follows:
   * **True:** It is a default value that returns a Series or a Categorical variable. The values stored in these objects are Interval data type.
   * **sequence of scalars:** It also returns a Series or a Categorical variable. The values that are stored in these objects are the type of the sequence.
   * **False:** The false value returns an ndarray of integers.
2. **bins:** It mainly refers to a **ndarray**

**Example1:** The below example segments the numbers into bins:

1. **import** pandas as pd
2. **import** numpy as np
3. info\_nums = pd.DataFrame({'num': np.random.randint(1, 50, 11)})
4. print(info\_nums)
5. info\_nums['num\_bins'] = pd.cut(x=df\_nums['num'], bins=[1, 25, 50])
6. print(info\_nums)
7. print(info\_nums['num\_bins'].unique())

**Output:**

num

0 48

1 36

2 7

3 2

4 25

5 2

6 13

7 5

8 7

9 25

10 10

num num\_bins

0 48 (1.0, 25.0]

1 36 (1.0, 25.0]

2 7 (1.0, 25.0]

3 2 (1.0, 25.0]

4 25 NaN

5 2 (1.0, 25.0]

6 13 (1.0, 25.0]

7 5 (1.0, 25.0]

8 7 (1.0, 25.0]

9 25 (1.0, 25.0]

10 10 NaN

[(1.0, 25.0], NaN]

Categories (1, interval[int64]): [(1, 25]]

**Example2:** The below example shows how to add labels to bins:

1. **import** pandas as pd
2. **import** numpy as np
3. info\_nums = pd.DataFrame({'num': np.random.randint(1, 10, 7)})
4. print(info\_nums)
5. info\_nums['nums\_labels'] = pd.cut(x=info\_nums['num'], bins=[1, 7, 10], labels=['Lows', 'Highs'], right=False)
6. print(info\_nums)
7. print(info\_nums['nums\_labels'].unique())

**Output:**

num

0 9

1 9

2 4

3 9

4 4

5 7

6 2

num nums\_labels

0 9 Highs

1 9 Highs

2 4 Lows

3 9 Highs

4 4 Lows

5 7 Highs

6 2 Lows

[Highs, Lows]

Categories (2, object): [Lows < Highs]

Pandas DataFrame.describe()

The describe() method is used for calculating some statistical data like **percentile, mean** and **std** of the numerical values of the Series or DataFrame. It analyzes both numeric and object series and also the DataFrame column sets of mixed data types.

Syntax

1. DataFrame.describe(percentiles=None, include=None, exclude=None)

Parameters

* **percentile:** It is an optional parameter which is a list like data type of numbers that should fall between 0 and 1. Its default value is [.25, .5, .75], which returns the 25th, 50th, and 75th percentiles.
* **include:** It is also an optional parameter that includes the list of the data types while describing the DataFrame. Its default value is None.
* **exclude:** It is also an optional parameter that exclude the list of data types while describing DataFrame. Its default value is None.

Returns

It returns the statistical summary of the Series and DataFrame.

Example1

1. **import** pandas as pd
2. **import** numpy as np
3. a1 = pd.Series([1, 2, 3])
4. a1.describe()

**Output**
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count 3.0

mean 2.0

std 1.0

min 1.0

25% 1.5

50% 2.0

75% 2.5

max 3.0

dtype: float64

Example2

1. **import** pandas as pd
2. **import** numpy as np
3. a1 = pd.Series(['p', 'q', 'q', 'r'])
4. a1.describe()

**Output**

count 4

unique 3

top q

freq 2

dtype: object

Example3

1. **import** pandas as pd
2. **import** numpy as np
3. a1 = pd.Series([1, 2, 3])
4. a1.describe()
5. a1 = pd.Series(['p', 'q', 'q', 'r'])
6. a1.describe()
7. info = pd.DataFrame({'categorical': pd.Categorical(['s','t','u']),
8. 'numeric': [1, 2, 3],
9. 'object': ['p', 'q', 'r']
10. })
11. info.describe(include=[np.number])
12. info.describe(include=[np.object])
13. info.describe(include=['category'])

**Output**

categorical

count 3

unique 3

top u

freq 1

Example4

1. **import** pandas as pd
2. **import** numpy as np
3. a1 = pd.Series([1, 2, 3])
4. a1.describe()
5. a1 = pd.Series(['p', 'q', 'q', 'r'])
6. a1.describe()
7. info = pd.DataFrame({'categorical': pd.Categorical(['s','t','u']),
8. 'numeric': [1, 2, 3],
9. 'object': ['p', 'q', 'r']
10. })
11. info.describe()
12. info.describe(include='all')
13. info.numeric.describe()
14. info.describe(include=[np.number])
15. info.describe(include=[np.object])
16. info.describe(include=['category'])
17. info.describe(exclude=[np.number])
18. info.describe(exclude=[np.object])

**Output**

categorical numeric

count 3 3.0

unique 3 NaN

top u NaN

freq 1 NaN

mean NaN 2.0

std NaN 1.0

min NaN 1.0

25% NaN 1.5

50% NaN 2.0

75% NaN 2.5

max NaN 3.0

Pandas DataFrame.drop\_duplicates()

The drop\_duplicates() function performs common data cleaning task that deals with duplicate values in the DataFrame. This method helps in removing duplicate values from the DataFrame.

Syntax

1. DataFrame.drop\_duplicates(subset=None, keep='first', inplace=False)

Parameters

* **subset:** It takes a column or the list of column labels. It considers only certain columns for identifying duplicates. Default value **None**.
* **keep:** It is used to control how to consider duplicate values. It has three distinct values that are as follows:
  + **first:** It drops the duplicate values except for the first occurrence.
  + **last:** It drops the duplicate values except for the last occurrence.
  + **False:** It drops all the duplicates.
* **inplace:** Returns the boolean value. Default value is False.

If it is true, it removes the rows with duplicate values.

Return

Depending on the arguments passed, it returns the DataFrame with the removal of duplicate rows.
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Example

1. **import** pandas as pd
2. emp = {"Name": ["Parker", "Smith", "William", "Parker"],
3. "Age": [21, 32, 29, 21]}
4. info = pd.DataFrame(emp)
5. print(info)

**Output**

Name Age

0 Parker 21

1 Smith 32

2 William 29

3 Parker 21

1. **import** pandas as pd
2. emp = {"Name": ["Parker", "Smith", "William", "Parker"],
3. "Age": [21, 32, 29, 21]}
4. info = pd.DataFrame(emp)
5. info = info.drop\_duplicates()
6. print(info)

**Output**

Name Age

0 Parker 21

1 Smith 32

2 William 29

# Pandas DataFrame.groupby()

## Introduction

Pandas is a famous Python library for data manipulation and analysis. It gives a strong and adaptable method for dealing with data structures, for example, data frames and series. One of the critical highlights of Pandas is the capacity to group data by at least one variables utilizing the groupby() method. In this article, we'll investigate how to utilize groupby() to break down and control data.

## What is groupby() in Pandas?

The groupby() method in Pandas is a useful asset that permits you to group data in light of at least one variables. It is utilized to split an enormous data outline into more modest groups in light of a clear cut variable, for example, a column name, and afterward apply a capability to each group independently. This permits you to dissect subsets of your data independently and analyze them.

## Syntax:

1. DataFrame.groupby(by=None, axis=0, level=None, as\_index=True, sort=True, group\_keys=True, squeeze=False, \*\*kwargs)

### Parameters of Groupby:

**by:**

4.5M
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* mapping, function, str, or iterable

Its main task is to determine the groups in the groupby. If we use by as a function, it is called on each value of the object's index. If in case a dict or Series is passed, then the Series or dict VALUES will be used to determine the groups. If a ndarray is passed, then the values are used as-is determine the groups. We can also pass the label or list of labels to group by the columns in the self.

**axis:**

* {0 or 'index', 1 or 'columns'}, default value 0

**level:**

* int, level name, or sequence of such, default value None.

It is used when the axis is a MultiIndex (hierarchical), so, it will group by a particular level or levels.

**as\_index:**

* bool, default True

It returns the object with group labels as the index for the aggregated output.

**sort:**

* bool, default True

It is used to sort the group keys. Get better performance by turning this off. It does not influence the order of observations within each group. The Groupby preserves the order of rows within each group.

**group\_keys:**

* bool, default value True

When we call it, it adds the group keys to the index for identifying the pieces.

**observed:**

* bool, default value False

It will be used only if any of the groupers are the Categoricals. If the value is True, then it will show only the observed values for categorical groupers. Otherwise, it will show all of its values.

**\*\*kwargs:**

It is an optional parameter that only accepts the keyword argument 'mutated' that is passed to groupby.

### Returns

It returns the DataFrameGroupBy or SeriesGroupBy. The return value depends on the calling object that consists of information about the groups.

## Groupby Operations

This operation consists of the following steps for aggregating/grouping the data:

* **Splitting datasets**
* **Analyzing data**
* **Aggregating or combining data**

#### **Note: The result of Groupby operation is not a DataFrame, but dict of DataFrame objects.**

## Split data into groups

Groupby splitting is a method utilized in data analysis to bunch data into subsets in light of the values of at least one variables. The fundamental thought is to parted a dataset into groups in light of a specific variable, and afterward perform some sort of analysis or calculation on each gathering separately. This procedure is in many cases utilized in statistical analysis and AI, as well as in data visualization and exploratory data analysis.

* The course of groupby splitting commonly includes the accompanying advances:
* Select at least one variables that you need to bunch your data by.
* Divide your data into separate groups in view of the values of these variables.
* Perform some sort of analysis or calculation on each gathering separately.Join the outcomes from each gathering to deliver a last rundown of the data.

There are multiple ways to split any object into the group which are as follows:

* obj.groupby('key')
* obj.groupby(['key1','key2'])
* obj.groupby(key,axis=1)

We can also add some functionality to each subset. The following operations can be performed on the applied functionality:

* **Aggregation:** Computes summary statistic.
* **Transformation:** It performs some group-specific operation.
* **Filtration:** It filters the data by discarding it with some condition.

### Aggregations

It is defined as a function that returns a single aggregated value for each of the groups. We can perform several aggregation operations on the grouped data when the groupby object is created. Aggregation is a strong method in data analysis that includes joining various values in a dataset to get summary statistics, which help in acquiring experiences and going with informed choices.Aggregation can be performed on a single variable or across various variables in a dataset.

Pandas gives an extensive arrangement of functions for performing aggregation tasks, including mean(), sum(), count(), min(), max(), median(), var(), and std(). These functions can be applied to individual columns or gatherings of columns in a DataFrame.

**Example**

1. # **import** the pandas library
2. **import** pandas as pd
3. **import** numpy as np
4. data = {'Name': ['Parker', 'Smith', 'John', 'William'],
5. 'Percentage': [82, 98, 91, 87],
6. 'Course': ['B.Sc','B.Ed','M.Phill','BA']}
7. df = pd.DataFrame(data)
9. grouped = df.groupby('Course')
10. print(grouped['Percentage'].agg(np.mean))

**Output**

Course

B.Ed 98

B.Sc 82

BA 87

M.Phill 91

Name: Percentage, dtype: int64

### Transformations

It is an operation on a group or column that performs some group-specific computation and returns an object that is indexed with the same size as of the group size. In Pandas, transformation includes applying a function to a column or a group of columns in a DataFrame to modify the data, frequently with the end goal of standardization or scaling. Pandas gives the transform() strategy, which applies a function to each group of a groupby object and returns a changed rendition of the first DataFrame. The transform() strategy can be utilized to play out a variety of transformations, including normalizing data, scaling data, and filling missing values.

**Example**

1. # **import** the pandas library
2. **import** pandas as pd
3. **import** numpy as np
5. data = {'Name': ['Parker', 'Smith', 'John', 'William'],
6. 'Percentage': [82, 98, 91, 87],
7. 'Course': ['B.Sc','B.Ed','M.Phill','BA']}
8. df = pd.DataFrame(data)
10. grouped = df.groupby('Course')
11. Percentage = lambda x: (x - x.mean()) / x.std()\*10
12. print(grouped.transform(Percentage))

**Output**

Percentage

0 NaN

1 NaN

2 NaN

3 NaN

### Filtration

The filter() function filters the data by defining some criteria and returns the subset of data. Filtration in Pandas refers to the most common way of choosing a subset of rows from a DataFrame in light of some condition or models. The interaction includes filtering out rows that don't meet the predetermined condition and holding those that do.

Pandas gives a few methods to filtration, including boolean indexing, query(), and filter(). These methods permit us to filter the rows of a DataFrame in view of a variety of models, for example, column values, index labels, or conditions including numerous columns.

**Example**

1. # **import** the pandas library
2. **import** pandas as pd
3. **import** numpy as np
5. data = {'Name': ['Parker', 'Smith', 'John', 'William'],
6. 'Percentage': [82, 98, 91, 87],
7. 'Course': ['B.Sc','B.Ed','M.Phill','BA']}
8. df = pd.DataFrame(data)
10. grouped = df.groupby('Course')
11. print (df.groupby('Course').filter(lambda x: len(x) >= 1))

**Output**

Name Percentage Course

0 Parker 82 B.Sc

1 Smith 98 B.Ed

2 John 91 M.Phill

3 William 87 BA

**Example**

1. **import** pandas as pd
2. info = pd.DataFrame({'Name': ['Parker', 'Smith','John', 'William'],'Percentage': [92., 98., 89., 86.]})
3. info

**Output**

![Pandas Groupby](data:image/png;base64,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)

**Example**

1. # **import** the pandas library
2. **import** pandas as pd
4. data = {'Name': ['Parker', 'Smith', 'John', 'William'],
5. 'Percentage': [82, 98, 91, 87],}
6. info = pd.DataFrame(data)
8. print (info)

**Output**

Name Percentage

0 Parker 82

1 Smith 98

2 John 91

3 William 87

## Conclusion:

In this article, we've seen the groupby() technique in Pandas and how to utilize it to group data by at least one variables. We've perceived how to apply functions to groups, including various functions utilizing the agg() technique. We've likewise perceived how to utilize contingent articulations with groupby() to make more unambiguous groups. With the groupby() strategy, you can break down and control your data in a strong and adaptable manner.

# Pandas DataFrame.hist()

The hist() function is defined as a quick way to understand the distribution of certain numerical variables from the dataset. It divides the values within a numerical variable into "**bins**". It counts the number of examinations that fall into each of the bin. These bins are responsible for a rapid and intuitive sense of the distribution of the values within a variable by visualizing bins.

We can create a histogram by using the **DataFrame.hist()** method, which is a wrapper for the matplotlib pyplot API.

It is also a useful tool that quickly access the probability distribution.
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### Syntax

1. DataFrame.hist(data, column=None, by=None, grid=True, xlabelsize=None, xrot=None, ylabelsize=None, yrot=None, ax=None, sharex=False, sharey=False, figsize=None, layout=None, bins=10, \*\*kwds)

### Parameters

* **data:** A DataFrame.  
  It is a pandas DataFrame object that holds the data.
* **column:** Refers to a string or sequence.  
  If it is passed, it will be used to limit the data to a subset of columns.
* **by:** It is an optional parameter. If it is passed, then it will be used to form the histogram for independent groups.
* **grid:** It is also an optional parameter. Used for showing the axis grid lines. Default value True.
* **xlabelsize:** Refers to the integer value. Default value None. Used for specifying the changes in the x-axis label size.
* **xrot:** Refers to float value. Used for rotating the x-axis labels. Default value None.
* **ylabelsize:** Refers to an integer value. Used for specifying the changes in the y-axis label size.
* **yrot:** Refers to the float value. Used for rotating the y-axis labels. Default value None.
* **ax:** Matplotlib axes object.  
  It defines the axis on which we need to plot the histogram. Default value None.
* **sharex:** Refers to the boolean value. Default value True, if ax is None else False. In the case of subplots, if value is True, it shares the x-axis and sets some of the x-axis labels to invisible. Its Default value is True.  
  If the ax is none, it returns False if an ax is passed in.

#### Note:**Passing true in both an ax and sharex, it will alter all x-axis labels for all the subplots.**

* **sharey:** Default value False. In the case of subplots is True, it shares the y-axis and sets some y-axis labels to invisible.
* **figsize:** Refers to the size in inches for the figure to create. By default, it uses the value in **matplotlib.rcParams**.
* **layout:** It is an optional parameter. It returns the tuple of (rows, columns) for the layout of the histograms.
* **bins:** Default value 10. It refers to the number of histogram bins that are to be used. If an integer value is given, then it returns the calculated value of bins +1 bin edges.
* **\*\*kwds:** Refers to all the other plotting keyword arguments that are to be passed to matplotlib.pyplot.hist().

### Returns

It returns the matplotlib.AxesSubplot or numpy.ndarray.

### Example1

1. **import** pandas as pd
2. info = pd.DataFrame({
3. 'length': [2, 1.7, 3.6, 2.4, 1],
4. 'width': [4.2, 2.6, 1.6, 5.1, 2.9]
5. })
6. hist = info.hist(bins=4)

**Output**

![Pandas DataFrame.hist()](data:image/png;base64,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)

Pandas DataFrame.iterrows()

If you want to loop over the DataFrame for performing some operations on each of the rows then you can use iterrows() function in Pandas.

Pandas use three functions for iterating over the rows of the DataFrame, i.e., iterrows(), iteritems() and itertuples().

Iterate rows with Pandas iterrows:

The iterrows () is responsible for loop through each row of the DataFrame. It returns an iterator that contains index and data of each row as a Series.
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We have the next function to see the content of the iterator.

This function returns each index value along with a series that contain the data in each row.

* **iterrows()** - used for iterating over the rows as (index, series) pairs.
* **iteritems()** - used for iterating over the (key, value) pairs.
* **itertuples()** - used for iterating over the rows as namedtuples.

Yields:

* **index:** Returns the index of the row and a tuple for the MultiIndex.
* **data:** Returns the data of the row as a Series.
* **it:** Returns a generator that iterates over the rows of the frame.

Example1

1. **import** pandas as pd
2. **import** numpy as np
4. info = pd.DataFrame(np.random.randn(4,2),columns = ['col1','col2'])
5. **for** row\_index,row in info.iterrows():
6. print (row\_index,row)

Example2

1. # importing pandas module
2. **import** pandas as pd
4. # making data frame from csv file
5. data = pd.read\_csv("aa.csv")
7. **for** i, j in data.iterrows():
8. print(i, j)
9. print()

**Output**

0 Name Hire Date Salary Leaves Remaining 0 John Idle 03/15/14 50...

Name: 0, dtype: object

1 Name Hire Date Salary Leaves Remaining 1 Smith Gilliam 06/01/15 65000...

Name: 1, dtype: object

2 Name Hire Date Salary Leaves Remaining 2 Parker Chapman 05/12/14 45000.0 ...

Name: 2, dtype: object

3 Name Hire Date Salary Leaves Remaining 3 Jones Palin 11/01/13 700...

Name: 3, dtype: object

4 Name Hire Date Salary Leaves Remaining 4 Terry Gilliam 08/12/14 4800...

Name: 4, dtype: object

5 Name Hire Date Salary Leaves Remaining 5 Michael Palin 05/23/13 66000...

Name: 5, dtype: object

Pandas DataFrame.mean()

The mean() function is used to return the mean of the values for the requested axis. If we apply this method on a **Series object**, then it returns a **scalar value**, which is the mean value of all the observations in the dataframe.

If we apply this method on a DataFrame object, then it returns a Series object which contains mean of values over the specified axis.

Syntax

1. DataFrame.mean(axis=None, skipna=None, level=None, numeric\_only=None, \*\*kwargs)

Parameters

* **axis:** {index (0), columns (1)}.  
  This refers to the axis for a function that is to be applied.
* **skipna:** It excludes all the null values when computing result.
* **level:** It counts along with a particular level and collapsing into a Series if the axis is a MultiIndex (hierarchical),
* **numeric\_only:** It includes only int, float, boolean columns. If None, it will attempt to use everything, then use only numeric data. Not implemented for Series.

Returns

It returns the mean of the Series or DataFrame if the level is specified.
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Example

1. # importing pandas as pd
2. **import** pandas as pd
3. # Creating the dataframe
4. info = pd.DataFrame({"A":[8, 2, 7, 12, 6],
5. "B":[26, 19, 7, 5, 9],
6. "C":[10, 11, 15, 4, 3],
7. "D":[16, 24, 14, 22, 1]})
8. # Print the dataframe
9. info
10. # If axis = 0 is not specified, then
11. # by **default** method **return** the mean over
12. # the index axis
13. info.mean(axis = 0)

**Output**

A 7.0

B 13.2

C 8.6

D 15.4

dtype: float64

Example2

1. # importing pandas as pd
2. **import** pandas as pd
3. # Creating the dataframe
4. info = pd.DataFrame({"A":[5, 2, 6, 4, None],
5. "B":[12, 19, None, 8, 21],
6. "C":[15, 26, 11, None, 3],
7. "D":[14, 17, 29, 16, 23]})
8. # **while** finding mean, it skip **null** values
9. info.mean(axis = 1, skipna = True)

**Output**

0 11.500000

1 16.000000

2 15.333333

3 9.333333

4 15.666667

dtype: float64

Pandas melt()

The Pandas.melt() function is used to **unpivot** the DataFrame from a wide format to a long format.

Its main task is to massage a DataFrame into a format where some columns are identifier variables and remaining columns are considered as measured variables, are unpivoted to the row axis. It leaves just two non-identifier columns, variable and value.

Syntax

1. pandas.melt(frame, id\_vars=None, value\_vars=None,
2. var\_name=None, value\_name='value', col\_level=None)

Parameters

* **frame:** It refers to the DataFrame.
* **id\_vars[tuple, list, or ndarray, optional]:** It refers to the columns to use as identifier variables.
* **value\_vars[tuple, list, or ndarray, optional]:** Refers to columns to unpivot. If it is not specified, use all columns that are not set as id\_vars.
* **var\_name[scalar]:** Refers to a name to use for the 'variable' column. If it is None, it uses frame.columns.name or 'variable'.
* **value\_name[scalar, default 'value']:** Refers to a name to use for the 'value' column.
* **col\_level[int or string, optional]: It will use this level to melt if the columns are MultiIndex.**

Returns

**It returns the unpivoted DataFrame as the output.**

Example

1. **# importing pandas as pd**
2. **import pandas as pd**
3. **# creating a dataframe**
4. **info = pd.DataFrame({'Name': {0: 'Parker', 1: 'Smith', 2: 'John'},**
5. **'Language': {0: 'Python', 1: 'Java', 2: 'C++'},**
6. **'Age': {0: 22, 1: 30, 2: 26}})**
8. **# Name is id\_vars and Course is value\_vars**
9. **pd.melt(info, id\_vars =['Name'], value\_vars =['Language'])**
10. **info**

**Output**

**Name Language Age**

**0 Parker Python 22**

**1 Smith Java 30**

**2 John C++ 26**

Example2

1. **import pandas as pd**
2. **info = pd.DataFrame({'A': {0: 'p', 1: 'q', 2: 'r'},**
3. **'B': {0: 40, 1: 55, 2: 25},**
4. **'C': {0: 56, 1: 62, 2: 42}})**
5. **pd.melt(info, id\_vars=['A'], value\_vars=['C'])**
6. **pd.melt(info, id\_vars=['A'], value\_vars=['B', 'C'])**
7. **pd.melt(info, id\_vars=['A'], value\_vars=['C'],**
8. **var\_name='myVarname', value\_name='myValname')**

**Output**

**A myVarname myValname**

**0 p C 56**

**1 q C 62**

**2 r C 42**

Pandas DataFrame.merge()

Pandas **merge()** is defined as the process of bringing the two datasets together into one and aligning the rows based on the common attributes or columns. It is an entry point for all standard database join operations between DataFrame objects:

Syntax:

1. pd.merge(left, right, how='inner', on=None, left\_on=None, right\_on=None,
2. left\_index=False, right\_index=False, sort=True)

Parameters:

* **right:** *DataFrame or named Series*  
  It is an object which merges with the DataFrame.
* **how:** *{'left', 'right', 'outer', 'inner'}, default 'inner'*  
  Type of merge to be performed.
  + **left:** It use only keys from the left frame, similar to a SQL left outer join; preserve key order.
  + **right:** It use only keys from the right frame, similar to a SQL right outer join; preserve key order.
  + **outer:** It used the union of keys from both frames, similar to a SQL full outer join; sort keys lexicographically.
  + **inner:** It use the intersection of keys from both frames, similar to a SQL inner join; preserve the order of the left keys.
* **on:** *label or list*  
  It is a column or index level names to join on. It must be found in both the left and right DataFrames. If on is None and not merging on indexes, then this defaults to the intersection of the columns in both DataFrames.  
  **left\_on:** *label or list, or array-like*  
  It is a column or index level names from the left DataFrame to use as a key. It can be an array with length equal to the length of the DataFrame.
* **right\_on:** *label or list, or array-like*  
  It is a column or index level names from the right DataFrame to use as keys. It can be an array with length equal to the length of the DataFrame.
* **left\_index :** *bool, default False*  
  It uses the index from the left DataFrame as the join key(s), If true. In the case of MultiIndex (hierarchical), many keys in the other DataFrame (either the index or some columns) should match the number of levels.
* **right\_index :** *bool, default False*  
  It uses the index from the right DataFrame as the join key. It has the same usage as the left\_index.
* **sort:** *bool, default False*  
  If True, it sorts the join keys in lexicographical order in the result DataFrame. Otherwise, the order of the join keys depends on the join type (how keyword).
* **suffixes:** *tuple of the (str, str), default ('\_x', '\_y')*  
  It suffixes to apply to overlap the column names in the left and right DataFrame, respectively. The columns use (False, False) values to raise an exception on overlapping.
* **copy:** *bool, default True*  
  If True, it returns a copy of the DataFrame.  
  Otherwise, It can avoid the copy.
* **indicator:** *bool or str, default False*  
  If True, It adds a column to output DataFrame "**\_merge**" with information on the source of each row. If it is a string, a column with information on the source of each row will be added to output DataFrame, and the column will be named value of a string. The information column is defined as a categorical-type and it takes value of:
  + **"left\_only"** for the observations whose merge key appears only in 'left' of the DataFrame, whereas,
  + **"right\_only"** is defined for observations in which merge key appears only in 'right' of the DataFrame,
  + **"both"** if the observation's merge key is found in both of them.
* **validate:** *str, optional*  
  If it is specified, it checks the merge type that is given below:
  + "one\_to\_one" or "1:1": It checks if merge keys are unique in both the left and right datasets.
  + "one\_to\_many" or "1:m": It checks if merge keys are unique in only the left dataset.
  + "many\_to\_one" or "m:1": It checks if merge keys are unique in only the right dataset.
  + "many\_to\_many" or "m:m": It is allowed, but does not result in checks.

Example1: Merge two DataFrames on a key

1. # **import** the pandas library
2. **import** pandas as pd
3. left = pd.DataFrame({
4. 'id':[1,2,3,4],
5. 'Name': ['John', 'Parker', 'Smith', 'Parker'],
6. 'subject\_id':['sub1','sub2','sub4','sub6']})
7. right = pd.DataFrame({
8. 'id':[1,2,3,4],
9. 'Name': ['William', 'Albert', 'Tony', 'Allen'],
10. 'subject\_id':['sub2','sub4','sub3','sub6']})
11. print (left)
12. print (right)

**Output**

id Name subject\_id

0 1 John sub1

1 2 Parker sub2

2 3 Smith sub4

3 4 Parker sub6

id Name subject\_id

0 1 William sub2

1 2 Albert sub4

2 3 Tony sub3

3 4 Allen sub6

Example2: Merge two DataFrames on multiple keys:

1. **import** pandas as pd
2. left = pd.DataFrame({
3. 'id':[1,2,3,4,5],
4. 'Name': ['Alex', 'Amy', 'Allen', 'Alice', 'Ayoung'],
5. 'subject\_id':['sub1','sub2','sub4','sub6','sub5']})
6. right = pd.DataFrame({
7. 'id':[1,2,3,4,5],
8. 'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],
9. 'subject\_id':['sub2','sub4','sub3','sub6','sub5']})
10. print pd.merge(left,right,on='id')

**Output**

id Name\_x subject\_id\_x Name\_y subject\_id\_y

0 1 John sub1 William sub2

1 2 Parker sub2 Albert sub4

2 3 Smith sub4 Tony sub3

3 4 Parker sub6 Allen sub6

Pandas DataFrame.pivot\_table()

The Pandas **pivot\_table()** is used to calculate, aggregate, and summarize your data. It is defined as a powerful tool that aggregates data with calculations such as **Sum, Count, Average, Max,** and **Min**.

It also allows the user to sort and filter your data when the pivot table has been created.

Parameters:

* **data:** A DataFrame.
* **values:** It is an **optional** parameter and refers the column to aggregate.
* **index:** It refers to the column, Grouper, and array.

If we pass an array, it must be of the same length as data.
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* **columns:** Refers to column, Grouper, and array

If we pass an array, it must be of the same length as data.

* **aggfunc:** function, list of functions, dict, default numpy.mean  
  If we pass the list of functions, the resulting pivot table will have hierarchical columns whose top level are the function names.  
  If we pass a dict, the key is referred to as a column to aggregate, and value is function or list of functions.
* **fill\_value[scalar, default None]:** It replaces the missing values with a value.
* **margins[boolean, default False]:** It add all the row / columns (e.g. for subtotal / grand totals)
* **dropna[boolean, default True] :** It drops the columns whose entries are all NaN.
* **margins\_name[string, default 'All'] :** It refers to the name of the row/column that will contain the totals when margins are True.

Returns:

It returns a DataFrame as the output.

Example:

1. # importing pandas as pd
2. **import** pandas as pd
3. **import** numpy as np
5. # create dataframe
6. info = pd.DataFrame({'P': ['Smith', 'John', 'William', 'Parker'],
7. 'Q': ['Python', 'C', 'C++', 'Java'],
8. 'R': [19, 24, 22, 25]})
9. info
10. table = pd.pivot\_table(info, index =['P', 'Q'])
11. table

**Output**

P Q R

John C 24

Parker Java 25

Smith Python 19

William C 22

Example:

import pandas as pd

data = {

'Date': ['2023-08-01', '2023-08-01', '2023-08-02', '2023-08-02', '2023-08-01'],

'Product': ['A', 'B', 'A', 'B', 'A'],

'Sales': [100, 150, 200, 120, 180]

}

df = pd.DataFrame(data)

print(df)

pivot\_table = df.pivot\_table(index='Date', columns='Product', values='Sales', aggfunc='sum')

print(pivot\_table)

Pandas DataFrame.rename()

The main task of the Pandas **rename()** function is to **rename any index, column, or row**. This method is useful for renaming some selected columns because we have to specify the information only for those columns that we want to rename.

It mainly alters the axes labels based on some of the mapping (dict or Series) or the arbitrary function. The function must be unique and should range from **1** to **-1**. The labels will be left, if it is not contained in a dict or Series. If you list some extra labels, it will throw an error.

Syntax:

1. DataFrame.rename(mapper=None, index=None, columns=None, axis=None, copy=True, inplace=False, level=None, errors='ignore')

Parameters:

* **mapper:** It is a **dict-like** or **function** transformation that is to be applied to a particular axis label. We can use either **mapper** or **axis**to specify the axis targeted with **mapper, index**, and
* **index:** It is an alternative of specifying the axis (mapper, axis =0 is equivalent to the **index=mapper**).
* **columns:** It is an alternative to specify an axis (mapper, axis =1 is equivalent to the **columns=mapper**).
* **axis:** It refers to an**int** or **str**value that defines the axis targeted with the **mapper**. It can be either the axis name ('index', 'columns') or the number.
* **copy:** It refers to a boolean value that copies the underlying data. The default value of the **copy**is True.
* **inplace:** It refers to a boolean value and checks whether to return the new DataFrame or not. If it is true, it makes the changes in the original DataFrame. The default value of the **inplace**is True.
* **level:** It refers to an **int** or **level name** values that specify the level, if DataFrame has a multiple level index. The default value of the **level** is None.
* **errors:** It refers to **ignore, raise** If we specify **raise** value, it raises a **KeyError** if any of the labels are not found in the selected axis.

Returns:

It returns the DataFrame with renamed axis labels.
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**Example 1:** The below example renames a single column:

1. **import** pandas as pd
2. # Define a dictionary containing information of employees
3. info = {'name': ['Parker', 'Smith', 'William', 'Robert'],
4. 'age': [38, 47, 44, 34],
5. 'language': ['Java', 'Python', 'JavaScript', 'Python']}
6. # Convert dictionary into DataFrame
7. info\_pd = pd.DataFrame(info)
8. # Before renaming columns
9. print(info\_pd)
10. info\_pd.rename(columns = {'name':'Name'}, inplace = True)
11. # After renaming columns
12. print("\nAfter modifying first column:\n", info\_pd.columns

**Output:**

name age language

0 Parker 38 Java

1 Smith 47 Python

2 William 44 JavaScript

3 Robert 34 Python

After modifying first column:

Index(['Name', 'age', 'language'], dtype='object')

**Example2:** The below example renames the multiple columns:

1. **import** pandas as pd
2. # Define a dictionary containing information of employees
3. info = {'name': ['Parker', 'Smith', 'William', 'Robert'],
4. 'age': [38, 47, 44, 34],
5. 'language': ['Java', 'Python', 'JavaScript', 'Python']}
6. # Convert dictionary into DataFrame
7. info\_pd = pd.DataFrame(info)
8. # Before renaming columns
9. print(info\_pd)
10. info\_pd.rename(columns = {'name':'Name', 'age':'Age', 'language':'Language'}, inplace = True)
11. # After renaming columns
12. print(info\_pd.columns)

**Output:**

name age language

0 Parker 38 Java

1 Smith 47 Python

2 William 44 JavaScript

3 Robert 34 Python

Index(['Name', 'Age', 'Language'], dtype='object')

**Example3:** The below example renames indexes of a particular column:

1. **import** pandas as pd
2. data = {'Name': ['Smith', 'Parker', 'William'], 'Emp\_ID': [101, 102, 103], 'Language': ['Python', 'Java', 'JavaScript']}
3. info1 = pd.DataFrame(data)
4. print('DataFrame:\n', info1)
5. info2 = info.rename(index={0: '#0', 1: '#1', 2: '#2'})
6. print('Renamed Indexes:\n', info2)

**Output:**

DataFrame:

Name Emp\_ID Language

0 Smith 101 Python

1 Parker 102 Java

2 William 103 JavaScript

Renamed Indexes:

Name Emp\_ID Language

#0 Smith 101 Python

#1 Parker 102 Java

#2 William 103 JavaScript

Pandas Dataframe.sample()

The Pandas sample() is used to select the rows and columns from the DataFrame randomly. If we want to build a model from an extensive dataset, we have to randomly choose a smaller sample of the data that is done through a function **sample**.

Syntax

1. DataFrame.sample(n=None, frac=None, replace=False, weights=None, random\_state=None, axis=None)

Parameters

* **n:** It is an optional parameter that consists of an integer value and defines the number of random rows generated.
* **frac:** It is also an optional parameter that consists of float values and returns **float value \* length of data frame values**. It cannot be used with a parameter n.
* **replace:** It consists of boolean value. If it is true, it returns a sample with replacement. The default value of the replace is false.
* **weights:** It is also an **optional** parameter that consists of str or ndarray-like. Default value "**None**" that results in equal probability weighting.  
  If a Series is being passed; it will align with the target object on the index. The index values in weights that are not found in the sampled object will be ignored, and index values in the sampled object not in weights will be assigned zero weights.  
  If a DataFrame is being passed when **axis =0;** it will accept the name of a column.  
  If the weights are Series; then, the weights must be of the same length as axis being sampled.  
  If the weights are not equal to 1; it will be normalized to the sum of 1.  
  The missing value in the weights column is considered as zero.  
  Infinite values are not allowed in the weights column.
* **random\_state:** It is also an **optional** parameter that consists of an integer or numpy.random.RandomState. If the value is int, it seeds for the random number generator or numpy RandomState object.
* **axis:** It is also an optional parameter that consists of integer or string value. 0 or '**row**' and 1 or 'column'.

Returns

It returns a new object of the same type as a caller that contains n items randomly sampled from the caller object.

Example1

1. **import** pandas as pd
2. info = pd.DataFrame({'data1': [2, 4, 8, 0],
3. 'data2': [2, 0, 0, 0],
4. 'data3': [10, 2, 1, 8]},
5. index=['John', 'Parker', 'Smith', 'William'])
6. info
7. info['data1'].sample(n=3, random\_state=1)
8. info.sample(frac=0.5, replace=True, random\_state=1)
9. info.sample(n=2, weights='data3', random\_state=1)

**Output**

data1 data2 data3

John 2 2 10

William 0 0 8

Example2

In this example, we take a csv file and extract random rows from the DataFrame by using a sample.

The csv file named as **aa** that contains the following dataset:
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**Let's write a code that extract the random rows from the above dataset:**

1. # importing pandas **package**
2. **import** pandas as pd
3. # define data frame from csv file
4. data = pd.read\_csv("aa.csv")
5. # randomly select one row
6. row1 = data.sample(n = 1)
7. # display row
8. row1
9. # randomly select another row
10. row2 = data.sample(n = 2)
11. # display  row
12. row2

**Output**

Name Hire Date Salary Leaves Remaining

2 Parker Chapman 02/21/14 45000.0 10

5 Michael Palin 06/28/13 66000.0 8

Pandas DataFrame.shift()

If you want to shift your column or subtract the column value with the previous row value from the DataFrame, you can do it by using the **shift()** function. It consists of a scalar parameter called **period**, which is responsible for showing the number of shifts to be made over the desired axis. It is also capable of dealing with time-series data.

Syntax:

1. DataFrame.shift(periods=1, freq=None, axis=0)

Parameters:

* **periods:** It consists of an integer value that can be positive or negative. It defines the number of periods to move.
* **freq:** It can be used with DateOffset, tseries module, str or time rule (e.g., 'EOM').
* **axis:** 0 is used for shifting the index, whereas 1 is used for shifting the column.
* **fill\_value:** Used for filling newly missing values.

Returns

It returns a shifted copy of DataFrame.

**Example1:** The below example demonstrates the working of the **shift()**.

1. **import** pandas as pd
2. info= pd.DataFrame({'a\_data': [45, 28, 39, 32, 18],
3. 'b\_data': [26, 37, 41, 35, 45],
4. 'c\_data': [22, 19, 11, 25, 16]})
5. info.shift(periods=2)

**Output**

a\_data b\_data c\_data

0 NaN NaN NaN

1 NaN NaN NaN

2 45.0 26.0 22.0

3 28.0 37.0 19.0

4 39.0 41.0 11.0

**Example2:** The example shows how to fill the missing values in the DataFrame using the **fill\_value**.

1. **import** pandas as pd
2. info= pd.DataFrame({'a\_data': [45, 28, 39, 32, 18],
3. 'b\_data': [26, 38, 41, 35, 45],
4. 'c\_data': [22, 19, 11, 25, 16]})
5. info.shift(periods=2)
6. info.shift(periods=2,axis=1,fill\_value= 70)

**Output**

a\_data b\_data c\_data

0 70 70 45

1 70 70 28

2 70 70 39

3 70 70 32

4 70 70 18

Pandas DataFrame.sort()

We can efficiently perform sorting in the DataFrame through different kinds:

* **By label**
* **By Actual value**

Before explaining these two kinds of sorting, first we have to take the dataset for demonstration:

1. **import** pandas as pd
2. **import** numpy as np
4. info=pd.DataFrame(np.random.randn(10,2),index=[1,3,7,2,4,5,9,8,0,6],columns=['col2','col1'])
5. print(info)

**Output**
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col2 col1

1 -0.456763 -0.931156

3 0.242766 -0.793590

7 1.133803 0.454363

2 -0.843520 -0.938268

4 -0.018571 -0.315972

5 -1.951544 -1.300100

9 -0.711499 0.031491

8 1.648080 0.695637

0 2.576250 -0.625171

6 -0.301717 0.879970

In the above DataFrame, the labels and the values are unsorted. So, let's see how it can be sorted:

* **By label**

The DataFrame can be sorted by using the **sort\_index()** method. It can be done by passing the axis arguments and the order of sorting. The sorting is done on row labels in ascending order by default.

Example

1. **import** pandas as pd
2. **import** numpy as np
3. info=pd.DataFrame(np.random.randn(10,2),index=[1,2,5,4,8,7,9,3,0,6],columns = ['col4','col3'])
4. info2=info.sort\_index()
5. print(info2)

**Output**

col4 col3

0 0.698346 1.897573

1 1.247655 -1.208908

2 -0.469820 -0.546918

3 -0.793445 0.362020

4 -1.184855 -1.596489

5 1.500156 -0.397635

6 -1.239635 -0.255545

7 1.110986 -0.681728

8 -1.797474 0.108840

9 0.063048 1.512421

* **Order of Sorting**

The order of sorting can be controlled by passing the Boolean value to the ascending parameter.

Example:

1. **import** pandas as pd
2. **import** numpy as np
3. info= pd.DataFrame(np.random.randn(10,2),index=[1,4,7,2,5,3,0,8,9,6],columns = ['col4','col5'])
5. info\_2 = info.sort\_index(ascending=False)
6. print(info)

**Output**

col4 col5

1 0.664336 -1.846533

4 -0.456203 -1.255311

7 0.537063 -0.774384

2 -1.937455 0.257315

5 0.331764 -0.741020

3 -0.082334 0.304390

0 -0.983810 -0.711582

8 0.208479 -1.234640

9 0.656063 0.122720

6 0.347990 -0.410401

* **Sort the Columns:**

We can sort the columns labels by passing the axis argument respected to its values 0 or 1. By default, the **axis=0**, it sort by row.

Example:

1. **import** pandas as pd
2. **import** numpy as np
4. info = pd.DataFrame(np.random.randn(10,2),index=[1,4,8,2,0,6,7,5,3,9],columns = ['col4','col7'])
5. info\_2=info.sort\_index(axis=1)
6. print(info\_2)

**Output**

col4 col7

1 -0.509367 -1.609514

4 -0.516731 0.397375

8 -0.201157 -0.009864

2 1.440567 1.058436

0 0.955486 -0.009777

6 -1.211133 0.415147

7 0.095644 0.531727

5 -0.881241 -0.871342

3 0.206327 -1.154724

9 1.418127 0.146788

By Actual Value

It is another kind through which sorting can be performed in the DataFrame. Like index sorting, **sort\_values()** is a method for sorting by the values.

It also provides a feature in which we can specify the column name of the DataFrame with which values are to be sorted. It is done by passing the '**by**' argument.

Example:

1. **import** pandas as pd
2. **import** numpy as np
3. info = pd.DataFrame({'col1':[7,1,8,3],'col2':[8,12,4,9]})
4. info\_2 = info.sort\_values(by='col2')
5. print(info\_2)

**Output**

col1 col2

2 8 4

0 7 8

3 3 9

1 1 12

In the above output, observe that the values are sorted in **col2** only, and the respective **col1** value and row index will alter along with **col2**. Thus, they look unsorted.

Parameters

* **columns:** Before Sorting, you have to pass an object or the column names.
* **ascending:** A Boolean value is passed that is responsible for sorting in the ascending order. Its default value is True.
* **axis:** 0 or index; 1 or 'columns'. The default value is 0. It decides whether you sort by index or columns.
* **inplace:** A Boolean value is passed. The default value is false. It will modify any other views on this object and does not create a new instance while sorting the DataFrame.
* **kind:** *'heapsort', 'mergesort', 'quicksort'*. It is an optional parameter that is to be applied only when you sort a single column or labels.
* **na\_position:** *'first', 'last'*. The *'first'* puts NaNs at the beginning, while the 'last' puts NaNs at the end. Default option last.

Pandas DataFrame.sum()

Pandas **DataFrame.sum()** function is used to return the sum of the values for the requested axis by the user. If the input value is an index axis, then it will add all the values in a column and works same for all the columns. It returns a series that contains the sum of all the values in each column.

It is also capable of skipping the missing values in the DataFrame while calculating the sum in the DataFrame.

Syntax:

1. DataFrame.sum(axis=None, skipna=None, level=None, numeric\_only=None, min\_count=0, \*\*kwargs)

Parameters

* **axis:** {index (0), columns (1)}

0 or 'index' is used for row-wise, whereas 1 or 'columns' is used for column-wise.
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* **skipna:** bool, default True

It is used to exclude all the null values.

* **level:** int or level name, default None

It counts along a particular level and collapsing into a series, if the axis is a multiindex.

* **numeric\_only:** bool, default value None

It includes only int, float, and boolean columns. If it is None, it will attempt to use everything, so numeric data should be used.

* **min\_count:** int, default value 0

It refers to the required number of valid values to perform any operation. If it is fewer than the **min\_count** non-NA values are present, then the result will be NaN.

* **\*\*kwargs:** It is an optional parameter that is to be passed to a function.

Returns:

It returns the sum of Series or DataFrame if a level is specified.

Example1:

1. **import** pandas as pd
2. # **default** min\_count = 0
3. pd.Series([]).sum()
4. # Passed min\_count = 1, then sum of an empty series will be NaN
5. pd.Series([]).sum(min\_count = 1)

**Output**

0.0

nan

Example2:

1. **import** pandas as pd
2. # making a dict of list
3. info = {'Name': ['Parker', 'Smith', 'William'],
4. 'age' : [32, 28, 39]}
5. data = pd.DataFrame(info)
6. # sum of all salary stored in 'total'
7. data['total'] = data['age'].sum()
8. print(data)

**Output**

Name age total

0 Parker 32 99

1 Smith 28 99

2 William 39 99

Pandas Concatenation

Pandas is capable of combining Series, DataFrame, and Panel objects through different kinds of set logic for the indexes and the relational algebra functionality.

The **concat()** function is responsible for performing concatenation operation along an axis in the DataFrame.

Syntax:

1. pd.concat(objs,axis=0,join='outer',join\_axes=None,
2. ignore\_index=False)

Parameters:

* **objs:** It is a sequence or mapping of series or DataFrame objects.  
  If we pass a dict in the DataFrame, then the sorted keys will be used as the **keys<.strong> argument, and the values will be selected in that case. If any non-objects are present, then it will be dropped unless they are all none, and in this case, a ValueError will be raised.**
* **axis: It is an axis to concatenate along.**
* **join: Responsible for handling indexes on another axis.**
* **join\_axes: A list of index objects. Instead of performing the inner or outer set logic, specific indexes use for the other (n-1) axis.**
* **ignore\_index: bool, default value False  
  It does not use the index values on the concatenation axis, if true. The resulting axis will be labeled as 0, ..., n - 1.**

Returns

**A series is returned when we concatenate all the Series along the axis (axis=0). In case if objs contains at least one DataFrame, it returns a DataFrame.**

Example1:

1. **import pandas as pd**
2. **a\_data = pd.Series(['p', 'q'])**
3. **b\_data = pd.Series(['r', 's'])**
4. **pd.concat([a\_data, b\_data])**

**Output**

**0 p**

**1 q**

**0 r**

**1 s**

**dtype: object**

**Example2: In the above example, we can reset the existing index by using the ignore\_index parameter. The below code demonstrates the working of ignore\_index.**

1. **import pandas as pd**
2. **a\_data = pd.Series(['p', 'q'])**
3. **b\_data = pd.Series(['r', 's'])**
4. **pd.concat([a\_data, b\_data], ignore\_index=True)**

**Output**

**0 p**

**1 q**

**2 r**

**3 s**

**dtype: object**

**Example 3: We can add a hierarchical index at the outermost level of the data by using the keys parameter.**

1. **import pandas as pd**
2. **a\_data = pd.Series(['p', 'q'])**
3. **b\_data = pd.Series(['r', 's'])**
4. **pd.concat([a\_data, b\_data], keys=['a\_data', 'b\_data'])**

**Output**

**a\_data 0 p**

**1 q**

**b\_data 0 r**

**1 s**

**dtype: object**

**Example 4: We can label the index keys by using the names parameter. The below code shows the working of names parameter.**

1. **import pandas as pd**
2. **a\_data = pd.Series(['p', 'q'])**
3. **b\_data = pd.Series(['r', 's'])**
4. **pd.concat([a\_data, b\_data], keys=['a\_data', 'b\_data'])**
5. **pd.concat([a\_data, b\_data], keys=['a\_data', 'b\_data'],**
6. **names=['Series name', 'Row ID'])**

**Output**

**Series name Row ID**

**a\_data 0 p**

**1 q**

**b\_data 0 r**

**1 s**

**dtype: object**

Concatenation using append

**The append method is defined as a useful shortcut to concatenate the Series and DataFrame.**

**Example:**

1. **import pandas as pd**
2. **one = pd.DataFrame({**
3. **'Name': ['Parker', 'Smith', 'Allen', 'John', 'Parker'],**
4. **'subject\_id':['sub1','sub2','sub4','sub6','sub5'],**
5. **'Marks\_scored':[98,90,87,69,78]},**
6. **index=[1,2,3,4,5])**
7. **two = pd.DataFrame({**
8. **'Name': ['Billy', 'Brian', 'Bran', 'Bryce', 'Betty'],**
9. **'subject\_id':['sub2','sub4','sub3','sub6','sub5'],**
10. **'Marks\_scored':[89,80,79,97,88]},**
11. **index=[1,2,3,4,5])**
12. **print (one.append(two))**

**Output**

**Name subject\_id Marks\_scored**

**1 Parker sub1 98**

**2 Smith sub2 90**

**3 Allen sub4 87**

**4 John sub6 69**

**5 Parker sub5 78**

**1 Billy sub2 89**

**2 Brian sub4 80**

**3 Bran sub3 79**

**4 Bryce sub6 97**

**5 Betty sub5 88**

# Python Pandas Data operations

In Pandas, there are different useful data operations for DataFrame, which are as follows :

**Row and column selection**

We can select any row and column of the DataFrame by passing the name of the rows and column. When you select it from the DataFrame, it becomes one-dimensional and considered as Series.
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**Filter Data**

We can filter the data by providing some of the boolean expression in DataFrame.

#### **Note: If we want to pass the boolean results into a DataFrame, then it shows all the results.**

**Null values**

A Null value can occur when no data is being provided to the items. The various columns may contain no values which are usually represented as NaN. In Pandas, several useful functions are available for detecting, removing, and replacing the null values in Data Frame. These functions are as follows:

**isnull():** The main task of isnull() is to return the true value if any row has null values.

**notnull():** It is opposite of isnull() function and it returns true values for not null value.

**dropna():** This method analyzes and drops the rows/columns of null values.

**fillna():** It allows the user to replace the NaN values with some other values.

**replace():** It is a very rich function that replaces a string, regex, series, dictionary, etc.

**interpolate():** It is a very powerful function that fills null values in the DataFrame or series.

**String operation**

A set of a string function is available in Pandas to operate on string data and ignore the missing/NaN values. There are different string operation that can be performed using **.str.** option. These functions are as follows:

**lower():** It converts any strings of the series or index into lowercase letters.

**upper():** It converts any string of the series or index into uppercase letters.

**strip():** This function helps to strip the whitespaces including a new line from each string in the Series/index.

**split(' '):** It is a function that splits the string with the given pattern.

**cat(sep=' '):** It concatenates series/index elements with a given separator.

**contains(pattern):** It returns True if a substring is present in the element, else False.

**replace(a,b):** It replaces the value a with the value b.

**repeat(value):** It repeats each element with a specified number of times.

**count(pattern):** It returns the count of the appearance of a pattern in each element.

**startswith(pattern):** It returns True if all the elements in the series starts with a pattern.

**endswith(pattern):** It returns True if all the elements in the series ends with a pattern.

**find(pattern):** It is used to return the first occurrence of the pattern.

**findall(pattern):** It returns a list of all the occurrence of the pattern.

**swapcase:** It is used to swap the case lower/upper.

**islower():** It returns True if all the characters in the string of the Series/Index are in lowercase. Otherwise, it returns False.

**isupper():** It returns True if all the characters in the string of the Series/Index are in uppercase. Otherwise, it returns False.

**isnumeric():** It returns True if all the characters in the string of the Series/Index are numeric. Otherwise, it returns False.

**Count Values**

This operation is used to count the total number of occurrences using '**value\_counts()**' option.

**Plots**

Pandas plots the graph with the **matplotlib** library. The **.plot()** method allows you to plot the graph of your data.

**.plot()** function plots index against every column.

You can also pass the arguments into the **plot()** function to draw a specific column.

Pandas DataFrame.dropna()

If your dataset consists of null values, we can use the dropna() function to analyze and drop the rows/columns in the dataset.

Syntax:

1. DataFrameName.dropna(axis=0, how='any', thresh=None, subset=None, inplace=False)

Parameters:

* **axis :** {0 or 'index', 1 or 'columns'}, default value 0  
  It takes **int** or **string** values for rows/columns. The input can be 0 and 1 for the integers and **index** or **columns** for the string.
  + **0, or 'index':** Drop the rows which contain missing values.
  + **1, or 'columns':** Drop the columns which contain the missing value.
* **how :**  
  It determines if row or column is removed from DataFrame when we have at least one NA or all NA.  
  It takes a string value of only two kinds ('any' or 'all').
  + **any:** It drops the row/column if any value is null.
  + **all:** It drops only if all values are null.
* **thresh:**  
  It takes integer value that defines the minimum amount of NA values to drop.
* **subset:**  
  It is an array that limits the dropping process to passed rows/columns through the list.
* **inplace:**  
  It returns a boolean value that makes the changes in data frame itself if it is True.

Returns

It returns the DataFrame from which NA entries has been dropped.

Pandas DataFrame.fillna()

We can use the fillna() function to fill the null values in the dataset.

Syntax:

1. DataFrame.fillna(value=None, method=None, axis=None, inplace=False, limit=None, downcast=None, \*\*kwargs)

Parameters:

* **value:** It is a value that is used to fill the null values, alternately a Series/dict/DataFrame.
* **method:** A method that is used to fill the null values in the reindexed Series.
* **axis:** It takes int or string value for rows/columns. Axis along which we need to fill missing values.
* **inplace:** If it is True, it fills values at an empty place.
* **limit:** It is an integer value that specifies the maximum number of consecutive forward/backward NaN value fills.
* **downcast:** It takes a dict that specifies what to downcast like Float64 to int64.

Returns:

It returns an object in which the missing values are being filled.

# Pandas DataFrame.replace()

Pandas replace() is a very rich function that is used to replace a **string, regex, dictionary, list,** and **series** from the DataFrame. The values of the DataFrame can be replaced with other values dynamically. It is capable of working with the Python regex(regular expression).

It differs from updating with **.loc** or **.iloc**, which requires you to specify a location where you want to update with some value.

## Syntax:

1. DataFrame.replace(to\_replace=None, value=None, inplace=False, limit=None, regex=False, method='pad', axis=None)

## Parameters:

* **to\_replace:** Defines a pattern that we are trying to replace in dataframe.
* **value:** It is a value that is used to fill holes in the DataFrame (e.g., 0), alternately a dict of values that specify which value to use for each column (columns not in the dict will not be filled).  
  It also allow such objects of regular expressions, strings, and lists or dicts, etc.
* **inplace:** If it is True, then it replaces in place.

#### **Note: It will also modify any other views on this object (e.g., a column from a DataFrame). Returns the caller if this is True.**

* **limit:** It defines the maximum size gap to forward or backward fill.
* **regex:** It checks whether to interpret to\_replace and/or value as regular expressions. If it is True, then to\_replace must be a string. Otherwise, **to\_replace** must be None because this parameter will be interpreted as a regular expression or a list, dict, or array of regular expressions.
* **method:** It is a method to use for replacement when to\_replace is a list.

**Returns:** It returns a DataFrame object after the replacement.
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### Example1:

1. **import** pandas as pd
2. info = pd.DataFrame({'Language known': ['Python', 'Android', 'C', 'Android', 'Python', 'C++', 'C']},
3. index=['Parker', 'Smith', 'John', 'William', 'Dean', 'Christina', 'Cornelia'])
4. print(info)
5. dictionary = {"Python": 1, "Android": 2, "C": 3, "Android": 4, "C++": 5}
6. info1 = info.replace({"Language known": dictionary})
7. print("\n\n")
8. print(info1)

**Output**

Language known

Parker Python

Smith Android

John C

William Android

Dean Python

Christina C++

Cornelia C

Language known

Parker 1

Smith 4

John 3

William 4

Dean 1

Christina 5

Cornelia 3

### Example2:

The below example replaces a value with another in a DataFrame.

1. **import** pandas as pd
2. info = pd.DataFrame({
3. 'name':['Parker','Smith','John'],
4. 'age':[27,34,31],
5. 'city':['US','Belgium','London']
6. })
7. info.replace([29],38)

**Output**

name age City

0 Parker 27 US

1 Smith 34 Belgium

2 John 38 London

### Example3:

The below example replaces the values from a dict:

1. **import** pandas as pd
2. info = pd.DataFrame({
3. 'name':['Parker','Smith','John'],
4. 'age':[27,34,31],
5. 'city':['US','Belgium','London']
6. })
7. info.replace({
8. 34:29,
9. 'Smith':'William'
10. })

**Output**

name age City

0 Parker 27 US

1 William 29 Belgium

2 John 31 London

### Example4:

The below example replaces the values from regex:

1. **import** pandas as pd
2. info = pd.DataFrame({
3. 'name':['Parker','Smith','John'],
4. 'age':[27,34,31],
5. 'city':['US','Belgium','London']
6. })
7. info.replace('Sm.+','Ela',regex=True)

**Output**

name age City

0 Parker 27 US

1 Ela 34 Belgium

2 John 31 London

Pandas DataFrame.loc[]

The **DataFrame.loc[]** is used to retrieve the group of rows and columns by labels or a boolean array in the DataFrame. It takes only index labels, and if it exists in the caller DataFrame, it returns the rows, columns, or DataFrame.

The **DataFrame.loc[]** is a label based but may use with the boolean array.

The allowed inputs for **.loc[]** are:

4.1M

470

Package in Java

**Next**

**Stay**

* Single label, e.g.,**7** or **a**. Here, **7** is interpreted as the label of the index.
* List or array of labels, e.g. ['x', 'y', 'z'].
* Slice object with labels, e.g. 'x':'f'.
* A boolean array of the same length. e.g. [True, True, False].
* **callable** function with one argument.

Syntax

1. pandas.DataFrame.loc[]

Parameters

None

Returns

It returns Scalar, Series or DataFrame.

Example

**# importing pandas as pd**

1. **import** pandas as pd
2. # Creating the DataFrame
3. info = pd.DataFrame({'Age':[32, 41, 44, 38, 33],
4. 'Name':['Phill', 'William', 'Terry', 'Smith', 'Parker']})
5. # Create the index
6. index\_ = ['Row\_1', 'Row\_2', 'Row\_3', 'Row\_4', 'Row\_5']
8. # Set the index
9. info.index = index\_
11. # **return** the value
12. **final** = info.loc['Row\_2', 'Name']
14. # Print the result
15. print(**final**)

**Output:**

William

Example2:

1. # importing pandas as pd
2. **import** pandas as pd
3. # Creating the DataFrame
4. info = pd.DataFrame({"P":[28, 17, 14, 42, None],
5. "Q":[15, 23, None, 15, 12],
6. "R":[11, 23, 16, 32, 42],
7. "S":[41, None, 34, 25, 18]})
8. # Create the index
9. index\_ = ['A', 'B', 'C', 'D', 'E']
10. # Set the index
11. info.index = index\_
12. # Print the DataFrame
13. print(info)

**Output:**

P Q R S

A 28.0 15.0 11 41.0

B 17.0 23.0 23 NaN

C 14.0 NaN 16 34.0

D 42.0 15.0 32 25.0

E NaN 12.0 42 18.0

Now, we have to use **DataFrame.loc** attribute to return the values present in the DataFrame.

1. # **return** the values
2. result = info.loc[:, ['P', 'S']]
3. # Print the result
4. print(result)

**Output:**

P S

A 28.0 41.0

B 17.0 NaN

C14.0 34.0

D 42.0 25.0

ENaN 18.0

Pandas DataFrame.iloc[]

The **DataFrame.iloc[]** is used when the index label of the DataFrame is other than numeric series of 0,1,2,....,n or in the case when the user does not know the index label.

We can extract the rows by using an imaginary index position which is not visible in the DataFrame. It is an integer- based position(from 0 to length-1 of the axis), but may also be used with the boolean array.

The allowed inputs for **.loc[]** are:
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* Integer value, e.g. 7.
* List or array of integers, e.g [2, 5, 6].
* Slice object with ints, e.g., 1:9.
* boolean array.
* A callable function with one argument that can be the calling Series or the DataFrame. It returns valid outputs for indexing.

It can raise the **IndexError** if we request the index is out-of-bounds, except slice indexers, which allow the out-of-bounds indexing.

Syntax:

1. pandas.DataFrame.iloc[]

Parameters:

None

Returns:

It returns the DataFrame or the Series.

Example:

1. **import** pandas as pd
2. a = [{'p': 2, 'q': 4, 'r': 6, 's': 8},
3. {'a': 200, 'b': 400, 'c': 600, 'd': 800},
4. {'p': 2000, 'q': 4000, 'r': 6000, 's': 8000 }]
5. info = pd.DataFrame(mydict)
6. type(info.iloc[0])
7. <**class** 'pandas.core.series.Series'>
8. info.iloc[0]

**Output:**

a1

b2

c 3

d4

Name: 0, dtype: int64

Pandas loc vs. iloc

The Pandas offers .loc[] and .iloc[] methods for **data slicing**. Data Slicing generally refers to inspect your data sets. These two methods belong to the index selection method that is used to set an identifier for each row of the data set. The indexing can take specific labels, and these labels can either be an integer or any other value specified by the user.

The .**loc[]** method is used to retrieve the group of rows and columns by labels or a boolean array present in the DataFrame. It takes only index labels, and if it exists in the caller DataFrame, it returns the rows, columns, or DataFrame. It is a label-based method but may be used with the boolean array.

Whereas, the **.iloc[]** method is used when the index label of the DataFrame is other than numeric series of 0,1,2,....,n, or in the case when the user does not know the index label.
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There are some differences between the above methods, which are given below:

1. The **.loc[]**method is a **label based** method that means it takes names or labels of the index when taking the slices, whereas **.iloc[]**method is based on the **index's position**. It behaves like a regular slicing where we just have to indicate the positional index number and simply get the appropriate slice.
2. The .**loc[]**method includes the last element of the table whereas **.iloc[]**method does not include the last element.
3. The .**loc[]**method is a **name-based indexing,**whereas the **.iloc[]**method is **positional based indexing**.
4. The arguments of .**iloc[]**can be:
   * list of rows and columns
   * range of rows and columns
   * single row and column

Whereas, the arguments of **.loc[]** can be:

* + row label
  + list of row label

1. The **.loc[]** method indexer can perform the boolean selection by passing the boolean series, but in the case of **.iloc[]**method, we cannot pass a boolean series.