**Day1:**  **Course Content:**

application ==> kind of software

phonepe

banking transactions

e bills

texting

python

ecommerce apps

health care

banking apps

salesforce apps

Artificial intelligence etc.

python full stack

=================

APP

3-LAYERS

FRONT END LAYER ==> LAYER-1/TIER1

UI (USER INTERFACE) LAYER

COMMON PEOPLE

TECHNOLOGIES: HTML, CSS, JAVASCRIPT, JQUERY, BOOTSTRAP, ANY JS LIBRARY

{REACT, ANGULAR, NODE}

APPLICATION PROCESSING LAYER\

BACK END LAYER\

full stack:

==========

1) front end

2) Python

core python

python fundamentals ==> datatypes, operators, control statements

data structures ==> collections ==> list, tuple, set, dictionary etc.

sorting, searching, insertion etc.

functions

named functions ==> def

nameless functions ==> lambda, filter(), map() & reduce()

OOPs ==> CLASS, OBJECT, METHOD, INHERITANCE, ENCAPSULATION, POLY MORPHISM,

OVERLOADING, OVBERIDING, ABSTRACTION ETC. ==> BANKING APP

FILE HANDLINGS

EXCEPTION HANDLING

MULTI-THREADING

DATABSE PROGRAMMING: SQLITE3

advanced python

PYTHON LIBRARIES : NUMPY, PANDAS ETC.

3) DATABSE PROGRAMMING

=======================

SQL ==> MySQL, ORACLE, MONGODB

4) FRAMEWORKS

DJANGO

NODEJS, ANGULAR, REACT JS

5) AWS

=================================

COURSE DURATION: 3 TO 4 MONTHS

FEE STRUCTURE: 18000

TIMING: 1.30 TO 2 HRS

DAILY PRACTICE

ASSESSMENTS

PLACEMENT ASSISTANCE

DEDICATED LAB

**Day2: Programming Fundamentals:**

CORE PYTHON CONTENT

=====================

1) PROGRAMMING FUNDAMENTALS

SOFTWARE

APPLICATION

TYPES OF APPS

SOFTWARE DEVELOPMENT STEPS

TYPES OF PROGRAMMING LANGUAGES

TRANSLATORS

PROGRAMMING FUNDAMENTALS

2) PYTHON FUNDAMENTALS

ABOUT THE PYTHON:

FEATURES

APPLICATIONS

HISTORY

PYTHON SETUP

IDE SETUP

RESERVED WORDS

IDENTIFIERS

VARIABLES

COMPILE TIME DEFINITION

RUN TIME DEFINITION ==> input()

MEMORY HIERARCHY IN PYTHON

DATATYPES (PRIMITIVE)

3) IO OPERATIONS

INPUT OPERATION ==> input()

OUTPUT OPERATION ==> print()

4) OPERATORS

OPERAND

OPERATOR

TYPES OF OPERATORS ==> UNARY & BINARY

ARITHMETIC OPERATORS

ASSIGNMENT

COMPOUND OPERATOR

RELATIONAL

LOGICAL

BITWISE

SPECIAL

IDENTITY

MEMBERSHIP

5) CONTROL STATEMENTS

CONDITIONAL STATEMENTS

if, elif and else

Note: No switch statement

LOOPING STATEMENTS/ITERATIVE STATEMENTS

for and while

Note: do-while (not support)

LOOP CONTROL STATEMENTS

break

continue

practice with number problems

PATTERNS

6) DATA STRUCTURES

COLLECTIONS

STRING - OPERATIONS

LIST - OPERATIONS

TUPLE - OPEREATIONS

SETS - OPERATIONS

DICTIONARIES

PRE-DEFINED METHODS

OTHER COLLECTIONS

FROZEN SETS

BYTES

BYTEARRAY

SEARCHING TECHNIQUES

SORTING TECHNIQUES

INSERTION

PRACTICE

7) FUNCTIONS

FUNCTIONS WITHOUT PARAMETERS

FUNCTIONS WITH PARAMETERS

FUNCTIONS WITHOUT RETURN

FUNCTIONS WITH RETURN

TYPES OF ARGUMENTS

ACTUAL

FORMAL

WAYS FOR PARAMETERS/ARGUMENTS DEFINITIONS

KEYWORD ARGUMENTS

POSITIONAL ARGUMENTS

DEFAULT ARGUMENTS

VARIABLE LENGTH ARGUMENTS

TYPES OF VARIABLES

LOCAL

GLOBAL

8) ADVANCED FUNCTIONS

NAMELESS FUNCTIONS ==> lambda

FUNCTION TO FUNCTION

FUNCTION AS AN ARGUMENT TO ANOTHER FUNCTION

filter(), map() and reduce()

FUNCTION ALIASING

NESTED FUNCTIONS

9) GENERATORS & DECORATORS

10) OOPs ==> OBJECT ORIENTED PROGRAMMING SYSTEM

SECTION-1:

==========

CLASS DEFINITION

CLASS WITH ATTRIBUTES

CLASS WITH METHODS

CLASS WITH BOTH

OBJECT CREATION FOR CLASS

MULTIPLE OBJECTS FOR ONE CLASS.

ACCESSING OF CLASS DATA AND METHODS USING OBJECTS

` METHODS IN CLASS

WITHOUT PARAMETERS

WITH PARAMETERS

WITHOUT RETURN

WITH RETURN

CLASS VARIABLES

CONSTRUCTOR

WITH PARAMETERS

WITHOUT PARAMETERS

DESTRUCTORS

SECTION-2:

=========

ENCAPSULATION

OVERLOADING

OVERRIDING

INHERITANCE

POLYMORPHISM

SECTION-3:

=========

DATA ABSTRACTION

STATIC VARIABLES

PRIVATE VARIABLES

PUBLIC VARIABLES

MINI PROJECT ==> BANKING APPLICATION

11) FILE HANDLING

CREATE A FILE

OPEN THE FILE

WRITE INTO FILE

\ READING FROM FILE ETC.

12) EXCEPTION HANDLING

13) MULTI THREADING

14) DATABASE PROGRAMMING

SQLITE3

15) REGULAR EXPRESSIONS

=======================================================

1) PROGRAMMING FUNDAMENTALS

==============================

SOFTWARE

==========

==> multi-tasking

Ex: windows ==> operating system

ms-excel ==> application

ms-word

paint etc.

==> a collection of programs

APPLICATION

============

==> app

==> running with multiple programs

==> small software

ex: whatsapp ==> texting{incoming, outgoing}, audio calling {incoming, outgoing}, ...

Mobile software ==> Android or IoS

operating system:

===============

core software/main software

which it can run small softwares/applications

==> two types:

1) standard ==> desktops, laptops ==> ex: windows, Linux, mac-os

2) non-standard ==> smart phones/tablets ==> ex: android, IoS etc.

TYPES OF APPS

==============

working domains: banking, ecommerce, health care, insurance, telecom etc.

==> classified into 3-types:

1) web applications ==> with internet

2) standard apps/desktop apps ==> run on standard os

3) mobile applications ==> run on non-standard os

**Day3: Software Setup**

SOFTWARE SETUP

================

1) CHECK WHETHER THE PYTHON SOFTWARE IS ALREADY INSTALLED OR NOT IN OUR SYSTEM.

procedure:

open the command prompt ==> type a command: python --version

2) WHEN THE PYTHON SOFTWARE IS NOT INSTALLED:

i) DOWNLOAD THE PYTHON SOFTWARE

PROCEDURE:

open the browser ==> search : python.org ==> click on : downloads ==> from downloads page, we can required to download the corresponding software.

(or)

Instead of above navigatioin steps:

use this below link:

https://www.python.org/downloads/

according to the system configurations: we should do the downloading of python software.

ii) WE SHOULD INSTALL THE DOWNLOADED PYTHON SOFTWARE FILE.

i) click on the downloaded file

ii) select: add file .py to PATH

iii) click on: install mow

iv) click on: close

devices ==> we are using ==> can be operated with three kinds of OS:

1) windows

2) Linux/Unix

3) mac-Os

IDE (INTEGRATED DEVELOPMENT ENVIRONMENT)

==========================================

==> A THIRD-PARTY SOFTWARE

==> WE CAN USE:

1) TO BUILD OR DEVELOP OR WRITE LARGER AMOUNT OF CODE

2) TO COMPILE THAT LARGER CODE

TO FIND ERRORS IN A PYTHON CODE

3) TO RUN THE LARGER CODE

TO GET THE OUTPUT

==> THE POPULAR IDEs FOR PYTHON ARE:

1) VS CODE (VISUAL STUDIO CODE)

2) SUBLIME TEXT

3) PYCHARM

4) ECLIPSE

5) INTELLIJ ETC.

VS CODE INSTALLATION

======================

1) WE REQUIRED TO DOWNLOAD THE VS CODE.

browser ==> search : VS code download ==> you can download according to your system configurations

(or)

use the below link to get download the VS code:

https://code.visualstudio.com/download

2) AFTER THE DOWNLOADING: WE SHOULD INSTALL THAT DOWNLOADED FILE.

i) click on downloaded file

ii) select: Agree the conditions

iii) click on: next

iv) click on: next

v) click on: next

vi) select: create a desktop shortcut

vii) click on: next

viii) click on: install

ix) click on: finish

PYCHARM ISNTALLATION

======================

1) DOWNLOADING OF PYCHARM

chrome ==> search about: pycharm download for windows ==>

or

go through this link:

https://www.jetbrains.com/pycharm/download/?section=windows

PYCHARM PROFESSIONAL ==> WITH 30 DAYS OF FREE TRAIL

PYCHRAM COMMUNITY EDITION ==> GENERAL PYTHON PRACTICE ==> OPEN SOURCE AND FREE

BASED ON THE TYPE OF SYSTEM PROCESSOR, WE SHOULD DOWNLOAD THE SOFTWARE.

2) AFTER THE DOWNLOADING:

WE SHOULD INSTALL THE SOFTWARE:

i) run the downloaded file by simply click on that downloaded file

ii) click on: yes

iii) click on: next

iv) click on : next

v) select two options:

a) create desktop shortcut

b) add bin to path

vi) click on: next

vii) click on: install

**Day4:**  **Python Programming Fundamentals Part\_01**

IDE OPERATIONS

===============

HOW TO CREATE A FOLDER

========================

IN VS CODE

==========

CREATE A FOLDER IN WINDOWS OF ANY DRIVE

RIGHT CLICK OF MOUSE ==> NEW ==> FOLDER ==> ENTER THE TITLE FOR THE FOLDER

SET THE BACKGROUND THEME:

=============================

SETTINGS ==> THEMES ==> SELECT YOUR THEME

IN PYCHARM:

============

MAIN MENU ===> FILE ===> NEW PROJECT ===> ENTER YOUR PROJECT NAME ===> CLICK ON: CREATE

ADDING OF SUB FOLDER TO THE PROJECT FOLDER:

=-============================================

SELECT THE PROJECT FOLDER ===> RIGHT CLICK OF MOUSE ===> NEW ===> DIRECTOR ===> TYPE A NAME FOR THE SUB-FOLDER ==> CLICK: ENTER

TO CHANGE THE BACKGROUND THEME:

==================================

CUSTOMIZE ===> APPEARANCE ===> THEME ===> LIGHT

TO CHANGE THE FONT:

====================

CUSTOMIZE ===> ACCESSABILITY ==> ADJUST THE FONT

HOW TO CREATE A PYTHON FILE

=============================

A PYTHON FILE ==> EXTENSION ==> .py

SYNTAX:

filename.py

ANY PROGRAMMING FILE ==> SOURCE FILE

IN C: .c file

IN C++: .cpp file

IN JAVA: .java file

IN PYCHARM:

==========

SELECT THE FOLDER ==> RIGHT CLICK OF MOUSE ===> NEW ===> PYTHON FILE ===> ENTER THE FILE NAME WITHOUT ANY EXTENSION

IN VS CODE

==========

FILE ===> NEW FILE ===> ENTER YOUR FILE ===|> CLICK ON ENTER ===> SELECT FOLDER ===> CLICK ON OKAY

=======================================================================

FIRST PYTHON PROGRAM

======================

"HELLO WORLD" PROGRAM

FEATURES OF PYTHON:

====================

1) EASY PROGRAMMING LANGUUAGE

COMPARING WITH OTHER LANGUAGES, WE CAN DO ANY DEVELOPMENT WITH PYTHON USING MINIMAL CODE

2) INTERPRETER DEPENDENT LANGUAGE

PYTHON : FOR THE DEVELOPMENT & FOR THE SCRIPTING (TESTING)

3) GENERAL PURPOSE PROGRAMMING LANGUAGE

PYTHON:

WORKING DOMAINS:

ECOMMERCE, HEALTHCARE, BANKING, INSURANCE ETC.

WEB APPLICATIONS, DESKTOP APPS, MOBILE APPS ETC.

4) OBJECT ORIENTED PROGRAMMING LANGUAGE

5) HIGH LEVEL PROGRAMMING LANGUAGE

USING SOME USER UNDERSTANDABLE WORDS/KNOWN WORDS ==> PYTHON CODING

ex:

if a > b:

big = a

else:

big = b

classified into:

` three types:

1) structured ==> data structures{arrays, structures, pointers, unions, linked list} ==> Ex: C, C++, Python

2) object based ==> when the development can be implemented with only: class and object ==> Ex: VB

3) object oriented ==> support all the features of OOPs ==> Ex: Java, Python, C# AND c++ ETC.

concise and secure applications

OOPs ==> Object Oriented Programming System

class, object, methods, constructors, destructors

modules, packages,

Encryption, Inheritance, Polymorphism, overloading

overriding, abstraction etc.

6) STRUCTURED PROGRAMMING LANGUAGE

LIST, TUPLE, SETS, DICTIONARY, BYTES AND BYTEARRAY ETC.

7) OPEN SOURCE

PYTHON ==> WINDOWS, LINUX AND MAC-OS

8) FREE SOFTWARE

9) DYNAMICALLY TYPED PROGRAMMING LANGUAGE.

CLASSIFICATION OF HIGH-LEVEL PROGRAMMING LANGUAGES

======================================================

BASED ON THE DEFINITION OF THE DATA:

==> THREE TYPES:

1) STATICALLY TYPED PROGRAMMING LANGUAGE ==> C, C++

2) STRONGLY TYPED ==> JAVA

Syntax for the data definition:

type\_of\_the\_data name\_of\_the\_data = value;

3) DYNAMICALLY TYPED ==> PYTHON

==> for the data definition:

not require the type of the data

based on the assigned value, the type of the value can be detected by the python automatically

type()

====

==> pre-defined method

used to get the type of the data

Syntax:

type(value/name\_of\_value)

==> not a writable method

==> readable method

Note:

====

type() will provide the type of the single value/object at a time.

print()

====

==> output method or write method

used to print anything on the screen.

Syntax:

print(data)

print(d1,d2,d3,..)

a = 100

b = 123.234

c = "Ravi"

print(type(a))

print(type(b))

print(type(c))

print(a)

print(b)

print(c)

print(a,b,c)

**Day5:** **Python Programming Fundamentals Part\_02**

keywords in python

=================

==> pre-defined words

which have a specific meaning

==> are also called as "reserved words".

==> total of 35 keywords in python.

==> for the keywords there is a module (pre-defined) with the name "keyword" in python library

an identifier to identify all 35 keywords from "keyword" module "kwlist"

ex:

# to find the smallest among two numbers

a = 97

b = 79

if a < b:

small = a

else:

small = b

================================

# WRITE A PYTHON PROGRAM TO LIST AND DISPLAY ALL AVAILABLE KEYWORDS.

import keyword

keyword\_list = keyword.kwlist # listing all the available keywords

print(keyword\_list) # printing of all the available keywords as a group.

['False', 'None', 'True', 'and', 'as', 'assert', 'async', 'await', 'break', 'class', 'continue', 'def', 'del',

'elif', 'else', 'except', 'finally', 'for', 'from', 'global', 'if', 'import', 'in', 'is', 'lambda', 'nonlocal', 'not', 'or',

'pass', 'raise', 'return', 'try', 'while', 'with', 'yield']

=====================================================================

COMMENTS IN PYTHON

====================

==> most valuable part of the program

==> the comments are some extra-lines of our program

which are not to be executed.

==> comments can be used for the "documentation". it can be useful for the reading purpose.

==> to add the description about the program ==> comments are used.

==> COMMENTS CAN BE ALLOWED TO ADD IN ANYWHERE OF THE PROGRAM.

==> two ways to write comments:

1) using # ==> the comments can be within the same line. (single line comments)

2) using triple quotes ==> when the comments in multiple lines

# WRITE A PYTHON PROGRAM TO LIST AND DISPLAY ALL AVAILABLE KEYWORDS.

import keyword

# keyword list = keyword.kwlist listing all the available keywords

#

# print(keyword\_list) printing of all the available keywords as a group.

print(keyword.kwlist)

"""

first approach:

1. we need to import the keyword module from python library using "import" keyword.

2. we required to prepare all the keywords as group using 'kwlist' is an identifier and 'keyword' is a module.

3. print that required or prepared group using print()

"""

'''

second approach:

1. we need to import the keyword module from python library using "import" keyword.

2. we should create all keywords as a group and print that group using print()

'''

============================================================

IDENTIFIERS IN PYTHON

=====================

==> WHEN WE REQUIRED TO NAME ANY ENTITY IN THE PROGRAM, WE USED "IDENTIFIERS".

HERE, ENTITIES OF PROGRAM ARE:

VARIABLES ==> FOR THE DATA STORAGE.

FUNCTIONS ==> MODULAR APPROACH

CLASS ==>

OBJECT, METHODS, MODULES, PYTHON FILE ETC.

RULES FOR AN IDENTIFIERS:'

=========================

1) THE ALLOWED CHARACTERS:

alphabets ==> upper case/lower case/both

digits ==> 0 to 9

only one special character ==> \_ (underscore)

ex: ravi\_27, python, etc ==> valid identifiers

2) THE IDENTIFIER SHOULD NEVER START WITH DIGIT.

EX: 97abc, 123ravi etc. ==> invalid

Note:

if the identifier with the digit at the beginning ==> Syntax Error

Note:

if the identifier with underscore at the start ==> valid

3) THE IDENTIIFER NEVER BE INCLUDE WITH SPACE.

Note: if an identifier with space ==> Syntax Error.

4) THE IDENTIFER NEVER ALLOWED WITH ANY OTHER SPECIAL CHARACTERS.

Note: if an identifier with a special character ==> Syntax Error.

5) IDENTIFERS ARE CASE SENSITIVE.

EX: A NAME WITH LOWER CASE AND SAME NAME WITH UPPER CASE, BOTH ARE CONSIDERED BY THE INTERPRETER AS DIFFERENT.

ex: abc = 100

ABC = 200

6) NO LIMIT IN LENGTH OF AN IDENTIIFER.

abc = 100 # valid identifier

abc\_123 = 1000

# 123abc = 10000

\_123 = 10000

\_abc = 9797

# python program = 121212

# abc@12 = 1234565

Abc = 1212

ABC = 2121

AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA = 123456789

print(\_123)

print(abc)

print(abc\_123)

# print(123abc)

print(\_abc)

# print(python program)

# print(abc@12)

print(Abc)

print(ABC)

print(AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAA)

==================================================

ASSIGNMENT

===========

IDENTIFY THE VALID AND INVALID IDENTIFIERS AND MENTION THE REASON.

rateofInterest

rate@123

python

c#

c++

java

sbiloanrate

myClass

class\_1212

1\_class

=====================================================

IO OPERATIONS

==============

==> IO ==> INPUT AND OUTPUT OPERATIONS

INPUT ==> READING A VALUE

==> TAKING THE VALUE FROM THE KEYWORD.

==> input()

OUTPUT ==> WRITING A VALUE

==> DISPLAY ANYTHING ON THE SCREEN

print()

**Day6:** **IO Operations and Integer Datatype:**

IO OPERATIONS

==============

IO ==> INPUT AND OUTPUT

INPUT OPERATION:

================

TAKING OF THE DATA FROM THE KEYBOARD WHILE THE PROGRAM IS RUNNING

OR

READING OF THE DATA

pre-defined method: input()

Syntax for input()

==============

identifier = input()

or

identifier = input("Enter some text")

==> using the input(), we can allow to read any data.

OUTPUT OPERATION

==================

WRITING/DISPLAYING OF ANYTHING ON THE SCREEN

PRE-DEFINED METHOD: print()

Syntax for print()

==============

1) printing of single value

=====================

print(name of the value)

2) printing of more than one value using single print()

============================================

print(name1,name2,name3,...)

Note:

====

print() ==> by default reserve with new line.

3) printing of a value along with message

=================================

First value = 123

Second value = 234

123 is the first value

234 is the second value

The First value is : 123, The Second value is: 234

123 is the first value and 234 is the second value

print("message with single quote or double quote",name of the value)

print(name of the value,"message with single quotes or double quotes")

print("message",name of the value,"message",name of the value)

print(name of the value,"message",name of the value,"message")

4) printing of values along with messages with % symbol

==============================================

==> formatting of data with %

print("message %s"%(name of the value)) # for single value with message

print("message %s message %s message %s"%(name1,name2,name3)) # for more values along with messages

5) using format()

=============

print("Message {}".format(name of the data))

print("Message {} "message {}".format(name1,name2))

print("Message {dummy name1} message {dummy name2}".format(dummy name1 = name1,dummy name2 = name2))

print("message {3} message {1} message {2}".format(name1,name2,name3))

a = input() # we can't get any message screen to make confirm that why console is waiting

b = input("Enter something:") # the text or message make you confirm that why console is waiting

# printing single values

print(a) # first value

print(b) # second value

# printing of more than one values

print(a,b) # here printing of all values within the same line is possible

# PRINTING VALUES ALONG WITH MESSAGES

print("The Value of a = ",a)

print('The Value of b = ',b)

print(a,"is the value for a")

print(b,'is the value for b')

print("The Value of a = ",a,"and The Value of b = ",b)

print(a,": is the value of a ",b,': is the value of b')

# formatted output

print("The value of a is : %s"%(a))

print('The value of b is : %s'%(b))

print("The Value of a is: %s and the value of b is: %s"%(a,b))

# using format()

print("The Value of a = {}".format(a))

print('The Value of b = {}'.format(b))

print("The value of a = {} and the value of b = {}".format(a,b))

print("The value of a = {x} and the value of b = {y}".format(x = a,y = b))

print("The Value of a = {1} and the value of b = {0}".format(a,b))

=============================================================================

DATATYPES

==========

==> IN HOW MANY WAYS THE DATA CAN BE REPRESENTED IN PYTHON PROGRAM

==> ALL THE DATATYPES IN PYTHON ARE IN-BUILT/PRE-DEFINED.

BECAUSE FOR EVERY DATATYPE, THERE IS ONE PRE-DEFINED CLASS

==> CLASS ==> A COLLECTION OF DATA AND METHODS

==> TO ACCESS THE DATA OF ANY CLASS, WE NEED AN OBJECT.

EX: a = 10 ==> 10 in an integer class

# 10 is getting accessed using an object 'a'

==> DATATYPES ARE CLASSIFIED INTO:

1) PRIMITIVE DATATYPES/FUNDAMENTAL DATATYPES

2) COLLECTION DATATYPES

==> TO GET THE CLASS NAME OF ANY DATATYPE: WE CAN USE type()

1) PRIMITIVE DATATYPES/FUNDAMENTAL DATATYPES

==============================================

==> classified into:

1) numerical type ==> all the data with only numbers ==> ex: 123, 12.234, 12-23j etc.

2) non-numerical type ==> all the data without numbers ==> True, False

3) text based ==> the data with single quotes or double quotes ==> 'hi', "12345" ==> string data

1) numerical type

==============

integers

floats

complex

Note:

===

python is dynamically typed programming language

integers

======

binary ==> base-2 number ==> with only two literals (0 and 1) ==> 0b1100001010010

octal ==> base-8 number ==> with only 8 literals (0 to 7) ==> 0o71023, 0O1100010010

decimal ==> base-10 number ==> with 10 literals (0 to 9) ==> 12345, 10001010101 ==> for the decimals, no prefix is required

hexadecimal ==> base-16 number ==> with 16 literals (0 to 9 and alphabets: a to f) ==> 0x12013201, 0Xaf123

Note: any number, can be decoded by the Python Virtual Machine (PVM) (Interpreter) as decimal by default.

Note:

===

print() will always print any value in decimal format by default.

**Day07 : Integer Data Conversions:**

BASE CONVERSIONS

================

BINARY ==> BASE2 ==> WITH: 0 AND 1 ==> PREFIX ==> 0B ==> EX: 0B110011001

OCTAL ==> BASE8 ==> WITH: 0 TO 7 ==> PREFIX ==> 0O ==> EX: 0O112273

DECIMAL ==> BASE10 ==> WITH: 0 TO 9 ==> NO PREFIX ==> EX: 11223344

HEXADECIMAL ==> BASE16 ==> WITH: 0 TO 9 AND ALPHABETS(A TO F) ==> PREFIX: 0X ==> EX: 0XAF123

BINARY ==> DECIMAL

OCTAL ==> DECIMAL

HEXADECIMAL ==> DECIMAL

DECIMAL ==> BINARY

OCTAL ==> BINARY

HEXADECIMAL ==> BINARY

DECIMAL ==> OCTAL

BINARY ==> OCTAL

HEXADECIMAL ==> OCTAL

DECIMAL ===> HEXADECIMAL

BINARY ==>HEXADECIMAL

OCTAL ==> HEXADECIMAL

ANY NUMBER TO DECIMAL CONVERSION

================================

two methods:

1) print()

2) int() ==> used to convert any number into decimal

Syntax:

int(value)

a = 0b110011001 # binary

b = 0o123 # octal

c = 0xaf1 # hexadecimal

# decimal conversion using print()

print("The Binary in Decimal = ",a)

print("The Octal in Decimal = ",b)

print("The Hexadecimal in Decimal = ",c)

# decimal conversion using int()

print("The Binary in Decimal = ",int(a))

print("The Octal in Decimal = ",int(b))

print("The Hexadecimal in Decimal = ",int(c))

======================================================

BINARY CONVERSIONS

===================

==> pre-defined method: bin()

Syntax:

bin(value)

a = 22

b = 0o123

c = 0x1f2

print("The Decimal In Binary = ",bin(a))

print("The Octal in Binary = ",bin(b))

print("The Hexadecimal in Binary = ",bin(c))

=========================================================

OCTAL CONVERSIONS

=================

==> oct()

Syntax:

oct(value)

a = 22

b = 0b1100110011001

c = 0x1234

print("The Decimal in Octal = ",oct(a))

print("The Binary in Octal = ",oct(b))

print("The Hexadecimal in Octal = ",oct(c))

============================================================

HEXADECIMAL CONVERSION

=======================

hex()

Syntax:

hex(value)

a = 100

b = 0b110011001101

c = 0o123

print(hex(a))

print(hex(b))

print(hex(c))

================================================================

VARIABLE

========

==> NAMED MEMORY

USED TO STORE ANY VALUE.

==> CAN BE DEFINED IN TWO WAYS:

1) COMPILE TIME ==> DIRECT VALUE ASSIGNMENT

2) RUN TIME ==> input()

TYPECASTING:

===========

==> ALSO CALLED AS "TYPE CONVERSION"

==> USED TO CONVERT THE DATA FROM ONE FORM TO ANOTHER FORM.

Note:

====

input() ==> can able to read any value in string format by default.

2) WAP TO TAKE A BINARY AS AN INPUT AND PRINT ITS DECIMAL, OCTAL AND HEXADECIMAL.

NOTE:

====

RUN TIME VARIABLE DEFINITION

input() should be type casted.

Syntax:

to read a binary as an input using input()

int(input('text',2))

# WAP TO TAKE A Binary VALUE AS AN INPUT AND PRINT THAT VALUE IN Decimal, OCTAL AND HEXADECIMAL FORMATS.

a = int(input("Enter a binary number:"),2)

print(type(a))

print("To Decimal = ",int(a),a)

print("To Octal = ",oct(a))

print("To Hexadecimal = ",hex(a))

3) WAP TO TAKE AN OCTAL AS AN INPUT AND PRINT ITS BINARY, DECIMAL AND HEXADECIMAL.

Syntax:

int(input("text"),8)

# WAP TO TAKE AN OCTAL AS AN INPUT AND PRINT ITS BINARY, DECIMAL AND HEXADECIMAL.

num = int(input("Enter an octal value:"),8)

print("To Decimal = ",num,int(num))

print("To Binary = ",bin(num))

print("To Hexadecimal = ",hex(num))

4) WAP TO TAKE AN HEXADECIMAL AS AN INPUT AND PRINT ITS BINARY, OCTAL AND DECIMAL.

Syntax:

int(input("text"),16)

1) WAP TO TAKE A DECIMAL AND PRINT ITS BINARY, OCTAL AND HEXADECIMAL

a = int(input("Entre a decimal value:"))

print("To Binary = ",bin(a))

print("To Octal = ",oct(a))

print("To Hexadecimal = ",hex(a))

**Day8:** **Remaining Primitive Datatypes:**

DATATYPES:

=========

1) NUMBER TYPE:

==============

INTEGER DATATYPE ==> DECIMALS, BINARY, OCTAL AND HEXADECIMAL, BASE CONVERSIONS

FLOAT DATATYPE

COMPLEX DATATYPE

FLOAT DATATYPE

==============

==> NUMBER WITH DECIMAL POINT

EX: 0.001, 12.234 ETC.

==> PRE-DEFINED/INBUILT DATATYPE

PRE-DEFINED CLASS ==> float

Exponential Format:

===================

==> also called as "scientific form".

==> used to define too large values or too smaller values

ex: distance from moon to earth or sun to earth

12300000 ==> 123 X 10^+5 ==> 123/100 X 100 X 10^5 ==> 1.23 X 10^7 ==> 1.23e7

0.000000019 ==> 19 X 10^-7 ==> 19/100 X 100 X 10^-7 ==> 0.19 X 10^-5 ==> 0.19E-5

a = 0.0001

b = 12.345

print("The Type of a = ", type(a))

print("The Type of b = ", type(b))

"""

1) no binary data as float

Ex: 0b11001.1101 ==> invalid

2) no octal data as float

3) no hexadecimal data as float

==> we will get a syntax error.

"""

# c = 0b11001.110

# c = 0o12.2734

# c = 0x123.123

# print(type(c))

"""

1) to define the float data, we can allow to use only decimal literals (0 to 9).

2) float data can be defined in exponential format.

"""

c = 0.193 - 5

d = 123e7

print("The Type of c = ", type(c))

print("The Type of d = ", type(d))

print(a, b, c, d)

=================================================

979700000000000000 ==> 9797 X 10^+14 ==> 9797/10000 X 10000 X 10^14 => 0.9797 X 10^4 X 10^14 ==> 0.9797 X 10^18 ==> 0.9797E18

0.0000000000097 ==> 97 X 10^-11 ==> 97/100 X 100 X 10^-11 ==> 0.97 X 10^-9 ==> 0.97e-9

========================================================

COMPLEX DATATYPE:

=================

==> COMBINATION OF REAL PART AND IMAGINARY PART.

REAL DATA ==> WITH ANY INTEGER TYPE AND/OR FLOAT

IMAGINARY DATA ==> WITH EITHER DECIMAL OR FLOAT, BUT NOT WITH OTHERS LIKE: BINARY, OCTAL, HEXADECIMAL

SYNTAX:

real\_data +/- imagnary\_data

Note:

====

Imaginary data must be suffixed with 'j'

ex: a + bj, c - dj etc.

==> Pre-defined/Inbuilt datatype

pre-defined class: complex

a = 97 + 97j

b = 9.7 - 9.7j

# c = 0b11001 + 0b110j

c = 0b11001 - 9.7123j

print("Type of a = ", type(a))

print("Type of b = ", type(b))

print("Type of c = ", type(c))

=============================================================

2) non-numerical datatype:

=========================

==> the data without numerals

Boolean Datatype:

=================

==> can always be allowed to define with only two values:

True

False

Here: True and False ==> Keywords in python.

==> Pre-defined datatype:

class: bool

Note:

====

PVM (python virtual machine/interpreter) ==>

True ==> 1

False ===> 0

a = True

b = False

print("Type of a = ", type(a))

print("Type of b = ", type(b))

print("a = ", a)

print("b = ", b)

================================================

3) TEXT BASED DATATYPES:

========================

TEXT ==> STRING

==> THE COLLECTION/GROUP OF CHARACTERS

WHICH MUST BE ENCLOSED WITH SINGLE QUOTES OR DOUBLE QUOTES.

NOTE:

====

IN PYTHON, THERE IS NO CHARACTER DATA REPRESENTATION.

==> PRE-DEFINED DATATYPE:

CLASS: STR

a = 'c' # single quote with single character ==> string type

b = "V"

c = 'python'

d = "Python Programming"

print(type(a), type(b), type(c), type(d))

String Indexing:

================

==> to access the individual characters from the string.

==> the individual characters from the string can be allowed to access using indexing.

Syntax:

String\_Data\_Name[index number]

Here:

Index number ==> positive or negative

Positive ==> the string characters can be get allowed to access from left to right side.

Negative ==> the string characters can be get allowed to access from right to left side.

==> Range for Positive index values ==> 0 to total\_characters - 1

Ex: string with 10 characters ==> range for +eve index ==> 0 to 9

==> Range for Negative Index values ==> -1 to -total number of characters

Ex: string with 10 characters ==> range for -eve index ==> -1 to -10

Ex: str1 = "Python"

# Positive index ==> Left to right ==> Forward Accessing

str1[0] ==> P

str1[1] ==> y

str1[2] ==> t

str1[3] ==> h

str1[4] ==> o

str1[5] ==> n

str1[6] ==> exceed the range of index ==> an error

# Negative Index ==> Right to left ==> Reverse Accessing

str1[-1] ==> n

str1[-2] ==> o

str1[-3] ==> h

str1[-4] ==> t

str1[-5] ==> y

str1[-6] ==> P

# Indexing

str1 = "Python"

# Positive Indexing

print(str1[0])

print(str1[1])

print(str1[2])

print(str1[3])

print(str1[4])

print(str1[5])

# print(str1[6]) Index Error

print()

# Negative Indexing

print(str1[-1])

print(str1[-2])

print(str1[-3])

print(str1[-4])

print(str1[-5])

print(str1[-6])

Note:

====

1) Python strings can be allowed to define with any characters:

alphabets (upper case/lower case), digits, special characters.

Ex:"ravi@1122#" ==> correct

'ravi 27' ==> correct

2) No limit of length to define the strings.

String Slicing

==============

to access the specific part of the string

Ex: str1 = "Python Programming"

op1 ==> "Python"

op2 ==> "Programming"

op3 ==> "Ph oai"

Syntax:

string\_data\_name[start:stop:step]

Here:

start ==> from which index, the slicing of the string should start/begin

stop ==> until which index, the slicing need to continue

(before the value of stop)

step ==> the difference between the current index and next expected index.

Note:

====

1) step factor ==> not mandatory for all time.

If step factor ==> absent

default value ==> 1

2) stop is also absent

when we want to define the slicing until the last character.

3) start is also absent

when we want to define the string slicing from the first character

str1 = "Python Programming"

print(str1[0:6])

print(str1[:6])

print(str1[7:])

print(str1[0:10:2])

print(str1[::3])

print(str1[-1:-10:-1])

# Reverse of the string

print(str1[::-1])

**Day9: Collection Datatypes:**

id()

===

==> inbuilt method, which we can use to find the address location of the data (stack memory).

Syntax:

id(name of the data) or

id(value)

a = 100 #140733395174936

b = 200 # 140733395178136

c = 300 # 2954331794960

print(id(a))

print(id(b))

print(id(c))

# memory of the data is never be permanent,

# the memory of the data can be get assigned when the program will start and that assigned memory will be get released

# when the program is closed.

MUTABILITY Vs IMMUTABILITY

==========================

IMMUTABILITY

=============

ALL THE PRIMITIVE DATATYPES ARE ==> IMMUTABLE TYPE OF DATATYPES

IMMUTABILITY ==> WHEN WE HAVE DEFINED A DATA IN THE PROGRAM, WHICH IT CANNOT BE GET MODIFIED AGAIN AND AGIN.

IF THE MODIFICATION IS PERFORMED ON THE DATA, THE MEMORY WHICH WAS ASSIGNED EARLIER THAT MEMORY WILL BE GET CHANGED.

a = 100

b = 123.234

c = 12-23j

d = True

e = 'Python'

# before the modification

print(id(a),id(b),id(c),id(d),id(e))

print(a,b,c,d,e)

# a = 140733395174936

# b = 2061537095280

# c = 2061540524592

# d = 140733394379152

# e = 140733394059536

a = 1000

b = 0.0021e-27

c = 1222-2334j

d = False

e = 'abcde'

# after modification

print(id(a),id(b),id(c),id(d),id(e))

print(a,b,c,d,e)

MUTABILITY

==========

AFTER THE DEFINITION, THE DATA CAN BE ALLOWED FOR THE MODIFICATION.

AND THE MODIFICATION ON DATA IS POSSIBLE WITHIN THE SAME MEMORY ADDRESS.

EX: LIST, SETS, DICTIONARY ETC.

a = [1,3,5,7,9] # list

b = {11,12,13,14,15} # set

c = {'a' : 123,'b' : 121, 'c' : 222} # dictionary

# before the change

print(id(a))

print(id(b))

print(id(c))

print(a,b,c)

a[2] = 97

b.add(123)

c['d'] = 129779

print(id(a))

print(id(b))

print(id(c))

print(a,b,c)

===================================================================

COLLECTION DATATYPES

=======================

==> THE VARIABLE CAN BE DEFINED WITH MORE THAN ON E VALUE

==> THE DIFFERENT COLLECTION DATATYPES ARE:

1) SEQUENTIAL DATATYPES

==> LIKE STRINGS, THESE ARE ALSO INDEX BASED AND OREDRED.

==> THERE ARE TWO SEQUENTIAL DATATYPES:

1) LIST DATATYPE

2) TUPLE DATATYPE

2) NON SEQUENTIAL DATATYPES

==> NOT DEPENDING WITH INDEX BUT MAY OR MAY NOT BE ORDERED.

==> ARE CLASSIFIED INTO:

1) SET TYPE ==> {}

i) SETS

ii) FROZEN SETS

2) MAP TYPE ==> KEY AND VALUE PAIR FORMAT

i) DICTIONARY

3) BYTE TYPE ==> 0 TO 255

i) BYTES

ii) BYTEARRAY

1) LIST DATATYPE

================

==> LIST DATA CAN ALWAYS BE DEFINED WITH ==> []

==> LIST IS COLLECTION OF HOMOGENEOUS ELEMENTS AND HETEROGENEOUS ELEMENTS

HOMOGENEOUS ==> ALL VALUES OF LIST ==> SAME TYPE

HETERGENEOUS ==> THE DIFFERENT TYPES OF IETEMS ARE JOINED

==> THE LIST ELEMENTS IN [] MUST BE SEPARATED WITH COMMA

EX: [1,2,3,5]

==> LIST DATATYPE ==> INBUILT DATATYPE

CLASS ==> list

==> LIST IS ORDERED.

==> LIST IS INDEX BASED

WE CAN ALLOWED TO ACCESS THE INDIVIDUAL ELEMENTS OF A LIST WITH POSITIVE INDEX AND WITH NEGATIVE INDEX

WE CAN ALLOWED TO ACCESS THE PART OF THE LIST USING SLICING

==> LIST MUTABLE DATATYPE.

==> LIST CAN BE DUPLICATED.

# homogeneous list

ld1 = [1,3,5,7,9] # a list with decimals

ld2 = [0b11001,0o112233,0x112233, 1234] # list with integers

ld3 = [11.12,1.23e-2,22.334] # list with floats

ld4 = [11,12.23e-8,True,12-23j,'abcd'] # hetergeneous list

print(type(ld1),type(ld2),type(ld3),type(ld4))

print(ld1)

print(ld2)

print(ld3)

print(ld4)

print(ld1[0],ld1[1],ld1[2],ld1[3],ld1[4]) # positive indexing

print(ld1[-1],ld1[-2],ld1[-3],ld1[-4],ld1[-5]) # negative indexing

print(ld1[::-1])

print(ld2[::-1])

print(id(ld1))

ld1[3] = 97

print(ld1)

print(id(ld1))

===========================================

2) TUPLE DATATYPE

==================

==> the sequence of values can be represented within () with the comma separation ==> tuple data definition.

==> tuple can be homogeneous

==> tuple can be heterogeneous

==> tuple is ordered

==> tuple is index based

==> tuple can be duplicated.

==> tuple can be immutable.

a = (1,2,3,4,5,6,7) # homogeneous tuple

b = (11,0.0097, True, 12-23j,'abcd') # heterogeneous tuple

c = (1,1,3,5,7,9,1,3,3,5,7,9)

print("a = ",a)

print("b = ",b) # ordered.

print(a[0],a[1],a[2],a[3],a[4],a[5],a[6]) # positive indexing

print(a[-1],a[-2],a[-3],a[-4],a[-5],a[-6],a[-7]) # negative indexing

print(b[1:5:1])

print(b[::-1])

print(c)

print(id(c))

# c[0] = 9797

print(c)

print(id(c))

**Day10:**  **Non-Sequential Datatypes:**

DATATYPES

===========

NON-SEQUENTIAL DATATYPES

==========================

==> NOT INDEX BASED

==> MAY OR MAY NOT BE ORDERED.

==> CLASSIFIED INTO:

1) SET DATATYPES

2) MAP DATATYPES

3) BYTE DATATYPES

1) SET DATATYPES

================

==> THERE ARE TWO TYPES:

1) SETS

2) FROZENSETS

1) SETS

=======

==> ALWAYS BE DEFINED WITH {}

SET ELEMENTS/ITEMS IN {} MUST BE SEPARATED WITH COMMA

EX: {1,2,3,4,5,5}

==> PRE-DEFINED/INBUILT DATATYPE

PRE-DEFINED CLASS ==> set

FEATURES OF SET DATA:

=====================

1) SET IS HOMOGENEOUS.

2) SET IS HETEROGENEOUS.

3) SET CANNOT BE INCLUDE A LIST AS MEMBER.

NOTE:

if a set with list as a member ==> Type Error.

4) SET IS NOT AN ORDERED.

5) SET IS NOT INDEXED.

Note:

if an index is used to set for accessing individual elements ==> Type Error.

6) NO SLICING IS ALLOWED ON SETS.

7) MUTABLE

a = {1,2,3,4,5,6,7,8,9,10} # SET WITH INTEGERS => HOMOGENEOUS SET DATA

b = {111,0.0097, True, 12-23j, 'abcde',(1,2,3,4,5,6)} # set with different types ==> heterogeneous data

print(type(a))

print(type(b))

print(a)

print(b)

# print(a[0])

print(a)

print(id(a))

# to modify the set definition, the index is not supported

# with pre-defined method

# add()

a.add(100)

print(a)

print(id(a))

=================================================

FROZENSET

==========

==> similar to sets

==> is always be allowed to define with "frozenset()"

==> frozenset() ==> pre-defined method, which we can use to convert any collection to frozenset.

Syntax:

frozenset(collection data)

==> it is an inbuilt datatype

class ==> frozenset

Features - Frozenset

=================

1) Homogenous

2) Heterogeneous

3) Not Ordered

4) Not indexed

5) no slicing is possible

6) immutable.

a = "Python"

b = [1,3,5,7,9,11]

c = (2,4,6,8,10)

d = {1,2,3,4,5,6,7,8,9,11,13,15}

e = ['a',11,True, 12-23j,11.123]

print(type(a),type(b),type(c),type(d))

p = frozenset(a)

q = frozenset(b)

r = frozenset(c)

s = frozenset(d)

t = frozenset(e)

print(type(p),type(q),type(r),type(s),type(t))

print(p)

print(q)

print(r)

print(s)

print(t)

# print(p[0])

# p.add(100)

============================================================================

2) MAP DATATYPES

================

==> can always be defined with key and value pair format.

key : value

==> There is only one map datatype:

Dictionary

Dictionary Datatype:

===============-

==> can be defined with {},

here the elements are in the "key-value" pair format

key : value

==> the key-value pair is an element/item/member of the dictionary

==> these members must be placed within {} using the comma separation.

==> Inbuilt datatype

pre-defined class: dict

Features of Dictionary:

===================

about keys:

=========

1) keys are with any datatype

2) keys must be unique

about values:

==========

1|) values are with any datatype

2) values not to be unique.

1) Homogenous

2) Heterogeneous

3) Is an Ordered.

4) Not an index supported.

Note:

if an index is used to access the dictionary elements ==> Key Error.

5) Dictionary values can be accessed with its corresponding keys.

Syntax:

dictionary\_name[key name]

6) Mutable

a = {'key1' : 111,'key2' : 222,'key3' : 333}

b = {'a' : 11,True : 11.123, 1-2j : False}

print(type(a))

print(type(b))

print(a)

print(b)

# print(a[0])

print(a['key2'])

print(b[True])

print(id(a))

a['key2'] = 2222

print(a)

print(id(a))

==================================================

3) Byte Type

===========

==> there are two types:

1) bytes

2) bytearray

Note:

====

1 byte ==> 8-bits

2^8 ==> 256 characters

0 to 255

==> bytes and bytearray data can be always allowed to define with values from 0 to 255 only.

1) bytes

=======

==> can always be defined with bytes()

==> bytes() can allow any collection to convert into bytes.

Syntax:

bytes(collection data)

==> Pre-defined datatype

Predefined class ==> bytes

Features of Bytes Data:

===================

1) Homogeneous only.

2) Ordered.

3) Index based.

4) Slicing is allowed.

5) Immutable.

# a = 'abcdef'

b = [11,13,15,17,19]

c = (10,20,30,40,50)

d = {1,3,5,7,9}

e = {11:10,21:11,31:12,41:13,51:14,61:15}

print(type(b),type(c),type(d),type(e))

# p = btyes(a)

q = bytes(b)

r = bytes(c)

s = bytes(d)

t = bytes(e)

print(type(q),type(r),type(s),type(t))

print(q)

print(q[0])

print(q[-1])

print(q[::-1])

print(r[::-2])

print(id(q))

# q[0] = 101

=====================================

2) bytearray

==========

a = bytearray([10,20,30,40,50,60])

b = bytearray((11,21,31,41,51,30))

print(type(a),type(b))

print(a)

print(b)

print(a[0])

print(b[::-1])

print(id(a))

a[0] = 100

print(a)

print(id(a))

**Day11: Type Casting:**

NONE DATATYPE

==============

None ==> keyword in python

==> when we want to define a variable with nothing

Syntax:

name of the data = None

a = None

print(id(a))

print(a)

===================================

TYPE CASTING

=============

==> ALSO CALLED AS "TYPE CONVERSION"

==> WHEN WE WANT TO CONVERT A DATA FROM ONE FORM TO ANOTHER FORM ==> TYPE CONVERSION IS USED.

==> THE INBUILT METHODS FOR TYPE CASTING ARE:

int()

float()

complex()

bool()

str()

int()

===

==> when we need to convert any data/value into decimal, int() is used.

Syntax:

int(the value)

Rules:

=====

1) any base value of an integer, can be converted into decimal.

2) any float value, can be allowed for the decimal conversion

Ex: int(0.0097) ==> 0

int(0.98e-2)

3) No complex value can be converted into decimal.

Note: int(complex) ==> Type Error

4) Boolean values (True, False) are considered for the decimal conversion.

5) Not all the string objects are allowed for decimal conversions.

If string with numerals (integer(decimal)) ==> '1234' ==> possible for decimal conversion

If string with non-numerals ==> not possible

Ex: "12.23", "abcd" ==> not allowed. ==> Value Error.

a = 0b11001

b = 0o112276

c = 0x1122ff

d = 0.00879

e = 1.23e-7

# f = 12-23j

f = True

g = False

h = '1234'

# i = '12.32'

i = 'abcd'

print("To Decimal Conversion from any base value : ")

print(int(a))

print(int(b))

print(int(c))

print("To Decimal Conversion from any Float Number:")

print(int(d))

print(int(e))

# print(int(f))

print("The Decimal Conversion from Boolean:")

print(int(f))

print(int(g))

print("String to Decimals:")

print(int(h))

# print(int(i))

========================================

float()

====

==> used to convert any data/value to float data

Syntax:

float(data)

Rules:

=====

1) Any Integer data (includes: binary, octal, hexadecimal and decimal) allowed for float conversion.

2) No complex value is allowed for the float conversion. ==> Type Error

3) Boolean values are possible to float conversion.

4) when a string with any decimal and with any float is allowed for the float conversion

If string with alphabets and other special characters ==> Value Error

# Any Integer to Float Conversion

print(float(9876))

print(float(0b110001)) # binary ==> decimal ==> float

print(float(0o1122)) # octal ==> decimal ==> float

print(float(0x1122)) # hexadecimal ==> decimal ==> float

# complex to float conversion

# print(float(10+20j))

# Boolean to float conversion

print(float(True)) # boolean ==> decimal ==> float

print(float(False))

# string to float conversion

print(float('123'))

print(float('111.123'))

# print(float('0b11001'))

======================================================

complex()

========

==> used to convert any data to complex number

Syntax:

======

1) with single parameter

complex(value)

Here:

(+/-)value is the parameter ==> is understood as "real data" by default

Imaginary ==> 0j

ex: complex(10) ==> 10 + 0j

2) with two parameters

complex(val1,val2)

Here:

val1 ==> real value ==> +eve/-eve

val2 ==> imaginary value ==> +eve/-eve

op = val1 +/- val2j

Rules:

====

1) any base value of an integer is considered as real data and imaginary data also.

2) float ==> complex

3) boolean ==> complex

4) string with decimal and string with floats ==> complex

Note:

====

if complex(par1,par2):

par1 ==> string

par2 ==> not accepted.

# a = 23-0b110j

print(complex(0b1101))

print(complex(0b11001,0x1122))

print(complex(11.223))

print(complex(11.22,-22.34))

print(complex(True))

print(complex(True,False))

print(complex(False))

print(complex('1122'))

# print(complex('1122',9.123))

print(complex('0.997789'))

# print(complex('0b11001'))

===========================================

bool()

=====

==> used to convert any data into boolean

Syntax:

bool(any value)

print(bool(0))

print(bool(1))

print(bool(10))

print(bool(-10))

print(bool(0.0))

print(bool(0.000001))

print(bool(0+0j))

print(bool(0-0j))

print(bool(1-0j))

print(bool(''))

print(bool(' '))

print(bool('a'))

=====================================

5) str()

=====

==> used to convert any data into string data.

Syntax:

str(any value)

print(str(0b11001))

print(str(0o1122))

print(str(0x1122))

print(str(112233))

print(str(12e-23))

print(str(11.00043))

print(str(11-23j))

print(str(True))

print(str(False))

**DAY12: Operators Part\_01 :**

FORMAT SPECIFIER

==> SYMBOL

MACHINES CAN READ THE TYPE OF THE DATA.

==> %

INTEGER ==> %d

FLOAT ==> %f

CHARACTER ==> %c

% ==> make print the data in the specified format

%s ==> %(a,b,c)

true, false ==> java

true ==> never be 1

false ==> never be 0

True, False ==> Python

if, else

True ==> 1 (int)

False

OPERATORS

===========

statement

========

==> a line of python code

==> with or without ending semi-colon

program:

=======

==> group of statements

expression

========

==> the joining of operand and operator

Ex: 123 \* 2

a = int(input())

block

====

==> group of one or more than one statement ==> block

In java:

block of code{

int a = 100;

float f = 21.23f;

}

In Python:

block of code ==> indentation

print("Hello")

a = 97

b = 79

if a > b:

big = a

print("Biggest number = ",big)

else:

big = b

print("Biggest number = ",big)

operand

======

a = int(input("Enter an Integer:")) 97

b = int(input("Enter an Integer:")) 79

print("The Sum is = ", a + b)

a + b ==> 97 + 79 ==> 176

==> a data on which we can define an operation called as "operand"

==> an operand is a data/variable

operator

======

==> a symbol

which is used to specify the type of operation.

sum ==> +

subtraction ==> -

multiplication ==> \*

ex: a+b ==> a and b ==> operands

+ ==> operator

types of operators

==============

==> categorized into three types:

1) Unary operators ==> always be defined with single operand

ex: logical not operator, bitwise complement, unary minus etc.

==> not a ==> logical not

==> ~a ==> bitwise complement

==> -a ==> unary minus

2) Binary Operators ==> always be used with two operands

ex: 97 + 79, 9 / 2, 97 > 79 etc.

3) Ternary Operators ==> used with three operands

also called as "conditional operator"

Syntax:

result = part-1 if condition else part-2

ex:

a = 100

b = 200

c = 300

big = a if a > b and a > c b elif b > a and b > c else c

==> big = 100 > 200 else 200

==> big = 200

==> based on the number of operands

Operator classification

=================

==> based on the type of the operation:

the operators are classified into:

1) Arithmetic operators

2) Assignment operator

3) Compound Operator

4) Relational Operators

5) Logical Operators

6) Bitwise Operators

7) Conditional Operators

8) Special Operators

1) Arithmetic operators

=================

Unary Minus ==> - ==> to change the sign of the data.

plus ==> + ==> addition

minus ==> - ==> subtraction

asterisk ==> \* ==> multiplication

three division operators:

normal division ==> backslash ==> / ==> return quotient in float

floor division ==> double backslash ==> // ==> return quotient int

modulo division ==> percentage ==> % ==> return a remainder

Power Operator ==> double asterisk ==> \*\*

Ex: 2^3 ==> 2 \*\* 3 ==> 8

print(10 + 20)

print(10 - 20)

print(10 \* 20)

print(10/20)

print(10//20)

print(10 % 20)

print(10 \*\* 20)

a = -10

print(a)

print(-a)

==============================

2) Assignment operator

==================

==> =

==> used to assign a value to the expression/variable.

Ex: a+b = 10

a = 100

Syntax:

expression/variable = value

3) Compound Operator

==================

==> when we can join other operators with assignment operator ==> compound operator

Ex: +=, -=, \*=, /=,//=,%=, \*\*=

&=,|= etc.

a = 1

a = a + 10 ==> 11

a += 10 ==> 1 + 10 ==> 11

a = 10

print(a)

# a = a + 10

a += 10

print(a)

# a = a - 5

a -= 5

print(a)

# a = a \* 2

a \*= 2

print(a)

# a = a & 2

a &= 2

print(a)

**Day13: Operators Part\_02:**

PYTHON OPERATORS

===================

4) RELATIONAL OPERATORS

========================

==> ALSO CALLED AS "COMPARISION OPERATORS"

==> RETURNS: BOOLEAN VALUES (True/False)

==> THE RELATIONAL OPERATORS ARE:

< ==> LESS THAN

> ==> GREATER THAN

<= ==> LESS THAN OR EQUALS TO

>= ==> GREATER THA OR EQUALS TO

== ==> EQUALS TO

!= ==> NOT EQUALS TO

==> ARE BINARY OPERATORS

a = int(input("Enter some value:"))

b = int(input("Enter some value:"))

print(a < b) # a is less than b

print(a > b) # a is greater than b

print(a <= b) # a is either less or equal to b

print(a >= b) # a is either greater or equals to b

print(a == b) # a is equals to b

print(a != b) # a is not equals to b

DIFFERENCE BETWEEN = AND ==

============================

== ==> CHECK TWO NUMBERS ARE EQUAL OR NOT

EX:

A == 10;B= 10

A == B==> TRUE

A = B # B VALUE WILL BE ASSIGNED TO A

# equality

# a == 100 Name Error

a = 100

b = 100

print(a == b)

# print(a = b) # Type Error

========================================

5) LOGICAL OPERATORS

=====================

==> ARE ALLOWED TO DEFINE ON LOGICAL VALUES (BOOLEAN VALUES)

==> PYTHON CAN BE ALLOWED TO USE THE LOGICAL OPERATORS WITH ANY OTHER DATA.

==> THREE LOGICAL OPERATORS:

1) LOGICAL AND ==> and

2) LOGICAL OR ==> or

3) LOGICAL NOT ==> not

==> and/or operators ==> binary operators

==> not ==> unary operator

==> all these logical operators, working based on the truth tables.

and operator

==========

a b a and b

======================

False False False

False True False

True False False

True True True

Note: (Other than Booleans)

=====================

1) if both inputs are non-zero values

output ==> second input value(second operand)

2) if first operand ==> zero

and second operand ==> non-zero

output ==> zero

3) if first operand ==> non-zero

and second operand ==> zero

output ==> zero

print(False and False)

print(False and True)

print(True and False)

print(True and True)

# define with integers

print(10 and 20)

print(0b11001 and 0o1122)

print(0 and 10)

print(20 and 0)

print(-10 and -20)

# with floats

print(1.2 and 2.3)

print(0.0 and 2.3)

print(1.2 and 0.0)

# WITH COMPLEX

print(1-2j and 1+2j)

# with strings

print('a' and 'b')

print('' and 'b')

print(True)

print('a' and '')

print('Ravi')

===================================

or operator

=========

a b a or b

=====================

False False False

False True True

True False True

True True True

Note: (defining with other than boolean values)

====================================

1) if both operands ==> non-zero

output ==> First operand

2) if first operand ==> zero

second operand ==> non-zero

output ==> Second operand

3) if the first operand ==> non-zero

second-operand ==> zero

output ==> first operand

print(False or False)

print(False or True)

print(True or False)

print(True or True)

# with integers

print(10 or 20)

print(-10 or -20)

print(-10 or 20)

print(0 or 20)

print(10 or 0)

print(0 or 0)

# with floats

print(10.2 or 20.3)

print(0.0 or 20.3)

print(10.2 or 0.0)

# with complex

print(10-2j or 10+3j)

# with string

print('a' or 'b')

print('' or 'b')

print('a' or '')

===================================

not operator

=========

a not a

============

True False

False True

Note:

====

can accept any type of input

output ==> boolean

print(not True)

print(not False)

# with integers

print(not 10)

# with floats

print(not 0.0001)

# with complex

print(not 1-2j)

# with string

print(not 'a')

print(not '')

==================================

6) TERNARY OPERATOR

====================

==> ALSO CALLED AS "CONDITIONAL OPERATOR".

Syntax:

value3/operand3 = value1/operand1 if test-condition else value2/operand2

# WAP IN PYTHON USING TERNARY OPERATOR TO CHECK WHETHER THE GIVEN INTEGER IS POSITIVE OR NEGATIVE.

number = int(input("Enter a value:"))

# positive ==>? number > 0

# negative ==> number < 0

# result = "number is positive" if number > 0 else "number is negative"

#

# print(result)

print(number,"is positive number") if number > 0 else print(number,"is negative number")

===========================================

# WAP IN PYTHON USING TERNARY OPERATOR TO FIND WHETHER THE GIVEN NUMBER IS EVEN NUMBER OR ODD NUMBER.

number = int(input("Enter a value:"))

# even ==> number / 2, remainder == 0

# odd ==> number / 2, remainder != 0

print(number,"is an even number.") if number % 2 == 0 else print(number,"is an odd number.")

======================================================

# WAP IN PYTHON TO FIND THE MAXIMUM AMONG THREE NUMBERS USING CONDITIONAL OPERATOR.

a = int(input("Enter a value:")) # 7

b = int(input("Enter a value:")) # 1

c = int(input("Enter a value:")) # 9

maximum = a if (a > b and a > c) else (b if b > c else c)

print("The Maximum value = ",maximum)

SPECIAL OPERATORS

==================

==> TWO SPECIAL OPERATORS:

1) MEMBERSHIP OPERATORS ==> in and not in

======================================

on collection data and on strings

used to check whether the specified element is belonging to the collection or not.

return: Boolean Values

a = 'python'

b = [1,3,5,7,9]

print('P' in a) # False

print('P' not in a) # True

print(9 in b) # True

print(9 not in b) # False

2) IDENTITY OPERATORS ==> is and is not

===================================

==> used to check the address of the data

whether the two objects are belonging to same address or not.

a = 100

b = 200

c = 100

print(id(a))

print(id(b))

print(id(c))

print(a is c) # True

print(a is not b) # True

**Day14: Operators Part\_03:**

BITWISE OPERATORS

==================

==> ARE ALWAYS BE DEFINED WITH INTEGERS AND BOOLEAN ONLY

==> BITWISE OPERATORS ==> DATA

BY CONVERTING DATA INTO BINARY (BITS)

==> THE BITWISE OPERATORS ARE:

1) BITWISE AND ==> & ==> BINARY

2) BITWISE OR ==> | ==> BINARY

3) BITWSIE XOR (EXCLUSIVE OR) ==> ^ ==> BINARY

4) BITWISE COMPLEMENT ==> ~ ==> UNARY ==> 2's complement

5) LEFT SHIFT OPERATOR ==> << ==> BINARY

6) RIGHT SHIFT OPERATOR ==> >> ==> BINARY

==> LIKE LOGICAL OPERATORS, SOME OF BITWISE OPERATORS ALSO ALLOWED TO DEFINE WITH TRUTH TABLES.

Note:

====

==> IN JAVA,

UNSIGNED RIGHT SHIFT OPERATION (>>>) ==> FOR ONLY +EVE NUMBER

==> IN PYTHON, UNSIGNED RIGHT SHIFT IS NOT SUPPORTED.

1) BITWISE AND ==> &

==================

a b a & b

====================

0b0 0b0 0b0

0b0 0b1 0b0

0b1 0b0 0b0

0b1 0b1 0b1

print(0b0 & 0b0)

print(0b0 & 0b1)

print(0b1 & 0b0)

print(0b1 & 0b1)

# print() always able to print the number in decimal format only

# with decimal

print(10 & 20)

print(0 & 10)

print(10 & 0)

print(-1 & 30)

print(-100 & 20)

print(100 & -1)

print(30 & -2)

2) BITWISE COMPLEMNT

====================

==> USED TO FIND THE 2'S COMPLEMENT OF THE NUMBER

+ ==> -

- ==> +

Note:

====

2's complement ==> 1's complement + 1

1's complement ==> 0 ==> 1 & 1 ==> 0

1) while calculating 2's complement,

if there is no carry at the last bit of the data:

==> we should calculate 2's complement for the result again

when we have performed the 2's complement for twice,

add -1 to above result.

2) when there is carry while finding the 2's complement,

add that carry to the last bit (right side).

print(~10)

print(~0)

print(~-10)

=============================================

3) BITWISE OR OPERATOR

======================

a b a | b

===================

0b0 0b0 0b0

0b0 0b1 0b1

0b1 0b0 0b1

0b1 0b1 0b1

print(0b0 | 0b0)

print(0b0 | 0b1)

print(0b1 | 0b0)

print(0b1 | 0b1)

print(10 | 20)

print(True | False)

# print(12.2 & 23.3) # Type Error

# print(12.2 | 23.3)

============================================

4) Bitwise Xor

===========

a b a ^ b

=====================

0 0 0

0 1 1

1 0 1

1 1 0

print(0 ^ 0)

print(0 ^ 1)

print(1 ^ 0)

print(1 ^ 1)

print(10 ^ 20)

==========================================

LEFT SHIFT OPERATOR

=====================

Syntax:

data << n.times

Formula:

=======

data \* 2 ^ n.times

Note:

====

left shift is always double the value

RIGHT SHIFT OPERATOR

==========================

Syntax:

data >> n.times

Formula:

data // 2^n.times

Note:

====

because of the right shift the data should be half

print(9 << 1)

print(9 << 2)

print(9 << 3)

print(9 << 4)

print(9 >> 1)

print(9 >> 2)

print(9 >> 3)

print(9 >> 4)

============================

Operator Precedence & Associativity

============================

precedence ==> the order/rank

associativity ==> direction

a \*\* b + 2 \* 23 \*\* 4

1 - 2 \* 3 / 4

**DAY15: Conditional Statements:**

CONTROL STATEMENTS

====================

for:

1) to execute only the selected part of the program only

2) to make execute the selected part of the program/block of program repeatedly

3) during the execution of the program, to stop execution uncertainly

==> three types:

1) conditional statements/selection statements

2) loop statements/iterative statements

3) loop control statements/jump statements

1) conditional statements/selection statements

====================================

==> three types:

1) if statement

2) if-else statements

3) if-elif-else statements

==> keywords: if, else, elif

Note:

====

switch statement ==> not supposed to use.

1) if statement

===========

Syntax:

if test\_condition:

statement-1

statement-2

statement-3

test-condition:

can be allowed to define with relational operators

boolean values

# WAP TO CHANGE THE SIGN OF THE NUMBER.

number = int(input("Enter a value:")) # -7

if number < 0:

number = -number

print("The number after sign change = ", number)

print("The number = ", number)

================================================

2) if-else statements

================

Syntax:

if test\_condition:

statement-1

statement-2

statement-3

else:

statement-4

statement-5

statement-6

# WAP TO FIND WHETHER THE GIVEN NUMBER IS POSITIVE OR NEGATIVE.

number = int(input("Enter a value:"))

if number > 0:

print(number, "is a positive number.")

else:

print(number, "is a negative number.")

=====================================

# WAP TO CHECK WHETHER THE GIVEN FOUR INTEGERS WILL FORM A SQUARE OR NOT.

side1 = int(input("Enter an integer:"))

side2 = int(input("Enter an integer:"))

side3 = int(input("Enter an integer:"))

side4 = int(input("Enter an integer:"))

# if side1 == side2 and side1 == side3 and side1 == side4:

if side1 == side2 == side3 == side4:

print("The given four side value will form a square.")

else:

print("The given four side values will not form a square.")

=================================================

ASSIGNMENTS:

=============

USING IF-ELSE:

USING CONDITIONAL OPERATORS

1) WAP IN PYTHON TO CHECK WHETHER THE GIVEN NUMBER IS EVEN OR ODD NUMBER.

2) WAP IN PYTHON TO FIND THE BIGGEST NUMBER AMONG TWO NUMBERS.

3) WAP TO FIND THE SUM OF TWO NUMBERS WHEN FIRST NUMBER IS SMALLER THAN SECOND OTHERWISE FIND THE DIFFERENCE.

==================================================

3) if-elif-else statements

==================

Syntax:

if test\_condition1:

statement-1

statement-2

elif test\_condition2:

statement-3

statement-4

elif test\_condition3:

statement-5

statement-6

else:

statement-7

statement-8

# WAP TO CHECK THE TYPE OF TRIANGLE.

"""

Equilateral ==> side1 == side2 == side3

Isosceles ==> side1 == side2 or side2 == side3 or side1 == side3

Scalene ==> side!= side2 != side3

"""

side1 = int(input("Enter a side:"))

side2 = int(input("Enter a side:"))

side3 = int(input("Enter a side:"))

if side1 == side2 == side3:

print("This is Equilateral Triangle.")

elif side1 == side2 or side1 == side3 or side2 == side3:

print("This is Isosceles Triangle.")

else:

print("This is Scalene Triangle.")

===================================

# WAP TO FIND THE SMALLEST NUMBER AMONG 5 INTEGERS.

a = int(input("Enter a value:"))

b = int(input("Enter a value:"))

c = int(input("Enter a value:"))

d = int(input("Enter a value:"))

e = int(input("Enter a value:"))

if a < b and a < c and a < d and a < e:

smaller = a

elif b < c and b < d and b < e:

smaller = b

elif c < d and c < e:

smaller = c

elif d < e:

smaller = d

else:

smaller = e

print("The Smallest number = ", smaller)

# WAP TO FIND THE GRADE OF THE STUDENT BY TAKING 5 SUBJECT MARKS

"""

PERCENTAGE >= 85 ==> A+

PERCENTAGE < 85 AND PERCENTAGE >= 75 ==> A

PERCENTAGE < 75 AND PERCENTAGE >= 65 ==> B

PERCENTAGE < 65 AND PERCENTAGE >= 55 ==> C

PERCENTAGE < 55 AND PERCENTAGE >= 40 ==> D

PERCENTAGE < 40 AND PERCENTAGE >= 33 ==> E

PERCENTAGE < 33 ==> FAIL

"""

s1 = int(input("Enter a subject marks:"))

s2 = int(input("Enter a subject marks:"))

s3 = int(input("Enter a subject marks:"))

s4 = int(input("Enter a subject marks:"))

s5 = int(input("Enter a subject marks:"))

total\_marks = s1 + s2 + s3 + s4 + s5

percentage = total\_marks // 5

# floor division ==> //

# when we need a quotient in integer format ==> floor division

# normal division ==> /

# when we need a quotient in float format ==> normal division

# modulo division ==> %

# to get a remainder as an output ==> modulo division

print("The Total score of the student = ", total\_marks)

print("The Percentage of the student = ", percentage)

if percentage >= 85:

grade = 'A+'

elif 75 <= percentage < 85:

grade = 'A'

elif 65 <= percentage < 75:

grade = 'B'

elif 55 <= percentage < 65:

grade = 'C'

elif 40 <= percentage < 55:

grade = 'D'

elif 33 <= percentage < 40:

grade = 'E'

else:

grade = 'Fail'

print("The Grade of the student = ", grade)

**DAY16:** **Loop Statements:**

LOOP STATEMANTS

=================

==> ALSO CALLED AS "ITERATIVE STATEMENTS"

EX: PRINTING NUMBERS FROM 1 TO 10.

i = 1

print(i) # 1

i = i + 1

print(i) # 2

i = i + 1

print(i) # 3

i = i + 1

print(i) # 4

i = i + 1

print(i) # 5

i = i + 1

print(i) # 6

i = i + 1

print(i) # 7

i = i + 1

print(i) # 8

i = i + 1

print(i) # 9

i = i + 1

print(i) # 10

==> to define loops:

three requirements:

1) initialization

2) condition

3) update

==> two types of loop statements:

1) while loop

2) for loop

Note:

====

like other high-level programming languages,

python does not support "do-while".

1) while loop

==========

Syntax:

=====

initialization

while condition:

statement-1

statement-2

update

outside loop statements

# WAP IN PYTHON TO PRINT NUMBERS FROM 1 TO 10 USING WHILE LOOP.

i = 1 # initialization

# i is called as "loop variable/iteration variable"

while i <= 10: # condition

print(i)

i = i + 1 # update

============================

# WAP IN PYTHON TO PRINT NUMBERS FROM 1 TO 10 USING WHILE LOOP.

i = 1 # initialization

# i is called as "loop variable/iteration variable"

while i <= 10: # condition

print(i,end = '\t')

# i = i + 1 # update

i += 1

=============================

# WAP IN PYTHON TO PRINT THE NUMBERS FROM 10 TO 1 USING WHILE LOOP.

i = 10 # initialization

while i >= 1: # condition

print(i,end = '\t')

i -= 1 # update

========================

# WAP TO PRINT THE MULTIPLICATION TABLE OF THE GIVEN INTEGER.

num = int(input("Enter an integer:"))

i = 1 # initialization

while i <= 10: # condition

print(num,"X",i,"=",num \* i)

i += 1 # update

======================================

# WAP IN PYTHON TO PRINT THE MULTIPLE OF THE GIVEN INTEGER.

# 7, 14, 21, 28,...

num = int(input("Enter an integer:"))

i = 1

while i <= 100:

if i % 7 == 0:

print(i,end = '\t')

i += 1

==========================

# WAP TO FIND THE SUM OF INDIVIDUAL DIGITS OF THE GIVEN NUMBER.

"""

9876 ==> 9 + 8 + 7 + 6 ==> 30

9876 ==> 9 x 10^3 + 8 x 10^2 + 7 x 10^1 + 6 x 10^0

9876, DIVIDE WITH 10

QUOTIENT ==> 987 98 9 0

REMAINDER ==> 6 7 8 9

SUM OF REMAINDER

"""

number = int(input("Enter an integer:")) # 9876

n = number # n = 9876

sum\_dig = 0

while n != 0:

ind\_dig = n % 10 # 9%10 ==> 6 7 8 9

sum\_dig += ind\_dig # 30

n //= 10 # 987 98 9 0

print("The Sum of Individual Digits of",number,"is = ",sum\_dig)

==================================================

# WAP IN PYTHON TO COUNT THE NUMBER OF DIGITS OF THE GIVEN NUMBER.

num = int(input("Enter an integer:"))

n = num

cnt\_dig = 0

while n > 0:

n //= 10

cnt\_dig += 1

print("The Number of Digits in ", num, "is = ", cnt\_dig)

**DAY17:** **while Loop practice:**

WHILE LOOP:

===========

# WAP TO COUNT THE NUMBER OF DIGITS IN A GIVEN NUMBER.

# for the counting of digits in number, no method is available.

# convert a number ==> string

# find the length of the string ==> count digits of number

num = int(input("Enter a value:"))

num\_str = str(num) # convert a number into a string

print(type(num))

print(type(num\_str))

"""

len() ==> pre-defined method

used to find the number of characters in a given string.

Syntax:

len|(str\_data)

"""

print("The number of digits of",num,"is = ",len(num\_str))

===================================

# WAP IN PYTHON TO CHECK WHETHER THE GIVEN NUMBER IS PALINDROME NUMBER OR NOT.

"""

NUMBER

FIND REVERSE

REVERSE = 0

REVERSE = REVERSE \* 10 + IND\_DIG

REVERSE == NUMBER ==> PALINDROME NUMBER

1 x 10 = 10

10 x 10 = 100

100 x 10 = 1000

"""

num = int(input("Enter a decimal value:")) # 1221

n = num # n = 1221

rev\_num = 0

while n != 0:

ind\_dig = n % 10 # 1 2 2 1

rev\_num = rev\_num \* 10 + ind\_dig # 1221

n //= 10 # 122//10 ==> 12//10 ==> 1//10 ==> 0

if rev\_num == num:

print(num,"is a palindrome number.")

else:

print(num,"is not a palindrome number.")

==========================

# WAP TO FIND WHETHER A GIVEN NUMBER IS ARMSTRONG NUMBER OR NOT.

"""

3-DIGIT: XYZ

X^3 + Y^3 + Z^3 == XYZ ==> ARMSTRONG NUMBER

4-DIGIT: ABCD

A^4 + B^4 + C^4 + D^4 == ABCD

"""

num = int(input("Enter a number:")) # 1234

cnt\_dig = len(str(num)) # 4

n = num # n = 1234

s\_dig = 0

while n > 0:

ind\_dig = n % 10 # 4 3 2 1

powers = ind\_dig \*\* cnt\_dig # 64 81 16 1

s\_dig += powers # 64 + 81 + 16 + 1

n //= 10 # 123//10 == 12//10 == 1//10 == 0

if s\_dig == num:

print(num, "is an Armstrong number.")

else:

print(num, "is not an Armstrong number.")

**Day18: Loop Statements Part\_02:**

LOOP STATEMENTS

================

FOR LOOP

=========

==> for ==> keyword

==> when we want execute a block of code repeatedly with each element from the collection

Syntax:

for iteration\_variable in collection:

block of code

ex: for i in [1,2,3,4]:

print(i) # 1 2 3 4

# ITERATING ON STRING DATA USING FOR LOOP.

str\_data = input("Enter a string data:")

# string at an index of 0 ==>

# string at an index of 1 ==>

index = 0

for i in str\_data:

# print(i)

# print("The Character at positive index of",index,"is = ",i)

print("The character at negative index of",index-len(str\_data),"is = ",i)

index = index + 1

# "Python"

# positive index ==> 0 to 5

# negative index ==> -1 to -6

# P ==> 0 -6 ==> 0 - 6 ==> -6

index = -1

for j in str\_data[::-1]:

print("The Character at ",index,"is = ",j)

index -= 1

======================================

# WAP IN PYTHON TO FIND THE PRODUCT OF ALL ODD NUMBERS FROM THE GIVEN LIST

list\_data = eval(input("Enter a list data:"))

result = 1

for i in list\_data:

if i % 2 != 0:

result = result \* i

print("The Product of all Odd numbers = ",result)

====================================

ASSIGNMENT:

===========

1) WAP TO TAKE A TUPLE DATA FROM THE KEYBOARD AND PRINT THE TUPLE ELEMENTS ALONG WITH POSITIVE INDEX AND ALSO WITH NEGATIVE INDEX.

HINT:

====

THE ELEMENT AT INDEX POSITIVE 0 AND NEGATIVE INDEX -7 = 100

2) WRITE A PYTHON TO ACCEPT A LIST AND PRINT ITS SUM OF ALL INDIVIDUAL ELEMENTS USING FOR LOOP.

===================================

==> FOR LOOP CAN ALSO BE ALLOWED TO MAKE EXECUTE THE BLOCK OF CODE ON EACH ELEMENT FROM THE RANGE OF VALUES.

range()

=====

==> used to generate a range of values

Syntax:

range(value) ==> generate a values from '0' to 'value-1'

range(start,stop) ==> generate values from 'start' to 'stop-1'

range(start,stop,step) ==> generate values from 'start' to 'stop-1' with the difference of 'step'

for loop syntax with range() is:

for iteration\_variable in range():

block of code

for i in range(10):

print(i,end = "\t")

print()

for j in range(10,20):

print(j,end = "\t")

print()

for k in range(10,100,20):

print(k,end = "\t")

print()

for p in range(100,1,-10):

print(p,end = "\t")

Nested Loops

===========

writing of a loop block in another loop block

# WAP TO PRINT ALL ARMSTRONG NUMBERS FROM 1000 TO 5000.

"""

ARMSTRONG NUMBERS

THE SUM OF nth POWERS OF INDIVIDUAL DIGITS OF A NUMBER WHICH EQUALS TO ORIGINAL NUMBER

"""

for arm in range(1000,5001):

# define a logic for armstrong number

n = arm # initialization for while loop

sum\_dig = 0

while n != 0:

ind\_dig = n % 10

powers = ind\_dig \*\* 4

sum\_dig = sum\_dig + powers

n //= 10

if sum\_dig == arm:

print(arm,end = "\t")

print()

=====================================

3) WAP TO FIND THE PALINDROME NUMBERS FROM 1000 TO 3000.

4) WAP TO PRINT ALL PRIME NUMBERS FROM 100 TO 300.

**DAY19: Loop Statements Part\_03:**

INFINITE LOOPS

==============

LOOP ==> ITERATION

UNTIL THE CONDITION IS True,

THE BLOCK OF CODE ==> EXECUTE REPEATEDLY

INFINITE LOOPS ==> THE LOOP BODY, WILL EXECUTE FOR NUMBER OF TIMES

==> KEYBAORD INTERRUPT ===> CTRL + C

REASONS:

1) WHEN THE CONDITION IS INCORRECT

2) WHEN THE UPDATE IS INCORRECT

3) WHEN THE UPDATE IS MISSING

APPLICATIONS:

============

1) SERVER-CLIENT MODEL ==> PROTOCOLS (TELECOM, NETWORK)

2) GAMING APPLICATION DEVELOPMENT

======================================

TRANSFER CONTROL STATEMENTS

==============================

==> ALSO CALLED AS "LOOP CONTROL STATEMENTS"

1) WHEN WE WANT STOP EXECUTING THE BLOCK OF CODE UNCERTAINLY (UNEXPECTEDLY)

EX: 1 TO 10

1 2 3 4 5

6 ==> STOP

2) WHEN WE WANT TO PAUSE THE EXECUTION OF BLOCK OF CODE AND MAKE CONTINUE WITH THE REMAINING

EX: 1 TO 10

1 2 3 4 5

6 ==> NOT

7 8 9 10

==> TWO TYPES:

1) break statement

2) continue statement

1) break statement

===============

here: break ===> keyword

Syntax:

break

we can always define the break inside the loops only along with condition.

==> to stop executing the block of code immediately

for i in range(1,11):

if i == 6:

break

print(i,end = "\t")

======================

2) continue statement

=================

here:

continue ==> keyword

Syntax:

continue

we can always use the continue in loops only along with condition

==> when we want to pause the iteration and continue with remaining

str\_data = "Python"

for i in str\_data:

if i == 'h':

continue

print(i)

i = 100

while i >= 1:

if i % 7 == 0:

break

print(i,end = "\t")

i -= 1

i = 100

while i >= 1:

if i % 7 == 0:

i -= 1

continue

print(i,end = "\t")

i -= 1

================================

Pattern Printing

============

==> we should be aware of nested loops

lines = int(input("Enter number of rows:"))

# row wise operation

for row in range(1,lines+1):

# column wise operation

for col in range(1,row+1):

print("\* ",end = "")

print()

lines = int(input("Enter number of rows:"))

# row wise operation

for row in range(1,lines+1):

# column wise operation

for col in range(1,row+1):

print(row,end = " ")

print()

lines = int(input("Enter number of rows:"))

# row wise operation

for row in range(1,lines+1):

# column wise operation

for col in range(1,row+1):

print(col,end = " ")

print()

chr()

====

==> return a character by taking/accepting an ASCII value.

Syntax:

chr(ascii\_value)

lines = int(input("Enter number of rows:"))

value = 97 # ascii of lower case alphabet

for row in range(1,lines+1):

for col in range(1,row + 1):

alpha = chr(value)

print(alpha,end = " ")

value += 1

print()

256 characters ==> 0 to 255

digits ==> 0 to 9 ==> Ascii values ==> 48 to 56

alphabets

lower case ==> 97 to 122

upper case ==> 65 to 90

special characters

**DAY19:** **Python String Data Structure:**

for i in range(100,300):

for j in range(2,i+1):

if i % j == 0:

break

else:

print(i)

10 ==> 1, 2, 5, 10

20 ==> 1,2,4,5,10,20

================================================

DATA STRUCTURES

=================

FACEBOOK:

REGISTARTION:

NAME : STRING

USER NAME: STRING

MOBILE : INTEGER

DOB : STRING

AGE : INTEGER

GENDER : STRING

ADDRESS : STRING

MAIL : STRING

REGISTER

OUR COMPUTER ===> FACEBOOK SERVER

IN THE FORMAT OF THE TABLE

STRING DATA STRUCTURE

=======================

WHAT IS STRING

===============

A GROUP/COLLECTION OF CHARACTERS WHICH ENCLOSED WITH SINGLE QUOTES OR DOUBLE QUOTES.

EX: 'PYTHON' , "PROGRAMMING"

==> The Characters are of any type:

might be with: alphabets (any case), digits (0 to 9) and special characters etc.

STRING DEFINITION

================

==> two ways to define the strings:

1) compile time definition ==> variable can be executed with fixed data in the entire program ==> with assignment operator

2) run time definition ==> variable can be accept different values for every execution time of the program.

input(), str(input())

# string definition

# compile time definition

str\_data = 'python'

str1\_data = "Programming"

str2\_data = "123455"

str3\_data = "@#$%"

str4\_data = 'python@12343'

# run time definition of the string

str5\_data = input("Enter a string data:")

print(type(str\_data),type(str1\_data),type(str2\_data),type(str3\_data),type(str4\_data))

print(str\_data,str1\_data,str2\_data,str3\_data,str4\_data)

print(type(str5\_data))

print(str5\_data)

MULTI LINE STRING

=================

==> to define the multi-line strings:

triple quotes are used.

Ex:

'''Python is High-level,

General-purpose,

Object Oriented

Programming language.'''

"""Python is High-level,

General-purpose,

Object Oriented

Programming language."""

==> In between multi-line string,

we can allow to use:

single quotes

double quotes.

Ex:

"""Python's Features are:

'High Level'

"Object Oriented"

"""

a = ''' Python is High-level,

general purpose,

object oriented

programming language '''

b = """ Python is High-level,

general purpose,

object oriented

programming language """

c = """Python's Features are:

1) High Level Programming language.

2) 'General Purpose Programming Language.'

3) "Object Oriented Programming language."

"""

print(type(a),type(b))

print(a)

print(b)

print(type(c))

print(c)

Note:

====

1) adding of double quotes in between double quotes ==> not possible.

2) adding of single quotes in between single quotes ==> not possible

==> to add:

\start\_quotes ........ \end\_quotes

d = 'Python\'s'

e = 'Python is \'High level programming language\''

f = "python is 'High Level Programming language.'"

g = 'Python is "High level" language'

print(d)

print(e)

print(f)

print(g)

==========================================================

STRING DATA ACCESSING

======================

==> possible in two ways:

1) Indexing ==> accessing with individual characters

2) Slicing ==> accessing the part of the string with group of characters

[] ==> slice operator

1) Indexing

=========

==> with two ways:

1) using positive index

==> to access the string characters from left to right

==> called as "forward accessing"

==> default start value : 0

==> end with: length of string - 1

==> Range of positive indexing ==> 0 to length\_string - 1

==> if the index value from out of range ==> error

2) using negative index

==> to access the string characters from right to left

==> called as "reverse accessing"

==> default start value: -1

==> default end value : -length\_string

==> range of negative indexing ==> -1 to -str\_length

Syntax:

str\_data[index value]

str\_data = input("Enter a string:")

print("The Size of the string = ",len(str\_data))

# positive indexing ==> forward access

print(str\_data[0])

print(str\_data[1])

print(str\_data[2])

print(str\_data[3])

print(str\_data[4])

print(str\_data[5])

print()

# negative indexing ==> reverse access

print(str\_data[-1])

print(str\_data[-2])

print(str\_data[-3])

print(str\_data[-4])

print(str\_data[-5])

print(str\_data[-6])

2) Slicing

=======

Syntax:

str\_data[start:stop] ==> slicing start at "start" value and end with "stop-1" value

str\_data[start:stop:step] ==> slicing start with "start" value and end with "stop-1" value with the difference of "step"

str\_data[:stop] ==> by default, slicing can start with first character and end with "stop-1" value

str\_data[start:] ==> slicing can start with "start" value and end with "last" by default

str\_data[::] ==> start with first character and end with last

str\_data[::step] ==> start with first character and end with last with difference of step value.

str\_data = "Python programming"

print(str\_data[0:6])

print(str\_data[-1:-10:-1])

print(str\_data[-10:-1])

print(str\_data[0:len(str\_data)+1 : 3])

print(str\_data[0::3])

print(str\_data[::3])

print(str\_data[:-1:1])

print(str\_data[::])

print(str\_data[::-1])

print(str\_data[::4])

STRING OPERATIONS

==================

1) FINDING THE LENGTH OF THE STRING

==================================

len()

====

==> used to find the total number of characters of the given string

Syntax:

len(str\_data)

str\_data = input("Enter a string value:")

print(type(str\_data))

print("The length of the string = ",len(str\_data))

PRACTICE

**DAY20:** **String Operations Part\_02:**

STRING OPERATIONS

===================

Traversing of string data:

===================

# WAP IN PYTHON TO PRINT THE INDIVIDUAL CHARACTERS OF THE STRING ALONG WITH ITS POSITIVE AND NEGATIVE INDEX VALUE.

"""

EXPECTED OUTPUT:

THE CHARACTER AT POSITIVE INDEX IS = CHARACTER\_VALUE AND AT NEGATIVE INDEX IS = CHARACTER VALUE

"""

str\_data = input("Enter a string data:")

pindex = 0

nindex = -len(str\_data)

for i in str\_data:

# print("The Character at positive index",pindex," and at negative index",nindex,"is = ",i)

print("The Character at positive index {} and at negative index {} is = {}".format(pindex,nindex,i))

pindex += 1

nindex += 1

STRING LENGTH:

===============

len()

# WAP IN PYTHON TO FIND THE LENGTH OF THE STRING WITHOUT ANY INBUILT METHOD

str\_data = input("Enter a string data:")

str\_length = 0

for count in str\_data:

str\_length += 1

print("The Length of the given string = ",str\_length)

print("The Length of the given string = ",len(str\_data))

i = 0

str\_len = 0

while i < len(str\_data):

str\_len += 1

i += 1

print(str\_len)

==========================================

MATH OPERATIONS

=================

1) STRING CONCATENATION ==> +

=============================

==> JOINING OF TWO OR MORE COLLECTIONS (STRINGS) INTO ONE IS CALLED AS "STRING CONCATENATION".

Syntax:

str\_data1 + str\_data2 + str\_data3 + .....

str\_data1 = "Python "

str\_data2 = "is Object Oriented "

str\_data3 = "Programming Language."

print(len(str\_data1))

print(len(str\_data2))

print(len(str\_data3))

print(id(str\_data1))

print(id(str\_data2))

print(id(str\_data3))

print(str\_data1)

print(str\_data2)

print(str\_data3)

# str\_data1 = str\_data1 + str\_data2 + str\_data3

str\_data4 = str\_data1 + str\_data2 + str\_data3

print(id(str\_data1))

print(id(str\_data2))

print(id(str\_data3))

print(id(str\_data4))

print(str\_data1)

print(str\_data2)

print(str\_data3)

print(str\_data4)

===============================

2) STRING REPITITION ==> \*

========================

==> used to repeat the string data for several number of times.

'abc' \* 3 ==> 'abcabcabc'

'abcd' \* 5 ==> 'abcdabcdabcdabcdabcd'

Syntax:

str\_data \* num\_times

str\_data = input("Enter a String Data:")

print(id(str\_data))

print(str\_data)

# str\_data = str\_data \* 5

str\_data1 = str\_data \* 5

print(id(str\_data1))

print(str\_data1)

Note:

====

==> string is immutable type

for any operation, there will be the new object address.

=============================================

MEMBERSHIP CHECK ON STRING DATA:

=================================

in

not in

str\_data = "Python Programming Language"

res1 = 'Pro' in str\_data # True

res2 = 'programming' not in str\_data # True

res3 = 'pro' in str\_data

res4 = 'Programming' not in str\_data

print(res1)

print(res2)

print(res3)

print(res4)

=====================================

STRING COMPARISION

===================

POSSIBLE WITH: RELATIONAL OPERATORS

<, >, <=, >=, ==, !=

== & !=

str1 = "PyThon " # 7

str2 = "python" # 6

str3 = "PYTHON" # 6

str4 = "Python " # 7

str5 = "Pyth"

print(str1 == str2)

print(str1 == str3)

print(str1 == str4)

print(str1 != str5)

"""

Any Relational operators on the string:

1) check with length first

2) checking with individual characters of both strings wrt to ASCII value.

"""

print('pytho' > 'python')

**DAY21: String Operations Part\_03:**

STRING OPERATIONS

==================

CHANGING OF A CASE OF THE STRINGS

==================================

upper()

======

==> an inbuilt method in python,

used to convert the total given string into upper case string.

Syntax:

str\_data.upper()

lower()

=====

==> an inbuilt method in python,

used to convert the given string into lower case string.

Syntax:

str\_data.lower()

swapcase()

========

an inbuilt method in python,

used to convert a lower case string to upper case

and upper case string to lower case

Syntax:

str\_data.swapcase()

title()

====

Title case ==> that every word of the same string should be start with capital letter.

ex: python programming language

title case ==> Python Programming Language

title() is an inbuilt method in python,

used to convert any case string into title case.

Syntax:

str\_data.title()

capitalize()

========

capitalize ==> in the entire string (might be with more than one word)

that only the first word should start with capital

remaining all the characters in lower case

Ex: Python programming language

capitalize() is an inbuilt method

used to convert any case string into capitalize case.

Syntax:

str\_data.capitalize()

str1 = "python"

str2 = "Python"

str3 = "PYTHON"

str4 = "PYTHON programming LanGuage"

str5 = "object oriented programming language"

str6 = "HIGH LEVEL PROGRAMMING LANGUAGE"

# Before the case change

print(str1)

print(str2)

print(str3)

print()

# After the case change to upper case

print(str1.upper())

print(str2.upper())

print(str3.upper())

print()

# After the case change to lower case

print(str1.lower())

print(str2.lower())

print(str3.lower())

print()

# After the case change to swap case

print(str1.swapcase())

print(str2.swapcase())

print(str3.swapcase())

print(str4.swapcase())

print()

# After the case change to title case

print(str4.title())

print(str5.title())

print(str6.title())

print()

# After the case change to Capitalize case

print(str1.capitalize())

print(str2.capitalize())

print(str3.capitalize())

print(str4.capitalize())

print(str5.capitalize())

print(str6.capitalize())

================================

Note:

====

Identifiers:

variables

classes

objects

methods etc.

==> to name any entity in program, identifiers are used.

==> identifiers with different case formats

lower case, upper case, title case, capitalize, camel case

camel case:

Python programming language

camel case ==> python Programming Language

==> In Python: the identifiers can be suggested to define with "camel case" in real world.

======================================================

String Validation:

=============

Application

full name

user name

password

mail : @gmail.com/@rediffmail.com etc.

Job Portal

social media:

linkedin : url

facebook : url

endswith()

========

==> an inbuilt method in python,

used to check whether the given string data is ended with specified group of characters/string or not.

Syntax:

str\_data.endswith("reference String")

return: True/False (Boolean value)

startswith()

========

==> an inbuilt method in python,

used to check whether the given string is start with the specified group of characters/string or not.

Syntax:

str\_data.startswith("Reference\_String")

return: True/False

mail = "ravivraoinfs@gmail.com"

email = "ravivraoinfs@gmaill.com"

url = "http://www.ashokit.com"

result1 = mail.endswith("@gmail.com")

result2 = email.endswith("@gmail.com")

print(result1)

print(result2)

if url.startswith("https://"):

print("The Given URL is Secure.")

else:

print("The Given URL is not Secure.")

========================================

CHECKING OF CHARACTERS OF THE STRINGS

=======================================

isalnum()

=======

al ==> alphabets

num ==> numerals

==> an inbuilt method in python

used to check whether the given string with: alphabets and numerals only or not.

return: true/false

Syntax:

str\_data.isalnum()

================================

isalpha()

=======

==> an inbuilt method

used to check whether the given string with only alphabets or not.

return: True/False

Syntax:

str\_data.isalpha()

=======================

isdigit()

======

==> an inbuilt method

used to check whether a string with only digits or not.

Syntax:

str\_data.isdigit()

==============================

islower()

=======

==> used to check whether the given string with only lower case or not.

Syntax:

str\_data.islower()

==========================

isupper()

=======

==> used to check whether the given string with only uppercase alphabets or not.

Syntax:

str\_data.isupper()

=================================

isspace()

======

==> return True:

if the string with only spaces

False:

if the string with other than spaces

Syntax:

str\_data.isspace()

user\_name = "Ravi1234"

un1 = "ravi"

un2 = "1234"

un3 = "ravi@1234"

cn1 = "ravikumar"

cn2 = "ravi kumar"

cn3 = "ravi1234"

pin1 = "1234"

pin2 = "abcd"

pin3 = "12ab"

pwd1 = "ravi"

pwd2 = "ravi123"

pwd3 = "RAVI"

pwd4 = "r1A2v3i4"

d1 = ""

d2 = " "

d3 = " "

d4 = "ravi kumar"

d5 = " ravi "

# isalnum()

print(user\_name.isalnum())

print(un1.isalnum())

print(un2.isalnum())

print(un3.isalnum())

print()

# isalpha()

print(cn1.isalpha())

print(cn2.isalpha())

print(cn3.isalpha())

print()

#isdigit()

print(pin1.isdigit())

print(pin2.isdigit())

print(pin3.isdigit())

print()

#islower()

print(pwd1.islower())

print(pwd2.islower())

print(pwd3.islower())

print(pwd4.islower())

print()

#isupper()

print(pwd1.isupper())

print(pwd2.isupper())

print(pwd3.isupper())

print(pwd4.isupper())

print()

# isspace()

print(d1.isspace())

print(d2.isspace())

print(d3.isspace())

print(d4.isspace())

print(d5.isspace())

**DAY22:** **String Operations Part\_04:**

STRING OPERATIONS

==================

REMOVAL OF SPACE FROM THE STRING

==================================

"PYTHON PROGRAMMING" ==> SPACE NEVER REMOVED WHEN THE SPACE IN BETWEEN THE GIVEN DATA

" PYTHON"

"PYTHON "

" PYTHON "

==> REMOVAL OF SPACE FROM THE STRING IS POSSIBLE, WHEN THE STRING HAVE SPACES AT THE BEGINNING OR AT THE ENDING OR BOTH

==> THREE INBUILT METHODS:

1) strip()

2) rstrip()

3) lstrip()

1) strip()

==========

Syntax:

str\_object.strip()

==> we can remove all the spaces of the strings from beginning and from the ending

2) rstrip()

===========

==> strip operation in right side

Syntax:

str\_object.rstrip()

==> we can remove all the spaces of the string from right side only (ending)

3) lstrip()

===========

==> strip operation from left side of the string data

Syntax:

str\_obj.lstrip()

str1 = "Python Programming"

str2 = " Python"

str3 = "Python "

str4 = " Python "

print("The Given Strings are:")

print(str1)

print(str2)

print(str3)

print(str4)

str5 = str1.strip()

str6 = str2.strip()

str7 = str3.strip()

str8 = str4.strip()

str9 = str2.rstrip()

str10 = str3.rstrip()

str11 = str4.rstrip()

str12 = str2.lstrip()

str13 = str3.lstrip()

str14 = str4.lstrip()

# After the Strip operation

print("The Strings are:")

print(str5)

print(str6)

print(str7)

print(str8)

print(str9)

print(str10)

print(str11)

print(str12)

print(str13)

print(str14)

Finding of Substrings:

=====================

1) In forward direction:

========================

left to right

==> two inbuilt methods:

1) find()

2) index()

Here:

both methods can return: index value of the sub-string

1) find()

==========

Syntax:

str\_object.find('sub-string')

==> when the sub-string is at multiple places, find() can return the first occurrence

==> when the sub-string is not the part of the string, find() can return '-1'

==> using find(), we can search about the sub-string from the given range.

==> when we defined the sub-string with more than one character, find() returns: the index of First character of the sub-string only.

str\_data = "Python Programming"

# finding of single character

res1 = str\_data.find('P')

res2 = str\_data.find('b')

print(res1)

print(res2)

# finding the sub-string from the given range

res3 = str\_data.find('m',1,10)

res4 = str\_data.find('m',5,15)

print(res3)

print(res4)

# sub-string with more than one character

res5 = str\_data.find('pro')

res6 = str\_data.find('Pro')

print(res5)

print(res6)

===============================

2) index()

==========

Syntax:

str\_data.index('sub-string')

==> when the sub-string is at multiple places, index() can return the first occurrence

==> when the sub-string is not the part of the string, index() can return 'value error'

==> using find(), we can search about the sub-string from the given range.

==> when we defined the sub-string with more than one character, index() returns: the index of First character of the sub-string only.

str\_data = "Python Programming"

res1 = str\_data.index('m')

# res2 = str\_data.index("b")

res2 = str\_data.index('m',5,15)

res3 = str\_data.index("Program")

print(res1)

print(res2)

print(res3)

find() Vs index()

==================

find() can return '-1', when the sub-string is not present in the given string data.

index() can return 'value error', when the sub-string is not present in the given string data.

======================================

2) in reverse direction:

=========================

==> two inbuilt methods:

1) rfind()

2) rindex()

Syntax:

str\_data.rfind('sub-string')

str\_data.rindex('sub-string')

str\_data = "Object Oriented Programming Language"

print(str\_data.rfind('O',1,10))

print(str\_data.rfind('m'))

print(str\_data.rfind('MN'))

print(str\_data.rindex('O',1,10))

print(str\_data.rindex('m'))

print(str\_data.rindex('MN'))

========================================

# WAP IN PYTHON TO DISPLAY ALL POSITIONS OF THE SUB-STRING IN A GIVEN MAIN STRING.

data = input("Enter a string:")

subs = input("Enter a sub-string:")

flag = False

length = len(data)

pos = -1

while True:

pos = data.find(subs, pos + 1, length)

if pos == -1:

break

print("The Character at:", pos)

flag = True

if not flag:

print("The Given sub-string is not found in a main string.")

======================================================

Counting of number occurrences of the given sub-string in the main string

=========================================================

count()

=====

Syntax:

str\_data.count('sub-string')

str\_data.count('sub-string',start,stop)

str\_data = "object oriented programming language"

print("The Total occurrence of \'o\' is = ",str\_data.count('o'))

print("The Total occurrence of \'r\' is = ",str\_data.count('r'))

print("The Total occurrence of \'o\' is = ",str\_data.count('o',0,15))

=======================================

Assignment:

==========

1) WAP TO COUNT THE NUMBER OF OCCURRENCES OF ALL THE CHARACTERS OF THE GIVEN STRING.

EX:

"PYTHON PROGRAMMING"

EXP\_OUTPUT:

===========

P ==> 2

Y ==> 1

T ==> 1

**DAY23:** **String Operations Part\_05:**

STRING OPERATIONS

==================

UNICODE DEPENDENT LANGAUGE

==============================

STRING ==> WITH ALPHABETS/DIGITS/SPECIAL CHARACTERS

ALL THE CHARACTERS FOR THE STRING DEFINITION, CAN BE DEFINED WITH SOME NUMBERS ==> ASCII (AMERICAN STANDARD CODE INFORMATION INTERCAHNGE) VALUES

TOTAL OF: 256 CHARACTERS ==> 0 TO 255 ==> C/C++

UNICODE ==> 0 TO 65535

ord()

====

==> pre-defined/inbuilt method

used to get the unicode of any character

Syntax:

ord(character)

Upper Case Alphabets ==> A to Z ==> 65 to 90

Lower Case Alphabets ==> a to z ==> 97 to 122

Digits ==> 0 to 9 ==> 48 to 56

ch1 = '@'

ch2 = 'B'

ch3 = 'R'

print("The Unicode Values for the given characters are:")

u1 = ord(ch1)

u2 = ord(ch2)

u3 = ord(ch3)

print("u1 = ",u1)

print("u2 = ",u2)

print("u3 = ",u3)

chr()

==========================================

==> pre-defined method/inbuilt method

which can accept a unicode

and return a character.

Syntax:

chr(Unicode)

u1 = 65535

u2 = 0

u3 = 1234

print("The Characters according to the Unicodes are:")

ch1 = chr(u1)

ch2 = chr(u2)

ch3 = chr(u3)

print("ch1 = {} ch2 = {} ch3 = {}".format(ch1,ch2,ch3))

# WAP IN PYTHON TO PRINT ALL CHARACTERS AND ITS UNICODES

# WAP IN PYTHON TO DISPLAY ALL THE CHARACTERS BY ACCEPTING UNICODES.

print("The Characters along with Unicodes are:")

for i in range(65536):

print("The Character at {} is = {}".format(i,chr(i)))

=================================================

REPLACING OF ONE STRING WITH ANOTHER STRING

============================================

replace()

=======

Ex: "Python is Difficult programming language"

"Python is Easy programming language"

Syntax:

string\_data/string\_object.replace(old\_string,new\_string)

str1 = "Python is Difficult to learn"

print(str1)

print(id(str1))

str2 = str1.replace('Difficult','Easy')

print(str1)

print(id(str1))

print(str2)

print(id(str2))

============================

IS IT POSSIBLE TO CONVERT A STRING TO LIST

=======================================

split()

====

==> used to divide the total string into multiple pieces according to the separator

==> return an output in the list format.

Syntax:

string\_data/string\_object.split(separator\_with\_quotes)

str1 = "Python Programming Language is Easy Language"

str2 = "Python"

str3 = "07-08-2024"

str4 = "07/08/2024"

str5 = "07.08.2024"

l1 = str1.split(' ')

l2 = str1.split()

l3 = str2.split()

l4 = str3.split('-')

l5 = str4.split('/')

l6 = str5.split('.')

print(l1)

print(l2)

print(l3)

print(l4)

print(l5)

print(l6)

====================================

IS IT POSSIBLE TO CONVERT A LIST TO STRING

=======================================

join()

====

'separator'.join(list\_data/list\_object)

l1 = ['P','y','t','h','o','n']

d1 = ['07','08','2024']

s1 = ''.join(l1)

s2 = '-'.join(d1)

s3 = '/'.join(d1)

s4 = '.'.join(d1)

# print(type(s1))

print(s1)

print(s2)

print(s3)

print(s4)

==============================

# WAP TO REVERSE ORDER OF THE WORDS IN THE GIVEN STRING.

# INPUT : "PYTHON IS EASY TO LEARN"

# OUTPUT: "LEARN TO EASY IS PYTHON"

str\_data = input("Enter a string data:")

list\_data = str\_data.split()

ld = []

i = len(list\_data)-1

while i>=0:

ld.append(list\_data[i])

i -= 1

print("Reversed List = ",ld)

res\_str = ' '.join(ld)

print(res\_str)

=========================================

Assignment:

=========

1) WAP IN PYTHON TO REVERSE THE GIVEN STRING.

EX: "PYTHON"

OP: "NOHTYP"

2) WAP IN PYTHON TO REVERSE THE INTERNAL CONTENT OF EACH WORD IN A GIVEN STRING.

HINT:

IP = "ASHOK IT"

OP = "KOHSA TI"

**DAY24 : List Operations Part\_01:**

LIST DATA STRUCTURE

====================

LIST AND ITS FEATURES/PROPERTIES

================================

1) A SEQUENTIAL COLLECTION DATA ITEM

2) CAN DEFINE WITH []

AND ALL ELEMENTS IN [] MUST BE SEPARATED WITH COMMA.

EX: [ELE1,ELE2,.....]

3) PRE-DEFINED CLASS:

LIST

BECAUSE, THE LIST DATATYPE IS AN INBUILT DATATYPE.

4) List is Sequenced

because the list data can be get accessed with indexing (positive indexing/negative indexing)

5) List is supposed to accessing the part of the list using slicing

listData = [] # empty list

listData1 = [1,3,5,7,9,11]

print(type(listData))

print(type(listData1))

# positive indexing ==> forward accessing

print(listData1[0])

print(listData1[1])

print(listData1[2])

print(listData1[3])

print(listData1[4])

print(listData1[5])

print()

# negative indexing ==> reverse accessing

print(listData1[-1])

print(listData1[-2])

print(listData1[-3])

print(listData1[-4])

print(listData1[-5])

print(listData1[-6])

# slicing

print(listData1[0:6])

print(listData1[0:6:2])

print(listData1[-1:-7:-1])

print(listData1[::1])

print(listData1[::-1])

6) List can possible to define with same type of data items ==> Homogeneous List

7) List can possible to define with different type of data items ==> Heterogeneous list

8) List can ordered.

9) List can possible to define with duplicated elements.

# Homogenous List

li = [1,2,3,4,5,6,7,8,9,10] # list with integers

lf = [0.1,0.2,0.3,0.4,0.5] # list with floats

lc = [1-2j,1+2j,10-20j,10+20j] # list with complex

lb = [True, False, True, True, False] # list with booleans

ls = ['a','b','c','d'] # list with strings

print(type(li),type(lf),type(lc),type(lb),type(ls))

# Heterogeneous List

lh = [111,123,0.001,1.2e-7,True, 12-2j, 'abcde']

ld = [10,20,30,30,20,10,11,22,33,10,22,33,44,100,10,20,11,22]

print(type(lh))

print(type(ld))

print(li)

print(lf)

print(lc)

print(lb)

print(ls)

print(lh)

print(ld)

================================

HOW TO DEFINE THE LIST

======================

1) Compile Time Definition

=====================

Syntax:

Identifier = [e1,e2,e3,...]

2) Run time definition

=================

eval()

====

==> an inbuilt method

used to define any collection in the run time

Syntax:

eval(input())

lr = eval(input("Enter the list data:"))

print(type(lr))

print("The Given List = ")

print(lr)

3) Using list()

==========

Syntax:

identifier = list() ==> we can create an empty list

==> list() can create a list from other collections

list() can do type conversion

other collect ==> list collection

Syntax:

identifier = list(collection data)

4) split()

=======

strData = "Python is High Level Programming Language"

l1 = list()

l2 = list("Python")

l3 = list((1,2,3,4,5))

l4 = list({1,10,100,1000})

l5 = list({'a':10,'b':20,'c':30})

l6 = strData.split()

print(type(l1))

print(l1)

print(l2)

print(l3)

print(l4)

print(l5)

print(l6)

TRAVERSING ON THE LIST

======================

While loop:

========

ld = eval(input("Enter a list data:"))

l = len(ld)

index = 0

while index < l:

print("The Element at positive {} and at negative index {} is = {}".format(index,index-l,ld[index]))

index += 1

for loop

======

ld = eval(input("Enter a list data:"))

l = len(ld)

index = 0

for i in ld:

print("The List Element at positive index {} and at negative index {} is = {}".format(index,index-l,i))

index += 1

=========================

# WAP TO FIND THE AVERAGE OF THE LIST ELEMENTS

ld = eval(input("Enter a list:"))

s = 0

avg = 0

for i in ld:

s += i

avg = s/len(ld)

print("The Sum of List Elements = ",s)

print("The Average of List Elements = ",avg)

===================================

Membership Check:

===============

l1 = [1,3,5,7,9]

print(1 in l1)

print(100 not in l1)

List Comparision

==============

l1 = [1, 2, 3, 4, 5]

l2 = [1, 2, 3, 4, 5]

l3 = [2, 4, 6, 8]

l4 = [2, 4, 6, 8, 10]

l5 = [2,1,0,3,4]

# equality

"""

1) whether both the list datas with same length or not

2) if both list datas are with same length,

then: individual element comparison should perform

"""

print(l1 == l2) # True

print(l1 != l3) # True

print(l1 == l4) # False

# with <, >, <=, >=

"""

1) not required to check with size

2) individual element comparison should be used until the satisfactory.

"""

print(l1 > l3)

print(l1 < l4)

print(l1 <= l5)

**DAY25: List Operations Part\_02**

LIST OPERATIONS

===============

LIST IS MUTABLE:

==============

ld = eval(input("Enter a list data:"))

print(id(ld))

print(ld[0])

ld[0] = 100

print(id(ld))

print(ld)

==================================

count()

=====

==> use to find the total number of occurrences of the specified element within the list.

Syntax:

list\_data/list\_object.count(element)

==> If the specified element in count() is not the member of the list:

return = '0'

==> we cannot count the number of occurrences of the specified within the range.

ld = [1,2,3,4,5,1,3,5,7,9,1,2,3,4,5,1,3,5,7,9,2,4,6,8,10]

# if the specified element is the member of the list

print(ld.count(1))

print(ld.count(7))

# if the specified element is not the member of the list

print(ld.count(20))

# counting the element within the range, cannot count

# print(ld.count(2,1,10))

===============================================

index()

=====

==> use to find the first occurrence of the specified element in the given list.

Syntax:

list\_data/list\_object.index(element)

==> When the specified element is not a member of the list: index() returns "Value Error".

==> index() can allow to find the element within the specified range.

Syntax:

list\_data/list\_object.index(element,start,stop)

ld = [1,2,3,4,5,5,4,3,2,1,1,3,5,7,9]

# when the specified element is the member of list

# first occurrence of element is returned.

print(ld.index(9))

print(ld.index(2))

# when the specified element is not the member of list

# return: value error

# print(ld.index(100))

# finding in between range

print(ld.index(5,1,10))

=====================================

Adding of new elements into list

========================

1) append()

=========

==> use to add any element into the list at the last/end by default.

Syntax:

list\_data/list\_object.append(element)

ld = list()

print("The List before the append operation is = ")

print(ld)

ld.append(10)

ld.append(20)

ld.append(30)

ld.append(40)

ld.append(50)

print(ld)

=======================================

2) insert()

========

==> Use to add a new element at the given index position

Syntax:

list\_data/list\_object.insert(index,element)

==> if the specified index is from out of range:

the insertion of an element is at the last index automatically.

ld = [1,3,5,7,9]

print(ld)

ld.append(20)

ld.insert(1,100)

# if the specified index is exceeded the index range

ld.insert(10,1000)

print(ld)

===========================================

3) extend()

========

==> to extend a list of data to another list.

ex: l1

l2

l1 <====== l2

Syntax:

source\_list\_data.extend(destination\_list\_data)\

ld1 = [1,2,3,4]

ld2 = [5,6,7,8]

print("ld1 = ",ld1)

print("ld2 = ",ld2)

ld1.extend(ld2)

print("ld1 = ",ld1)

print("ld2 = ",ld2)

ld2.extend(ld1)

print("ld1 = ",ld1)

print("ld2 = ",ld2)

===============================================================

Note:

====

Method/Function ==> define the functionality

functionality:

take inputs

process the inputs

give an output

sum() ==> 12, 24

12 + 24

36

is count() return anything?

====================

yes,

an integer ==> count of occurrences of the specified element

is index() return anything?

====================

yes,

an integer ==> the first index value of the specified element

is append() return anything?

======================

yes,

None

ld = [1,2,3,4,5,2,2]

x = ld.count(2) # 1

print(x)

y = ld.index(2)

print(y)

z = ld.append(100)

print(z)

=============================================

Removal of elements from list

=======================

1) remove()

=========

==> use to remove the specified element only from the given list.

Syntax:

list\_data/list\_object.remove(element)

==> if the specified element is unknown to the given list:

remove() return: Value Error.

ld = [1,2,3,4,5,6,7,8,9,10]

print(ld)

print(ld.remove(3))

# ld.remove(5,6)

# if the specified element is not the member of a list ==> Value Error

# ld.remove(100)

print(ld)

================================================

2) pop()

======

==> use to remove the last element from the given list automatically.

Syntax:

list\_data.pop()

==> we can use pop() to remove the specified element based on the index.

Syntax:

list\_data.pop(index)

ld = [1,2,3,4,5]

print(ld)

# ld.pop()

# ld.pop()

ld.pop(1)

print(ld)

==========================================

del

===

==> del is an attribute/property

use to delete any data permanently.

Syntax:

del value\_name

==> using del property, we can delete any element from the list based on the index

==> even we can also delete the entire list also permanently.

a = 100

b = 200

l1 = [10,20,30,40,50]

print(a,b)

del a

print(l1)

del l1[2]

# print(a,b)

print(l1)

del l1

# print(l1)

**DAY26:** **List Operations Part\_03**

LIST OPERATIONS

================

DELETION OF LIST DATA:

=====================

4) clear()

=======

==> use to clear/delete the entire list

Syntax:

list\_data/list\_object.clear()

ld = [1,3,5,7,9]

print(ld)

ld.clear()

print(ld)

========================================

Reversing of list

=============

reverse()

=======

Syntax:

list\_data/list\_object.reverse()

ex: [1,2,3,4]

reverse() ==> [4,3,2,1]

# reversing of list

ld = eval(input("Enter the list data:"))

print("The List before the reverse operation is = ",ld)

ld.reverse()

print("The List after the reverse operation is = ",ld)

=========================================

Sorting of list data:

===============

Sorting ==> arranging the list elements from lower to upper value ==> Ascending order

arranging of list elements in decreasing order

sort()

====

Syntax: (for forward sorting)

list\_data/list\_object.sort()

==> can use to arrange the list items in ascending order only.

Syntax: (for reverse sorting)

list\_data/list\_object.sort(reverse = True)

# Forward sorting ===> ascending order arranging

ld = [100,1,10,7,97,79,2,6]

print("Before the sorting, the list = ")

print(ld)

ld.sort()

print("After the sorting, the list = ")

print(ld)

# reverse sorting ==> descending order arrangement

ld = [100,1,10,7,97,79,2,6]

print("Before the sorting, the list = ")

print(ld)

ld.sort(reverse = True)

print("After the sorting, the list = ")

print(ld)

=======================================

List Aliasing and Cloning

===================

when the same data with different names, all the names can pointed with same address.

ex: a = 10;b = 10;c = 10;

id(a);id(b);id(c) ==> same address

List Aliasing

=========

when the same list data, represented with two or more names

all the names(variables) pointed with the same address.

==> here, the list variables need to create from other list using 'assignment operator'

Note:

when the same list data to different variables with different definitions,

the addresses of all the variables ==> different

"When a list can define from another list using assignment operator, here: both the lists can pointed with same addresses. When any change on any list in this, it will reflect on both. This is called as "list aliasing"

List Cloning:

=========

copy()

====

==> use to create a list from another list but with the different object address.

list\_data2 = lsit\_data1.copy()

# List Aliasing

l1 = [1,3,5,7,9]

l2 = [1,3,5,7,9]

l3 = [1,3,5,7,9]

l4 = l1

l5 = l1.copy()

print(id(l1),id(l2),id(l3))

print(id(l4))

print(id(l5))

print(l1);print(l2);print(l3);print(l4);print(l5)

print()

l1[4] = 97

print(l1);print(l2);print(l3);print(l4);print(l5)

print()

l4[0] = 79

l5[1] = 97879

print(l1);print(l2);print(l3);print(l4);print(l5)

print()

================================================

Math Operations

=============

1) List Concatenation

=================

Joining of two or more lists into one ==> list concatenation

+ symbol

Syntax:

list\_data1 + list\_data2 + list\_data3

2) List Repetition

=============

To make repeat the list items for several number of times, use list repetition

symbol: \*

Syntax:

list\_data \* n.times

# Math Operations

l1 = [1,3,5,7,9]

l2 = [0,1,2,3,4]

print("Concatenated List = ",l1+l2)

print("List with repetition is = ",l1\*3)

============================

Nested List

=========

nld = [[1,2,3,4],[5,6,7,8,],[9,10,11,12],[13,14,15,16]]

print(nld[0])

print(nld[1])

print(nld[2])

print(nld[3])

print(nld[0][0])

print(nld[0][1])

print(nld[0][2])

print(nld[0][3])

for i in nld:

print(i)

print()

# Wap to take a list in list (nested list) and print the list data as matrix format.

for j in nld:

for k in j:

print(k,end = "\t")

print()

**DAY27**: **Tuple Operations Part\_01:**

TUPLE DATA STRUCTURE

======================

Tuple-Features:

============

1) It is a sequential collection datatype

2) Tuple data can define with parenthesis ()

Syntax:

identifier = (elements/items with comma separation)

3) It is a pre-defined/an inbuilt datatype

class = "tuple"

4) Tuple is an ordered datatype.

5) tuple can index supported.

to access the individual elements of the tuple, we can use an "index".

Syntax:

tuple-data-name[index-value]

Note:

====

Like strings and list:

Tuple can support both positive index and negative index.

positive indexing ==> forward access ==> accessing of tuple data from left to right

negative indexing ==> reverse access ==> accessing of tuple data from right to left.

6) Tuple can allow to access the part of the data using slicing.

Syntax:

tuple-data-name[start:stop:step]

7) Tuple can define with homogeneous elements

8) Tuple can define with heterogeneous elements

9) Tuple can be nested with other collections.

Note:

list can also be nested with with other collections.

10) Tuple can be immutable datatype.

Note:

====

to modify the tuple, we can convert that tuple into list, on this list we can define any modification.

After that the list can convert into tuple again

tuple ==> list ==> define change ==> tuple

list()

====

using this, we can convert any collection into list data.

Syntax:

list(collection)

tuple()

========

using this, we can convert any collection into tuple data.

Syntax:

tuple(collection)

a = () # empty tuple

b = (1,2,3,4) # tuple with integers

c = (1.2,0.23,1.4,0.0097) # tuple with floats

d = (True, False, True, False) # tuple with booleans

e = ('a','b','c','d') # tuple with strings

f = (111,12.234,12-24j,True,'False')

g = [(1,11,12),{13,14,15}] # list with tuple and set

h = ([1,2,3,4],{8,7,6,5}) # tuple with list and set

print(type(a));print(type(b));print(type(c));print(type(d));print(type(e));print(type(f))

print(type(g));print(type(h))

print(a);print(b)

# Positive indexing

print(b[0]);print(b[1]);print(b[2]);print(b[3]);print()

# negative indexing

print(b[-1]);print(b[-2]);print(b[-3]);print(b[-4]);print()

# slicing:

print(b[0:4:1]);print(b[::1]);print(b[-1:-5:-1]);print(b[::-1]);print()

# a[0] = 100 Type Error

lt = list(b)

lt[0] = 100

b = tuple(lt)

print(b)

TRAVERSING ON TUPLE DATA:

==========================

==> to perform the traversing on list:

two loop statements are used:

1) while loop

2) for loop

1) while loop:

================

Syntax:

initialization

while condition:

block of statements

update

# Traversing on tuple using while loop

td = (1,2,3,4,5)

index = 0

while index < len(td):

print("The Element at positive index {} and at negative index {} is = {}".format(index,index-len(td),td[index]))

index += 1

2) for loop:

=============

Syntax:

for iteration-variable in tuple-data:

block of code

td = (1,3,5,7,9)

index = 0

for p in td:

print("The Element at positive index {} and at negative index {} is = {}".format(index,index-len(td),p))

index += 1

Traversing on Tuple in reverse:

================================

# Traversing on Tuple in reverse

td = (1,2,3,4,5)

i = -1

while -len(td) <= i:

print("The Element at an index {} is = {}".format(i,td[i]))

i -= 1

===================================================================

td = (1,3,5,7,9)

index = -1

for i in td[::-1]:

print("The Element at {} is = {}".format(index,i))

index -= 1

==============================================

Creation of the tuple:

================

1) Compile time definition:

===========================

==> direct assignment of the tuple data

Syntax:

identifier = (val1,val2,val3,val4)

==> for the tuple definition, () is not mandatory.

Syntax:

identifier = val1,val2,val3,val4

Note: for the list definition [] is mandatory.

2) Dynamically changed tuple/Run time definition of tuple:

=============================================

eval()

====

we can create any collection data in run time

Syntax:

identifier = eval(input())

===================================================

3) using tuple()

================

tuple() can use to convert any collection data into tuple data

Syntax:

tuple(any collection)

# Rune Time definition of the tuple

td = eval(input("Enter a tuple data:"))

td1 = 1,2,3,4,5,6

td2 = (100,)

td3 = tuple({1,100,1000,10000})

print(type(td));print(type(td1));print(type(td2));print(type(td3))

print("The Given tuple data = ",td);print(td1);print(td2);print(td3)

==================================================

Math operations:

=============

1) Concatenation:

=================

==> joining of two or more tuples into one called as "tuple concatenation"

==> symbol: +

Syntax:

tuple1 + tuple2 + tuple3 + ....

2) Repetition:

===============

==> to make repeat the data of tuple for number of times, we can use tuple repetition.

==> Symbol: \*

Syntax:

tuple-data \* n

t1 = (1,2,3,4,5);t2 = (6,7,8,9,10);t3 = (11,13,15,17,19)

# Tuple Concatenation

t4 = t1 + t2 + t3

print("Concatenated Tuple = ",t4)

# Tuple Repetition

t5 = t1 \* 7

print("Repeated Tuple data = ",t5)

Tuple Comparison:

===============

==> it is possible with relational operators

1) with equality operators:

============================

==, !=

check:

i) length of both the tuples

=============================

if both tuple lengths are different:

equality operators return "False"

if both tuple lengths are same then: all the elements from both the tuples can be compared element by element

if all the elements are same: return "True"

otherwise: return "False"

2) checking with other relational operators:

=============================================

remaining relational operators can check and do comparison on both tuples of any length element by element

# Equality check

t1 = (1,2,3,4,5);t2 = (1,3,5,7,9);t3 = (1,2,3,4,5);t4 = (1,2,3,4,5,6);t5 = (1,3,5,7)

print(t1 == t2);print(t1 == t3);print(t1 == t4);print(t1 == t5);print()

print(t1 != t2);print(t1 != t3);print(t1 != t4);print(t1 != t5);print()

# Checking with remaining relational operators

print(t1 > t2);print(t1 < t2)

print(t1 > t4);print(t1 < t4)

**DAY28**: **Tuple Operations Part\_02:**

TUPLE OPERATIONS

==================

1) count()

========

==> an inbuilt method, which we can use to count the number of occurrences of the given of element/item in a tuple.

Syntax:

tuple-data-name.count(tuple item)

td = (1,2,3,1,2,3,4,5,6,1,2,3,4,5,6)

print(td.count(1))

print(td.count(2))

print(td.count(4))

print(td.count(100))

Note:

====

count() can return '0' if the specified element is unknown to the tuple data.

===========================================

index()

======

==> an inbuilt method which we can use to find the first occurrence of the specified element in a tuple.

Syntax:

tuple-data-name.index(tuple-element/tuple-item)

td = (1,2,3,1,2,3,4,5,6,1,2,3,4,5,6)

print("The First Occurrence of 3 in the given tuple {} is {}".format(td,td.index(3)))

# print(td.index(100)) Value error

Note:

=====

if the specified element is unknown to the tuple, index() can return: "Value Error"

sorted()

======

Note:

====

sort() ==> is not applicable to tuple

sorted() is an inbuilt method which we can use to arrange the elements in ascending order or descending order.

sorted() can arrange the tuple elements in ascending order as by default.

Syntax:

sorted(tuple-data)

Note:

====

sorted() can return a list as an output.

td = eval(input("Enter the tuple data:"))

print("The Given tuple is:")

print(td)

tds = sorted(td)

print("After the sorting, the tuple is:")

print(tuple(tds))

sorting in descending order:

=====================

Syntax:

identifier = sorted(tuple-data,reverse = True)

td = eval(input("Enter the tuple data:"))

print("The Given tuple is:")

print(td)

tds = sorted(td)

print("After the sorting, the tuple is:")

print(tuple(tds)) # ascending order

# sorting in descending order

tds1 = sorted(td,reverse=True)

print("The Tuple After the sorting is = ")

print(tuple(tds1))

===================================================

Finding of minimum and maximum of tuple data:

=============================================

min()

=====

an inbuilt method, which we can use to find the minimum of the given collection data.

Syntax:

min(collection)

max()

=====

an inbuilt method, which we can use to find the maximum of the given collection.

Syntax:

max(collection)

d1 = eval(input("Enter a string:"))

d2 = eval(input("Enter a list:"))

d3 = eval(input("Enter a tuple:"))

d4 = eval(input("Enter a set:"))

print("The Minimum value of the given collections are:")

print(min(d1));print(min(d2));print(min(d3));print(min(d4))

print("The Maximum value of the given collections are:")

print(max(d1));print(max(d2));print(max(d3));print(max(d4))

Note:

====

Python3: Tuple comparison with relational operators only possible.

Python2: cmp() can also use to do the comparison on tuples.

But, python3 cannot support cmp() for the tuple comparison.

cmp():

====

Syntax:

cmp(t1,t2)

return: 0

==> if both tuples are equal

return: 1

==> if t1 > t2

return: -1

==> if t1 < t2

=============================

Tuple Packing and Unpacking:

===========================

Packing:

========

making a tuple from individual data

Unpacking:

==========

from tuple data we can prepare individual data

# tuple packing

a = 10;b = 20;c = 30

d = 1.2;e = 1.12;f = 1.112

g = True;h = False

tp = a,b,c,d,e,f,g,h

tp1 = (a,b,c,d,e,f)

print("The Tuples are:")

print(tp);print(tp1)

# Tuple Unpacking

p,q,r,s,t,u = tp1

print("The Individual Data from tuple is = ")

print(p);print(q);print(r);print(s);print(t);print(u)

**DAY29: Set Operations Part\_01:**

SET DATA OPERATIONS

===================

COLLECTION DATATYPES IN PYTHON ARE:

1) STRING

2) LIST

3) TUPLE

4) SETS AND FROZENSETS

5) DICTIONARY

6) BYTES AND BYTE ARRAY

SET - FEATURES:

===============

1) Set is a collection datatype

2) Symbol of notation for set data is: {}

All the elements in {} must be separated with comma

ex: {1,3,5,7,9}

3) Set is an inbuilt datatype, because it has an inbuilt class: "set".

type()

4) Set is not an ordered datatype.

Ex: {1,2,3,4,5}

print() ==> {1,5,2,4,3}

5) Set is not a sequential datatype.

it is not supposed to use an index

Note: if the index is used with set ==> Type Error

6) No slicing is possible with set data.

7) set can be homogeneous

8) set can be heterogeneous.

9) No duplication is allowed on set. (no duplication can preserve by the set)

ex: {1,2,3,4,5,6,1,2,3,4,7,8,9,5,6,7}

print() ==> {1,2,3,4,56,7,8,9}

10) set can nested with only tuples

Note: limitation with list, set, dictionary

set never be nested with list

If a set with list data ==> "Type Error".

# s1 = {} # empty set

s1 = {1,3,5,7,9,11,13,15,17,19,21,23,25,100,150,200,250,300,400} # set definition homogeneous

s2 = {True, 100, 123-234j, 'string',0.001} # Heterogeneous

s3 = {1,2,3,4,5,10,20,30,40,50,1,2,3,4,5,1,3,5,7,9}

# s4 = {(1,3,5,7,9),[1,2,3,4,5],'abcde'}

# s4 = {'abcdef',(1,3,5,7,9),{1,4,6,7,9},{'a':100,'b':200,'c':300}}

s4 = {{'a':100,'b':200,'c':300},{'d':111,'e':121,'f':133}}

# s4 = {(1,2,3,4),(5,6,7,8),(9,10,11,12)}

print(type(s1));print(type(s2))

print(s1);print(s2);print(s3);print(s4)

# print(s1[1])

=========================================================

CREATION OF SETS:

================

1) COMPILE TIME DEFINITION:

===========================

Syntax:

set-object-name = {e1,e2,e3,e4,e5}

2) RUN TIME DEFINITION:

=======================

eval()

we can define the set-in run time which can dynamically change

Syntax:

eval(input("Enter a set data:"))

3) USING set() METHOD:

======================

set(): is an inbuilt method

we can use to convert/change any collection data to set data

Syntax:

set-collection-name = set() ==> to create an empty set data

set-collection-name = set(collection data)

# run time definition of set

s1 = eval(input("Enter a set data:"))

print(type(s1))

print(s1)

# using set() method

s2 = set()

s3 = set((1,3,5,7,9))

s4 = set([1,10,100,1000,11,111,1111])

print(type(s2));print(type(s3));print(type(s4))

print(s2);print(s3);print(s4)

===================================================

Traversing of set data:

=======================

Looping on set data

syntax:

for iteration-variable in set-data:

block of operation

# Traversing on sets

s1 = eval(input("Enter a set data:"))

sum = 0

for i in s1:

# print(i,end = "\t")

sum = sum + i

print("The sum of set elements = ",sum)

# index = 0

# while index < len(s1):

# print(s1[index])

# index += 1

=================================================

Math Operations:

================

1) Set Concatenation is not allowed in python.

2) Set Repetition is also not allowed.

=======================================================

Set Comparison:

===============

i) comparison with '==' and '!=' operators:

===========================================

==> these are can check lengths of the both sets

==> if both lengths are same (equal):

individual element comparison should take.

ii) comparison with '<', '>', '<=' and '>=':

=============================================

==> comparison should be based on individual elements of sets only.

s1 = {1,2,3,4,5}

s2 = {6,7,8,9,10}

s3 = {1,2,3}

s4 = {1,2,3,4,5,6}

# print(s1 + s2)

# print(s1 \* 3)

print(s1 == s2);print(s1 == s3);print(s1 == s4)

print(s1 != s2)

print(s1 > s2);print(s1 > s3);print(s1 > s4)

print(s1 < s2);print(s1 < s3);print(s1 < s4)

=====================================================

IS SET MUTABLE OR IMMUTABLE?

============================

Set is mutable

ADDING ELEMENTS INTO SET:

========================

Note: Adding elements into set using index ==> not possible

1) add()

=======

==> an inbuilt method which we can use to add an element to set.

Syntax:

existed-set = set-object-name.set(element)

Note: only one element can add to set

# using add()

s1 = {1,2,3,4,5}

print("The set before change is = ",s1)

print("The Address of set before change is = ",id(s1))

s1.add(10)

s1.add(100)

s1.add(400)

print("The set after the change is = ",s1)

print("The Address of set after the change is = ",id(s1))

2) update()

===========

==> is an inbuilt method which we can use to add multiple values to the set.

Syntax:

set-object-name.update(collection)

# using update()

s1 = {1,2,3,4,5}

print("The set before change is = ",s1)

print("The Address of set before change is = ",id(s1))

# s1.update(10) Type Error

s1.update((10,20,30))

print("The set after the change is = ",s1)

print("The Address of set after the change is = ",id(s1))

Set Aliasing:

=============

# set aliasing

s1 = {1,3,5,7,9}

s2 = s1

print(s1);print(s2)

s1.add(10)

print(id(s1));print(id(s2))

print(s1);print(s2)

3) copy()

=========

is an inbuilt method which we can use to copy the set data from other set with different object name.

Syntax:

new-set-object = old-set-object.copy()

==> set data is getting cloned.

# set aliasing

s1 = {1,3,5,7,9}

s2 = s1.copy()

print(s1);print(s2)

s1.add(100)

print(id(s1));print(id(s2))

print(s1);print(s2)

Note:

===

1) if one element is used to add in set ==> Type Error

here: update() ==> iterative method

2) if multiple individual elements using to add in set using update() ==> Type Error

Run the python file using command prompt:

========================================

cd navigation of folder

python file.py

**DAY30:** **Set Operations Part\_02:**

SET DATA OPERATIONS

===================

REMOVING OF ELEMENTS FROM SET DATA:

===================================

1) pop():

========

it is an inbuilt method which we can use to remove/delete an item/element of any from the set.

Syntax:

set-data-object.pop()

Note:

pop() can remove the element randomly.

sd1 = eval(input("Enter a set data:"))

sd2 = {1,2,3,4,5,6,7,8,9,10,11,12,13,14,15}

print("The Set data before the pop operation are = ")

print(sd1)

print(sd2)

=====================================================

2) remove():

===========

is an inbuilt method which we can use to remove/delete any specified element from the given set.

Syntax:

set-data-object.remove(element)

Note:

====

if the specified element is not in the set, then: remove() can return "Key Error".

sd1 = {1,11,21,31,41,51,61,71,81,91,101}

print("The Set before deleting is = ",sd1)

sd1.remove(21)

# sd1.remove(101,51) Type Error

# sd1.remove(97)

print("The Set after deleting is = ",sd1)

=====================================================

3) discard()

============

is an inbuilt method which we can use to remove the specified element from the given set data.

Syntax:

set-data-object.discard(element)

Note:

====

if the specified element is not known to the set, then:

discard() not return any error.

sd1 = {1,10,20,30,40,50,60,70,80,90,100}

print("The Set Before the Discard operation is = ",sd1)

sd1.discard(30)

# sd1.discard(40,50) Type Error

sd1.discard(3000)

print("The Set After the Discard operation is = ",sd1)

========================================================

4) del

=======

del is a property which we can use to delete the entire set permanently.

Syntax:

del set-data-object

Note:

====

individual element of the set cannot delete using del property.

sd1 = {1,2,10,20,3,4,30,40,5,50}

print("The Set Before the delete operations is = ",sd1)

# del sd1[0]

del sd1

# print(sd1)

====================================================

5) clear()

==========

to clear whole set by making an empty, we can use clear()

Syntax:

set-data-object.clear()

sd1 = eval(input("Enter the set data:"))

print("The Set before the clear operation is = ",sd1)

sd1.clear()

print("The Set after the clear operation is = ",sd1)

==========================================================

Set Math Operations:

====================

1) Union:

=========

Joining of two sets into one by eliminating common elements from set2.

union():

=======

Syntax:

set-object1.union(set-object2)

s1 = {1,2,3,4,5}

s2 = {4,5,6,7,8,9,10}

s3 = {6,7,8,9,10}

su1 = s1.union(s2)

su2 = s1.union(s3)

print("The Set Unions are = ")

print(su1) # {1,2,3,4,5,6,7,8,9,10}

print(su2) # {1,2,3,4,5,6,7,8,9,10}

2) Intersection:

================

can create a new set with only common elements from both the sets.

intersection()

==============

Syntax:

set-data-object1.intersection(set-data-object2)

s1 = {1,2,3,4,5}

s2 = {2,4,5,6,7,8}

si = s1.intersection(s2)

print("Set with intersection is = ",si)

==============================================================

3) Set Difference:

==================

return a set with elements from only the first set.

difference():

=============

Syntax:

set1.difference(set2)

s1 = {1,2,3,4,5}

s2 = {1,3,5,7,9,11}

print("Sets are:")

print(s1)

print(s2)

sd = s1.difference(s2)

print("All the sets are:")

print(s1)

print(s2)

print(sd)

4) Symmetric Difference:

=========================

can return a new set with elements which are in only first set and only in second set.

symmetric\_difference()

======================

Syntax:

set1.symmetric\_difference(set2)

s1 = {1,2,3,4,5}

s2 = {1,3,5,7,9}

print(s1)

print(s2)

sd = s1.symmetric\_difference(s2)

print(s1)

print(s2)

print(sd)

sd1.pop()

sd2.pop()

print("The Set data after the pop operation are = ")

print(sd1)

print(sd2)

**DAY31: Dictionary Data Operations Day\_01:**

DICTIONARY DATA OPERATIONS:

===========================

WHAT IS DICTIONARY:

==================

STRING, LIST, TUPLE, SET ==> GROUP OF ELEMENTS

'123', [1,2,3,4], (1,2,3,4), {1,2,3,4}

DICTIONARY IS A COLLECTION OF ITEMS

ITEMS ==> COMBINATION OF KEY AND VALUE PAIR

Syntax:

key : value

CAN DEFINE WITH {}

Syntax:

Identifier for dictionary object = {key1:value1,key2:value2,key3:value3}

Dictionary Properties:

======================

1) It is a collection of key and value pairs

2) It is an inbuilt datatype

predefined class: dict

type()

3) Keys in a dictionary with any datatype.

4) Values in a dictionary with any datatype.

Note: Keys in a dictionary always be with primitive datatypes.

if collection data as key in a dictionary ==> Type Error.

5) To access the dictionary values, we can use "keys".

Syntax:

dictionary-object-name[key-name]

6) If indexing can use to access the data of dictionary ==> "Key error".

If that specified index is not as a key in a dictionary.

7) Can be ordered.

8) Dictionary can be homogeneous and heterogeneous also.

homogeneous ==>

when keys with same type

and values with same type

heterogeneous

when keys ==> different type

values ==> different type

9) Mutable datatype.

10) Keys are cannot be duplicated.

11) Values can be duplicated.

# dictionary properties

d1 = {} # empty dictionary

d2 = {1,2,3,4}

d3 = {11:True, 12 : False, 13 : 112233}

d4 = {'a' : 11, 'b' : 12, 'c' : 13}

d5 = {'abc' : {1,2,3},'def' : [2,3,4],'ghi' : (9,7,8,6)}

# d6 = {[1,2,3] : 'a',(1,4,7) : 1122,{1,3,5} : 'pqrs'}

d6 = {1 : 10,2 : 20,3 :30}

d7 = {True:11,'a' : 13,1-2j : 15} # Heterogeneous

d8 = {'a' : 11,'b' : 111, 'c' : 1111} # Homogeneous

print(type(d1));print(type(d2));print(type(d3),type(d4),type(d5))

print(d1);print(d2);print(d3);print(d4);print(d5)

# values with keys

print(d3[12]);print(d4['b']);print(d5['ghi'])

print(d6[1]);print(d6[2])

# print(d6[-1])

print(d6)

print(type(d7));print(type(d8))

print(d8)

print(id(d8))

d8['c'] = 9797

print(d8)

print(id(d8))

d8['p'] = 112233

print(d8)

print(id(d8))

=============================================

Creation of Dictionary data:

============================

1) Compile time definition:

===========================

==> direct value assignment method

Syntax:

dictionary-object-name = {key1:value1,key2:value2,...}

# Compile Time Definition of the dictionary

d1 = {'a' : 100,'b' : 200, 'c' : 300,'b' : 500,'d' : 300}

print(d1)

print(type(d1))

============================================================

2) Run Time definition:

=======================

eval() ==> can use.

==> this definition can dynamically changed.

Syntax:

dictionary-object-name = eval(input("Enter a dictionary data:"))

# Run Time Definition of the Dictionary

d1 = eval(input("Enter a dictionary data:"))

print(type(d1))

print(d1)

============================================

3) using dict()

===============

Syntax:

dictionary-name = dict({key1:value1,key2:value2})

# using dict() method

d1 = dict() # empty dictionary

d2 = dict({'a' : 11,'b' : 22,'c' : 33})

# d3 = dict((1,3,5,7,9))

print(type(d1));print(type(d2))

print(d1);print(d2)

============================================================

Traversing on Dictionary:

=========================

# WAP TO ENTER NAME AND PERCENTAGE IN A DICTIONARY AND DISPLAY THAT INFORMATION.

record = dict() # created an empty dictionary

count = int(input("Enter the size of the class:"))

i = 1 # initialization

while i <= count:

name = input("Enter a student name:")

marks = input("Enter student's percentage:")

record[name] = marks

i += 1

print("Name of the Student","\t","% of marks of the Student")

for data in record:

print("\t\t",data,"\t\t\t\t\t",record[data])

==============================================================

Delete data from dictionary data:

=================================

1) using del property:

======================

# delete operation

d1 = {'abc' : 111, 'def' : 222, 'ghi' : 333, 'jkl' : 444}

# del property can use to delete the value of the dictionary with 'key

# Syntax: del dict-name[key]

print("Before The Delete Operation:",d1)

del d1['ghi']

print("After The Delete Operation:",d1)

# we can delete the whole dictionary permanently.

del d1

# print(d1)

=======================================

2) clear()

=========

it can use to delete/remove the whole dictionary.

Syntax:

dict-name.clear()

# clear() Method

d1 = {'abc' : 111, 'def' : 222, 'ghi' : 333, 'jkl' : 444}

print("The Dictionary before the delete operation:",d1)

d1.clear()

print("The Dictionary after the delete operation:",d1)

======================================

3) pop()

========

we can use to remove the value of the dictionary which is associated with the specified key.

Syntax:

dict-name.pop(key)

Note:

=====

if the specified key is not in the dictionary ==> Key Error

# pop() method

d1 = {'abc' : 111, 'def' : 222, 'ghi' : 333, 'jkl' : 444}

print("Before the pop operation:",d1)

d1.pop('ghi')

# d1.pop('pqr') Key Error

print("After the pop operation:",d1)

=====================================================

5) popitem()

============

it can use to remove an arbitrary item {key and value} from the last of the dictionary.

Syntax:

dict-name.popitem()

# popitem()

d1 = {'abc' : 111, 'def' : 222, 'ghi' : 333, 'jkl' : 444}

print("The Dictionary before the pop operation is: ",d1)

d1.popitem()

d1.popitem()

print("The Dictionary after the pop operation is: ",d1)

===========================================================

**DAY32: Dictionary Data Operations Day\_02:**

DICTIONARY OPERATIONS:

======================

1) FINDING LENGTH OF THE DICTIONARY:

===================================

len():

=====

using len() we can find the length of any collection.

Syntax:

len(dictionary-name)

# WAP TO FIND THE LENGTH OF THE DICTIONARY

d = eval(input("Enter a dictionary:"))

print("The Length of the dictionary is = ",len(d))

count = 0

for cnt in d:

count += 1

print("The Length of the dictionary is = ",count)

================================================

Getting values from the Dictionary:

===================================

dict-name[key] ==> values

get()

=====

we can use get() to access the values of the dictionary.

Syntax:

dict-name.get(key)

Note:

=====

1) If the specified key is in the dictionary ==> associated value can be returned by the get()

2) If the specified key is not in the dictionary ==> None.

3) Instead to return 'None' when the specified key is not in the dictionary

to return some default value:

Syntax:

dict-name.get(key,default-value)

d = {'apple' : 10, 'banana' : 15, 'mango' : 25, 'kiwi' : 35, 'papaya' : 20}

print(d['mango'])

res = d.get('mango')

print(res)

print(d.get('jackfruit'))

print(d.get('jackfruit',0))

=============================================

Getting of Keys from the dictionary:

====================================

keys():

======

return all the associated keys of dictionary.

Syntax:

dict-name.keys()

Getting of values from the dictionary:

======================================

values():

return all associated values of the dictionary.

Syntax:

dict-name.values()

d = eval(input("Enter a Dictionary:"))

keys = d.keys()

values = d.values()

print("All The Keys of the Dictionary = ",keys)

print("All The Values of the Dictionary = ",values)

====================================

# WAP TO PRINT ALL THE KEYS OF THE DICTIONARY

d = eval(input("Enter a dictionary:"))

for keys in d:

print(keys)

for k in d.keys():

print(k)

================================

# WAP TO PRINT ALL THE VALUES OF THE DICTIONARY

d = dict({'apple' : 100, 'banana' : 125, 'mango' : 200, 'kiwi' : 175})

for values in d:

print(d[values])

print()

for v in d.values():

print(v)

===========================================

Getting both keys and values in arbitrary from the dictionary:

==============================================================

items():

========

Syntax:

dict-name.items()

return: list of tuples with keys and values

ex: [(key1,val1),(key2,val2),(key3,val3)]

d = eval(input("Enter a dictionary:"))

items = d.items()

print(items)

for item in d.items():

print(item)

========================================

copy()

======

to create a dictionary from other dictionary, copy() can use.

Syntax:

new-dict = old-dict.copy()

# cloning of the dictionary

d = {'name' : 'Kumar', 'age' : 26, 'Course' : 'Python','Duration' : 4}

print(id(d))

print(d)

cd = d.copy()

print(id(cd))

print(cd)

cd['name'] = 'sahithi'

print(d)

print(cd)

d['name'] = 'Ashwini'

print(d)

print(cd)

===================================

Aliasing of Dictionary Data:

===========================

using assignment operator

d = {'a' : 100, 'b' : 200, 'c' : 300}

cd = d

print(d);print(cd)

print(id(d));print(id(cd))

cd['d'] = 400

d['a'] = 111

print(d);print(cd)

========================================

# WAP TO FIND THE NUMBER OF OCCURRENCES OF EACH LETTER PRESENT IN THE GIVEN STRING

# 'python'

# output: {'p' : 1, 'y' :1, 't' : 1, 'h' : 1, 'o' : 1,'n' :1}

# 'apple'

# output: {'a' : 1, 'p' : 2, 'l' : 1,'e' :1}

data = input("Enter a string data:") # apple

d = dict()

for cnt in data:

d[cnt] = d.get(cnt,0) + 1

for k,v in d.items():

print(k,"occurred",v,"times")

======================================================

Comprehensions

===============

very easy and compact way to create collection objects like: list, set, dictionary from any iterable object like: range(), list, tuple etc. based on some condition.

Syntax:

identifier = [condition for lv in collection/range] ==> List Comprehension

identifier = {condition for lv in collection/range} ==> set comprehension

identifier = {key : value for condition for lv in collection/range} ==> Dictionary Comprehension

**Note**: Tuple Comprehension is not possible in Python.

# dictionary Comprehensions

s = {k : k \* k for k in range(1,11)}

d = {i : i + 2 for i in range(10,16)}

d1 = {j : j % 2 == 0 for j in [1,2,3,4,5,6,7,8,9,10]}

print(s);print(type(s))

print(d)

print(d1)

# set comprehensions

s1 = {x \* x for x in range(6)}

print(s1)

# Tuple Comprehensions ==> not possible in python

t1 = (d \* 3 for d in range(10))

print(type(t1))

for i in t1:

print(i,end = "\t")

print()

# List Comprehension

ld = [s \* 2 for s in range(10)]

print(ld)

**DAY33:** **Functions Day\_01:**

FUNCTIONS

=========

PYTHON

FUNCTIONAL APPROACH ==> C

SCRIPTING ==> PERL

MODULAR APPROACH ==> MODULA3

calculator

arithmetic

===========

trigonometric

=============

log

====

integration etc.

===========

function can be a block of code which can be represented with some name and we can use this to perform the specific task.

==> the function cannot execute by itself.

by invoking/calling the function it can perform the task.

Advantages:

1) solving the complex or larger programs easily.

2) debugging the application is easy.

How to define the function?

===========================

keyword: def

Syntax:

def functions-name(parameters/arguments):

block of statements

How we can call the function?

=============================

Syntax:

function-name(values for parameters)

Types of Functions

==================

1) Functions without parameters and no return type

===================================================

Syntax:

def function-name():

function body

# WRITING A FUNCTION WITHOUT PARAMETERS AND NO RETURN TYPE

# function definition

def findSmall(): # function header

# function body

a = int(input("Enter a value:"))

b = int(input("Enter a value:"))

c = int(input("Enter a value:"))

d = int(input("Enter a value:"))

if a < b and a < c and a < d:

print("The Smaller value is = ",a)

elif b < c and b < d:

print("The Smaller value is = ",b)

elif c < d:

print("The Smaller value is = ",c)

else:

print("The Smaller value is = ",d)

# function call

findSmall()

2) Functions without Parameters and return type

==============================================

Syntax:

def function-name():

function-body

return value

# WRITING A FUNCTION WITHOUT PARAMETERS AND RETURN TYPE

from importlib.resources import read\_binary

def decToBin():

number = int(input("Enter a decimal:")) # 97

n = number

binary = ""

while n != 0:

rem = str(n % 2) # 1 0

binary = rem + binary # "1100001"

n //= 2

return binary

# result = decToBin()

# print(result)

print(decToBin())

==============================================

# WRITING A FUNCTION WITHOUT PARAMETERS AND RETURN TYPE

from importlib.resources import read\_binary

def decToBin():

number = int(input("Enter a decimal:")) # 97

n = number

binary = 0

power = 1

while n != 0:

rem = n % 2 # 1 0

binary = binary + rem \* power # "1100001"

power \*= 10

n //= 2

return binary

# result = decToBin()

# print(result)

print(decToBin())

3) Functions with parameters and no return type

===============================================

Syntax:

def function-name(parameter-names with comma separation):

function body

# WRITING A FUNCTION WITH PARAMETERS AND NO RETURN TYPE

def triangleArea(s1,s2,s3):

s = (s1 + s2 + s3)/2

area = (s\*(s-s1)\*(s-s2)\*(s-s3)) \*\* 0.5

print("The Area of the Triangle is = ",area)

# triangleArea(9,7,5)

# s1 = 10

# s2 = 8

# s3 = 7

#

# triangleArea(s1,s2,s3)

a = 9

b = 7

c = 8

triangleArea(c,a,b)

4) Functions with parameters and return type

============================================

Syntax:

def function-name(parameters with comma separation):

function body

return

# WRITING A FUNCTION WITH PARAMETERS AND RETURN TYPE

def typeTriangle(a,b,c):

if a == b and a == c and b == c:

return "It is an Equilateral Triangle."

elif a == b or a == c or b == c:

return "It is an Isosceles Triangle."

elif (a \* a + b \* b) == c \* c or (b \* b + c \* c) == a \* a or (a \* a + c \* c) == b\*b:

return "It is a Right Angled Triangle."

else:

return "It is a scalene Triangle."

# print(typeTriangle(10,10,10))

# a = 9

# b = 7

# c = 9

# print(typeTriangle(a,b,c))

# p = 5

# q = 4

# r = 3

# print(typeTriangle(p,q,r))

print(typeTriangle(10,11,9))

**DAY34: Functions Day\_02:**

FUNCTIONS

=========

RETURNING MULTIPLE VALUES FROM FUNCTION

========================================

# Returning Multiple Values from function

def ariths():

d1 = int(input("Enter a value:"))

d2 = int(input("Enter a value:"))

s\_add = d1 + d2

s\_sub = d1 - d2

s\_prod = d1 \* d2

return s\_add,s\_sub,s\_prod

res1,res2,res3 = ariths()

print("The Addition is = ",res1)

print("The Subtraction is = ",res2)

print("The Product is = ",res3)

=========================================

Ways to Represent the arguments in function

===========================================

4-ways to represent arguments/parameters in function:

1) positional Arguments

========================

# Positional Arguments

def function(a,b,c,d): # a,b,c and d ==> Formal Arguments

if a == b == c == d:

print("It is a Square.")

area\_square = a \*\* 2

return area\_square

elif a == c and b == d:

print("It is a Rectangle.")

area\_rectangle = a \* c

return area\_rectangle

else:

print("Not possible to calculate any")

return "None"

p = 9

q = 7

r = 9

s = 7

area = function(11,11,11,11)

area1 = function(p,r,s,q) # p,q,r and s ==> Actual Arguments

print("The Area is = ",area)

print("The Area is = ",area1)

==============================================

2) Keyword Arguments

====================

# Keyword Arguments

def printGreetings(name):

print("Hi,",name,"Good Morning")

printGreetings("Ravi")

n = input("Enter the name of the candidate:")

printGreetings(name = n) # argument is name, for the argument we have assigned value from 'n'

==============================

def rect(length,breadth):

circum = 2 \*(length + breadth)

return circum

l = int(input("Enter a length value:"))

b = int(input("Enter a breadth value:"))

result = rect(length = l,breadth = b)

res1 = rect(length = l, breadth = l)

print(result)

print(res1)

3) Default Arguments

=====================

# Default Arguments

def printGreetings(name = "user"):

print("Hi",name,",Have a great day.")

printGreetings() # without any value to the parameter

printGreetings("Rakesh")

4) Variable Length Arguments

============================

# Variable Length Arguments

def Summing(\*args):

total = 0

for i in args:

total += i

print("The Total = ",total)

Summing() # function call with 0 arguments

Summing(10) # function call with 1 argument

Summing(100,200,300,400,500)

Summing(1,2,3,4,5,6,7,8,9,10)

====================================

Scope of Variables:

===================

Two types of scopes:

1) Local Scope ==> Local Variables/function variables

=======================================================

==> are always allowed to define inside the function.

scope ==> within the same function.

# Types of Variables

def fun():

a = 10

b = 20 # local Variables

print(a,b)

=========================

fun()

# print(a);print(b)

def fun():

a = 100

b = 200

for i in range(5):

c = 10

res = i + c

print(res)

print(c)

fun()

2) Global Scope ==> Global Variables

======================================

the variables from outside the function ==> Global variables

we can access in anywhere of the program

# Global Variables

a = 10

b = 20

def fun1():

global a,b

a = 100

b = 200

print(a)

print(b)

def fun2():

print(a)

print(b)

print(a)

print(b)

fun1()

fun2()

print(a)

print(b)

=======================================

Recursion:

==========

A function that calls itself again and again is known as "recursion".

that function ===> Recursive function.

# Recursion

# Program to find the factorial of a number using recursion

"""

5! = 5 \* 4 \* 3 \* 2 \* 1

5! = 5 X fact(4)

==> 5 X 4 X fact(3)

==> 20 X 3 X fact(2)

==> 60 X 2 X fact(1)

==> 120 X 1 X fact(0)

==> 120 X 1 ==> 120

"""

def factorial(num):

if num == 0:

fact = 1

else:

fact = num \* factorial(num-1)

return fact

print("The Factorial of 5 is = ",factorial(5))

print(factorial(7))

**DAY35:** **Advanced Functions Part\_01:**

Advanced Functions:

================

1) Passing of string object as an argument/a parameter to the function:

======================================================================

Syntax:

def function-name(str-object):

function-body

# Passing of a string object to a function

def strFunction(str):

print(str)

strFunction("Hello Guys.")

strFunction("Good Morning.")

strFunction("have a great day.")

==========================================================================

# WAP IN PYTHON TO CREATE A FUNCTION WHICH ACCEPTS A STRING DATA AND CAN RETURN THE COUNT FOR THE NUMBER OF VOWELS.

def countVowels(strData):

count = 0

for ch in strData:

if ch in "AEIOUaeiou":

count = count + 1

return count

s1 = "Python Programming"

s2 = "Object Oriented Programming"

print("The Total number of vowels in {} is = {}".format(s1,countVowels(s1)))

count\_vowels = countVowels(s2)

print("The Total number of vowels in {} is = {}".format(s2,count\_vowels))

Returning of string data from function:

======================================

Syntax:

def function-name(parameter):

function-body

return string-object

# returning a string by the function

def strFunction():

a = 100

b = 200

if a < b:

smaller = a

else:

smaller = b

# result = ("The Smallest number among the given two numbers is = {}".format(smaller))

# result = 'The Smallest number among given two numbers is = ',smaller

result = "The Smallest number among the given integers is = %s"%(smaller)

return result

output = strFunction()

print(output)

======================================================

Passing of List data as an arguments to the function:

====================================================

Syntax:

def function-name(list-data-object):

function body

# passing a list data to a function

def listFunction(listData):

sum\_even = 0

for se in listData:

if se % 2 == 0:

sum\_even += se

return sum\_even

ld = eval(input("Enter some list data:"))

print("The Sum of all even elements of list {} is = {}".format(ld,listFunction(ld)))

======================================

Passing of Tuple data as an argument to the function:

====================================================

(1,2,3)

1,2,3

Syntax:

def function-name(tuple-object):

function-body

# Passing a tuple data to a function as an argument

def tupleFunction(tupleData):

for i in tupleData:

print(i,end = "\t")

td = eval(input("Enter a tuple data:"))

tupleFunction(td)

============================================

Passing of a dictionary as an argument to the function:

=========================================

Syntax:

def function-name(dictionary-data):

function-body

# Passing a dictionary as an argument to the function

def dictFunction(dictData):

print("The Name of the student is = ",dictData['name'])

print("The Roll of the student is = ",dictData['roll'])

print("The Marks of the student is = ",dictData['marks'])

student = {'name' : "Rajesh", 'roll' : 10, 'marks' : "72.90%"}

dictFunction((student))

==================================================

Assignment:

==========

1) WAP TO DEFINE A FUNCTION WHICH ACCEPTS A SET DATA AS AN ARGUMENT AND RETURN THE BIGGEST NUMBER FROM THE SET.

{1,9,7,3,5}

BIGGEST ==> 9

**DAY36:** **Advanced Functions Part\_02:**

ADVANCED FUNCTIONS:

===================

RETURNING THE LIST DATA FROM FUNCTION

=====================================

Syntax:

return list-object-name

# RETURNING A LIST FROM FUNCTION

def tupleFunction(tupleData):

listData = list(tupleData)

return listData

td = eval(input("Enter a tuple data:"))

ld = tupleFunction(td)

print("The list data i = ",ld)

====================================================

RETURNING OF DICTIONARY DATA FROM FUNCTION

==========================================

Syntax:

return dictionary-object-name

# Returning a dictionary data

def dictGenerator(name,roll,marks):

stuRecord = dict({'stuname':name,'sturoll' : roll,'stumarks' : marks})

return stuRecord

name = input("Enter the name of the student:")

roll = int(input("Enter the roll of the student:"))

marks = input("Enter the percentage marks of the student:")

record = dictGenerator(name = name,roll = roll,marks = marks)

print("The Created student record = ",record)

======================================================================

RETURNING OF TUPLE FROM FUNCTION

================================

Syntax:

return tuple-object-name

# returning a tuple from the function

def tuplePacking(a,b,c,d,e,f):

# packTuple = a,b,c,d,e,f

packTuple = (a,b,c,d,e,f)

return packTuple

td = tuplePacking(11,111,1111,11111,1111,111)

print("The Packed Tuple = ",td)

===================================================

Assignment:

===========

WAP TO CREATE A FUNCTION WHICH CAN ACCEPT THE TUPLE DATA AND PREPARE THE SET FROM THE TUPLE WITH ONLY EVEN ELEMENTS AND RETURN THAT SET DATA.

=====================================================================

SENDING A FUNCTION AS AN ARGUMENT TO THE FUNCTION

================================================

Syntax:

def function-name(function):

function-body

# PASSING A FUNCTION AS AN ARGUMENT TO THE FUNCTION

def addition(p,q):

summation = p + q

return summation

def multiplication(p,q):

product = p \* q

return product

def applyOperation(func,p,q):

return func(p,q)

result = applyOperation(addition,10,20)

print("The Summation Result = ",result)

p = applyOperation(multiplication,10,20)

print("The Multiplication result = ",p)

=================================================================

FUNCTION WITHIN FUNCTION/HIGHER ORDER FUNCTION

==============================================

Syntax:

outerFunction():

function-body

innerFunction():

function-body

# Higher Order Function

def outerFunction(text):

def innerFunction():

return text.upper()

return innerFunction()

result = outerFunction("python")

print("The String in Upper case = ",result)

Applications:

1) help organize code into more manageable pieces

2) encapsulating functionality

3) decorators

======================================================================

**DAY37:** **Advanced Functions Part\_03:**

ADVANCED FUNCTIONS

==================

FUNCTION ALIASING

=================

DEFINING THE SAME FUNCTION WITH ANOTHER NAME

def fun():

jlasksfk

fun()

name = fun

name()

fun()

# function aliasing

def printMessage(name):

print("Hey",name,"Good Morning.")

printMessage('Kumar')

# function aliasing

greets = printMessage

greets('Rakesh')

printMessage('Rahul')

wishes = greets

wishes('Ashwini')

============================================

Banking Application

xyz

abc bank

functionality-1

ANONYMOUS FUNCTION

==================

def function-name():

function-body

return

function-name()

==> anonymous function is also called as "nameless function"

keyword: lambda

Syntax:

identifier = lambda argument\_list : expression

==> lambda function can always return a value by default (without the return statement).

# anonymous function

# def square(n):

# return n \* n

#

# print(square(7))

square = lambda n : n \*\* 2

print("The Square of {} is = {}".format(9,square(9)))

why lambda function:

=====================

1) just for instant use.

2) when we want to send a function as an argument to the function, lambda function is the best option.

map(), filter(), reduce()

filter():

========

is an inbuilt function, which we can use to filter from the collection based on some condition.

syntax:

filter(function, sequence/collection)

Here:

function can use to define the condition to perform the filtering

# filter()

# WAP TO FILTER ONLY EVEN NUMBERS FROM THE LIST BY USING filter()

# def filterFunction(ld):

# rl = list()

# for i in ld:

# if i % 2 == 0:

# rl.append(i)

# return rl

#

# listData = eval(input("Enter a list:"))

#

# print("The List Even elements = ",filterFunction(listData))

==============================================================

# filter() without lambda function

def isEven(ld):

if ld % 2 == 0:

return True

else:

return False

ld = [1,10,0,101,11,100,21,20,30,31]

result = list(filter(isEven,ld))

print(result)

====================================

# filter() with lambda function

l = [0,5,10,15,20,25,30,35,40]

result = tuple(filter(lambda x : x % 2 == 0,l))

print(result)

=======================================

map() function:

===============

map() is an inbuilt method, which we can use to accept a collection/sequence

based on the condition it can modify the mapped element from the collection

Syntax:

map(function, collection)

# map()

l = [1,3,5,7,9,11]

result =list(map(lambda x : x \* x, l))

print(result)

====================================

reduce()

========

reduce() can accept a collection and reduce to the single element based on the condition.

Syntax:

reduce(function, sequence/collection)

==> to use the reduce(), we should import "functools".

Syntax:

from functools import \*

from functools import \*

l = [1,3,5,7,9,11,13,15,17,19,21,23,25]

result = reduce(lambda x,y : x + y,l)

print(result)

**Day39: Practice with Strings:**

String Practice:

================

# Practice with strings

# WAP IN PYTHON TO ACCEPT A STRING AND PRINT THE STRING REVERSE.

def reverseString(string):

# reverseString = string[::-1]

length = len(string)

index = length - 1

reverseString = ""

while index >= 0:

reverseString = reverseString + string[index]

index -= 1

return reverseString

strData = input("Enter a string:")

output = reverseString(strData)

print("The string after the reverse = ",output)

=============================================

# WAP TO TAKE A STRING AS AN INPUT AND PRINT THE STRING WITH REVERSE OF WORDS.

"""

IP = "PYTHON PROGRAMMING LANGUAGE"

OP = "LANGUAGE PROGRAMMING PYTHON

1) take an input of string

2) string ==> list, split()

3) reverse of the list data.

4) list ==> string, join()

5) Print that reverse string

"""

s = input("Enter a string data:")

ld = s.split() # converting a string into list

rev\_list = ld[::-1] # list content can be reversed

result = ' '.join(rev\_list)

print("The STring with reverse ordered words = ",result)

========================================================

# WAP IN PYTHON TO ACCEPT A STRING AND PRINT THE STRING WITH REVERSE OF THE INTERNAL CONTENT OF EACH WORD.

"""

IP : PYTHON PROGRAMMING LANGUAGE

ld = [python, programming, language]

OP : NOHTYP GNIMMARGORP EGAUGNAL

1) TAKE THE STRING ASN AN INPUT

2) STRING ==> LIST, split()

3) APPLY LOGIC FOR REVERSE OF EACH WORD/ELEMENT ON THE LIST

4) JOIN THE LIST TO STRING

5) PRINT THAT STRING

"""

s = input("Enter a string:")

ld = s.split() # string to the list

# print("The List after the split operation is = ",ld)

res\_list = []

index = 0

while index < len(ld):

res\_list.append(ld[index][::-1])

index += 1

# print(res\_list)

res\_string = ' '.join(res\_list)

print(res\_string)

======================================

# WAP TO PRINT CHARACTERS AT EVEN POSITIONS AND AT ODD POSITIONS.

s = input("Enter the string:")

print("The Characters at Even Places are:",s[0::2])

print("The Characters at Odd Places are:",s[1::2])

================================

s = input("Enter the string:")

# print("The Characters at Even Places are:",s[0::2])

# print("The Characters at Odd Places are:",s[1::2])

index = 0

s\_even = ""

s\_odd = ""

while index < len(s):

if index % 2 == 0:

s\_even = s\_even + s[index]

else:

s\_odd = s\_odd + s[index]

index += 1

print("The Characters at Even place = ",s\_even)

print("The Characters at Odd place = ",s\_odd)

=======================================

# WAP TO MERGE CHARACTERS OF 2 STRINGS INTO A SINGLE STRING BY TAKING CHARACTERS ALTERNATIVELY.

"""

S1 = "PYTHON"

S2 = "PROGRAM"

OP = PPYRTOHGORNAM"

1. define two strings with same length

2. traversing on string for merging the content

"""

s1 = input("Enter a string1:")

s2 = input("Enter a string2:")

result = ""

i,j = 0,0

while i < len(s1) or j < len(s2):

if i < len(s1):

result = result + s1[i]

i += 1

if j < len(s2):

result = result + s2[j]

j += 1

print("The String after the merge = ",result)

**Day40:** **Python Interview Questions Practice:**

Practice With Interview Questions:

==================================

# WAP TO ADD ELEMENTS TO A TUPLE.

"""

1) create the tuple

2) tuple ==> list

3) adding of elements into list

4) resultant list ==> tuple

5) print the tuple

"""

# create an empty tuple

td = tuple()

print("The Tuple before the adding elements = ",td)

# convert the tuple to list

ld = list(td)

# adding elements

for i in range(10,100,15):

ld.append(i)

print("The Resultant list = ",ld)

# resultant list ==> tuple

td = tuple(ld)

# print the tuple

print("The Tuple After adding elements is = ",td)

# WAP TO GET 4TH ELEMENT FROM THE LAST ELEMENT OF THE TUPLE.

"""

[1,2,3,4,5,6,7,8,9,10]

OUTPUT: 7

"""

td = eval(input("Enter a tuple data:"))

# print("The 4th Element of tuple is = ",td[3])

print("The 4th Element of the tuple from last element is = ",td[-4])

============================================================

# WAP TO FIND REPETED ITEMS IN A TUPLE.

# WAP TO FIND THE REPEATED ITEMS OF TUPLE.

"""

(1,2,3,4,1,2,3,4,1,1,10)

(1,2,3,4)

"""

# create the tuple

td = eval(input("Enter a tuple:"))

ld = []

for i in td:

if td.count(i) > 1:

ld.append(i)

else:

continue

for i in ld:

while ld.count(i) > 1:

ld.remove(i)

print("The Tuple with repeated elements:",tuple(ld))

========================================

# WAP TO REVERSE THE TUPLE.

# reverse of the tuple

td = (1,3,5,7,9)

rev\_tuple = tuple(reversed(td))

print(rev\_tuple)

**DAY41: OOPs Concepts Day\_01:**

OOPs:

=====

Object Oriented Programming System

Programming Language

Classified into three types:

1) Structured Programming Languages: C, C++, Python

2) Object Based : can implement anything with class and object only

ex: VB Script

3) Object Oriented: C++, Java, Python etc.

OOP Concept:

Features:

1) Class

2) Object

3) Methods

4) Constructors

5) Destructors

6) Encapsulation

7) Polymorphism

8) Inheritance

9) Overloading

10) Overriding

11) Abstraction etc.

Class:

======

Collection of Attributes and Behaviors is called as a class

Attribute ==> data in the class

Behavior ==> Method of implementation in a class

class ==> Blueprint

class definition does not require any memory

How to define the class:

========================

Keyword: class

Syntax:

class name-of-the-class:

class body

which includes: data/attributes

methods

Object:

======

==> Physical entity

use to access the data (attributes or methods) from the class.

==> an object can reserve with a memory.

Syntax:

object-name/identifier = class-name()

Accessing of an members of the class:

=====================================

Syntax:

object-name.member-name

# Class Definition

class myFirstClass:

# attributes

a = 100

b = 123.456

c = True

d = 123-234j

e = "OOPs"

# a,b,c,d,e ==> Members of the class

obj1 = myFirstClass()

print(obj1.a)

print(obj1.b)

print(obj1.c)

print(obj1.d)

print(obj1.e)

# print(a)

# Class with Collection members

class myCollectionClass:

al = [1,2,3,4,5]

at = (1,3,5,7,9)

ats = "Python"

ase = {10,20,30,40,50}

ad = {'a' : 100,'b' : 200,'c' : 300}

object = myCollectionClass()

print(object.al)

print(object.at)

print(object.ats)

print(object.ase)

print(object.ad)

======================================

Creation of More than one object for a class:

=============================================

# Class with Collection members

class myCollectionClass:

al = [1,2,3,4,5]

at = (1,3,5,7,9)

ats = "Python"

ase = {10,20,30,40,50}

ad = {'a' : 100,'b' : 200,'c' : 300}

object = myCollectionClass()

obj = myCollectionClass()

# obj1,obj2 = myCollectionClass()

obj1 = myCollectionClass()

obj2 = obj1

print(object.al)

print(object.at)

print(object.ats)

print(object.ase)

print(object.ad)

print(obj.ats)

print(obj1.al)

print(obj2.at)

=================================

Methods:

========

like functions:

we need "def" keyword to define the method.

Syntax:

def method-name(self, parameters):

method body with any

implementation

Like the functions, the methods also be invoked by using method class.

Syntax for method call:

method-name(values for the parameters)

==> Function can always define outside the class only.

==> if the function definition inside the class, we can call that definition as "method definition".

==> Method is a member of the class

Syntax to access the method of the class:

object-name.method-name(values for parameters)

==> to access/call the function, the object is not required.

==> method definition always require the self-keyword as parameter.

But the value for "self" is not required.

Syntax:

def method-name(self):

method definition

# Class with methods

def function():

print("Hello All.")

class methodClass:

def met1(self):

print("Hello, Good Morning.")

def met2(self,name):

print("Hello",name,"Good Afternoon.")

def met3(self,name):

return ("Hello {}, Good Evening.".format(name))

mo = methodClass()

mo1 = methodClass()

mo2 = methodClass()

# mo.met1('xyz')

mo.met1()

mo1.met2("Anil")

print(mo2.met3("Krishna"))

Message = mo1.met3("Ravi")

print(Message)

# mo.function()

function()
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CONSTRUCTOR:

============

1) The constructor can define inside the class only.

2) Keyword: def

3) \_\_init\_\_()

4) The Constructor can accept the parameters/arguments

5) Constructor can be invoked automatically at the time of object creation.

6) In Python, there is only one constructor is allowed in the class.

7) Constructor can be used in python only for initialization.

8) The attributes of the class (Class variables) can always allowed to access in the constructor using "self" keyword.

Syntax:

self.var-name

# Class with constructor

class myClass:

a = 100

b = 200

# Constructor without any parameters

def \_\_init\_\_(self):

print("Hi")

print("Hello")

print("Good Morning.")

mc = myClass()

print(mc.a);print(mc.b)

# Constructor with parameters

class myClass:

def \_\_init\_\_(self,a,b):

sum\_num = a + b

print("The Sum of two numbers = ",sum\_num)

mc = myClass(100,200)

========================================

# Constructor with parameters

class myClass:

def \_\_init\_\_(self,a,b):

sum\_num = a + b

# return sum\_num

print("The sum = ",sum\_num)

mc = myClass(100,200)

====================================================

Method Vs Constructor:

=======================

1) Name of the method can be any identifier.

But the constructor name should always be "\_\_init\_\_"

2) Method need to be invoked to make the execute the method body.

But the constructor can be invoked automatically at the time of object creation.

3) Per object, we can call method for any number of times.

Whereas, per object the constructor can be called for only one time.

4) Method can allow to define with any business logic, whereas the constructor for only the initialization.

class myClass:

a = 100

b = 200

def \_\_init\_\_(self):

sum\_num = self.a + self.b

print(sum\_num)

mc = myClass()

====================================

# Constructor can be for initialization

# class myClass:

# a = 100

# b = 200

# def \_\_init\_\_(self):

# sum\_num = self.a + self.b

# print(sum\_num)

#

# mc = myClass()

class myClass:

def \_\_init\_\_(self,a,b,c):

self.a = a

self.b = b

self.c = c

def met1(self):

print("The Values of Constructor are:")

print(self.a,self.b,self.c)

mc = myClass(10,20,30)

mc.met1()

=============================================

TYPES OF VARIABLES

==================

three types:

1) Instance Variables (Object Level Variables)

2) Static Variables (Class Level Variables)

3) Local Variables (Method Level Variables)

Instance Variables:

===================

==> Also called as "Object Level Variables".

==> The values of variables can be varied from object to object, those variables are called as "Instance Variables".

Where we can declare Instance Variables:

========================================

1) Instance Variables can declare inside the constructor using "self" keyword.

# Instance Variables

class Employee:

def \_\_init\_\_(self):

self.eid = 1221

self.ename = "Krishna"

self.edesignation = "Analyst"

self.esal = "100000"

def printData(self):

print("The Employee Id = ",self.eid)

print("The Employee Name = ",self.ename)

print("The Designation = ",self.edesignation)

print("The Salary = ",self.esal)

emp = Employee()

emp.printData()

===============================================================

2) Instance Variables can also declare inside the Instance Methods using "self" keyword.

# Instance Variables inside the Instance Method

class Test:

def \_\_init\_\_(self):

self.a = 10

self.b = 20

def met1(self): # Instance Method

self.c = self.a + self.b

def met2(self):

print("The Instance Variables are = ")

print(self.a,self.b,self.c)

t = Test()

t.met1()

t.met2()

===================================================

3) These can define in outside of the class using object reference variable.

# Instance Variables in outside the class.

class myClass:

def \_\_init\_\_(self):

self.a = 100

self.b = 200

def m1(self):

self.c = 300

mc = myClass()

mc.m1()

mc.d = 400

print(mc.\_\_dict\_\_)

==============================

year = int(input("Enter a year:"))

if year % 4 == 0 and year % 100 != 0 or year % 400 == 0:

print("This is a leap year.")

else:

print("This is not a leap year.")
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Types of Variables:

===================

1) Instance Variables

=====================

The Instance Variables can allow to access with only object reference.

==> To Access the Instance variable, the syntax is:

object-reference.instance-variable-name

==> To delete the data/value of instance variable:

Syntax:

del object-reference.instance-variable-name

# Accessing of Instance Variables:

class Test:

def \_\_init\_\_(self):

self.a = 100

self.b = 200

def met(self):

self.c = 300

self.d = 400

t = Test()

print(t.a)

print(t.b)

t.met()

print(t.c)

print(t.d)

# deletion on instance variable

del t.a

print(t.a)

2) Static Variables

3) Method Variables

2) Static Variables

====================

the value of the variable, which is not varied from object to object is called as "static variable".

the static variables can be have only one copy for the entire class and that copy can be shared among multiple objects of the class.

static variables can be accessed with either class name or with object reference.

Syntax: (using class name)

class-name.static-variable-name

Syntax: (using object reference)

object-reference.static-variable-name

Instance Variable Vs Static variable:

======================================

Static variables can keep the same copy among different objects of the same class. Whereas, the instance variable can keep the different copies among multiple objects of the same class.

# Instance Variable Vs Static Variable

class Test:

p = 1221 # Static Variable

def \_\_init\_\_(self):

self.x = 100 # Instance Variable

t = Test()

t1 = Test()

# Before the Change:

print("t:",t.x,t.p)

print("t1:",t1.x,t1.p)

# Changing the static variable

# Test.p = 1234

Test.p = 1234

t.x = 200

# After the change

print("t:",t.x,t.p)

print("t1:",t1.x,t1.p)

==============================

Static variables can define:

1) inside the class directly but outside the from the method.

2) inside the constructor using "class name".

3) inside the method using class name.

1) inside the class directly but outside the from the method.

=============================================================

# Defining the static variable in class

class test:

x = 1221

y = 2345

t = test()

print(test.x)

print(t.y)

2) inside the constructor using "class name".

=============================================

# Defining the static variable in constructor using class name

class test:

def \_\_init\_\_(self):

test.a = 9797

test.b = 9779

t = test()

print(test.a)

print(t.b)

3) inside the method using class name.

======================================

class Test:

def met(self):

Test.p = 1221

Test.q = 9779

t = Test()

t.met()

==========================================

Local Variables:

================

also called as "method variables"

==> which are having the scope within the method.

==> method variables can always define inside the method without "self" keyword and "class name".

# Method Variables

class test:

def \_\_init\_\_(self):

self.a = 100

self.b = 200

def met1(self):

self.c = 300

test.d = 400

p = 12

q = 13

print(self.c)

print(p,q)

def met2(self):

print(self.a,self.b)

print(self.c)

print(test.d)

# print(p,q)

t = test()

t.met1()

t.met2()

t.met1()

=======================================

Types of Methods:

=================

three types:

1) Instance Methods

2) Static Methods

3) Class methods

1) Instance Methods

===================

Method with instance variables.

# Instance Methods

class Student:

def \_\_init\_\_(self,name,marks):

self.name = name

self.marks = marks

def display(self):

print("Name of the student = ",self.name)

print("Marks of the student = ",self.marks)

def grade(self):

if self.marks >= 60:

print("You Got First Grade.")

elif self.marks >= 50:

print("You Got Second Grade.")

elif self.marks >= 40:

print("You Got Third Grade.")

else:

print("You are Failed.")

stu1 = Student("Ramya",78)

stu1.display()

stu1.grade()

**DAY43: OOPs Concepts Day\_04:**

INSTANCE METHODS:

================

Setter and Getter methods:

==========================

to set instance variables

and to get instance variables ==> setter and getter methods.

Setter methods:

==============

==> use to set the instance variables

==> also called as "mutator methods"

Syntax:

def setVariable(self, variable):

self.variable = value

Getter Methods:

===============

==> use to get the instance variables

==> also called as "accessor methods"

Syntax:

def getVariable(self):

return self.variable

# Setter and Getter methods

class Student:

def setName(self,name):

self.name = name

def getName(self):

return self.name

def setMarks(self,marks):

self.marks = marks

def getMarks(self):

return self.marks

n = int(input("Enter number of students:"))

for i in range(n):

s = Student()

name = input("Enter the student name:")

s.setName(name)

marks = int(input("Enter marks of the student:"))

s.setMarks(marks)

print("Hi,",s.getName())

print("Your Marks are:",s.getMarks())

====================================================

Class Methods:

==============

==> the methods with only class variables (static variables) called as "class methods".

@classmethod

==> class methods are always can call with "class name" or "object reference".

# Class Methods

class Animal:

legs = 4 # static variable

def m1(self):

print("This is the Animal class.")

@classmethod

def walk(cls,name):

print("{} walks with {} legs".format(name,cls.legs))

Animal.walk("Dog")

am = Animal()

am.walk("Cow")

=========================================================

Static Methods:

===============

==> are called as "general utility methods"

==> inside the static methods, we won't include, class variables and instance variables.\

the variables with "self" and with "cls" were not in static method.

==> static method, not required "self" or "cls" as parameter in the definition.

==> annotation:

@staticmethod

==> calling of static method:

use: class name or object reference

# static methods

class Calculator:

@staticmethod

def add(x,y):

print("The Sum = ",x+y)

@staticmethod

def multy(x,y):

print("The Product = ",x\*y)

Calculator.add(100,200)

cl = Calculator()

cl.multy(23,27)

======================================

Passing of members of one class to another class:

=================================================

cls1:

mem1

mem2

cls2:

mem2

# Passing the members of one class to another class.

class Employee:

def \_\_init\_\_(self,eno,ename,esal):

self.eno = eno

self.ename = ename

self.esal = esal

def display(self):

print("The Id of the employee = ",self.eno)

print("Name of the employee = ",self.ename)

print("Salary of the Employee = ",self.esal)

class Test:

def modify(emp):

emp.esal = emp.esal + 100000

emp.display()

e = Employee(101,"Radhika",120000)

e.display()

Test.modify(e)

====================================

Inner Classes:

==============

# Inner class

class Outer:

def \_\_init\_\_(self):

print("Outer class Object Creation.")

class Inner:

def \_\_init\_\_(self):

print("Inner class Object creation.")

def m1(self):

print("This is inner class method.")

o = Outer()

i = o.Inner()

i.m1()
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Encapsulation:

==============

what is Encapsulation?

=======================

1) Core concept of OOP.

2) Basic Idea of encapsulation is:

The wrapping up/Bundling of data members and methods of the class into the single unit.

3) Encapsulation in Python also ensures that objects are self-sufficient functioning pieces and can work independently.

Why do we need Encapsulation?

=============================

1) Provide well-defined and reusable code

2) Prevents the accidental modifications or deletion.

3) Provides the security

4) reusability

Access modifiers:

================

are use to restrict or provide the limited access to certain variables/data and/or methods while programming.

==> three types of access modifiers:

1) Public Members

2) Private members

3) Protected Members

Note:

Like java, there are no keyword (public, private and protected) in python.

Encapsulation with Public members:

==================================

Public members can be accessed anywhere within the class or from any part of the program.

Note:

all the class members are "public" type as default.

# Encapsulation with Public access members

class publicModifiers:

def \_\_init\_\_(self,name,age):

# name and age ==> local to the constructor

# convert the local members to instance variables

self.name = name

self.age = age

def Age(self):

# accessing public modifier data

print("Age of the person is = ",self.age)

def call(self):

self.Age()

pmo = publicModifiers("Ravi",31)

# accessing of public access data from outside the class but within the program

print("The Name of the person is = ",pmo.name)

pmo.Age()

pmo.call()

================================================

Encapsulation with Private members:

===================================

private members ==> \_\_

the name of the data should be prefixed with '\_\_' ==> are called as "private members".

ex: \_\_a, \_\_p etc.

# Encapsulation with Private members

class Rectangle:

# private members

\_\_length = 0

\_\_breadth = 0

\_\_area = 0

def \_\_init\_\_(self):

self.\_\_length = 7

self.\_\_breadth = 9

# Printing of private data in the constructor

print("The Length = ",self.\_\_length)

print("The Breadth = ",self.\_\_breadth)

def Area(self):

self.\_\_area = self.\_\_length \* self.\_\_breadth

print("The Area = ",self.\_\_area)

rect = Rectangle()

# accessing private data from outside the class

# print("The Length = ",rect.\_\_length)

# print("The Breadth = ",rect.\_\_breadth)

rect.Area()

==============================================

Encapsulation with Protected Members:

=====================================

protected members ==> \_

ex: \_a, \_b etc.

# ENCAPSULATIOON WITH PROTECTED MEMBERS

class details:

# protected members

\_name = "Kumar"

\_age = 28

\_job = "Developer"

class modification(details):

def \_\_init\_\_(self):

print("Name = ",self.\_name)

print("Age = ",self.\_age)

print("Designation = ",self.\_job)

obj = modification()

obj1 = details

print("Name = ",obj1.name)

print("Age = ",obj1.age)

print("Designation = ",obj1.job)
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Why Static Methods?

===================

@staticmethod

def stattcimethodname(self,par1,par2,..):

definition

X-app:

class app1:

met1:

definition

met2:

definition

class app2:

met3:

definition

met4:

definition

met1:

static methods allow you to isolate the utility methods into different sub-modules.

Why class method?

================

@classmethod

def classmethodname(cls,par1,par2):

implementation

X-app:

class a1:

@classmethod

met1:

implementation

met2:

definition

class a2:

class method can bound to the class but not to the instance of the class.

======================================

Garbage Collection:

===================

C++ ==> OOP Concepts

class

object

create : for need

destruct : which are not in need

memory issues for the application to run

Python, is an assistant which is called "garbage collector"

can use to destruct the objects automatically when are not in use.

Enabling and Disabling Garbage Collector:

=========================================

In python, the garbage collector can be enabled automatically.

To disable the garbage collector:

1) gc.isenabled()

used to check whether the garbage collector is enable or not.

==> True ==> if the garbage collector is in enable state.

==> False ==> if the garbage collector is in disable state.

2) gc.disable() ==> for disabling of garbage collector.

==> True ==> if the garbage collector is disabled

==> False ==> otherwise

3) gc.enable()

==> we should import garbage collector.

Syntax:

import gc

import gc

# checking of garbage collector, whether it is in enable state or not

print(gc.isenabled())

# disabling of garbage collector

gc.disable()

print(gc.isenabled())

# enabling of garbage collector

gc.enable()

print(gc.isenabled())

Ex:

class abc:

m1:

m2:

o1 = abc() ==> 1kb

o2 = abc() ==> 1kb

o3 = abc() ==> 1kb

o1.m1()

o1.m2()

have a memory of 10kb ==> abc

o1.m1() ==> 2kb

o1.m2() ==> 2kb

remaining ==> 10-7 ==> 3kb

02.m2() ==> 2kb

01.m1() ==> 2kb ==> error ==> out of memory

garbage collector

03 ==> free ==> 1kb

smart phone ==> playstore

gaming app ==> 80mb ==> install, on our phone, 80 mb of memory is reserved for the app

f1 ==> obj1

f2 ==> obj2

f3 ==> obj3

f4 ==> obj4 ==> 20mb

f5 ==> obj5

f5()

f5()

80
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POLYMORPHISM:

=============

POLYMORPHISM ==> POLY MORPHS

POLY ==> MANY

MORPHS ==> FORMS

POLYMORPHISM ==> MANY FORMS

EX:1) PERSON'S BEHAVIOR

PERSON CAN BEHAVE AT THEIR PARENT ==> ONE WAY

SAME PERSON CAN BEHAVE AT THEIR FRIENDS ==> SECOND WAYS

ONE PERSON WITH MULTIPLE BEHAVIORS ==> POLYMORPHISM

EX:2)

+ ==> SUM/ADDITION

120 + 240 = 360

+ ==> CONCATENATION

'A' + 'B' ==> 'AB'

OPERATOR ==-> CAN PERFORM TWO OPERATIONS ==> POLYMORPHISM

3) MET1():

RETURN A+B

MET1():

RETURN A+B+C+D

POLYMORPHISM CAN DEFINE WITH:

1) DUCK TYPING PHILOSOPHY OF PYTHON

2) OVERLOADING

OPERATOR OVERLOADING

METHOD OVERLOADING

CONSTRUCTOR OVERLOADING

3) OVERRIDING

METHOD OVERRIDING

CONSTRUCTOR OVERRIDING

DUCK TYPING PHILOSOPHY OF PYTHON

================================

c, JAVA

=======

int var = 10;

void f1(int obj)

{

obj

}

python:

========

var = 100

def f1(obj):

obj.talk()

f1(12) ==> obj ==> int

class Duck:

def talk(self):

print("Quack... Quack")

class Dog:

def talk(self):

print("Bow... Bow...")

def f1(obj):

obj.talk()

# same object for multiple classes

obj = [Duck(), Dog()]

for i in obj:

f1(i)

=============================================

Overloading

===========

+ ==> sum

+ ==> concatenation

m1():

a+b

m1():

a\*b

deposit()

deposit(cash)

deposit(cheque)

deposit(dd)

one thing with multiple definitions/implementations ===> overloading

==> three types:

1) Operator Overloading

2) method overloading

3) Constructor overloading

Operator Overloading

====================

class simpleInterest:

def \_\_init\_\_(self,principle,rate,time):

self.principle = principle

self.rate = rate

self.time = time

def met1(self):

self.si = (self.principle \* self.rate \* self.time)/100

total = self.si + self.principle # adding

result = "The Total Amount is = " + str(total) # concatenation

return result

sobj = simpleInterest(10000,3,3)

print(sobj.met1())

========================================

class Book:

def \_\_init\_\_(self,pages):

self.pages = pages

def \_\_add\_\_(self, other):

return self.pages + other.pages

b1 = Book(100)

b2 = Book(200)

print(b1 + b2)

===============================

class Book:

def \_\_init\_\_(self,pages):

self.pages = pages

def \_\_add\_\_(self, other):

return self.pages + other.pages

def \_\_mul\_\_(self, other):

return self.pages \* other.pages

def \_\_sub\_\_(self, other):

if self.pages > other.pages:

return self.pages - other.pages

else:

return other.pages - self.pages

b1 = Book(100)

b2 = Book(200)

print(b1 + b2)

print(b1 \* b2)

print(b1 - b2)

===============================

WAP IN PYTHON TO OVERLOAD > AND <=.

> ==> \_\_gt\_\_(self,other):

<= ==> \_\_le\_\_(self,other)

===================================

Employee salary:

HRA

DA

TA

Gratuity

Paid leaves

salary

my salary is + "121200.00"
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POLYMORPHISM:

=============

Poly ==> Many

Morphs ==> Forms

Polymorphism ==> Many forms

one thing in many forms is called polymorphism.

ex:

digital calculator

addition:

two numbers ==> 1 + 2 ==> 3

three numbers ==> 10 + 20 + 30 ==> 60

four numbers

+ ==> addition

+ ==> concatenation

\* ==> multiplication

\* ==> repetition

==> Polymorphism can perform in different ways:

1) Function with class object

2) Overloading

3) Overriding

1) Function with class object

==============================

# Polymorphism

# method-1: Function with class object

class Class1:

def m1(self):

print("Hello")

print("Good Morning.")

class Class2:

def m1(self):

print("Hi")

print("Have a great day.")

def fun(obj):

obj.m1();

# obj1 = Class1()

# obj1.m1()

#

# obj2 = Class2()

# obj2.m1()

# to create a common object for multiple classes

obj = [Class1(),Class2()]

# for o1 in obj:

# fun(o1)

# obj.m1()

obj[0].m1()

====================================

OVERLOADING

===========

def met1(self):

a+b

def met1(self):

a+b+c

def met1(self):

a+b+c+d

==> three types:

1) Operator Overloading

2) Method Overloading

3) Constructor Overloading

Operator Overloading:

=====================

+ ==> sum

+ ==> string concatenation

# Operator Overloading

class Student:

def \_\_init\_\_(self,m1,m2,m3):

self.m1 = m1

self.m2 = m2

self.m3 = m3

def calci(self):

self.total = self.m1 + self.m2 + self.m3 # addition

result = "The Total of Student = "+str(self.total) # concatenation

print(result)

stu = Student(88,79,97)

stu.calci()

================================================

# Operator Overloading

class Calculator:

def \_\_init\_\_(self,a,b):

self.a = a

self.b = b

def m1(self):

self.res = self.a + self.b

return self.res

def \_\_add\_\_(self,other):

return self.res + other.res

def \_\_mul\_\_(self, other):

return self.res \* other.res

obj1 = Calculator(10,20)

obj2 = Calculator(20,30)

print(obj1.m1())

print(obj2.m1())

print(obj1 + obj2)

print(obj1 \* obj2)

==================================

Assignment:

=========

WAP in python to overload the less than and greater than operators.

=======================================================

Method Overloading:

===================

# Method Overloading

# class methodOverload:

# def m1(self):

# print("With zero parameters.")

#

# def m1(self,a):

# print("With one parameter")

#

# def m1(self,a,b):

# print("With two parameters")

#

# mo = methodOverload()

#

# # mo.m1() # no arguments

# # mo.m1(10)

# mo.m1(10,20)

class methodOverloading:

def addition(self,a = None,b = None,c = None):

if a != None and b != None and c != None:

self.res = a + b+ c

print("The Sum of three numbers = ",self.res)

elif a != None and b != None:

self.res = a + b

print("The Sum of two numbers = ",self.res)

elif a != None:

self.res = a

print("The Sum of one number = ",self.res)

else:

self.res = 0

print("The Sum is = ",self.res)

mo = methodOverloading()

mo.addition() # with 0 arguments

mo.addition(10) # with 1 argument

mo.addition(10,20) # with two arguments

mo.addition(10,20,30) # with three arguments

=====================================================

Constructor Overloading

========================

Constructor overloading is not possible in Python.

# Constructor Overloading

class Class1:

def \_\_init\_\_(self):

print("The Constructor with 0 parameters.")

def \_\_init\_\_(self,a):

print("The Constructor with 1 parameter.")

def \_\_init\_\_(self,a,b):

print("The Constructor with 2 parameters.")

# obj = Class1()

# obj = Class1(10)

obj = Class1(10,20)

**DAY48: OOPs Concepts Day\_08:**

POLYMORPHISM:

=============

Method Overloading:

===================

m1():

implement-1

m1():

implment-2

m1():

implment-3

m1():

without arguments

m1(self,a):

with one parameter

m1(self,a,b):

with two parameters

len():

len("Python") ==> 6 ==> total number of characters

len(["Python","Abcde","Defghi""JKLMN"]) ==> 4 ==> count of number of string elements

len({"abc":"pqr","def":"xyz","ghi":"lmn"}) ==> 3 ==> count of number of pair of strings

ex:

digital calculator:

sum():

NO DATA

sum = 0

sum(10)

SUM = 10

SUM(10,20)

SUM = 30

BNKING APPLICATION

ROI

SIMPLE

COMPUND

class Calculator:

def addition(self,a = None,b = None,c = None,d = None,e = None):

if a != None and b != None and c != None and d != None and e != None:

print("The sum of 5 numbers = ",a+b+c+d+e)

elif a!= None and b != None and c != None and d != None:

print("The Sum of 4 numbers = ",a+b+c+d)

elif a != None and b != None and c != None:

print("The Sum 3 numbers = ",a+b+c)

elif a != None and b != None:

print("The Sum of 2 numbers = ",int(a)+int(b))

elif a != None:

print("The Sum is = ",a)

else:

print("The Sum = ",0)

cls = Calculator()

cls.addition() # 0 parameters

cls.addition(100) # 1 parameter

cls.addition(121,122)

cls.addition(111,222,333)

cls.addition(12,24,36,48)

========================================

# method overloading

class greetings:

# def wish(self):

# print("Good Morning")

# def wish(self):

# print("Good Afternoon")

# def wish(self):

# print("Good Evening")

def wish(self,time = 0):

if time > 0 and time < 12:

print("Good Morning")

elif time >= 12 and time < 16:

print("Good Afternoon")

elif time >= 16 and time < 20:

print("Good Evening.")

elif time >= 20 and time < 24:

print("Good Night.")

else:

print("time Zone is searching..")

# when the same method with three definitions,

# the last definition is considered as the updated definition to execute.

gt = greetings()

gt.wish() # 0 parameters

gt.wish(6)

gt.wish(13)

gt.wish(22)

Constructor Overloading:

=======================

No constructor overloading is supported by the python.

# constructor overloading

class constructorOverloading:

def \_\_init\_\_(self):

print("Hello")

def \_\_init\_\_(self,name):

print("Hello",name)

# obj = constructorOverloading()

obj = constructorOverloading("Kumar")

**DAY49: OOPs Concepts Day\_08:**

POLYMORPHISM:

=============

Poly ==> Many

Morphs ==> Forms

Polymorphism ==> Many forms

one thing in many forms is called polymorphism.

ex:

digital calculator

addition:

two numbers ==> 1 + 2 ==> 3

three numbers ==> 10 + 20 + 30 ==> 60

four numbers

+ ==> addition

+ ==> concatenation

\* ==> multiplication

\* ==> repetition

==> Polymorphism can perform in different ways:

1) Function with class object

2) Overloading

3) Overriding

1) Function with class object

==============================

# Polymorphism

# method-1: Function with class object

class Class1:

def m1(self):

print("Hello")

print("Good Morning.")

class Class2:

def m1(self):

print("Hi")

print("Have a great day.")

def fun(obj):

obj.m1();

# obj1 = Class1()

# obj1.m1()

#

# obj2 = Class2()

# obj2.m1()

# to create a common object for multiple classes

obj = [Class1(),Class2()]

# for o1 in obj:

# fun(o1)

# obj.m1()

obj[0].m1()

====================================

OVERLOADING

===========

def met1(self):

a+b

def met1(self):

a+b+c

def met1(self):

a+b+c+d

==> three types:

1) Operator Overloading

2) Method Overloading

3) Constructor Overloading

Operator Overloading:

=====================

+ ==> sum

+ ==> string concatenation

# Operator Overloading

class Student:

def \_\_init\_\_(self,m1,m2,m3):

self.m1 = m1

self.m2 = m2

self.m3 = m3

def calci(self):

self.total = self.m1 + self.m2 + self.m3 # addition

result = "The Total of Student = "+str(self.total) # concatenation

print(result)

stu = Student(88,79,97)

stu.calci()

================================================

# Operator Overloading

class Calculator:

def \_\_init\_\_(self,a,b):

self.a = a

self.b = b

def m1(self):

self.res = self.a + self.b

return self.res

def \_\_add\_\_(self,other):

return self.res + other.res

def \_\_mul\_\_(self, other):

return self.res \* other.res

obj1 = Calculator(10,20)

obj2 = Calculator(20,30)

print(obj1.m1())

print(obj2.m1())

print(obj1 + obj2)

print(obj1 \* obj2)

==================================

Assignment:

=========

WAP in python to overload the less than and greater than operators.

=======================================================

Method Overloading:

===================

# Method Overloading

# class methodOverload:

# def m1(self):

# print("With zero parameters.")

#

# def m1(self,a):

# print("With one parameter")

#

# def m1(self,a,b):

# print("With two parameters")

#

# mo = methodOverload()

#

# # mo.m1() # no arguments

# # mo.m1(10)

# mo.m1(10,20)

class methodOverloading:

def addition(self,a = None,b = None,c = None):

if a != None and b != None and c != None:

self.res = a + b+ c

print("The Sum of three numbers = ",self.res)

elif a != None and b != None:

self.res = a + b

print("The Sum of two numbers = ",self.res)

elif a != None:

self.res = a

print("The Sum of one number = ",self.res)

else:

self.res = 0

print("The Sum is = ",self.res)

mo = methodOverloading()

mo.addition() # with 0 arguments

mo.addition(10) # with 1 argument

mo.addition(10,20) # with two arguments

mo.addition(10,20,30) # with three arguments

=====================================================

Constructor Overloading

========================

Constructor overloading is not possible in Python.

# Constructor Overloading

class Class1:

def \_\_init\_\_(self):

print("The Constructor with 0 parameters.")

def \_\_init\_\_(self,a):

print("The Constructor with 1 parameter.")

def \_\_init\_\_(self,a,b):

print("The Constructor with 2 parameters.")

# obj = Class1()

# obj = Class1(10)

obj = Class1(10,20)

**DAY 50: OOPs Concepts Day\_08 -Part2:Inheritance:**

Inheritance:

============

phonepe{

send money

{

mobile

upi

account

{

}

check balance

{

implementation

}

}

ex:

p1 =====> p2

phonepe

mobile

{

mobile

amount : 10000

upi

proceed

check balance

}

Inheritance:

============

Acquiring of data and methods from one class to another class is called as "Inheritance".

Use:

====

reusability of code can be increased.

4-types:

1) Single Inheritance ==> 1-1 inheritance

class Parent:

def m1(self):

print("Hello Parent.")

class Child(Parent):

def m2(self):

print("Hello Child.")

po = Parent()

co = Child()

po.m1()

co.m2()

co.m1()

# po.m2()

==> Here:

the object of child class, can inherit the data from both parent class and child class also.

Whereas, the object of parent class can inherit the data from only parent class (cannot from child class).

2) Multiple Inheritance ==> many to one

==> In this,

there are two independent parent classes (not inherit to each other)

and one child for both parent classes.

==> in this case,

the object of child can inherit the data from parent-1, parent-2 and from itself.

Whereas, the object of parent-1 can access the data of itself and same to the parent2 also.

class Parent1:

def \_\_init\_\_(self,a,b):

self.a = a

self.b = b

def addition(self):

self.summation = self.a + self.b

print("The Sum of Two numbers = ",self.summation)

class Parent2:

def \_\_init\_\_(self,a,b):

self.a = a

self.b = b

def subtraction(self):

self.difference = self.a - self.b

print("The Difference of two numbers = ",self.difference)

class Child(Parent1,Parent2):

def printing(self):

print("The Results of Sum and Difference are:")

# parent class objects

# po1 = Parent1(100,200)

# po2 = Parent2(200,300)

# object of child class

co = Child(1000,2000)

co.printing()

co.addition()

co.subtraction()

# parent classes are independent together

po1 = Parent1(200,100)

po1.addition()

# po1.printing()

# po1.subtraction()

3) Multilevel Inheritance

==> Grand Parent class ==> Parent Class ==> Child Class

the object of child class, can inherit the data from: itself, parent and from Grand Parent class also.

the object of parent class, can inherit the data from itself and from grand Parent class.

the object of grand parent class, can inherit from its own.

class Parent1:

def f1(self):

print("Good Morning.")

class Parent2(Parent1):

def f2(self):

print("Good Afternoon.")

class Child(Parent2):

def f3(self):

print("Good Evening.")

co = Child()

co.f3()

co.f2()

co.f1()

p1o = Parent2()

p1o.f2()

p1o.f1()

4) Hierarchy Inheritance

==================================================

Overriding:

===========

m1():

adding

m1():

product

m1():

sub

1) Method Overriding

# class A:

# def f1(self):

# print("The Method f1 in Class 'A'")

#

# def f2(self):

# print("The Method f2 in Class 'B'")

#

# class B(A):

# def f1(self):

# print("I am Redefining the method f1 in Child Class B")

#

# def f2(self):

# print("I am Redefining the method f2 in Child Class B")

#

# # child = B()

# # child.f1()

# #

# # A().f1()

#

# if(\_\_name\_\_ == "\_\_main\_\_"):

# child = B()

#

# child.f2()

#

class parent:

def f1(self):

print("Hi")

def f1(self):

print("Hello")

def f1(self):

print("Have a Great day.")

po = parent()

po.f1()

**DAY51: OOPs Concepts Day\_09:**

DATA ABSTRACTION:

=================

x-app:

functionality-1:

data

methods ==> hide

implementation ==>

functionality-2:

data

methods

implementation

functionality-3:

data

methods

implementation

phonepe

check balance

implementation

money transfer

mobile

data

method

implementation

upi

account

TV

==> Remote controller

channel up/down

volume up/down

turnoff

turn on

==> The Data or methods in a class, we can give permission to access if required. We can hide if not necessary. This operation is called as "Data Abstraction".

Why?

===

1) For security

2) Reusability is increased.

Class is instantiated.

class ClassName:

data

method

obj = ClassName()

obj.data

obj.method

Abstract class:

the class cannot be instantiated.

but meant to be inherited.

from abc import ABC, abstractmethod

class abstractClass(ABC):

@abstractmethod

def myMethod(self):

pass

"""

to add an abstract method inside the abstract class,

there is an annotation/decorator "@abstractmethod"

"""

obj = abstractClass()

obj.myMethod()

from abc import ABC, abstractmethod

class Parent(ABC):

# instance method

def met1(self):

print("This is the common method of the class 'Parent'")

@abstractmethod

def met2(self):

print("Hello")

class Child1(Parent):

def met2(self):

print("The Abstract method of Parent Class is defined in Child1 class.")

class Child2(Parent):

def met2(self):

print("The Abstract method of Parent Class is defined in Child2 class.")

# obj1 = Parent()

#

# obj1.met1()

obj1 = Child1()

obj1.met2()

obj2 = Child2()

obj2.met2()

================================

from abc import ABC, abstractmethod

class Greetings(ABC):

def general(self,name):

print("Hi",name)

@abstractmethod

def wishes(self):

print("Welcome")

class timeZone1(Greetings):

def wishes(self):

print("Good Morning.")

class timeZone2(Greetings):

def wishes(self):

print("Good Afternoon.")

class timeZone3(Greetings):

def wishes(self):

print("Good Evening.")

# abstract classes are not instantiated

# tz1 = timeZone1()

#

# tz1.general("Ravi")

# tz1.wishes()

# tz2 = timeZone2()

# tz2.general("Kumar")

# tz2.wishes()

tz3 = timeZone3()

tz3.general("Ashwini")

tz3.wishes()

=====================================================================================

**DAY52: Modules:**

group of functions, variables and classes into a file ==> a module.

==> .py file ==> a module

{

functions,

variables,

classes

objects

}

Module:

=======

x = 1234 # variable

def add(p,q): # function-1

s = p + q

return s

def product(x,y): # function-2

m = x \* y

return m

class employee: # class

def \_\_init\_\_(self,name,role,age,salary):

self.name = name

self.role = role

self.age = age

self.salary = salary

def employeeData(self):

print("The Details of the Employee:")

print("Name = ",self.name)

print("Disgnation = ",self.role)

print("Age = ",self.age)

print("Salary = ",self.salary)

==========================

practice file:

==============

import mod11

# Accessing the variable of mod11

# syntax: module-name.variable-name

print(mod11.x)

# checking of even or odd

if mod11.x % 2 == 0:

print(mod11.x,"is an even number.")

else:

print(mod11.x,"is an odd number.")

# accessing of the functions

# syntax: module-name.function-name(val1, val2, val3,..)

result1 = mod11.add(1234,3456)

result2 = mod11.product(26,27)

print("The Sum = ",result1)

print("The Product = ",result2)

# Accessing of the class

# creating the object

obj1 = mod11.employee("Sahithi","Software Engineer", 22, 600000)

obj1.employeeData()

============================================

Importing the module with different name:

=========================================

import mod11 as calculation

# accessing variable

print(calculation.x)

# access the functions

print(calculation.product(10,20))

# create the object for the class of mod11 using alias name

obj = calculation.employee("Kumar", "Sr. SOftware Engineer", 28, 1500000)

obj.employeeData()

Importing of Selected member from the module

============================================

Syntax:

from module-name import member-name, member-name1,...

to access the members:

Syntax:

member-name

# importing the selected member from the class

from mod11 import employee,add

# syntax: member-name

# object-name = class-name()

emp = employee("Rahul","Software Developer", 29, 1600000)

emp.employeeData()

print("The Sum = ",add(100,200))

================================

Member Aliasing:

================

Syntax:

from module-name import member-name1 as new-name1, member-name2 as new-name2,...

from mod11 import x as var, add as Addition, product as Multiplier, employee as Employee

print(var)

print("The Sum = ",Addition(123,345))

print("The Product = ",Multiplier(12,23))

emp = Employee("Ashwini","Sr. Software Developer", 28,1600000)

emp.employeeData()

==============================================

dir():

=====

is an inbuilt method which we can use to get all the member names from the specified module.

Syntax:

dir()

==========================================

Math Module:

============

from math import \*

print(sqrt(97))

print(ceil(1.234)) # for the given float, the next highest integer value can be returned

print(floor(1.234)) # for the float, the before integer value (less than the given)

print(pow(9,7))

print(fabs(12))

print(fabs(-12))

print(log(10))

print(log2(10))

print(sin(23))

===========================================

Random Module:

==============

from random import \*

# random() ==> generate a random number from 0 to 1

print(random())

# randint() ==> generate a random integer from the specified range

print(randint(10,100))

# uniform() ==> to generate a float value from the specified range

print(uniform(1,10))

# randrange() ==> can generate an integer randomly from the specified range with difference/step

print(randrange(1,100))

print(randrange(1,100,10)) # 1, 11, 21,31,41,51,61,71,81,91

# choice() ==> can define with collections

# to generate the element from the collection randomly.

list1 = ["Apple", "Banana", "Papaya", "Mango", "Kiwi", "Jack-Fruit", "pineapple"]

print(choice(list1))

**Day53: Packages, File-Handling Day\_01:**

PACKAGES:

========

COLLECTION OF MODULES IS CALLED AS "PACKAGE".

PYCHARM ==> DIRECTORY ==> PYTHON FILE (MODULE)

DIRECTORY/FOLDER ==> PACKAGE

==> TREE TYPE OF HIERARCHY ==> PACKAGE

package ==> modules + \_\_init\_\_.py

=========================================

File Handling:

==============

Why files?

==========

to store the data permanently ==> files

==> Different types of files:

1) Text files

.txt

2) Binary Files

image files, audio files, video files etc.

How to open the file:

=====================

Syntax:

file-pointer = open("file-name.txt", "mode-name")

File modes:

===========

w-mode ==> writing into file

=============================

==> open the file with 'w' mode:

if the file is not available ==> 'w' ==> create the new file

if the file is available ==> open that existing file by deleting all the content.

r-mode ==> reading-mode

=======================

==> we can use to open the existed file for reading purpose

==> no modification while r-mode.

==> if the file is not existed ==> r-mode can give the error.

file not found error.

a-mode

======

==> a-mode can create the new file with specified name if it is not existed.

==> a-mode can also open the existing file for reading and writing both.

==> cannot overwrite the data in the file.

w+-mode

========

==> write + read

r+-mode

======

==> read + write

100-lines

writing is possible after 100-lines

a+-mode

=======

append + read

x-mode:

=======

exclusive mode

==> writing purpose

==>like the w-mode, it can create the new file for only writing

but it can give "file existing error", when we can use this to open the existing file.

# File Modes

fp = open("abcd.txt","w")

fp1 = open("pqrst.txt","r")

fp2 = open("xyz.txt","a")

fp3 = open("pqrst.txt","a")

fp4 = open("abc.txt","w+")

# fp5 = open("pqrst.txt","w+")

fp5 = open("pqrst.txt","r+")

# fp6 = open("pqrst.txt","x")

fp6 = open("ravi.txt","x")

**Day53: File handling Part\_02:**

File Handling:

==============

close the file:

===============

close():

=======

Syntax:

file-pointer.close()

Properties of File object/file pointer:

=======================================

1) getting of file name

========================

name: (property)

=====

file-object.name

2) getting of the file mode:

============================

mode: (property)

=====

file-object.mode

3) check whether the file is readable or not?

=============================================

readable()

===========

Syntax:

file-object.readable() ==> True/False

4) check whether the file is writeable or not?

==============================================

writeable()

===========

file-object.writeable() ==> True/False

5) is file closed?

==================

closed: (property)

======

file-pointer.closed ==> True/False

# file Object Properties

fp = open("ravi.txt","r")

print("Name of the file = ",fp.name)

print("Mode of the file = ",fp.mode)

print("Is file readable? = ",fp.readable())

print("Is file writeable? = ",fp.writable())

print("Is file closed? = ",fp.closed)

# closing the file

fp.close()

print("Is file closed? = ",fp.closed)

===============================================================

File Operations:

================

Writing the data into files:

============================

1) write():

==========

==> we can write string of data into a file (within the line).

Syntax:

file-object.write(string-data)

# writing operations

# fp = open("ravi.txt","w")

# fp1 = open("ravi.txt","w+")

# fp = open("a.txt","x")

# fp = open("a.txt","r")

fp = open("a.txt","a")

"""

to write data into file:

we can use: "w-mode", "w+-mode", "r+-mode", "a-mode", "a+-mode","x-mode"

"""

# writing of data into file when it is in w-mode

# fp.write("Python\t")

# fp.write("Object\t")

# fp.write("Oriented\t")

# fp.write("Programming\t")

# fp.write("Language")

fp.write("Hello")

# closing the file

fp.close()

=======================

writelines()

============

==> is used to write the data into multiple lines of the file.

Syntax:

file-object.writelines(list of lines of content)

# writing operation using writelines()

fp = open("c.txt","x")

ld = ["Python\n","Object\n","Oriented\n","Programming\n","Language\n"]

# fp.write(ld)

# fp.write(ld[0])

fp.writelines(ld)

fp.close()

=============================================

Reading of data from the file:

==============================

four possible ways:

1) read()

2) read(n)

3) readline()

4) readlines()

1) read():

=========

==> used to read the total data from the file.

Syntax:

file-pointer.read()

# reading with read()

fp = open("ravi.txt","r")

fp1 = open("a.txt","r+")

fp2 = open("c.txt","a+")

data = fp.read()

data1 = fp1.read()

# data2 = fp2.read()

print(data)

print(data1)

# print(data2)

fp.close()

fp1.close()

# fp2.close()

===================================

2) read(n):

===========

==> used to read the data from the file upto 'n' characters.

Syntax:

file-pointer.read(n)

fp = open("c.txt","r")

# data = fp.read(10)

data = fp.read(20)

print(data)

fp.close()

3) readline():

==============

used to read the data of only one line at a time.

Syntax:

file-object.realine()

fp = open("c.txt","r")

data = fp.read(10)

data = fp.read(20)

data1 = fp.readline()

data2 = fp.readline()

print(data)

print(data1)

print(data2)

for i in range(5):

fp.readline()

fp.close()

=======================================

readlines()

==========

==> to read all the lines of file ==> we can use "readlines()".

Syntax:

file-pointer.readlines()

fp = open("c.txt","r")

data = fp.readlines()

print(data)

for i in data:

print(i)

with statement:

===============

==> with is the keyword

==> while opening the file, with is used.

to define the block of operations on the file.

Syntax:

with open("file.txt","mode") as file-object:

block of operations

# with statement

with open("c.txt","a") as fp:

fp.write("Hi\n")

fp.write("Hello\n")

fp.write("Good Morning.")

print("Is file closed? = ",fp.closed)

print("Is file readable? = ",fp.readable())

fp.close()

print("Is file closed? = ",fp.closed)

**Day54: File handling Part\_03:**

File Handling:

==============

tell():

=======

==> an inbuilt method in python

which we can use to get the current location of the file-pointer/file-object from the beginning of the file.

Syntax:

file-pointer.tell()

# tell()

fp = open("abc.txt","r+")

print("The Position of fp = ",fp.tell())

fp.read(5)

print("The Position of fp = ",fp.tell())

fp.read(10)

print("The Position of fp = ",fp.tell())

fp.write("Continue.")

fp.readline()

print("The Position of fp = ",fp.tell())

===============================================

seek():

=======

==> is an inbuilt method

which we can use to move the file pointer from one position to another position.

Syntax:

file-object.seek(offset, from-where)

here:

offset ==> number of positions, that how many need to move

from-where ==> the start point to define the move

from-where:

0 ==> from the beginning of the file

1 ==> from the current position.

2 ==> from the end of the file.

Note:

====

python-3 can allowed to define the seek() for moving the file pointer from the beginning by default.

from-where with the values '1' and '2' ==> not supported in python-3.

# seek()

data = "Here is the Python Full Stack Content."

fp = open("abc.txt","w")

fp.write(data)

with open("abc.txt","r+") as fp:

text = fp.read()

print(text)

print("The Current Position of fp = ",fp.tell())

fp.seek(17)

print("The Current Position of fp = ",fp.tell())

fp.seek(0)

print("The Current Position of fp = ", fp.tell())

fp.seek(20)

print("The Current Position of fp = ", fp.tell())

============================================

Checking of the file whether it is exists or not?

=================================================

import os

f = input("Enter the file name:")

if os.path.isfile(f):

print("File is Existed.")

else:

print("File is not Existed.")

===========================================

Q: WAP TO CHECK WHETHER THE FILE IS EXISTED OR NOT. IF THE FILE IS AVAILABLE, THEN PRINT ITS CONTENT.

import os,sys

fname = input("Enter the file to search:")

if os.path.isfile(fname):

print("File is Existed:",fname)

fp = open(fname,"r")

else:

print("File Does not Exist:",fname)

sys.exit(0)

print("The Content of file is = ")

data = fp.read()

print(data)

fp.close()

========================================================

Assignment:

===========

WAP TO PRINT THE NUMBER OF LINES, WORDS AND CHARACTERS PRESENT IN THE FILE.

========================================

HANDLING OF BINARY FILES:

=========================

MODES FOR BINARY FILES TO HANDLE:

r, w, a, r+, w+, a+, x ==> Text file modes

rb, wb, ab, r+b, w+b, a+b, xb ==> Binary file modes

# WAP TO READ IMAGE FILE AND WRITE TO A NEW IMAGE FILE.

f1 = open("image1.jpg","rb")

f2 = open("image2.jpg","wb")

bytes = f1.read()

f2.write(bytes)

print("The New Image has created from Image1 Successfully.")

=====================================================

**Day55: Decorators Part\_01:**

DECORATORS:

===========

Decorator is a function that takes another function as an argument add some kinds of functionality without modifying the original functionality and returns a function.

Syntax:

def decorator(func):

add some functionality

return func

1) how the function can take a function as an argument:

=======================================================

Syntax:

def function-name(func):

implementation

# Sending a function as an argument to another function:

def do\_it\_again(func):

func()

func()

func()

def greets():

print("Hi")

print("Good Morning")

print("Welcome to Ashok IT.")

do\_it\_again(greets)

2) how the function can return a function

==========================================

Syntax:

def function-name(function(optional)):

implementation

return function

# Function returning a function:

def return\_upper():

return str.upper

to\_upper = return\_upper() # function-aliasing

"""

renaming the function

or

define the another name to the function which we have defined is called as "function aliasing".

"""

result = to\_upper("object oriented programming language")

print(result)

# print(to\_upper("object oriented programming language"))

3) inner function

=================

writing a function inside the another function.

Syntax:

def outer():

def inner(): # local function to outer()

implementation

inner()

inner()

# inner function

def parentFunction():

print("This is the implementation of parentFunction()") # 1

def childFunction1():

print("This is the first child's implementation.") # 3

def childFunction2():

print("This is the second child's implementation.") # 2

# childFunction1()

childFunction2()

childFunction1()

parentFunction()

# childFunction1()

==============================================

Creating of a Decorator:

========================

Syntax:

func = decorator(func)

# Creation of Decorator:

def decorator(function):

def wrapperFunction():

print("This is printed before the function is called.")

function()

print("This is printed after the function is called.")

return wrapperFunction

def greetings():

print("Hi")

print("Good Morning.")

print("Welcome to Ashok IT")

greetings = decorator(greetings)

greetings()

==================================================

Syntactic Decorator:

====================

@decorator:

def function(arg1, arg2, arg3,...):

pass

# Syntactic Decorator

def decorator(function):

def wrapperFunction():

print("This is printed before the function is called.")

function()

print("This is printed after the function is called.")

return wrapperFunction

@decorator

def greetings():

print("Hi")

print("Good Morning")

print("Welcome To Ashok IT.")

greetings()

**Day56: Decorators Part\_02:**

DECORATORS:

===========

Docstring:

=========

# Docstring

# used to define the description about any block (class, function, method etc.)

# during the debugging.

# can be defined with """ """

def fun1(t):

"""

This function is defined to print greetings

like: "good morning"

"good afternoon"

"good evening"

and "good night".

"""

if t >= 0 and t < 12:

print("Good Morning.")

elif t >= 12 and t < 16:

print("Good Afternoon.")

elif t >= 16 and t < 20:

print("Good Evening.")

else:

print("Good Night.")

fun1(6)

print(help(fun1))

print(help(print))

Preserving the Original Name and Docstring of the Decorator:

============================================================

def decorator(function):

def wrapperFunction():

print("This is printed before the function is called.")

function()

print("This is printed after the function is called.")

return wrapperFunction

@decorator

def greets():

"""

This function says hello when we called.

"""

print("Hello All.")

print(greets.\_\_name\_\_)

help(greets)

==> To preserve the identity of function and the documentation string of the function, we can use "decorator".

wraps() ==>

functools

import functools

def decorator(function):

@functools.wraps(function)

def wrapperFunction():

print("This is printed before the function is called.")

function()

print("This is printed after the function is called.")

return wrapperFunction

@decorator

def greets():

"""

This function says hello when we called.

"""

print("Hello All.")

print(greets.\_\_name\_\_)

help(greets)

======================================

Reusing Decorator:

==================

1) create a python file for defining decorator

ex: decorators.py

==================

import functools

def iterativeFunction(function):

@functools.wraps(function)

def wrapperFunction():

print("This is printed before the function is called.")

function()

print("This is printed after the function is called.")

return wrapperFunction

2) Import that decorator into application/another python file where we want to reuse it.

Syntax:

from decorator-module-name import decorator-name

from decorators import iterativeFunction

@iterativeFunction

def greets():

print("Hello All.")

@iterativeFunction

def welcome():

print("Welcome To Ashok IT.")

greets()

welcome()

===============================================

Decorators With Parameters:

===========================

wrapper(with parameters)

Syntax:

def wrapper(\*args, \*\*kwargs)

# Decorator with parameters

import functools

from Decortaors.Day\_02.decorators import iterativeFunction

def iterateFunction(function):

@functools.wraps(function)

def wrapper(\*args, \*\*kwargs):

function(\*args, \*\*kwargs)

function(\*args, \*\*kwargs)

return wrapper

@iterateFunction

def greets(name):

print("Hello",name)

# greets("Rakesh")

pname = "Suresh"

greets(name = pname)

=============================================

Returning values from Decorator Function:

=========================================

import functools

def decorator(function):

@functools.wraps(function)

def innerFunction(\*args, \*\*kwargs):

return function(\*args,\*\*kwargs)

return innerFunction

@decorator

def addition(n1,n2,n3):

print("The sum of {n1}, {n2} and {n3} is = ")

return n1 + n2 + n3

print("The sum is = ",addition(11,111,1111))

=====================================================

Do we define the Decorators with Arguments?:

============================================

Yes

It's all based on the inner function of the decorator.

If the inner function of the decorator with parameters ==> we can send arguments to decorator.

otherwise ==> we can't

========================================================

Chaining Decorators:

====================

Defining multiple decorators to a single function is called as "Chaining Decorator".

# Chaining Decorator

import functools

def splitString(function):

@functools.wraps(function)

def innerFunction(\*args,\*\*kwargs):

return function(\*args, \*\*kwargs).split()

return innerFunction

def toUpper(func):

@functools.wraps(func)

def wrapperFunction(\*args, \*\*kwargs):

return func(\*args,\*\*kwargs).upper()

return wrapperFunction

@splitString

@toUpper

def String(data):

return data

print(String("object oriented programming language"))

**Day57: Generators:**

Generators:

===========

What are generators?

=====================

==> generators are functions in python

==> used to generate/create iterators

==> iterators can perform traversing on list/tuple etc.

==> return a traversal object.

helps to traverse all the elements/items one at a time present in the iterator.

==> The difference between the normal function and generator function is:

1) the normal function can use "return" statement to return a value.

def normal\_function():

return 10,20,30,40

t1,t2,t3,t4 = normal\_function()

print(t1,t2,t3,t4)

2) the generator function can use "yield" statement to return values.

def gen\_fun():

yield 10

yield 20

yield 30

for i in gen\_fun():

print(i)

==================================

return Vs yield:

================

1) yield is the keyword, we can use in generator function.

return is the keyword, we can use in normal function.

2) yield is responsible for controlling the flow of the generator function. After returning the value using "yield", it pauses the execution by saving the states.

Whereas, the return statement returns the values and terminates the function.

=========================================================

Difference between Generator function and normal function:

==========================================================

next():

======

an inbuilt function

which can helps to understand whether the generator function is pause the implementation while returning the value.

def sequence(x):

for i in range(x):

yield i

range\_values = sequence(10)

print(next(range\_values))

print(next(range\_values))

print(next(range\_values))

print(next(range\_values))

print(next(range\_values))

print(next(range\_values))

print(next(range\_values))

print(next(range\_values))

print(next(range\_values))

print(next(range\_values))

# print(next(range\_values))

=======================================

Defining the generator function using generator expression:

============================================================

lambda function ==> anonymous function

p = 7

genr = (i for i in range(p) if i % 2 == 0) # generator object

list\_values = [i for i in range(p) if i % 2 == 0] # list variable

print(genr) # we can't access the generator object directly.

print(list\_values)

for k in genr:

print(k)

=================================================

Uses of Generators:

===================

1) Easy to Implement

2) Memory Efficient

3) Infinite Sequence

**Day58: Exception Handling:**

Exception Handling:

===================

two types of errors:

1) Syntax Errors

2) Runtime Errors

1) Syntax Error:

================

The error which occurs because of invalid syntax.

# Syntax Errors

# program to find the number is even or odd

num = 27

if num % 2 == 0

print("It is an Even number.")

else:

print("It is an Odd number.")

Note:

=====

Syntax Errors ==> Human Mistakes/Developer mistakes

==> responsible by human

Run Time Error:

===============

==> Also called as an Exceptions.

==> Runtime errors, we can observer during the execution of the program

==> Because of:

1) User input

2) Program logic

3) memory issue etc.

a = int(input("Enter a value:"))

b = 0

print(type(a))

print(a/b)

What is an Exception?

=====================

An unwanted and unexpected even that disturbs the normal flow of the program execution is called as an "Exception".

==> For exception, there is a class.

Ex: Value Error,

Zero Division Error,

Type Error,

Index Error etc.

Exception Handling:

===================

Exception will stop the program

or

will disturb the normal flow of execution of the program

==> to make execute the program normally by handling an exception ==> Exception handling is used.

try-except block ==> to handle the exceptions

Syntax:

try:

program that we want to execute normally

even with exception

except:

exception

# Exception Handling

a = int(input("Enter a value:"))

b = int(input("Enter a value:"))

try:

res = a / b

except ZeroDivisionError:

res = 0

print("Dividing the number with 0 is not possible.")

print(res)

===============================

Try with Multiple Exceptions:

===============================

# evens = [2,4,6,8] # with total four index ==> 0 to 3

#

# print(evens[4])

try:

evens = [2,4,6,8]

print(evens[4])

except ZeroDivisionError:

print("Dividing a number with 0 is not possible.")

except IndexError:

print("Index out of range is used.")

except TypeError:

print("Index is not supported to use.")

===============================

try-except-else block:

=======================

When we might want to execute/run a certain block of code if the code block inside the try runs without any errors.

In this, we can use "else".

try:

num = int(input("Enter a value:"))

assert num % 2 == 0

except:

print("Not an Even number.")

else:

rec = 1/num

print(rec)

================================

Semester Results:

=================

JNTU ==>

person ==> 4/6

sub-1:60

sub-2: 40

sub-3: 50

sub-4: 70

sub-5: A

sub-6: A

Phonepe:

=======

sending amount ==> friend

5000

Failure ==> Server Issue

Technical issue at bank

bank server running server

**Day59: DSA Part\_01:**

Data Structures and Algorithms:

===============================

Strings and manipulations

Lists

Tuple

Sets

Dictionary

Frozen Sets

Bytes

Byte arrays

Collection Module:

==================

==> an inbuilt module in python

==> provides an alternative to all inbuilt python datatypes like: list, tuple etc.

==> collection module contains lot of built-in datatypes which are alternatives to above datatypes.

1) counters:

=============

==> subclass of dictionary designed to count the hash able object.

ex: ["apple", "orange", "banana", "apple", "mango", "orange", "papaya", "banana", "apple", "kiwi"]

==> "apple" ==> 3

"orange" ==> 2

"banana" ==> 3

"mango" ==> 1

"papaya" ==>

"kiwi" ==> 1

# counters

from collections import Counter

# create the counter

# Counter()

data = Counter(['apple', 'banana', 'orange', 'apple', 'papaya', 'orange', 'mango', 'papaya', 'kiwi','apple'])

print("The Given Counter is :")

print(data)

# update the counter

# update()

data.update(['strawberry','grapes'])

print(data)

# Accessing the elements from the counter

# most\_common()

print(data.most\_common(1))

print(data.most\_common(0))

print(data.most\_common(5))

# print(data[0])

==============================================

OrderedDict:

============

==> a sub-class of the dictionary that maintains the sequence of items as we were added.

==> gives the facility to add/insert and remove elements.

# orderedDict

from collections import OrderedDict

# create the orderedDict

#OrderedDict()

data = OrderedDict([('a',100),('b',200),('c',300),('d',400),('e',500)])

print("The Given Ordered Dictionary is = ")

print(data)

# Insertion of elements into ordered dictionary

# update()

data.update({'f' : 600})

# data.update((('g',700)))

data.update([('g',700)])

data.update({('h',800)})

print(data)

# Reversing the order

# reversed()

res\_data = OrderedDict(reversed(list(data.items())))

print("The Reversed Ordered Dictionary = ")

print(res\_data)

# print(reversed(data))

==============================================

DefaultDict:

============

==> a sub-class of dictionary

that calls a factory function to supply missing values, simplifying handling of missing keys.

# Default Dict

from collections import defaultdict

# create the default dict

# data = defaultdict(int)

# data = defaultdict(float)

data = defaultdict(str)

print(data)

data['a'] = '12.2'

data['b'] += '2.34'

print(data)

==========================================

ChainMap:

=========

==> groups multiple dictionaries into a single view by making it convenient to manage with multiple scopes.

from collections import ChainMap

d1 = {'a' : 111, 'e' : 222, 'i' : 333, 'o' : 444, 'u' : 555}

d2 = {'b' : 100, 'a' : 200, 'p' : 300, 'e' : 400}

print(d1)

print(d2)

result = ChainMap(d1, d2)

print(result)

Namedtuple:

===========

# Named Tuple

from collections import namedtuple

# create the named tuple

data = namedtuple('data',['name','quantity'])

p1 = data(name = 'a',quantity=121)

print(data)

print(p1)

print(p1[1])

# print(p1['a'])

==============================================

Linked List:

============

==> a linear collection of data elements where each element pointes to the next, allowing for a dynamic data structure with efficient insertion and deletions.

# Linked List

class Node:

def \_\_init\_\_(self,data):

self.data = data

self.next = None

class LinkedList:

def \_\_init\_\_(self):

self.head = None

def printList(self):

temp = self.head

while temp:

print(temp.data)

temp = temp.next

lld = LinkedList()

lld.head = Node(100)

s = Node(200)

t = Node(300)

f = Node(400)

lld.head.next = s

s.next = t

t.next = f

lld.printList()

**Day60: DSA Part\_02:**

Stack:

======

==> a linear structure

going to work with the principle "LIFO (Last In and First Out)

# Stack

class Stack:

def \_\_init\_\_(self):

self.items = list() # added an empty list

def push(self, element):

# appending of elements into an empty list

self.items.append(element)

def pop(self):

return self.items.pop()

def peek(self):

return self.items[-1] # rightmost element in the list (Last element of list)

def is\_empty(self):

return self.items == list()

s = Stack()

print("The Given List = ",s.items)

# adding of element to the list

s.push('python ')

s.push('programming ')

s.push('language')

print(s.items)

print(s.peek())

ret\_obj = s.pop()

print("The Return Object = ",ret\_obj)

print(s.peek())

Queue:

======

==> A linear structure like stack

==> based on principle "FIFO (First In and First Out)"

Implementing the Queue using List:

==================================

# Queue with List data

Queue = list() # empty list

Queue.append(10)

Queue.append(20)

Queue.append(30)

Queue.append(40)

Queue.append(50)

print("The Queue Before the Deque Operation is = ")

print(Queue)

# Deque Operation (Removing the first element) [10,20,30,40,50]

ret1 = Queue.pop(0) # First In [20,30,40,50]

ret2 = Queue.pop(0) # [30,40,50]

ret3 = Queue.pop(0) # [40,50]

ret4 = Queue.pop(0) # [50]

ret5 = Queue.pop(0) # []

print(ret1)

print(ret2)

print(ret3)

print(ret4)

print(ret5)

print("The Queue after the DeQue Operation is = ")

print(Queue)

==========================================

Deque:

=====

Double Ended Queue

is a generalization of stacks and Queues.

Which it supports:

memory Efficiency

fast append

pops elements from either side.

pop() ==> remove/pop from last

pop(0) ==> remove/pop from beginning/start

# Deque

from collections import deque

# Create a deque

d = deque(['a', 'e', 'i', 'o', 'u'])

print("The Given Deque = ",d)

# Appending to the Deque at the right

d.append('A')

d.append('E')

d.append('I')

d.append('O')

d.append('U')

print("After the Appending Operation the Deque is = ")

print(d)

# pop from left

# popleft() ==> it can pop the left most element

d.popleft()

print("The Deque After the left pop operation is = ")

print(d)

# pop from right

# pop() ==> it can pop the right most element

d.pop()

print("The Deque After the right pop operation is = ")

print(d)

# ld = [1,2,3,4,5,6,7]

# ld.popleft()

=============================================

Queue Implementation with collections.deque:

============================================

# Queue with Deque

from collections import deque

queue = deque() # empty queue

print("The Queue without Enque = ",queue)

#Enque the elements into the above definition

queue.append('a')

queue.append('e')

queue.append('i')

queue.append('o')

queue.append('u')

print("The Given Queue = ",queue)

# Deque from left

print(queue.popleft())

print("The Queue after the left pop operation is = ",queue)

# Deque from right

print(queue.pop())

print("The Queue after the right pop operation is = ",queue)

============================================

Queue Implementation with Queue()

=================================

from queue import Queue

q = Queue(maxsize=7)

print("The Length of the Queue = ",q.qsize())

# Enque Operation

# q.append(10)

q.put(10)

q.put(20)

q.put(30)

print("The Length of the Queue = ",q.qsize())

q.put(40)

q.put(50)

q.put(60)

q.put(70)

print("The Length of the Queue = ",q.qsize())

# q.put(1234)

#

# print("The Length of the Queue = ",q.qsize())

# Deque Operation

# q.pop()

res1 = q.get()

res2 = q.get()

print(res1)

print(res2)

print(q.get())

print(q.get())

print(q.get())

print(q.get())

print(q.get())

# print(q)

# is queue is empty?

print(q.empty())
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Priority Queue:

===============

list ==> [1,2,3,4,5]

iteration:

order/sequence

priority Queue => [1,3,5,7,9]

each element ==> priority

7 ==> high

9 ==> second

3 ==> third

1 ==> fourth

5 ==> last

# Priority Queue

class priorityQueue:

def \_\_init\_\_(self):

self.queue = [] # empty priority Queue

def \_\_str\_\_(self):

return ' '.join([str(i) for i in self.queue])

def isEmpty(self):

return len(self.queue) == []

def insert(self,item):

self.queue.append(item)

def delete(self):

try:

highest\_priority = 0

for i in range(len(self.queue)):

if self.queue[i] > self.queue[highest\_priority]:

highest\_priority = i

item = self.queue[highest\_priority]

del self.queue[highest\_priority]

return item

except IndexError:

print("This Queue is Empty.")

return None

pq = priorityQueue()

pq.insert(400)

pq.insert(300)

pq.insert(500)

pq.insert(700)

pq.insert(900)

print(pq.queue)

print(pq.isEmpty())

val1 = pq.delete()

print(val1)

print(pq.delete())

print(pq.delete())

print(pq.delete())

print(pq.delete())

print(pq.delete())

=======================================

Heap Queue:

===========

# heap

import heapq

from heapq import heapify, heappush

# defining the heap

heap\_data = [1000,123,5797,7997,97,1001,1023,1225] # list

# Transform the list into heapqueue

heapq.heapify(heap\_data) # 7997 5797 2001 1993 1225 1073 1023 1001 1000 123 97

print(heap\_data)

# Adding elements into heapqueue

heapq.heappush(heap\_data,1073)

heapq.heappush(heap\_data,1993)

heapq.heappush(heap\_data,2001)

print(heap\_data)

pop\_element = heapq.heappop(heap\_data)

print(pop\_element)

========================================================================================

**Day62: DSA Part\_04:**

Binary Tree:

============

==> Tree represents the nodes connected by edges.

==> non-linear data structure.

==> properties:

1) one node among all must be a root.

2) each node except root node must be associated with parent node.

3) each node should contains two arbitrary number of child nodes (2).

# Binary tree

Creation of node as root:

=========================

class Node:

def \_\_init\_\_(self,data):

self.left = None

self.right = None

self.data = data

def printTree(self):

print(self.data)

print(self.left)

print(self.right)

root = Node(1993)

root.left = 2005

root.right = 2013

root.printTree()

Inserting into Tree:

====================

# Inserting to tree

class Node:

def \_\_init\_\_(self,data):

self.left = None

self.right = None

self.data = data # 100

def insert(self,data):

# comparing the new value with parent data

if self.data:

if data < self.data:

if self.left is None:

self.left = Node(data)

else:

self.left.insert(data)

elif data > self.data:

if self.right is None:

self.right = Node(data)

else:

self.right.insert(data)

else:

self.data = data

def printTree(self):

if self.left:

self.left.printTree()

print(self.data),

if self.right:

self.right.printTree()

root = Node(112) # parent data

root.insert(102) # 102 < 112 ==> True ==> left = 102

root.insert(144) # 144 > 112 ==> True ==> right = 144

root.insert(97) # 112 replace with 97

root.printTree()

======================================================

Traversing on Tree:

===================

three ways:

1) in-order Traversal ==> left, root and right

================================================

# Inorder Traversal

class Node:

def \_\_init\_\_(self,data):

self.left = None

self.right = None

self.data = data

def insert(self,data):

# comparing the new value with parent data

if self.data:

if data < self.data:

if self.left is None:

self.left = Node(data)

else:

self.left.insert(data)

elif data > self.data:

if self.right is None:

self.right = Node(data)

else:

self.right.insert(data)

else:

self.data = data

def printTree(self):

if self.left:

self.left.printTree()

print(self.data),

if self.right:

self.right.printTree()

# Inorder Traversal

# left ==> root ==> right

def inorderTraversal(self, root):

res = []

if root:

res = self.inorderTraversal(root.left)

res.append(root.data)

res = res + self.inorderTraversal(root.right)

return res

root = Node(27)

root.insert(14)

root.insert(35)

root.insert(10)

root.insert(19)

root.insert(31)

root.insert(42)

result = root.inorderTraversal(root)

print(result)

=============================================

2) pre-order Traversal ==> root , left, right

================================================================

# Pre-order traversal

class Node:

def \_\_init\_\_(self,data):

self.left = None

self.right = None

self.data = data

def insert(self,data):

# comparing the new value with parent data

if self.data:

if data < self.data:

if self.left is None:

self.left = Node(data)

else:

self.left.insert(data)

elif data > self.data:

if self.right is None:

self.right = Node(data)

else:

self.right.insert(data)

else:

self.data = data

def printTree(self):

if self.left:

self.left.printTree()

print(self.data),

if self.right:

self.right.printTree()

# pre-order traversal

# root ==> left ==> right

def preorderTraversal(self, root):

res = []

if root:

res.append(root.data) # root visiting

res = res + self.preorderTraversal(root.left) # left visiting

res = res + self.preorderTraversal(root.right) # right visiting

return res

root = Node(14) # root

root.insert(27) # right

root.insert(10) # left

root.insert(35) # right

root.insert(19) # right

root.insert(42)

root.insert(31)

print(root.preorderTraversal(root))

==================================================================

3) Post-order Traversal ==> left ==> right ==> root

# Post Order Traversal

class Node:

def \_\_init\_\_(self,data):

self.left = None

self.right = None

self.data = data

def insert(self,data):

# comparing the new value with parent data

if self.data:

if data < self.data:

if self.left is None:

self.left = Node(data)

else:

self.left.insert(data)

elif data > self.data:

if self.right is None:

self.right = Node(data)

else:

self.right.insert(data)

else:

self.data = data

def printTree(self):

if self.left:

self.left.printTree()

print(self.data),

if self.right:

self.right.printTree()

# post order Traversal

# left ==> right ==> root

def postOrderTraversal(self,root):

res = []

if root:

res = res + self.postOrderTraversal(root.left) # left visiting

res = res + self.postOrderTraversal(root.right) # right visiting

res.append(root.data) # root visiting

return res

root = Node(27) # root

root.insert(14) # left

root.insert(35) # right

root.insert(10) # left

root.insert(19) # right

root.insert(31) # left

root.insert(42) # right

print(root.postOrderTraversal(root))

**Day63: DSA Part\_05:**

Graphs:

=======

it is a pictorial representation of a set of objects where some pair of objects are connected by the links.

==> The interconnection between the objects are represented as "vertices".

==> links that connects to the vertices are called as "edges".

# graph

graph = {

"a" : ["b","c"],

"b" : ["a","d"],

"c" : ["a","d"],

"d" : ["b","e"],

"e" : ["d"]

}

print(graph)

====================

Displaying of graph Vertices:

=============================

class graph:

def \_\_init\_\_(self,gdict = None):

if gdict is None:

gdict = []

self.gdict = gdict

def getVertices(self):

return list(self.gdict.keys())

graph\_structure = {

"a" : ["b","c"],

"b" : ["a","d"],

"c" : ["a","d"],

"d" : ["b","e"],

"e" : ["d"]

}

gobj = graph(graph\_structure)

print("The Vertices of the given graph are:",gobj.getVertices())

Displaying graph edges:

=======================

class graph:

def \_\_init\_\_(self,gdict = None):

if gdict is None:

gdict = []

self.gdict = gdict

def edges(self):

return self.findedges()

def findedges(self):

edgename = []

for i in self.gdict: # keys vertices

for j in self.gdict[i]: # values edges

if(j,i) not in edgename:

edgename.append({i,j})

return edgename

graph\_structure = {

"a" : ["b","c"],

"b" : ["a","d"],

"c" : ["a","d"],

"d" : ["b","e"],

"e" : ["d"]

}

gobj = graph(graph\_structure)

print("The Edges = ",gobj.edges())

==================================================

Adding Vertex:

==============

class graph:

def \_\_init\_\_(self,gdict = None):

if gdict is None:

gdict = []

self.gdict = gdict

def getVertices(self):

return list(self.gdict.keys())

def addVertex(self,vertex):

if vertex not in self.gdict:

self.gdict[vertex] = []

graph\_data = {

"a" : ["b","c"],

"b" : ["a","d"],

"c" : ["d","a"],

"d" : ["b","e"],

"e" : ["d"]

}

gobj = graph(graph\_data)

gobj.addVertex("f")

print(gobj.getVertices())

===============================================

Adding of an edge to the graph:

===============================

class graph:

def \_\_init\_\_(self,gdict = None):

if gdict is None:

gdict = []

self.gdict = gdict

def edges(self):

return self.findEdges()

def findEdges(self):

edgename = []

for i in self.gdict: # keys vertices

for j in self.gdict[i]: # values edges

if (j, i) not in edgename:

edgename.append({i, j})

return edgename

def addEdge(self,edge):

edge = set(edge)

(vertex1,vertex2) = tuple(edge)

if vertex1 in self.gdict:

self.gdict[vertex1].append(vertex2)

else:

self.gdict[vertex1] = [vertex2]

graph\_data = {

"a" : ["b","c"],

"b" : ["a","d"],

"c" : ["a","d"],

"d" : ["b","e"],

"e" : ["d"]

}

gobj = graph(graph\_data)

gobj.addEdge({'a','e'})

gobj.addEdge({'a','c'})

print(gobj.edges())

=================================================

Searching Algorithms:

=====================

Ecoomerce: Flipkart

clothes:Kart(02-10-10pm)

phones: Kart(02-10-8pm)

beauty products:Kart(03-10-6am)

1) Linear search:

=================

# Linear search

def linearSearch(array,n,x):

for i in range(0,n):

if array[i] == x:

return i

return -1

array = [2,4,0,1,9,7,11,5]

x = 100

n = len(array)

resultant\_position = linearSearch(array,n,x)

if resultant\_position == -1:

print("The Given Searching object is not found in an array.")

else:

print("The Given Searching object is identifies in an array at:{}".format(resultant\_position))

Binary Search:

==============

# Binary Search

def binarySearch(array, x, low, high):

while low <= high:

mid = low + (high-low)//2

if x == array[mid]:

return mid

elif x > array[mid]:

low = mid + 1

else:

high = mid - 1

return -1

array = [3,4,5,6,7,8,9]

x = 8

position = binarySearch(array,x,0,len(array)-1)

if position == -1:

print("Results not found.")

else:

print("The Searching object is at:",position)

**Day64: Linked List Practice\_01:**

# WAP IN PYTHON TO CREATE THE LINKED LIST

# HOW WE CAN CREATE THE LINKEDLIST IN PYTHON

====================================================

# Creation of linkedlist

class Node:

# general structure of node in a linkedlist

def \_\_init\_\_(self,data = None):

self.data = data

self.next = None

class singleLinkedList:

def \_\_init\_\_(self):

self.head = None

l1 = singleLinkedList()

l1.head = Node("Monday")

l2 = Node("Tuesday")

l3 = Node("Wednesday")

l4 = Node("Thursday")

l5 = Node("Friday")

l6 = Node("Saturday")

l7 = Node("Sunday")

l1.head.next = l2

l2.next = l3

l3.next = l4

l4.next = l5

l5.next = l6

l6.next = l7

==============================================

# WAP in python to print the data of linked list

================================================

# WAP to traverse on the linked list in Python

===============================================

# Printing of linkedlist data

# Creation of linkedlist

class Node:

# general structure of node in a linkedlist

def \_\_init\_\_(self,data = None):

self.data = data

self.next = None

class singleLinkedList:

def \_\_init\_\_(self):

self.head = None

def printLinkedList(self):

value = self.head

# Traversing on the linkedlist

while value is not None:

print(value.data)

value = value.next

l1 = singleLinkedList()

l1.head = Node("Monday")

l2 = Node("Tuesday")

l3 = Node("Wednesday")

l4 = Node("Thursday")

l5 = Node("Friday")

l6 = Node("Saturday")

l7 = Node("Sunday")

l1.head.next = l2

l2.next = l3

l3.next = l4

l4.next = l5

l5.next = l6

l6.next = l7

l1.printLinkedList()

==================================================

# WAP to insert the data into linked list

==========================================

**Day65: DSA Practice With LinkedList:**

Insert the new node to the linked list at the beginning:

========================================================

# Printing of linkedlist data

# Creation of linkedlist

class Node:

# general structure of node in a linkedlist

def \_\_init\_\_(self,data = None):

self.data = data

self.next = None

class singleLinkedList:

def \_\_init\_\_(self):

self.head = None

def printLinkedList(self):

value = self.head

# Traversing on the linkedlist

while value is not None:

print(value.data)

value = value.next

# adding new node at the beginning of linkedlist

def atBegin(self,ndata):

nnode = Node(ndata)

nnode.next = self.head

self.head = nnode

l1 = singleLinkedList()

l1.head = Node("Monday")

l2 = Node("Tuesday")

l3 = Node("Wednesday")

l4 = Node("Thursday")

l5 = Node("Friday")

l6 = Node("Saturday")

l7 = Node("Sunday")

l1.head.next = l2

l2.next = l3

l3.next = l4

l4.next = l5

l5.next = l6

l6.next = l7

# l1.printLinkedList()

l1.atBegin("Apple")

l1.printLinkedList()

===========================================================

How to insert the new node at the end of the linked list

========================================================

# Printing of linkedlist data

# Creation of linkedlist

class Node:

# general structure of node in a linkedlist

def \_\_init\_\_(self,data = None):

self.data = data

self.next = None

class singleLinkedList:

def \_\_init\_\_(self):

self.head = None

def printLinkedList(self):

value = self.head

# Traversing on the linkedlist

while value is not None:

print(value.data)

value = value.next

# adding new node at the beginning of linkedlist

def atBegin(self,ndata):

nnode = Node(ndata)

nnode.next = self.head

self.head = nnode

# adding new node at the end of linkedlist

def atEnd(self,ndata):

nnode = Node(ndata)

if self.head is None:

self.head = nnode

return

last = self.head

while last.next:

last = last.next

last.next = nnode

l1 = singleLinkedList()

l1.head = Node("Monday")

l2 = Node("Tuesday")

l3 = Node("Wednesday")

l4 = Node("Thursday")

l5 = Node("Friday")

l6 = Node("Saturday")

l7 = Node("Sunday")

l1.head.next = l2

l2.next = l3

l3.next = l4

l4.next = l5

l5.next = l6

l6.next = l7

# l1.printLinkedList()

l1.atBegin("Apple")

l1.atEnd("Mango")

l1.printLinkedList()

=======================================================

How to insert the node between two nodes:

=========================================

# Printing of linkedlist data

# Creation of linkedlist

class Node:

# general structure of node in a linkedlist

def \_\_init\_\_(self,data = None):

self.data = data

self.next = None

class singleLinkedList:

def \_\_init\_\_(self):

self.head = None

def printLinkedList(self):

value = self.head

# Traversing on the linkedlist

while value is not None:

print(value.data)

value = value.next

# adding new node at the beginning of linkedlist

def atBegin(self,ndata):

nnode = Node(ndata)

nnode.next = self.head

self.head = nnode

# adding new node at the end of linkedlist

def atEnd(self,ndata):

nnode = Node(ndata)

if self.head is None:

self.head = nnode

return

last = self.head

while last.next:

last = last.next

last.next = nnode

# Adding new node between two nodes

def inBetween(self,m\_node,ndata):

if m\_node is None:

print("The Mentioned node is not in a linkedlist.")

return

nnode = Node(ndata)

nnode.next = m\_node.next

m\_node.next = nnode

l1 = singleLinkedList()

l1.head = Node("Monday")

l2 = Node("Tuesday")

l3 = Node("Wednesday")

l4 = Node("Thursday")

l5 = Node("Friday")

l6 = Node("Saturday")

l7 = Node("Sunday")

l1.head.next = l2

l2.next = l3

l3.next = l4

l4.next = l5

l5.next = l6

l6.next = l7

# l1.printLinkedList()

l1.atBegin("Apple")

l1.atEnd("Mango")

l1.inBetween(l6.next,"Python")

l1.printLinkedList()

==============================================

Removing of node from linked list:

==================================

# Printing of linkedlist data

# Creation of linkedlist

class Node:

# general structure of node in a linkedlist

def \_\_init\_\_(self,data = None):

self.data = data

self.next = None

class singleLinkedList:

def \_\_init\_\_(self):

self.head = None

def printLinkedList(self):

value = self.head

# Traversing on the linkedlist

while value is not None:

print(value.data)

value = value.next

# adding new node at the beginning of linkedlist

def atBegin(self,ndata):

nnode = Node(ndata)

nnode.next = self.head

self.head = nnode

# adding new node at the end of linkedlist

def atEnd(self,ndata):

nnode = Node(ndata)

if self.head is None:

self.head = nnode

return

last = self.head

while last.next:

last = last.next

last.next = nnode

# Adding new node between two nodes

def inBetween(self,m\_node,ndata):

if m\_node is None:

print("The Mentioned node is not in a linkedlist.")

return

nnode = Node(ndata)

nnode.next = m\_node.next

m\_node.next = nnode

# remove the node

def removeNode(self,key):

h = self.head

if h is not None:

if h.data == key:

self.head = h.next

h = None

return

while h is not None:

if h.data == key:

break

preview = h

h = h.next

if h == None:

return

preview.next = h.next

h = None

l1 = singleLinkedList()

l1.head = Node("Monday")

l2 = Node("Tuesday")

l3 = Node("Wednesday")

l4 = Node("Thursday")

l5 = Node("Friday")

l6 = Node("Saturday")

l7 = Node("Sunday")

l1.head.next = l2

l2.next = l3

l3.next = l4

l4.next = l5

l5.next = l6

l6.next = l7

# l1.printLinkedList()

l1.atBegin("Apple")

l1.atEnd("Mango")

l1.inBetween(l6.next,"Python")

l1.removeNode("Friday")

l1.printLinkedList()

============================================

# WAP TO SORT THE COLLECTION/DATA STRUCTURE WITH BUILT-IN METHODS

# [1,0,7,9,2,5]

# [0,1,7,9,2,5]

# [0,1,7,2,9,5]

# [0,1,7,2,5,9]

# [0,1,2,7,5,9]

# [0,1,2,5,7,9]

def Sorting(ld):

for i in range(len(ld)-1,0,-1):# 5 2 9 7 0 1

for j in range(i): # 0 to 4

if ld[j] > ld[j+1]:

temp = ld[j]

ld[j] = ld[j+1]

ld[j+1] = temp

ld = [19,2,31,45,6,11,121,27]

print(ld)

Sorting(ld)

print(ld)

**Day66: Introduction to Advanced Python:**

CORE PYTHON:

ALL THE PROGRAMMING FUNDAMENTALS

IDENTIFIERS

KEYWORDS

VARIABLES

IO OPERATIONS

OPERATORS

CONTROL STATEMENTS

DATA STRUCTURES

STRING MANIPULATIONS

LIST MANIPULATIONS

TUPLE MANIPULATIONS

SET MANIPULATIONS

DICTIONARY MANIPULATIONS

OTHER DATA STRUCTURES

FROZENSETS

BYTES

BYTE ARRAY

FUNCTIONS

OBJECT ORIENTED PROGRAMMING

CLASS, OBJECT, METHODS, CONSTRUCTOR, GARBAGE COLLECTION

ENCAPSULATION, INHERITANCE, POLYMORPHISM ETC.

FILE HANDLING

EXCEPTION HANDLING

ADVANCED PYTHON

===============

REGULAR EXPRESSIONS

DATABASE PROGRAMMING

PYTHON LIBRARIES

WEB DEVELOPER

GUI (GRAPHICAL USER INTERFACE) ==> TKINTER

DATASCIENCE, AI ==> NUMPY, PANDAS

PRACTICAL

DJANGO ==> FRAMEWORK

SOCKET PROGRAMMING

DOCKER, KUBERNETES, MAVEN

GITHUB

JIRA

=============================

DATA STRUCTURES

ARRAYS

LIST ==> SIMILAR TO ARRAY

ARRAY ==> COLLECTION OF SIMILAR DATA ITEMS

INT ARRAY ==> ALL INTEGERS ==> {1,2,3,4,5}

FLOAT ARRAY ==> ALL FLOATS ETC. {1.2,0.001,0.23}

import numpy

ecommerce ==> cart ==> collection of any item

we can add any element

{gadgets, clothes, ..}

from NumPy:

array definition

single dimension

multi-dimension

math operations

searching algorithms

sorting algorithms

insertion etc.

**Day67:**  **Introduction To Numpy:**

NumPy:

=====

NumPy ==> Numerical Python

why?

====

for performing the complex math operations.

open source and free software

we can use to perform array based computing.

array ==> collection of similar data items.

1-d array ==> one dimensional array

arranging of elements in either row or in column.

2-d array ==> two dimensional array

arranging of elements in rows and columns both. (matrix)

n-d array ==> n-dimensional array (Image processing)

History:

========

==> Developed by "Travis Oliphant"

==> in 2005

==> using C and Python.

C ==> fastest execution

Python ==> easy development

==> Travis gone through a module/library ==> Numeric Library (Jim Hungunian)

Python ==> Interpreter dependent language

C, C++, Perl and Shell script

==> NumPy ==> 3rd party module/package/library

we required to import this module

Syntax:

import numpy

==> we must require to install the numpy extensively before the importing.

==> to install any 3rd party modules:

in python only there is one package manager ==> pip

Syntax: (for installation)

pip install module-name

ex: pip install numpy

Syntax (for uninstallation)

pip uninstall module-name

ex: pip uninstall numpy

do we have pip?

===============

yes.

# WAP IN PYTHON TO PRINT THE VERSION OF NUMPY.

import numpy

print(numpy.\_\_version\_\_)

============================

==> we can use the numpy with alias name.

Syntax:

import numpy as alias-name

# WAP IN PYTHON TO GET VERSION OF NUMPY.

# numpy with alias name

import numpy as rk

print(rk.\_\_version\_\_)

**Day68:**  **Python List Vs NumPy Ndarray:**

Why NumPy?

==========

NumPy is a third-party module/package/library

which we can to use to perform the complex math operations

with array computing.

Array:

=====

It is a collection/sequence of similar data items (homogeneous elements).

ex: [1,2,3,4], {1.2,2.3,3.4},(9-7j,9+7j,7-5j,7+5j) etc.

Q: In Python, how we can store/represent with the similar data items?

=====================================================================

List ==> Homogeneous elements/Heterogeneous elements

Mutable

Insertion order can be preserved

Tuple ==> Homogeneous elements/Heterogeneous elements

Immutable

Insertion Order can be preserved

Set ==> Homogeneous elements/Heterogeneous elements

Mutable (add()) and/or Immutable

Cannot preserve the order.

Python List Vs Numpy:

=====================

In Python:

list of built-in datatypes:

int

float

complex

Bool

str

list

tuple

set

frozenset

bytes

bytearray

None

In NumPy:

we have only one built-in datatype

which we can use to define:

1D array ==> Arranging of elements in either row or column format.

2D array ==> Arranging of elements in both row and column

ND Array ==> Multi-dimensional array

i.e., "ndarray" is also a class

ndarray is used to store homogeneous elements only.

IDEs available for NumPy as default:

====================================

Jupiter

Anaconda Jupiter notebook

List Vs ndarray:

================

List data elements cannot reserve the continuous memory in heap section.

list to array:

==============

array():

we can convert the list data into an array

Syntax:

import numpy

numpy.array(list-data)

Getting the size of the memory:

===============================

getsizeof()

===========

==> a built-in function

used to get the size of the memory for any object.

==> defined in the module: "sys"

==> to use this "getsizeof()", we must be import "sys" module.

Syntax:

import sys

sys.getsizeof(object-name)

import sys

import numpy

ld = [1,2,3,4,5,6,7,8,9,10,11,12]

print(ld,type(ld),id(ld))

print("The Memory Size of given list data is = ",sys.getsizeof(ld))

print(id(ld[0]),id(ld[1]),id(ld[2]))

# converting the list into an array

a = numpy.array(ld)

print(a,type(a),id(a))

print("The Memory size of given array is = ",sys.getsizeof(a))

print(id(a[0]),id(a[1]),id(a[2]))

**Day69: Array Creation:**

Why NumPy?

==========

1) Python List ==> reserve with non-contiguous memory.

NumPy-ndarray ==> reserve with contiguous memory.

2) Python-List will consume more time and performance get disturbed.

NumPy-ndarray will consume less time and performance is good.

3) Python: 10+ datatypes ==> Heterogeneous datatypes

NumPy: 1-datatype ==> ndarray

import sys

import numpy

a = 123

b = 1.23

c = 1-2j

d = True

e = "python"

f = [1,2,3,4,5]

g = (2,3,4,5,6)

arr = numpy.array(f)

arr1 = numpy.array([1.2,2.3,3.4,4.5,5.6])

print("The Size of all the above data definitions are = ")

print(sys.getsizeof(a))

print(sys.getsizeof(b))

print(sys.getsizeof(c))

print(sys.getsizeof(d))

print(sys.getsizeof(e))

print(sys.getsizeof(f))

print(sys.getsizeof(g))

print(sys.getsizeof(arr))

print(sys.getsizeof(arr1))

===============================================================

ndarray:

========

built-in datatype in NumPy

a pre-defined class: ndarray

ndarray

======

==> most important object in NumPy.

==> N-dimensional Array Type

==> describe a collection of items of the same type

==> which can be accessed using a zero-based index.

dtype

=====

==> Each item of ndarray takes the same size of a memory block.

==> datatype object

array Scalar type

=================

==> any item can be extracted from an ndarray by using slicing is represented by a python object of an array called as "array scalar type".

=============================

How to create an ndarray?

=========================

[1,2,3] ==> 1d-array ==> row

[1

2

3] ==

; 1-d array ==> column

array():

========

Syntax:

import numpy

numpy.array(object, dtype = None, copy = True, order = None, subok = False, ndmin = 0)

order:

======

C ==> row major

F ==> Column major

A ==> Any

1-D array:

=========

Syntax:

numpy.array([list/tuple])

2-D array:

==========

Syntax:

numpy.array([[1d],[1d],[1d],...[1d]])

3-D array:

=========

Syntax:

numpy.array([[2d],[2d],[2d],...[2d]])

import numpy as rk

# creating an array with array() by consider the only object parameter

a = rk.array((1,2,3,4))# 1-d array

print(a,type(a))

b = rk.array(10)

print(b,type(b))

# 2D-array

# Collection of more than one 1-d array ==> 2d-array

c = rk.array([[1,2,3],[4,5,6]])

print(c,type(c))

d = rk.array([[1,2,3],[4,5,6],[7,8,9],[10,11,12]])

print(d,type(d))

# 3-d array

# collection of 2-d arrays

e = rk.array([[[1,2,3,4],[5,6,7,8]],[[9,10,11,12],[13,14,15,16]]])

print(e,type(e))

**Day70: Shape and Strides:**

Array Creation:

===============

array():

=======

Syntax:

numpy.array(object, dtype = None, copy = True, order = None, subok = True/False, ndmin = 0)

order = A (both row and column)

C (in row)

F (in Column)

1d array: [1,2,3]

2d-array: collection of 1-d arrays

[[1,2,3],[3,4,5],[5,6,7]]

3d-array: collection of 2-d arrays

[[[1,2,3],[4,5,6]],[[7,8,9],[10,11,12]]]

Creation of an array by specifying the Dimension value:

=======================================================

Syntax:

numpy.array(object, ndmin = value)

import numpy as rk

# create an array with ndmin value

a = rk.array([1,2,3,4],ndmin = 3)

b = rk.array([[1,2,3,4,5],[5,4,3,2,1]],ndmin = 4)

print(a)

print(b)

===========================================================

shape

=====

==> a built-in parameter in NumPy

which we can use to get the shape of the array

==> shape of array ==> row and column

Syntax:

array-name.shape

Ex:

a =

[[1,2,3],

[4,5,6],

[7,8,9]] ==> 2-d array ==> consisting of three 1d-arrays.

Each 1d-array ==> row

the total rows ==> 3

In this row: three elements

element ==> value at column

total columns => 3

Shape ==> 3 X 3

Ex:

[[[1,2,3],[4,5,6]],

[[3,2,1],[6,5,4]],

[[7,8,9],[10,11,12]]' ==> 3d-array

In this definition:

total 2d-arrays ==> 3 (length of 3d-array)

each 2d-array ==> 2-1darrays (length of 2d-array)

each 1d-array ==> 3-elements (length of 1d-array)

3 X 2 X 3

Ex:

[[[[1,2],[3,4]],[[5,6],[7,8]]]

[[[8,7],[6,5]],[[4,3],[2,1]]]

[[[1,3],[5,7]],[[2,4],[6,8]]]] ==> 4d-array

In this definition:

total number of 3d-arrays ==> 3 (length of 4d-array = 3)

each 3d-array ==> 2 2d-arrays ==> length of 3d-array = 2

each 2d-array ==> 2 1d-arrays ==> length of 2d-array = 2

each 1d-array ==> 2 elements ==> length of 1d-array = 2

Shape ==> 3 X 2 X 2 X 2

import numpy

a = numpy.array([1,2,3,4]) # 1-d array

b = numpy.array([[1,2,3],[4,5,6]]) # 2d-array

c = numpy.array([[[1,2,3,4],[5,6,7,8]],[[4,3,2,1],[8,7,6,5]]]) # 3d-array

d = numpy.array([[[[1,2],[3,4]],[[5,6],[7,8]]],[[[9,10],[11,12]],[[13,14],[15,16]]]]) # 4d-array

print("The Shape of array a = ",a.shape)

print("The Shape of array b = ",b.shape)

print("The Shape of array c = ",c.shape)

print("The Shape of array d = ",d.shape)

============================================================

strides:

========

Syntax:

array-name.strides

Ex:

a =

[[1,2,3],

[4,5,6],

[7,8,9]] ==> 2-d array ==> consisting of three 1d-arrays.

3 X 3

3-rows

and 3-columns

strides ==> 12-bytes, 4-bytes

Ex:

[[[1,2,3],[4,5,6]],

[[3,2,1],[6,5,4]],

[[7,8,9],[10,11,12]]' ==> 3d-array

strides: 24-bytes, 12-bytes, 4-bytes

Ex:

[[[[1,2],[3,4]],[[5,6],[7,8]]]

[[[8,7],[6,5]],[[4,3],[2,1]]]

[[[1,3],[5,7]],[[2,4],[6,8]]]] ==> 4d-array

strides: 32-bytes, 16-bytes, 8-bytes, 4-bytes

import numpy

a = numpy.array([1,2,3,4]) # 1-d array

b = numpy.array([[1,2,3],[4,5,6]]) # 2d-array

c = numpy.array([[[1,2,3,4],[5,6,7,8]],[[4,3,2,1],[8,7,6,5]]]) # 3d-array

d = numpy.array([[[[1,2],[3,4]],[[5,6],[7,8]]],[[[9,10],[11,12]],[[13,14],[15,16]]]]) # 4d-array

print("The Strides of array a = ",a.strides)

print("The Strides of array b = ",b.strides)

print("The Strides of array c = ",c.strides)

print("The Strides of array d = ",d.strides)

**Day71: NumPy Datatypes Part\_01:**

NumPy Datatypes:

=================

1) Boolean datatype ==> bool\_

True/False

1-byte

2) Integer Datatype:

====================

==> Any integer in NumPy can hold either 4 or 8 bytes of memory.

Signed Integer ==> positive and negative values

Unsigned Integer ==> positive values

ex: -10 ==> negative, +10 ==> positive

10 ==> positive

Signed Integer

==============

int\_ ==> 4-bytes/8-bytes

int8 ==> 1-byte ==> 256 values ==> -128 to -1 and 0 to 127 ==> (-2^8)/2 to (2^8)/2 - 1

int16 ==> 2-bytes ==> 2^16 values ==> 65536 values ==> -32768 to -1 & 0 to 32767

==> (-2^16)/2 to (2^16)/2 - 1

int32 ==> 4-bytes ==> (-2^32)/2 to (2^32)/2 - 1

int64 ==> 8-bytes ==> (-2^64)/2 to (2^64)/2 - 1

100 ==> 1byte

Unsigned Integer

================

uint8 ==> 1-byte ==> 0 to 2^8 - 1

uint16 ==> 2-bytes ==> 0 to 2^16 - 1

uint32 ==> 4-bytes ==> 0 to 2^32 - 1

uint64 ==> 8-bytes ==> 0 to 2^64 - 1

Floating-point Datatype:

========================

==> 8-bytes

float\_ ==> 8-bytes

float16 ==> 2-bytes

float32 ==> 4-bytes

float64 ==> 8-bytes

Complex Datatype:

=================

complex\_ ==> 16-bytes

complex64 ==> 8-bytes

complex128 ==> 16-byes

==========================================

Creation of Data object:

========================

dtype():

=======

we can use to create a dtype object

Syntax:

import numpy

numpy.dtype(object, align, copy)

C:

Structures

struct Student{

char name[20]; //20 bytes

int roll;

float marks;

}

==================

# Scalar Type of dtype object

import numpy

dt1 = numpy.dtype(numpy.int16)

dt2 = numpy.dtype(numpy.float32)

dt3 = numpy.dtype(numpy.uint8)

print(dt1)

print(dt2)

print(dt3)

===========================

==> for each built-in datatype:

we have the string notation for identification:

bool\_ ==> 'b'

integer ==> 'i'

unsigned integer ==> 'u'

floating-point ==> 'f'

complex data ==> 'c'

String data ==> 'S'

# Creation of dtype object using string literal

import numpy as np

dt1 = np.dtype(np.uint64)

dt2 = np.dtype('u8')

dt3 = np.dtype(np.float64)

dt4 = np.dtype('f8')

print(dt1)

print(dt2)

print(dt3)

print(dt4)

**Day72: Array Creation with Specified Datatypes:**

dtype()

=======

Creation of Structured Datatype:

================================

Structures:

===========

struct Student{

char name[30];

int roll;

float marks;

}

import numpy

dt = numpy.dtype([('age',numpy.uint8)])

print(dt)

==============================================

Create arrays with dtype object (with specified datatype):

==========================================================

dtype:

=====

==> which we can use this to get the type of an array.

Syntax:

array-name.dtype

import numpy

idt1 = numpy.dtype('i1')

idt2 = numpy.dtype('i2')

idt3 = numpy.dtype('i4')

idt4 = numpy.dtype('i8')

# arrays with signed Integer objects

a1 = numpy.array([1,-2,3,-4],dtype = idt1) # array with signed 8-bit notation

a2 = numpy.array([-1,-2,3,4,-5,6],dtype = idt2)

a3 = numpy.array([0,1,0,2,0,3,0,4],dtype = idt3)

a4 = numpy.array([-1,0,-2,0,-3,0],dtype = idt4)

print("a1 = ",a1)

print("Type = ",a1.dtype)

print("a2 = ",a2)

print("Type = ",a2.dtype)

print("a3 = ",a3)

print("Type = ",a3.dtype)

print("a4 = ",a4)

print("Type = ",a4.dtype)

==================================================

# CREATING THE INTEGER ARRAY FROM other datatype

import numpy

a = numpy.array([1.2,2.1,1.3,3.1,1.4,4.1]) # float array

print("a = ",a)

print("Type = ",a.dtype)

a\_int = numpy.array([1.2,2.1,1.3,3.1,1.4,4.1],dtype = numpy.uint8)

a\_int1 = numpy.array([1.2,2.1,1.3,3.1,1.4,4.1],dtype = 'u4')

print("a\_int = ",a\_int)

print("Type = ",a\_int.dtype)

print("a\_int1 = ",a\_int1)

print("Type = ",a\_int1.dtype)

==========================================================

Type Casting:

=============

==> Also called as "Type Conversion"

which we can use to convert one type of an array to another type of an array.

==> In Two ways:

1) Internal Type Casting/Automatic Type Casting

2) External Type Casting

==> Internal Type Casting can be done by the Python Machine automatically.

a = 112

b = 11.2

c = 0

print(type(a),type(b),type(c))

c = a + b

print(type(a),type(b),type(c))

==> External Type Casting can be performed by the programmer.

In Python:

int(), float(), bool(), complex(), str(), list(), tuple(), set(), dict() etc.

a = 112

b = 11.2

c = 0

print(type(a),type(b),type(c))

c = a + b

print(type(a),type(b),type(c))

a = [1,2,3,4,5]

print(type(a))

a = tuple(a)

print(type(a))

=======================================

In NumPy:

for the type casting:

1) astype()

2) casting functions

ASSIGNMENT:

===========

1) WAP IN PYTHON USING NUMPY TO CREATE AN ARRAYS WITH UNSIGNED INTEGER FORMAT.

2) WAP IN PYTHON USING NUMPY TO CREATE A COMPLEX ARRAY FROM INTEGER ARRAY.

**Day73: Type Casting:**

Type Conversion in NumPy:

========================

two types:

1) Internal Type Conversion/Implicit Type Conversion

=====================================================

import numpy

a = numpy.array([1,2,3,4,5,6],dtype = 'c8')

print("The Type of array = ",a.dtype)

2) External Type Conversion/Explicit Type Conversion

====================================================

1) astype()

2) cast() functions

1) astype()

===========

==> a built-in method in numpy

which we can use for the external type conversion

Syntax:

source\_array\_name.astype(numpy.datatype)

import numpy as np

# creating the array with unsigned integer 32-bit representation

# a = np.array([1,3,5,7,9,11,13,15,17,19,21,23,25],dtype = np.uint32)

a = np.array([1,3,5,7,9,11,13,15,17,19,21,23,25],dtype = 'u4')

print("The Type of the given array definition is = ",a.dtype)

# Type conversion from Unsigned integer to signed integer 64-bits

a\_s\_int = a.astype(np.int64)

print("The Type of the above definition is = ",a\_s\_int.dtype)

# Unsigned Integer to float 32-bit

a\_float = a.astype('f4')

print("The Type of the above definition is = ",a\_float.dtype)

# Signed Integer ==> complex 128-bit

a\_complex = a\_s\_int.astype('c16')

print("The Type of the above definition is = ",a\_complex.dtype)

# Floating ===> Boolean

a\_bool = a\_float.astype('b1')

print("The Type of the above definition is = ",a\_bool.dtype)

===================================================================

Cast functions:

===============

Syntax:

numpy.cast(s-array)

int8() ==> any array to signed 8-bit integer array

int16() ==> any array to signed 16-bit integer array

int32() ==> any array to signed 32-bit integer array

int64() ==> any array to signed 64-bit integer array

uint8() ==> any array to unsigned 8-bit integer array

uint16() ==> to unsigned 16-bit integer array

uint32() ==> to unsigned 32-bit integer array

uint64() ==> to unsigned 64-bit integer array

float32()

float64()

complex64()

complex128()

import numpy as np

a = np.array([1,3,5,7,9,11,13,15])

print("The Type of defined array = ",a.dtype)

# integer 32-bit array ==> unsigned integer 64-bit

a\_u = np.uint64(a)

print("Type = ",a\_u.dtype)

# signed integer ==> complex64

a\_c = np.complex64(a)

print("Type = ",a\_c.dtype)

# unsigned integer ==> float

a\_u\_f = np.float16(a\_u)

print("Type = ",a\_u\_f.dtype)

a\_bool = np.bool\_(a)

print("Type = ",a\_bool.dtype)

**DAY74: Array Creation Routines:**

Array Creation Routines:

========================

1) zeros()

==========

==> built-in function

which we can use to create an array with only zeros.

Syntax:

numpy.zeros(shape, dtype = float)

import numpy

a = numpy.zeros(6)

print(a)

print(a.dtype)

b = numpy.zeros(10,dtype = 'i4')

print(b)

print(b.dtype)

c = numpy.zeros(5,dtype = 'c8',order = 'F')

print(c)

print(c.dtype)

d = numpy.zeros((3,4),dtype = 'i4', order = 'C')

print(d)

e = numpy.zeros((3,4,5),dtype = 'i2')

print(e)

========================================

ones()

======

==> built-in function

creating the array with only '0nes'

Syntax:

numpy.ones(shape, dtype, order)

import numpy

a = numpy.ones(6)

print(a)

print(a.dtype)

b = numpy.ones(10,dtype = 'c8')

print(b)

print(b.dtype)

c = numpy.ones((3,3),dtype = 'i4')

print(c)

print(c.dtype)

d = numpy.ones([2,3,4],dtype = numpy.int8)

print(d)

print(d.dtype)

===============================================

In Python:

range() ==> can generate the range of values

ex: range(10) ==> generate values from 0 to 9

range(1,20) ==> generate values from 1 to 19

range(1,100,10) ==> generate values from 1 to 100 with the difference of 10.

arrange():

=========

==> built-in function

which we can use to create an array with range of values.

Syntax:

numpy.arange(start, stop, step, dtype)

import numpy

a = numpy.arange(10)

print(a)

print(a.dtype)

b = numpy.arange(6,dtype = 'f8')

print(b)

print(b.dtype)

c = numpy.arange(1,20)

print(c)

print(c.dtype)

d = numpy.arange(1,100,10)

print(d)

# e = numpy.arange([(10,),(1,)])

# print(e)

=======================================

linspace()

==========

==> built-in function

we can use to create an array with range values.

Syntax:

numpy.linspace(start, stop, num, endpoint = True)

import numpy

a = numpy.linspace(1,10, num = 6) # endpoint ==> optional

# endpoint = True

# endpoint = True ==> linspace() can consider the stop value also in array creation

print(a)

print(a.dtype)

b = numpy.linspace(1,10,num = 7, endpoint = False,dtype = 'i4')

# endpoint = False ==> no need to consider the stop value in array creation

print(b)

print(b.dtype)

=========================================================

In Python:

Random Module

random() ==> generate random floating-point values from 0 to 1

dice ==> when we can roll a dice:

generate: 1 | 2 | 3 | 4 | 5 | 6

rand():

======

==> a built-in function in NumPy with "random" module

use to create an array with random float numbers (0 to 1).

Syntax:

numpy.random.rand(d0, d1, d2, d3, .....)

import numpy

a = numpy.random.rand() # can generate a value (float) from 0 to 1

print(a)

# one dimensional array

b = numpy.random.rand(6)

print(b)

print(b.dtype)

# two dimensional array

c = numpy.random.rand(3,3)

print(c)

# four dimensional array

d = numpy.random.rand(1,3,4)

print(d)

=================================================

empty()

=======

==> built-in function

can use to create an array with random values of any specified datatype

Syntax:

numpy.empty(shape, dtype)

import numpy

a = numpy.empty(10)

print(a)

b = numpy.empty((3,4))

print(b)

c = numpy.empty([3,3,3],dtype = 'i1')

print(c)

print(c.dtype)

**DAY75: Array Creation from Existing Data:**

Creation of Array from Existing Data:

=====================================

From List:

==========

# WAP TO CREATE THE ARRAY FROM LIST DATA

import numpy

ld1 = [1,2,3,4,5,6,7,8,9,10]

print(type(ld1))

# array from list

a1 = numpy.array(ld1)

print("The Array = ",a1)

ld2 = [[3,2,1],[6,5,4],[9,8,7]] # Nested list

print(type(ld2))

a2 = numpy.array(ld2)

print("The Array = ",a2)

ld3 = [12,True,1.23,12-23j,'python'] # list with heterogeneous elements

a3 = numpy.array(ld3)

print("The Array = ",a3)

ld4 = [[True, 10, 1.12],[1-2j,12,1.23],['a',112,False]] # nested list with heterogeneous elements

a4 = numpy.array(ld4)

print("The Array = ",a4)

from Tuple:

===========

import numpy

td = (1,11,111,1111,11111,1111,111,11,1)

sd = {1,3,5,7,9,9,7,5,3,1,1,2,3,4,5}

dd = {'a':111,'b':222,'c':333,'d':444,'e':555}

print(type(td))

print(type(sd))

print(type(dd))

# array from the tuple

a1 = numpy.array(td)

a2 = numpy.array(sd)

a3 = numpy.array(dd)

print("The Array = ",a1)

print("The Array = ",a2)

print("The Array = ",a3)

=====================================================

asarray():

==========

use to convert various python objects like: list, tuple, array etc. into array.

Syntax:

numpy.asarray(object, dtype)

import numpy

ld = [1,11,111,1111,11111,1111,111,11,1]

ld1 = [111,True,1.12,False,12-23j,'python']

a1 = numpy.asarray(ld)

a2 = numpy.asarray(ld1)

print("The Array = ",a1)

print("The Array = ",a2)

print("The Type = ",a2.dtype)

print("The Type = ",a1.dtype)

frombuffer():

=============

==> a built-in function

can use to create an array from bytes object or bytes array.

bytes object ==>

bytes() ==> bytes object

Syntax:

numpy.frombuffer(buffer\_object, dtype)

import numpy

b1 = bytes([1,2,3,4,5]) # bytes object

# b2 = bytes("Python")

b2 = b'Python'

a1 = numpy.frombuffer(b1,dtype = 'S1')

a2 = numpy.frombuffer(b2,dtype = "S1")

print("a1 = ",a1)

print("a2 = ",a2)

==============================================

fromiter():

===========

==> built-in function

can use to create an array from iterable object.

Syntax:

numpy.fromiter(iterable-object, dtype)

import numpy

def my\_generator(n):

for i in range(n):

yield i

a = numpy.fromiter(my\_generator(7),dtype = 'i1')

print("The Array = ",a)

print("The Type = ",a.dtype)

================================================

copy():

======

==> built-in function

can use to create a new array from another array.

Syntax:

numpy.copy(s-array)

import numpy

a = numpy.array([1,2,3,4,5,6,7,8,9,10])

a\_copy = numpy.copy(a)

print("The Arrays are = ")

print(a)

print(id(a))

print(a\_copy)

print(id(a\_copy))

**DAY76: Array\_Creation\_Looping\_Arrays:**

view():

=======

==> built-in function

can use to create an array from another array

the array object in view is same as original array but possible to change its type.

a = [1,3,5,7,9]

a\_copy = [1,3,5,7,9]

a\_view = [1.0,3.0,5.0,7.0,9.0]

Syntax:

source-array.view(dtype)

import numpy

a = numpy.array([1.2,2.1,1.3,3.1,1.4,4.1])

print("The Original Array = ",a)

print("Type = ",a.dtype)

# b = a.copy(dtype = 'i2')

b = a.copy()

print("b = ",b)

print("type = ",b.dtype)

c = a.view(dtype = 'i1')

print("c = ",c)

print("Type = ",c.dtype)

==========================================

reshape():

==========

array ==> 3 X 4 ==> 12

reshape to ==> 4 X 3 ==> 12

reshape ==> 6 X 2 ==> 12

Note:

====

the reshape parameters product must be equal to total number of elements in the original array,

then only the reshape is possible.

==> reshape() built-in function

can be use to reshape the original array

and create the new array.

Syntax:

original\_array.reshape((parameters))

for 2d-array: x, y

for 3d-array: x, y, z

import numpy

a = numpy.array([1,2,3,4,5,6]) # 1d-array

b = numpy.array([[1,2,3,4],[5,6,7,8],[9,10,11,12]]) # 2d-array

print("a = ",a)

print("b = ",b)

r1 = a.reshape((3,2))

r2 = a.reshape((2,3))

# r3 = a.reshape((3,3))

r3 = b.reshape((12,))

r4 = b.reshape((1,3,4))

print("r1 = ",r1)

print("r2 = ",r2)

print("r3 = ",r3)

print("r4 = ",r4)

================================================

Array Indexing:

===============

import numpy

a = numpy.array([1,2,3,4,5])

b = numpy.array([[1,2,3],[4,5,6],[7,8,9]]) # 2d-array

# Positive Indexing values

print(a[0],a[1],a[2],a[3],a[4])

print(b[0],b[1],b[2])

print(b[0][0],b[0][1],b[0][2])

print(b[1][0],b[1][1],b[1][2])

print(b[2][0],b[2][1],b[2][2])

# Negative Indexing Values

print(a[-1],a[-2],a[-3],a[-4],a[-5])

print(b[-1],b[-2],b[-3])

print(b[-1][0],b[-1][1],b[-1][2])

=============================================

Array Slicing:

==============

import numpy

a = numpy.array([1,2,3,4,5,6,7,8,9,10])

print(a[::1])

print(a[::-1])

print(a[2:6])

print(a[-10:-4])

=================================================

# WAP TO CREATE THE ARRAY WITH RANGE OF OBJECTS.

import numpy

objects = range(1,11)

a = numpy.array(objects)

b = numpy.array(range(10,101,10))

print("Array with range of objects = ",a)

print("Array with range of objects = ",b)

====================================================

logspace():

===========

log10

log2

==> built-in function

can use to generate an array with log values

these objects can be evenly spaced.

Syntax:

numpy.logspace(start, stop, num, endpoint = True, base = 10/2, dtype)

import numpy

a = numpy.logspace(1,11,6,base = 2)

print("a = ",a)

===================================================

Array-Iteration:

================

1) Using for loop:

==================

import numpy

a = numpy.array([1,3,5,7,9]) # 1d-array

b = numpy.array([[1,2,3],[4,5,6],[7,8,9]])

c = numpy.array([[[1,2,3,4],[5,6,7,8]],[[9,10,11,12],[13,14,15,16]]])

for i in a:

print(i)

for i in a[::-1]:

print(i)

for i in b:

print(i)

for i in b:

for j in i:

print(j,end = "\t")

print()

print("Printing 2d-arrays:")

for i in c:

print(i)

print("Printing 1D-array:")

for i in c:

for j in i:

print(j)

print("3d-Array Elements = ")

for i in c:

for j in i:

for k in j:

print(k,end = "\t")

print()

**DAY77: Array Manipulations Part\_01:**

Assignment:

===========

WAP TO CREATE AN 1-D ARRAY AND PRINTS ITS ELMENTS ALONG WITH BOTH POSITIVE AND NEGATIVE INDEX USING WHILE LOOP.

Hint:

=====

a = [1,2,3,4,5]

Output:

The Element at a positive index '0' and at negative index '-5' = 1

======================================================

nditer():

=========

1d-array:

for i in a:

print(i)

2d-array:

for i in a:

for j in i:

print(j)

3d-array:

for i in a:

for j in i:

for k in j:

print(k)

nditer(): a built-in function

can used generate an iterative object

to iterate on individual elements of any dimensional array.

Syntax:

numpy.nditer(array-name)

import numpy

a = [1,2,3,4,5]

print("Printing Elements of 1d-array:")

for i in numpy.nditer(a):

print(i)

=========================

import numpy

a = [[1,2,3],[4,5,6],[7,8,9]]

for i in numpy.nditer(a):

print(i)

==================================

Array Concatenation:

====================

concatenate()

Syntax:

numpy.concatenate((a1,a2,a3,...), axis = 0/1/2,...)

2d-array:

0

1

ex:

a = [[1,2,3][4,5,6]]

b = [[4,5,6][7,8,9]]

a concate b ==> axis = 0

[[[1,2,3]][4,5,6],[[4,5,6][7,8,9]]]

axis=1[[[1,2,3],[4,5,6]],[[4,5,6],[7,8,9]]]

3d-array:

0

1

2

import numpy

a1 = numpy.array([1,2,3])

a2 = numpy.array([4,5,6])

r1 = numpy.concatenate((a1,a2))

r2 = numpy.concatenate((a1,a2),axis = 0)

# r3 = numpy.concatenate((a1,a2),axis = 1)

print("r1 = ",r1)

print("r2 = ",r2)

# print("r3 = ",r3)

========================

import numpy

a1 = numpy.array([[0,2],[4,6],[8,10]])

a2 = numpy.array([[1,3],[5,7],[9,11]])

r1 = numpy.concatenate((a1,a2))

r2 = numpy.concatenate((a1,a2),axis = 0)

r3 = numpy.concatenate((a1,a2),axis = 1)

# r4 = numpy.concatenate((a1,a2),axis = 2)

print("r1 = ",r1)

print("r2 = ",r2)

print("r3 = ",r3)

# print("r4 = ",r4)

===============================================

Array Stacking:

===============

==> combining multiple array into one by making the higher-dimension.

stack():

=======

Syntax:

numpy.stack((a1,a2,a3,...),axis = 0/1/2,..)

import numpy

a1 = numpy.array([1,2,3])

a2 = numpy.array([4,5,6])

r1 = numpy.stack((a1,a2))

r2 = numpy.stack((a1,a2),axis = 1)

print("r1 = ",r1)

print("r2 = ",r2)

=======================

import numpy

a1 = numpy.array([[1,2,3,4],[5,6,7,8]])

a2 = numpy.array([[9,10,11,12],[13,14,15,16]])

r1 = numpy.stack((a1,a2))

r2 = numpy.stack((a1,a2),axis = 1)

r3 = numpy.stack((a1,a2),axis = 2)

print("r1 = ",r1)

print("r2 = ",r2)

print("r3 = ",r3)

======================================

Array Splitting:

================

split():

=======

[[1,2,3],[4,5,6],[7,8,9]]

[[1,2],[3,4],[5,6],[7,8],[9,10]]

Syntax:

numpy.split(array\_name, indices, axis)

============================================

import numpy

a = numpy.arange(9).reshape(3,3)

b = numpy.array([[1,2],[3,4],[5,6],[7,8],[9,10]])

print("original Array = ",a)

print("Original Array = ",b)

a\_split = numpy.split(a,3)

b\_split = numpy.split(b,5)

print("splitted array = ",a\_split)

print("splitted array = ",b\_split)

**DAY78: Array Manipulations Part\_02:**

Broadcasting:

=============

refers to the ability of performing operations on arrays with different shapes

Ex:

+

1-d + 2-d

==> while the operation, the lower dimension array can automatically expand according to the higher dimension.

Rules for Broadcasting:

======================

1) If arrays are with different dimensions:

the shape of smaller dimension is must be padded with '1' on the left side until this match with higher dimension array.

[[1 1 1 1],[1 1 1 1],[1 2 3 4]] + [[1 2 3 4],[5 6 7 8],[9 10 11 12]]

2) The size of each dimension must either be the same or one of the dimension must be same.

3) Broadcasting can be applied from last dimension to first dimension.

# WAP IN NUMPY TO ADD A SCALAR TO AN ARRAY.

"""

[1 2 3] + 10

[1,2,3] + [1,1,10]

"""

import numpy

a = numpy.array([1,2,3])

b = numpy.array([[1,2,3],[4,5,6],[7,8,9]])

result = a + 10

res1 = b + 100

print(result)

print(res1)

==============================

import numpy as np

a = np.array([[1,2,3,4],[5,6,7,8],[9,10,11,12]])

b = np.array([10,20,30,40]) # [[1,1,1,1],[1,1,1,1],[10,20,30,40]]

result = a + b

print("The Sum of two differently shaped arrays = ",result)

==============================

# Broadcasting with multi-dimensional arrays

import numpy

a = numpy.ones((2,3,4))

b = numpy.arange(4)

print("The Given array = ",a)

print("The Given array = ",b)

result = a + b

print(result)

=================================================

Arithmetic Operations:

======================

Array Addition:

===============

import numpy

a = numpy.array([10,20,30,40,50])

b = numpy.array([50,40,30,20,10])

sum = a + b

print("The Sum = ",sum)

===============================

import numpy as np

a = np.array([[1,2,3,4,5],[6,7,8,9,10]])

b = np.array([[10,9,8,7,6],[5,4,3,2,1]])

sum = a+b

print("The Sum = ",sum)

=============================

Array Subtraction:

==================

import numpy as np

a = np.arange(1,25).reshape(2,3,4)

b = np.arange(24).reshape(2,3,4)

print("a = ",a)

print("b = ",b)

difference = a-b

print(difference)

==============================

Array Multiplication:

=====================

import numpy

a = numpy.array([1,2,3,4])

b = numpy.array([5,6,7,8])

product = a \* b

print("The Product = ",product)

======================================

Array Division:

===============

import numpy as np

a = np.arange(5)

b = np.arange(1,6)

print("a = ",a)

print("b = ",b)

print(a/b)

print(a//b)

print(a%b)

============================

Array Power Operation:

============================

Syntax:

a \*\* b

import numpy

a = numpy.arange(5)

b = numpy.arange(1,6)

print("a = ",a)

print("b = ",b)

print(a \*\* b)

================================================

# Sorting

import numpy as np

a = np.array([[100,12,301],[99,88,101]])

print("The Array before the sorting is = ",a)

# sort()

s\_a1 = np.sort(a) # forward sorting

print("Original Array = ",a)

print("The Sorted Array = ",s\_a1)

print(np.sort(a,axis = 1))

=============================================================

**DAY79: Date Time Handling:**

Date & Time:

============

==> To handle the date and time:

there are three modules in Python Library:

1) time module

2) calendar module

3) datetime module

1) time module:

===============

time():

=====

return the total time in float.

==> consider the time period from Jan-01, 1970 12 am to till

Syntax:

import time

time.time()

import time

t = time.time()

localtime():

===========

which includes:

year, month, date, time (hours, minutes, seconds..)

Syntax:

time.localtime()

return the local time in tuple format.

import time

lt = time.localtime()

print(lt)

asctime():

==========

==> use to print the time in a format.

Syntax:

time.asctime(local-time)

import time

lt = time.localtime()

print("Local time in Tuple Format : ",lt)

t = time.asctime(lt)

print("The Local Time in time format : ",t)

2) calendar Module:

===================

month():

=======

required to display the calendar of the specified year and month

Syntax:

import calendar

calendar.month(year, month-number)

month-number ==> 1 to 12

import calendar

month = calendar.month(2024,11)

print(month)

print(calendar.month(2000,6))

===============================================

3) datetime Module:

===================

date():

=======

Syntax:

datetime.date(year, month, day)

month ==> 1-12

day ==> 1-30/1-31/1-28

import datetime

d1 = datetime.date(1993, 6, 20)

d2 = datetime.date(2050, 11,4)

print(d1)

print(d2)

now():

=====

Syntax:

datetime.datetime.now()

import datetime

n = datetime.datetime.now()

print(n)

===========================================

Minimum date and Maximum date:

==============================

from datetime import date

min\_date = date.min

max\_date = date.max

print(min\_date)

print(max\_date)

=============================================

Individual Properties to handle date and time:

=============================================

import datetime

t = datetime.datetime.now()

print(t)

print("Year = ",t.year)

print("Month = ",t.month)

print("Day = ",t.day)

print("Hours = ",t.hour)

print("Minutes = ",t.minute)

print("Seconds = ",t.second)

============================================

today():

=======

Syntax:

date.today()

from datetime import date

t = date.today()

tf1 = date.fromisoformat('1993-06-20')

tf2 = date.fromisoformat('20051119')

tf3 = date.fromisoformat('2005-W16-4')

print(t)

print(tf1)

print(tf2)

print(tf3)

===================================================

Format Specifiers:

==================

%a ==> day name in short form

%A ==> day name in full form

%w ==> week day number

0 to 6

sun = 0 mon = 1 tue = 2 wed = 3 thu = 4 fri = 5 sat = 6

%d ==> month day number

30 days ==> 1 to 30

31-days ==> 1 to 31

28-days ==> 1 to 28

%b ==> month name in short form

%B ==> month name in full form

%m ==> month number

1 to 12

%y ==> Year in short form

%Y ==> Year in full form

%H ==> Time in 24 hours format (0 to 23)

%I ==> Time in 12 hour format (0 to 11)

%p ==> am/pm

%M ==> minute

%S ==> Seconds

%Z

import datetime

lt = datetime.datetime.now()

print(lt.strftime("%a"))

print(lt.strftime("%A"))

print(lt.strftime("%w"))

print(lt.strftime("%d"))

print(lt.strftime("%b"))

print(lt.strftime("%B"))

print(lt.strftime("%m"))

print(lt.strftime("%y"))

print(lt.strftime("%Y"))

print(lt.strftime("%H"))

print(lt.strftime("%I"))

print(lt.strftime("%p"))

print(lt.strftime("%M"))

print(lt.strftime("%S"))

print(lt.strftime("%Z"))

print("The Time in the format:",lt.strftime("%B-%d-%Y %H:%M:%S %p"))

**Day80: Iterator:**

ld = [1,3,5,7,9]

for l in ld:

print(l)

# iterable can make the traversing on the collection like list, tuple, set etc, element by element

# Iterable can return only one element/value at a time.

print()

i = 0

while i < len(ld):

print(ld[i])

i+=1

ITERATOR:

=========

==> Iterator is an object

which can enable the traversing on the collection like: list, tuple, dictionary etc.

==> Iterator Object, can return only one element at a item.

==> can also return the stream of data.

==> two methods:

iter() ==> can return the iterator object to iterate over the data

next() ==> can return the next element in the collection.

d1 = iter("Hello")

d2 = iter([1,3,5,7,9])

print(d1)

print(d2)

print(d1.\_\_next\_\_())

print(d1.\_\_next\_\_())

print(d1.\_\_next\_\_())

print(d1.\_\_next\_\_())

print(d1.\_\_next\_\_())

======================================

Iterable Vs Iterator:

=====================

Iterable can return only one element at a time.

Iterable cannot use the memory efficiently.

Iterator can return the stream of data at a time.

Iterator can use the memory efficiently.

data = iter(range(5))

print(data)

print(data.\_\_next\_\_())

print(data.\_\_next\_\_())

print(data.\_\_next\_\_())

print(data.\_\_next\_\_())

print(data.\_\_next\_\_())

print(data.\_\_next\_\_())

===================================================

# d = 100

# for i in d:

# print(i)

# Iterable like: while, for cannot iterate on the integer (primitive data)object.

d = iter(100)

print(d)

# Like iterable, iterator can also not iterate on the primitive data object.

=================================================

StopIteration:

==============

==> an exception

can be occurred when the number of iterations exceeded over the collection.

Handling the "StopIteration" Exception:

========================================

d = iter((1,3,5,7,9))

print(d)

while True:

try:

n = next(d)

print(n)

except StopIteration:

break

=======================================

for i in range(1,10,2):

print(i) # 1 3 5 7 9

# WAP TO GENERATE ODD NUMBERS FROM THE GIVEN RANGE USING ITERATOR.

class OddNumberGeneration:

def \_\_init\_\_(self,last):

self.start = -1

self.last = last

def \_\_iter\_\_(self):

return self

def \_\_next\_\_(self):

if self.start < self.last - 1:

self.start += 2 # self.start = self.start + 2 # -1 + 2 = 1 3 5 7

return self.start

else:

raise StopIteration

obj = OddNumberGeneration(10)

while True:

try:

x = next(obj)

print(x)

except StopIteration:

break

**DAY81: Closures**:

Closures:

=========

what is closure?

================

==> a nested function

Syntax:

def outer\_function():

implementation

def inner\_function():

implementation

==> has access a variable from an enclosing function that has finished its execution.

==> That variable not bound in the local scope.

==> If the variable is immutable type:

we can use "nonlocal" keyword to modify that immutable variable.

Advantage:

==========

1) can avoid the usage of global variable

2) provide some form of the data hiding.

Nested Function:

================

def fun1(): # Outer function

print("This is the Outer function")

def fun2(): # Inner Function

print("This is the Inner function")

print("Hi")

print("Good Morning")

print("This is Python Advanced Class")

fun2()

fun1()

==========================================

Variable Scope:

===============

def outerFunction(x): # x = 1122

y = 1221

def innerFunction(z): # z = 1234

return x + y + z

return innerFunction

returningFunction = outerFunction(1122) # function aliasing returningFunction = innerFunction

result = returningFunction(1234)

print(result)

=================================

def outer(name):

# name = local variable to the "outer" function

name = "Ashok IT"

def inner():

print("Name = ",name)

return inner

res1 = outer("Python") # function aliasing

res1()

=======================================================

Non-local:

=========

def f1():

a = 112 # Immutable

def f2():

nonlocal a

b = 121

a = a + b

return a

return f2

r1 = f1()

print(r1())

print(r1())

print(r1())

print(r1())

======================================================================

**Day82: Regular Expressions:**

Regular Expressions (RegEx):

============================

==> denoted as "RegEx".

==> is a sequence of characters that uses a search pattern to find a string or set of string.

==> RegEx ==> built-in module named as "re"

module ==> a collection of files, classes, functions etc.

==> while using the RegEx, we must import this module.

Syntax:

import re

import re

s = "Python Fullstack at Ashok IT"

m = re.search(r'at',s)

m1 = re.search('Fullstack',s)

print("The Start Index = ",m.start()) # 17

print("The End Index = ",m.end()) # 18

# range(start,end) ==> range() start to generate value from given "start" value and end with "end" value - 1

print("The Start Index = ",m1.start()) # 17

print("The End Index = ",m1.end()) # 18

===============================================

Meta Characters:

================

\

===

import re

s = "Ashok.IT"

m1 = re.search(r'.',s)

print(m1)

m1 = re.search(r'\.',s)

print(m1)

=================================

[]

==

ex: [abc]==> set of characters

[0,7] ==> range

[a-d] ==> range of alphabets ==> [abcd]

import re

s = "The Cat Sat on a wall."

p = "[b-r]" # bcdefghijklmnopqr

p1 = "[bde]"

result = re.findall(p,s)

r1 = re.findall(p1,s)

print(result)

print(r1)

===============================

^

===

import re

p = r'^The'

s = ['The quich brown box','The lazy dog','A quick brown fox']

for i in s:

if re.match(p,i):

print(i)

else:

print("Not found")

=================================

.

===

a.b

"python"

s = "p.t" ==> pyt

import re

s = "The quick brown fox jumps over the lazy dog"

p = r"brown.fox"

p1 = r"b.o"

m = re.search(p,s)

if m:

print("Match Found")

else:

print("No Match found.")

print(m)

m1 = re.search(p1,s)

print(m1)

====================

?

===

ex: ab?c

import re

s = "The quick brown fox jumps over the lazy dog"

p = r"b?o"

m = re.search(p,s)

print(m)

**Day83: Tkinter Part\_01:**

Tkinter:

========

GUI ==> Graphical User Interface

How to use the Tkinter:

=======================

1) Import the tkinter module

=============================

Python-2.x ==> Tkinter

Python-3.x ==> tkinter

Syntax:

import tkinter

or

from tkinter import \*

2) we need to create the main object/window (container)

3) we can add widgets to the main object/window.

4) Apply event trigger to the widget

===========================================

First Tkinter GUI Application:

==============================

Tk():

=====

==> used to create the main window

Syntax:

object-name/window-name = Tk(screenname = None, baseName = None, className = "Tk", useTk = 1)

mainloop():

===========

window ==> widget ==> to run the GUI app

mainloop() ==> Infinite loop

import tkinter

obj = tkinter.Tk() # can add new window

obj.mainloop()

===============================================

Adding of Widgets:

==================

1) Label():

===========

==> can used to display the box where we can put text/image.

text/image which can be updated any time as per the code.

Syntax:

object = Label(master, option = value)

from tkinter import \*

# main window object

obj = Tk()

# adding the widget

widget = Label(obj, text = "Welcome To Ashok IT")

widget.pack()

obj.mainloop()

============================================

Button():

=========

Syntax:

object = Button(master, option = value)

import tkinter as tk

obj = tk.Tk()

obj.title("Counting Seconds")

btn = tk.Button(obj, text = "File", width = 10, command = obj.destroy)

btn.pack()

obj.mainloop()

==================================

Entry():

========

==> used to enter the single line text from the user.

Syntax:

object = Entry(master, option = value)

from tkinter import \*

master = Tk()

Label(master, text = "First Name").grid(row = 0)

Label(master, text = "Last Name").grid(row = 1)

e1 = Entry(master)

e2 = Entry(master)

e1.grid(row = 0, column = 1)

e2.grid(row = 1, column = 1)

mainloop()

===========================================

Radiobutton():

=============

Gender: Male Female Other

Syntax:

object = Radiobutton(master, option = value)

from tkinter import \*

obj = Tk()

v = IntVar()

Radiobutton(obj,text="Male",variable=v,value=1).pack()

Radiobutton(obj, text = "Female", variable = v, value = 2).pack()

Radiobutton(obj,text = "Others", variable = v, value = 3).pack()

mainloop()

==============================

Checkbutton():

==============

Syntax:

object = Checkbutton(master, option = value)

from tkinter import \*

master = Tk()

v1 = IntVar()

Checkbutton(master, text = "Reading", variable = v1).grid(row = 0, sticky = W)

v2 = IntVar()

Checkbutton(master, text = "Surfing", variable = v2).grid(row = 1, sticky = W)

mainloop()

===============================

Listbox():

=========

Syntax:

object = Listbox(master, option = value)

from tkinter import \*

top = Tk()

Lb = Listbox(top)

Lb.insert(1,"Python")

Lb.insert(2,"Java")

Lb.insert(3,"C++")

Lb.insert(4,"C#")

Lb.insert(5, "Any Other")

Lb.pack()

top.mainloop()

**Day84:** **Tkinter Part\_02:**

Tkinter:

========

Adding of Widgets

=================

Scrollbar:

==========

Syntax:

object = Scrollbar(master, option = value)

from tkinter import \*

window = Tk()

scroll = Scrollbar(window)

scroll.pack(side = RIGHT, fill = Y)

myList = Listbox(window, yscrollcommand = scroll.set)

for i in range(100):

myList.insert(END,'this is line number'+str(i))

myList.pack(side = LEFT,fill = BOTH)

scroll.config(command = myList.yview)

mainloop()

==========================

Menu():

=======

Syntax:

object = Menu(master, option = value)

from tkinter import \*

window = Tk()

m = Menu(window)

window.config(menu = m)

fileMenu = Menu(m)

m.add\_cascade(label = "File",menu = fileMenu)

fileMenu.add\_command(label = "New")

fileMenu.add\_command(label = "Open")

fileMenu.add\_command(label = "Save")

fileMenu.add\_command(label = "Save as")

mainloop()

================================

Combobox()

==========

from tkinter import \*

from tkinter import ttk

def on\_select(event):

selected\_item = combo\_box.get()

label.config(text = "Selected Item: "+selected\_item)

window = Tk()

window.title("Combobox Application")

label = Label(window, text = "Gender")

label.pack(pady = 10)

cb = ttk.Combobox(window, values = ["Male","Female", "Other"])

cb.pack(pady = 5)

cb.set("Default")

cb.bind("<<Combobox selected>>",on\_select)

mainloop()

===================================

Message():

==========

from tkinter import \*

window = Tk()

msg = "Hello, Welcome To Ashok IT"

m = Message(window, text = msg)

m.config(bg = "lightgreen")

m.pack()

mainloop()

===================================

Color Option in Tkinter:

========================

from tkinter import \*

window = Tk()

window.title("Color Option using Tkinter")

btn = Button(window,text = "Click Here",activebackground = "blue", activeforeground = "white")

btn.pack()

label = Label(window, text = "Hello", bg = "lightblue", fg = "red")

label.pack()

entry = Entry(window, selectbackground = "lightblue",selectforeground = "black")

entry.pack()

mainloop()

**Day85: Simple Calculator with Tkinter:**

def addition(a,b):

return a+b

addition(12,13)

from tkinter import \*

import math

class Calculator:

def getandreplace(self):

self.expression = self.e.get()

self.newtext = self.expression.replace('/','/')

self.newtext = self.newtext.replace('x','\*')

def equals(self):

self.getandreplace()

try:

self.value = eval(self.newtext)

except SyntaxError or NameError:

self.e.delete(0,END)

self.e.insert(0,'Invalid Input!')

else:

self.e.delete(0,END)

self.e.insert(0,self.value)

def squareroot(self):

self.getandreplace()

try:

self.value = eval(self.newtext)

except SyntaxError or NameError:

self.e.delete(0,END)

self.e.insert(0,'Invalid Input!')

else:

self.sqrtval = math.sqrt(self.value)

self.e.delete(0,END)

self.e.insert(0,self.sqrtval)

def square(self):

self.getandreplace()

try:

self.value = eval(self.newtext)

except SyntaxError or NameError:

self.e.delete(0,END)

self.e.insert(0,'Invalid Input')

else:

self.sqval = math.pow(self.value,2)

self.e.delete(0,END)

self.e.insert(0,self.sqval)

def clearall(self):

self.e.delete(0,END)

def clear1(self):

self.txt = self.e.get()[::-1]

self.e.delete(0,END)

self.e.insert(0,self.txt)

def action(self,argi):

self.e.insert(END,argi)

def \_\_init\_\_(self,master):

master.title('Calculator')

master.geometry()

self.e = Entry(master)

self.e.grid(row = 0,column = 0, columnspan = 6, pady = 3)

self.e.focus\_set()

Button(master,text = "=",width = 11, height = 3,fg = "blue",bg = "orange",command = lambda:self.equals()).grid(row = 4,column = 4,columnspan = 2)

Button(master,text = "AC", width = 5, height = 3, fg = "red",bg = "light green", command = lambda:slef.clearall()).grid(row = 1, column = 4)

Button(master,text = "C", width = 5,height = 3, fg = "red", bg = "light green",command = lambda:self.clear1()).grid(row = 1, column = 5)

Button(master,text = "+",width = 5,height = 3,fg = "blue",bg = "orange",command = lambda:self.action('+')).grid(row = 4, column = 3)

Button(master,text = "X",width = 5,height = 3,fg = "blue",bg = "orange",command = lambda:self.action('X')).grid(row = 2, column = 3)

Button(master,text = "-",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('-')).grid(row = 3, column = 3)

Button(master,text = "Ã·",width = 5,height = 3,fg = "blue",bg = "orange",command = lambda:self.action('/')).grid(row = 1, column = 3)

Button(master,text = "%",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('%')).grid(row = 4, column = 2)

Button(master,text = "7",width = 5,height = 3,fg = "blue",bg = "orange",command = lambda:self.action('7')).grid(row = 1, column = 0)

Button(master,text = "8",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('8')).grid(row = 1, column = 1)

Button(master,text = "9",width = 5,height = 3,fg = "blue",bg = "orange",command = lambda:self.action('9')).grid(row = 1, column = 2)

Button(master,text = "4",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('4')).grid(row = 2, column = 0)

Button(master,text = "5",width = 5,height = 3,fg = "blue",bg = "orange",command = lambda:self.action('5')).grid(row = 2, column = 1)

Button(master,text = "6",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('6')).grid(row = 2, column = 2)

Button(master,text = "1",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('1')).grid(row = 3, column = 0)

Button(master,text = "2",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('2')).grid(row = 3, column = 1)

Button(master,text = "3",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('3')).grid(row = 3, column = 2)

Button(master,text = "0",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('0')).grid(row = 4, column = 0)

Button(master,text = ".",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('.')).grid(row = 4, column = 1)

Button(master,text = "(",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('(')).grid(row = 2, column = 4)

Button(master,text = ")",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action(')')).grid(row = 2, column = 5)

Button(master,text = "?",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action('?')).grid(row = 3, column = 4)

Button(master,text = ":",width = 5,height = 3,fg = "red",bg = "light green",command = lambda:self.action(':')).grid(row = 3, column = 5)

window = Tk()

obj = Calculator(window)

window.mainloop()

**Day86: Random Password Generator with Tkinter:**

Pyperclip Module

================

==> cross-platform python module

for copy and paste clipboard functions.

==> we can use this in both python2 and Python-3 also.

Install Pyperclip:

==================

$ pip install pyperclip

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABUcAAAGwCAIAAAAFZUMfAAAAAXNSR0IArs4c6QAA9R1JREFUeF7s/Q1wZEl234cmepeLosTuYlh2tUIbXVuYZplEa4EJiwyFl6SmMcLQBJdAg7bCW2OSNhuOedCi7ZIIKGAE9TCyzUZIASOMJlV2Y9UePzT9SHpqX8iPaPRSsHbgRrfJpcNB0TEAjSZVwlSxEOMnlGyHLrgSC+Tu9DuZ97vq3sy891YBKOBfgSBn+2aePOeXeW/VuXnOyb5Xr14xfEAABEAABEAABEAABEAABEAABEAABHqQwJUe1BkqgwAIgAAIgAAIgAAIgAAIgAAIgAAIcALw6rEOQAAEQAAEQAAEQAAEQAAEQAAEQKBXCcCr79WZg94gAAIgAAIgAAIgAAIgAAIgAAIgAK8eawAEQAAEQAAEQAAEQAAEQAAEQAAEepVAn1kt7xdKX4lkwc8WvxypPRqDAAiAAAiAAAiAAAiAAAiAAAiAwPkn0NfXF6jkaVaaJx1++7d/+/u///tbNPlH/+gf/cAP/ECLJu5e/Vs/+mNhf7////tjuuT83/M/DdAQBEAABEAABEAABEAABEAABEAABOIRILe55RNPTuxe5NJ/4Yd+mHx4rwT6n/SPdKlFrOvV/9Ef/l9hf//hX/lhuuT833DN/skv/hC9UxCfH/rFfxLbgq50/Ad/tVUn+hfnc+7U7QoDCAUBEAABEAABEAABEAABEAABEAghYPqHdNH1FO1/OWVmtEv/W7/5G17H3nTp6R/bN/Bdr/4v/sD3a/4F28M9+vz+ov1G45fY1/7BKRseY7gf/IUKV7jyC+xnf6arryHa3ynE0BZdQAAEQAAEQAAEQAAEQAAEQAAEukjgzHfpHdu8jr3Epaf2naqW909+8Wd+9vO//urv/Zitw/f89b/u/HcXmXdG9Pf89cXpb3z1a+csuqAztkEKCIAACIAACIAACIAACIAACIBADxJwHPuwXXrTplav3nwz4bVXqyTAP/naV78x/ROBbrwnKv+vWrv3YuP6H1jR+vSPThM7Dl7ZgLnR85ZQ0eUXrZh6N57eFv1Dv/iP9SaRy/mrf5USCYTcxMoLTUjmFx+xb/xs3pKqpwlagQAIgAAIgAAIgAAIgAAIgMClINAS8X7mAfC9Bd3n1ZMDb+IzPXktf94x9wdv5QNM/wd/Nc/38M0w99/9ouNuf+Nnl9gv0T/++vSjL/b9jPhP+u9v/OyKHbavaPBjf898/0D9l+zQ+W/87P5P+OW4o/8S++qj8Jn5J7+49OgHv/Tj32O2+Mbv3iJ9KOwgsfJWZD8p++vTTET7u8EMvbVOoC0IgAAIgAAIgAAIgAAIgAAIdItAe9y791+6Neq5l+sE3rfk2LcoHhyB71QIMFtrufff2K+0Q/kn//h3mb2HL8Lc7UY/+Au/9Ne5E/1jP0HuruVP8//+3X9shcGrGlib9bQH7r5X+IV5ES3gyKHRf9D6Nz54wJyJ/fO+Pv7m4TeFPvxj65NceZ/J537JQEEQAAEQAAEQAAEQAAEQAAEQAIE2AmFn3XUVlTeXvr14nnfoYK/eu1evZcD3/PiXfvDRr51aeTwKjP8iExEAlV/4wSQkrWp5XdtD5y8G8AEBEAABEAABEAABEAABEAABEOhdAu2J6t22pb08nsSx93n1Zuy9GYdPWrb481JL+K40xdLbmfM8I/0Xycn/nn/988z29nmYe0jufVQklf1vmAH/PJ8/vDONbsf088GjjhJfebvynqTcQFRl0B4EQAAEQAAEQAAEQAAEQAAEQKDLBNoz/Ls8YLD4H/iBH2g/xM507OlSS5/WvXrngD5vO++RfaEmUfI4z5y3IfwM+3EeDv9jf8/5x/xXv1TpUFr5j83TUXQ8dv5n9j8v26v/sb8n8vZ5Q/aloAh8+QTFVv4HP7//M3Zkv2kyZQWgWt6Z3A4YFARAAARAAARAAARAAARAAAS0CISl92t17mgj0qT9XHoagf6xPUHeKoz3C6WvzP61GU01HvzdtZ8tflmz8eVrRhn/S7cqbpr+5SMAi0EABEAABEAABEAABEAABEAABE6JgOvVRxoQXn04Lnj1kZYSGoMACIAACIAACIAACIAACIAACMQnYHn18QWgZysBePVYEyAAAiAAAiAAAiAAAiAAAiAAAqdEAF79KYHGMCAAAiAAAiAAAiAAAiAAAiAAAiDQcQLBJ9t1fBgIBAEQAAEQAAEQAAEQAAEQAAEQAAEQ6DgBePUdRwqBIAACIAACIAACIAACIAACIAACIHBKBODVnxJoDAMCIAACIAACIAACIAACIAACIAACHSfQd3x83HGhEAgCIAACIAACIAACIAACIAACIAACINBVAlevXjUMI9lefXW9ki0cVbuqZ6eFn4rOzUeFvRtD9e1OK6+SFzTuTj07tDe/o+raQ9cvnkWnAf+s1uRp2IYxQAAEQAAEQAAEQAAEQOASE0jm1Q9MZQr7jYc95TH2os6XeIHCdBAAARAAARAAARAAARAAARAAAQkBy6tvbq/Xx/n2svlXGV809Hbg0yuldLkYsindvqdaOxo/+31jqc6cVfPRYoX0dGkUKo9qkZZRaro8dLiXHY3U6czGjabl6bU+F6vl9Mzt8kjx1mSXlYJ4EAABEAABEAABEAABEACBpAS4V2/MFypTW+zOcv5wj3zRocPNG7M3tQWPZBZvGQ/Wm9odzkFDmc4UqFxZYpmSiULQKM1c0+cR17yzGjeuvugHAiAAAiAAAiAAAiAAAiAAAiBw9gSusO3F+vv76fVydjqXsvTJpUan0gNe5cSuKe3hB21Zp6Zn0rurjRg55NWdo3k3QGBvvFDfrvmQeBtkW646G7k1R4gbMqCSHK5zzXiyn1p8x2N+LjUwcn00ZylGkscLFcpUN3fyuc6uymbqsvUXreKAalwmszfSuPQSZ88LU2oRk4y7vViZXw+P6bAiNUQYiGDiGdSYp/+5aLSuf8dG0ffGRONDxt4vukETrcvPnfo9ii7xSHMH5XO0eOSuKyd+JLRvV27KwGoO24vExC1L0Z3Vrlwb545VVyYAQkEABEAABEAABEAABEDgwhK4cvRgg70+l4kYK+7nEW+7vnZULDZejtkBAnv50nL6Ndt5pgHIEbpdPM7PmA3yi3nj7kRbqH/1aP691D0Kd9/MvO4opZLMG4bpnEsNsubSQuv7Ba/Bs8s36tY2fobtG1OuP2kGOfO/x5MRl4zGuFxioL1Me9waudP1l/ns83LWeU9BUsMtsq0IGnd06cbYQeP2kMy3L68dbg1knvKQh+wiM6YWTCc2fW8uxTYaLV769nuN3VuZeyM0O1lOWMzp2yU7aGIvP+1ZHoRifIGNLfOrL0rp3Y26UxGQXjfcXT25UxIrZzN7p9JoXTnhfSNOm27zgTevDe8ff73mbW9sbbDCzHXz9VnXVrtibZxDVrpM0Q4EQAAEQAAEQAAEQAAEQIATuHKyy9jggL1LHwYld507Zi1ulds4/na9Z8DUQM4bIGA8XG0Oz92YHjF1S02/le5jxtaOT8XyQerekj+sIMCEFslmizCd0yt7+fUx9mDBrC/g2eYV3cS+vRPUkL5zq1PrSDGuOYyevSEq0U74RP3lXP6pn5iORSHjpkaX8vVN07fnu+XVWuvQhZn8ijmDuTTFdDC7tiKvWUhvT97zbLDv1Kc8Xq4Sa3mLlcpWDMXASLrA2MuqSAOpmS+q7JVD4y7T2wFfkkhoX+WosRvkrs9OtthrlFl6bMSU2O3VHrokziOr2JDREQRAAARAAARAAARAAAQuI4FkNfBdYiPZ9cmI2fXcz0ntrlbIeQ4I5K41XzL2Ib9qB2AXjVdtM1R4y3bp+XsHuzqdXLIjJFRnSkDIPi3TDvC1Qb7NGxTdbUXaV+7vd3DVyMflAwXbq6PCB/XxiePB0tDTqfY3ON5aicEWycalfA3u2+dnWeM2Z9X6HsTVLtc/7P6Plu365qM1g01mVywvV22Ss8vd0rT67HiXpe686TEzx1++7G65yQJhfZWjUsy8uyCtlenGj8ivjr6TGd4w7HwNbu+wEyNzCqs9yLauslLCRAMQAAEQAAEQAAEQAAEQAIFOELjCHS1rkzOZPHJa2OqhRq34VD5njcS9wb08Oc/M2ux1c4xZjQcReKKvrTBsTa9PJtljplxn2sReId9+LuWJ7uY17e6uOpUF8+92bK/eVSto3GRzQ71vpimzoLzmIWyJPA2LrKHEnDqfgakbi7co2UGotNNYEuUMEtvZXQGjS046gPMf7kkH8qsUrXDHqSvJyyikZ503LKey2ruLBtJBAARAAARAAARAAARAAATOhsAV2jCnLXEdb1ylYHuMsdib9b0y8Pt1QiKvRbfCN3szgxuNolNLX8RUlz9oK6im0sJzPUSyV0K7zm3yeUa084/c+aR3DZ7KghH0idbUN260rkGtByjCP1vYb9z2lfcz3elkFtWalJudnag8YJnnm0NPl9zKgi16VKsnNN3OOx0zCULE5Jsb9Rlf2nxckwW35pNnnkMZuAvNhseUmRpxh9TtJ5I+RMgAbZIzbzGL01ntwWv7fLLSZYp2IAACIAACIAACIAACIHDpCVxho0vZt281709U5nccR6hZ3fHXNpfVwHcZihhjTwk07jPTK4OGVYG8ZnidN6r4/WinKWqn0ae5/ey47MvwNyO06zxb2x6hWjO2XSVD504l2dexVWcqcc9jyG0UpPMCVWK385/Fewp61yBUosD1BrmLrOJYkWA5ycdNINjT1XTsjSmvY5/IItOfP9y6mXm+R/58eiDXqmh5za47SCUMV5utrjuvWUhV7insP2ijnlcQJNrt8QVSHNaqO6TVxdvZM+hujHcGZiwpZC+jtxiURc98OQJW+cCur/ZWpc8zq1iA0QkEQAAEQAAEQAAEQAAELh8BnlefXinnH8/1v1xzktgPi2uxzp9v2/qmSPjHkycPJkQ28kTjCVVfX3KjrJ+sHVKVNZGoXJna6l8sUWU1dwoGpvLPSxnKbLfb7BUXGgd6UySX7JPRonOODVaOHyzYKITOLzwZ+6VSenij/gbX+XCLjrXfzAzvN94IPvNPT1ezlXzcKJKkbS3H/u6Q7Wznrse2aHvR9OfzKy3nIHo0KIylt3jdQZr948E53+yLVnz7uo+J4na5dsXTK0S7QnitbHanyr2cB191c+xJUUziRP1JPvN4042T7xjLOIJSPzKWKhfrL9sCE05ptbfpfI5ZxeGLPiAAAiAAAiAAAiAAAiBw+Qj0HR8fd9ZqOjutkd/0H0LW2RE6L60Xde48hQ5LpJPhi0ahNCQvhUAV5u5upB877006rATEgQAIgAAIgAAIgAAIgAAIgMBFJXD16lXDMDpVA9+lRJHzzCqB1jPoelHnnoErUbQqTrOjOgWjF8Ea2AACIAACIAACIAACIAACIAACp0+g8149o1jievn6wOnbkmDEXtQ5gbln3pUK7/Og+ttrJwV/2sWZawYFQAAEQAAEQAAEQAAEQAAEQKCnCHQ+Ar+nzIeyIAACIAACIAACIAACIAACIAACINCTBLoVge+BQZnVQ3uaFc46zJCK9ovdYLMUn7eQvt5AdArA0XyBzgVobV5dr3slew4OUAtO0lctHS1AAARAAARAAARAAARAAARAAAQuF4GDg4MuROCfD4ap2eX84d4Q/b0oXaMT8m4vGlqK1Yx5/jqgcnut8f5+wEEAHzHmSp5j5WKA5x82UJK+WsqjEQiAAAiAAAiAAAiAAAiAAAiAwOUiQF692FG3t7X5f4zTeea1KBjEafZnsycfpmYuPZpLmRcHRtJ3bmmfKp/rv7fM3wXUlzOvBwkfncq6kqdu0HHr5TXdA9WT9I0yH2gLAiAAAiAAAiAAAiAAAiAAAiBwSQjYe/Vvl7gry/82s4PMuDtR375gBPIpvQJ+qYHcBbMc5oAACIAACIAACIAACIAACIAACFxUAu0R+Ln0vbFUHzs5qJHNdJD7XrY9dt3ZnDf3+ScaHzL2ftHNY3/E+3o+NcpRt65SirvnQnOb0tTtSIHxxSM3RsDJyQ/tqzklze3FwyWWXl9Ka3aI0uykss+Y7vuCFsFJ+kbREW1BAARAAARAAARAAARAAARAAAQuLAFFXj0d5J5iG40WL337vcburcy9EcZGsnW+vc+D1d3d/r38dM4DrHo0vsDGRFj7i1J6d6PuxOpvL1burp7cKYkE+M3snUqjNUYgvK96RqzMgsrdDba43JUT0avrjTJLLb4T531Bkr5q29ECBEAABEAABEAABEAABEAABEDgUhBo9eqp9nu9uNocnsyYnvnAVKbAmkvveTbYd+pTG6wwo3sifXmLlcrXR01pI+kCYy+rogpd7ejBBnt97sb0iEiAz6WneSq78WDdrVEX2ldnbsw3Dnv5x3NsaWJv3CNWp7e6Te2ouMrouHXfKwx1N9EiSV/NIdAMBEAABEAABEAABEAABEAABEDg4hOwvXo7fr5SXGO0ef7UjVdv2a5vPloz2GR2ZUSXTZj/X312vMtSd960atqZjj2VtdvdMqq2bP13B+HapEan8uuT7MPVRicrBVAOwsTxnc28PgdXwyR9damjHQiAAAiAAAiAAAiAAAiAAAiAwGUg0FYt72k5a22e2+YP8ErvzaUFUel9p7G0HzPm/AxxvnbTqRTQCS24W94YjLtLH79vJ3SHDBAAARAAARAAARAAARAAARAAgQtEQOu8+tT0TJrtNx7umBv1VnB+QgoDb14bZs0nzzxnwteMJ/tseCytV6w+wvgfHTRfsf6buQhdwpsa8xMNNhdrl56qD8bv2xHlIQQEQAAEQAAEQAAEQAAEQAAEQOAiEdDy6qkqXoYOZn+/WLkfuFGfSw0yVv5A99h2i1/u+iwPjD98tGOm2RuPFqiWfnp2yhOTHxd1tWZs16z3BVQpgAoBvD6XGfVKE2X8bwxVWsv1q0bcXqy/L1cyXLK6r2p0XAcBEAABEAABEAABEAABEAABEAABDwFNr57x7fo+Jorb5doBpldK6eFK4w37jDqnyr2c9egSL2X3pFi5wY/Hqz/JZx5vdqhY/TPjwYQQO7R3e+2Eato91XxZYPnkrcf12cX2jK0Nssm4a1tK8rMFzdcZSfpi0YIACIAACIAACIAACIAACIAACIBAO4G+4+NjLS7bi3t3N9KP9zrkdWuNiUYgAAIgAAIgAAIgAAIgAAIgAAIgAAKBBK5evfo7v/M7env1ZhD72yW49FhMIAACIAACIAACIAACIAACIAACIHB+CCi8+uajghvEHucUt/NjKTQBARAAARAAARAAARAAARAAARAAgYtGQDsC/6IZDntAAARAAARAAARAAARAAARAAARAoIcJRInA72EzoToIgAAIgAAIgAAIgAAIgAAIgAAIXFgCenn1F9Z8GAYCIAACIAACIAACIAACIAACIAACvUrg5s2b8Op7dfKgNwiAAAiAAAiAAAiAAAiAAAiAAAjAq8caAAEQAAEQAAEQAAEQAAEQAAEQAIFeJQCvvldnDnqDAAiAAAiAAAiAAAiAAAiAAAiAALx6rAEQAAEQAAEQAAEQAAEQAAEQAAEQ6FUC8Op7deagNwiAAAiAAAiAAAiAAAiAAAiAAAjAq8caAAEQAAEQAAEQAAEQAAEQAAEQAIFeJQCvvldnDnqDAAiAAAiAAAiAAAiAAAiAAAiAALx6rAEQAAEQAAEQAAEQAAEQAAEQAAEQ6FUC8Op7deagNwiAAAiAAAiAAAiAAAiAAAiAAAjAq8caAAEQAAEQAAEQAAEQAAEQAAEQAIFeJQCvvldnDnqDAAiAAAiAAAiAAAiAAAiAAAiAALx6rAEQAAEQAAEQAAEQAAEQAAEQAAEQ6FUC8Op7deagNwiAAAiAAAiAAAiAAAiAAAiAAAjAq8caAAEQAAEQAAEQAAEQAAEQAAEQAIFeJZDMq6+uV7KFo2pPGX8qOjcfFfZuDNW3T5tM0Lg79ezQ3vzOaauiPd5ZsdJW8FQbgsap4sZgIAACIAACIAACIAACIND7BJJ59QNTmcJ+4+H59RgDJqgXde79dQYLQAAEQAAEQAAEQAAEQAAEQAAEukGg7/j4mOQ2t9cbD7aMD/fNMVKvT2ZKS+kBnRFpK7jI1veyo+2N+SWjUBpaGbGv1Y7GJxqD3n/RGaLjbSQ687GajxYPn2w0P7TGTb1+i91Zzk/nOq5Hi8DujNs+C922A/JBAARAAARAAARAAARAAARAAAS6TuDq1auGYfC9emO+UJna4o7r4d4Q/9u8MXtTe/yRzOIt48F6U7vDOWgo05lCoCtLLFMyUQgapZlr+jzimndW48bVF/1AAARAAARAAARAAARAAARAAATOnsAVtr1Yf38/vV7OTudSlj651OiUf6Oe9tiHKFG88qjWrnJqeia9u9qIkUNe3Tma5/nn1t94ob7tl+9tkG25KlTi6eI1R4ibx66SHK5zzXiyn1p8x2N+LjUwcn00ZxlOkscLFcpUN9XmOrtIzKRo6y9axQHVuGRmuL2RxqWXOHtemFKLON6wcbcXK/PrRmhVBSufn8JA6mLx+AblARESVoq+3bpvAmsubC+S5m7xiO6sSeUMuhj5qls8cu8Up26CeyNQA6NbjCAXBEAABEAABEAABEAABEDgfBG4cvRgg70+lwmIn9dXNN52fe2oWGy8HLMDBPbypeX0a7bzTIOTi3W7eJyfMRvkF/PG3Ym2+nPVo/n3UvfKtKOeed1RWCWZNwzTOZcaZM2lhdb3C14Ys8s36tY2fobtG1OuB5WaJk3EpceT+vhES41xebNAe5n2uDVjfqj+Mp99Xs467ylIarhFthVB444u3Rg7aNwekvn25bXDrYHMUx7ykF1kxtSC4x6rdQ7vG5GtdvOBN68N7x9/vebtYGxtsMLMdTMbpWtrUkGDXqDcXT25UxL3wmb2TqXRei9Uj8YX2NgyX3svSundjfo5ro+oPR9oCAIgAAIgAAIgAAIgAAIgoCZw5WSXscEBe5c+rEPuOnfM9sJyy+Nv13sGTA3kvAECxsPV5vDcjekRU7fU9FvpPmZs7fhULB+k7qnz/1skmxLCdE6v7OXXx9iDBR6b4NsUFd3Evr0T1JC+c0vNWK+FYlxTiJ69IQPyogb1l3P5p35iOhaFjJsaXcrXN03fnu8PV2utQxdm8ivmDObSFNPBotRWTNJXj3lbq9z12cnm0nueje4do8zSYyNmy26vydCJE6/e7HuBSC7TOyxf2kt5i5XKVkTJwEi6wNjLak8lxcScMHQDARAAARAAARAAARAAARBIVgPf5TeSXZ+MmF3PPajU7mqFnOeAQO5a8yVjH/Krdkx70XjVNl+Ft+wXAfy9g12xTy7ZERKqMyUgZJ+Wac/z2iDfFG2JZxax0Fb0eOW+VV+wIytJPi4fIthencE/qI9PHFOdwqdT7W9w1BbJxqV8De7b52dZ4zZn5QkOb1Es1z+so2pgmyh9KWbeXTbW+nGjPORXR9/JDG8YdlZF89GaMexEspzCmgyyvfrseJel7rzpmbgcf520u+WmPzjRBLEBoyMIgAAIgAAIgAAIgAAIgEBvErjCHa2ObOuRO8RWD4MS71vIpPI561+4N7iXJ+eZWZu9bvYyq/EggrdLdsk6u3adW05fylsm2dNRrjNtYq+Qbz+X8sQz85p2d1edyoL5dzu2V++qFTRu4tV1M02ZBeU1D2FL5GlYZA0l5jTmJ0rf0aXWZXPoOaNBfpViCu441R95sYP0rPMe5FTWZEw+6AYCIAACIAACIAACIAACIHBJCVyhDXPaEtfxxlWE2qOXxf6q75VBgG/Ga9Gt8M3ezOBGo+jU0hdRxOUPkhT9CpHstaNd5zYrea618487jaV9etfgqSyoohL7um/c2FKcjgMU4Z8t7Ddu+8r7MZbcolqTsr6zE5UHLPN8c+jpkltZsEXravWEEh+cdzqRbErSN9JAVmqG2AanTXLmLTlxOmsyeAU2nzzzRNTz1w1seEzv7MmI9qM5CIAACIAACIAACIAACIBATxG4wkaXsm/fat6fqMzvOG5Ds7rjr20uq4Hv2iuilxvudj33memVQcOq110zKJ6ZTWbMg9+plvijnaZdQb25/ey47MvwT9+bS7GNOs/Wtkeo1oxtV8lQzirJvo6tOlOJex5DbqMgnRcaHzqZ1eI9Bb1rECpR4HqDnCtWcaxIMPXycRMI9nQ1HXtjyuvYJ7LI9OcPt25mnu+RP58eEDPr/ZTX7LqDVMJwtenMvo5BSfrqyA9tQ5UUWePhDmXRM1/cOzulNdmqmHUfHdL9wi/Za9INIkhkLTqDAAiAAAiAAAiAAAiAAAj0NAGeV59eKecfz/W/XHOS2A+La7FKbbVtfVMk/OPJkwcTIs95ovGEqq8vpR1gT9YOqcqaSIGuTG31L5aosppLc2Aq/7yUocx2u81ecaFxoEdbLtkno0XnHBusHD9YsFEInV94MvZLpfTwRv0NrvPhFh1rv5kZ3m+8EXzmn56uZiv5uFEkSdtajv3dIdvZzl2PbdH2ounP51dazkH0aFAYS2/xuoM0+8eDc77ZV9qUpK9SuLRB6kfGUuVi/aX9BsppfEprsk05fh/NsSdFsSwn6k/ymcebdhWJZKaiNwiAAAiAAAiAAAiAAAiAQI8T6Ds+Pu6sCXR2WiO/GVYtv7NjdUpaL+rcKdu7JofOUS8ahdKQZikEnx5J+nbNIAgGARAAARAAARAAARAAARAAgfNE4OrVq4ZhdKoGvmsZRSmzJfdY8vNkcqguvahzT4CFkiAAAiAAAiAAAiAAAiAAAiAAAl0l0HmvnlGUcr18faCrandaeC/q3GkGkAcCIAACIAACIAACIAACIAACINBzBDofgd9zCKAwCIAACIAACIAACIAACIAACIAACPQcgcgR+HSwOZU9q293ztLqen2cy7QK5nmK8PvGqK5XskN78zsRB64dzVvCK/POgXn6MmrGfIGPa6pHpfj1u56rlpxeof2Y+nOlY6syp6Jz59ezHtOgcamOQIwVrjHeqZDU0OO0mpxXe81Jd/58T9HzqvNpzZl/nDOjcfHuwa5ZxGeMjsXxfHd7j6qx55NO0qGvYDpbp/3xHvq936HZj/yM7eK4Z3MbJRu1qysnrmo9Mkf8YKDx7nyb+8id4Ryp7335HMd5MjBG1a/2xun8plrcBYR+IHApCHQhAl+f20eMzS7nD/eG6O/FHCsXA34B0M38cLX5Sl+o2ZKeOxMNNiOEb2bYamU8mmPffLRQL7NrdGCbqV7pHbd0f1Rdzrb9wFSGjql/2PbT6my1ko/eizqfT56XjeR5tTc1XbaeJC/mUn3+tXJedT6bFX3xaFw8i8TKSLnf3aVrdAbtbefFN38hzs+1ub3WeH8/4DAdyff+WbE6q3HP5h7rzVF7YI74CdCVB+za7GasIsE9My/h977chARPBn5W115+dozRiVoRf8z3DFYoCgKdIBDBqzd/mHbyPK3RqexoLmWaMTB1Y/EWK6+17ipvL9bZXOb1aLaST97YncyujAjhufRKKb27eviopi2lZtBB9IUZtzpA+0ns2rI61bC57Q9tCNoeCRyLm0/ntAUHWbS/8eXfTNEjIzplpSVHqjNv03wk3og7gR7jhUqE+RW/SmOt57MaNzZfJUkhWSyDbAcDUoRAZ3c6W6hoL1fb0pjrMOJqj821kx3VOnv2+S/8fkWXacRcV0nm++JZxL9V3e/ukfSdW4xVmlUTUq7/3jJ/h1VfDv7iln7vq1lpRO3FeLbrPScVqyB83DNYdUlW7Pns2+U5Smi0uZM0l3+6dH00l1CWp/s5XDmSe19ud6InA//NRo+Op3F26To3HZAEAuedQASv/ixM2alPVTL33ow4tPDJh2/2u91y/cOs+eRZwL5BRNFn1ZynA0xtsTt2aMPh5o3Zm9rKjGQWbxkPokUraAvvUkOZzhRgWVlimZIdSUE0SjPX9HnEVfmsxo2rr9lPY/a3PzAoHObVRiPimxGFYm+XrA3q5zPXBiv12xQ+l8wUrd4a9mrJOc1GKp0dkoeb2UFm3J04FZKnScA71sWjcfEsal8b+ZRdIjeV6CW4ilW3VuVZjdstey6i3HM8R9vvNXZvZUpT1jbVRaQfbpN778vtTvZkMGXnrpfmUrurjdP4LXG5ZhHWXgwC5NVbu7ViK1hsr2V9uSu+jNDWDG1F30iMTir7jPmeDsY8HXju2TDXFVc72WVscMDzeM2lBhnbPThRSjBz+G9MND5k7P2iu9noxvw4r07dvH3vL2wXo8jGP3KygKyssB0O2cRI+Vc0lk40EQUsvL+fXi9np+3QBpaj15Zp30EDQjGKewxyzFLTMxStEOc5KHIjPRza8pq8DfwrR+RBmNv+QaxUksN15m9tUovveMzPpQZG3BfkJJm27t2aCD5nUrqe5etDNa7U3kjj8hBWL0ypRQrOPCpBPvu1owcbqXdLtLHmf/Mlv7uj3Ps0OyvLmeF999WSzCJzn7/1HnQXtoKG0l7ZLIfev2anKt2/vtvBjS1SaaX4uaN7h+bS98Yohv/koGYLjPtEsixyH/uUAHXEcxed13+q+zfsLlM+6+Lf+y0UfTR44mVAvIljhWpdWbLdh1VLOZXwteFEPIX2Vd2Djl09Y5GjMSUSHy6x9PpSvCS19u99bVatt5TWM5ZX8wn4nUOyZONKV6z6N5LkaSaeKu6XbOt3qOSxoXoCK59IkqeZf9iI30dkkeSpIrU3/pPhbH/H8u9QX3SnBVCm1Xl+Xil/KZsNEt778lHanwxWe56LwXptm0qTKJqBQFIC9l59ee1wayDzlGehZxeZMeUeOO9mhD6eDB4tvG8E7arrjTLjrprTh1zZMo+ijyDE0zSVz3k79ucpRFDjw4+4E6n4FPPv7o/tDT1teQVbPZp/L3WPUhJES4/OlburJ3dKZj5/9k6l4dtV228UP0iXyF+jRPfF+sE7+ec6Lx3FF8brc5lRDf1Dm8R7yV07KhYbL8es2geHe/nScvo1D1j6+X67eJw36xfs5RfzQbuIgaxUkrkhYTrzdzTNpQVZ3ZTZ5Rt8Hs2qCvvGlBtbrl7PoQw1xuV9g9eG9riUezZUf5nPPi9TfoqrS7hFdpuQNSkjKbpWnx3vTmamRRjt7pZhhdHaUuV3d4R7P9cqP9SikWzQPZif1qcRb7WLF22S+1esdoONZV9YQSL50oxvZ0Y9R5JbOK7OlshYTyRu0erJoHheUbx0nhKh2zUMX1cyeyXPuiT3vuwZmL43l2Jt8SbmHto9+h7RWFd0844vsDERQP6C8rY26k68t3xtmDd+WF/lPRhi1vm2yMqyqdzdYIvLMVPz2r/347Kifupn7Mu1+sPg3zliBsLuQcWKlY6rWnVa36Hhy17+BJbcocqnmTVm9O8j+VNFZm/iJ8OZ/Y7lO0ktvzndOQvR6nzf3bInrbUXSHtISe59+QjBTwarD/89r7NLJx8CV0HgIhKwvfrCTN7JQqddIxalvlqSvvY3x1FxlRVKnh/uYv/Q6+SfK/rlg9S9Jf9WOelnud83pu18/mmeWOh9p5ietXu9vJkhL2VgwJMmEGZhe+hBYMvcdf5SZs/n/Hgaxt4A8Q5GAVReq3khw+E52176UfVWuo8ZWzs+/YJZtZrQItm8HKYzr5uyTnVTFnhsgjcgwuwm9u1td0s4kx36KMY1R9GzN0QjnptXf8lz83yrS8ci6biS2eeTWHiL3qbxNu03vvzujnLvp27m2av9E6qVlXCONGjEWu2K+5eDYpPZp26MDEWIuNOkoZV8GeroTNWD60W66egtTE7jLtOyKOM++YMSocPWlcpe/WddpHvfa3UrDbGH01x6z3NeCeVwBe6hhUxFeYuVylbUD01ugbGXVZG3pX62s9C+1lhx5vdcW2T6q3v5x3NsKV4JK/LiWr73I7CK81AfnHGr7QQ97nTmiH8x+b8H42hi99H6DpUMIHkCS+9QxdPMGjHO95EpOeypEsneyE+GKN9HrVCT9K1WKQ60/6b/mewMECb5XN/d8kWd/N6Xyw99Mpjd+G8Jt5BHkvsPfUHgohEIzKvnWehxPzH68m+O4zub9FrBGdQsd9f6yzWKTs1KzdtcBPN07kNekBX9zn1pa5uC73my1J03vZH//v3JW/2vdU6HyJJGsuuTEcOWctdnJymFqULO8/x66y4uqzVfMvYhv2qH6Bd5enbLJ5AVJUfJJDsiQnUWdVPKtJ9GCdsUEBEUK2ufa3i/k1MvH5frHWyvzmx9UKcbYbDUFhjC+3prJVYCLVKMG0ZyxyibO5n0EW5M+YPwQxzld3e0e19tUTgzjb7RV7vi/hWrXbz+CPtoaCVfBuE629lAleIao1Ageumjc5cltki+nqX2Sp51Se99JzeqnUbL9lfz0ZpBL2L0A77CEr7Uz3ZaG8pksTjze74t4guEHon59Un6IoiY4RXwve9Z1NHvX51HrK9N4PMqcFzNFRtZA3pbpPgO3V70nohp/nd4TY1Wi8LvUPXTjLF430dyyXJ7NTlrro1o30f+yUvSV74MfJLP/90tNybuvS+XKn8yxLjL0AUELhGBQK9ebA7H/ETtKwqHUgiof+uJO+GvNuqWu2hn2Oqeuy6em9Yei2mG+C7x1c+Lad5ZdGs3J64Wo+/QIX86ZwG4sWSjS5SSkCfnmR00botKAW6Etphrb56CeQqg5m9omWSPgXKdecI2+faUyODGyvKadndXncqC+Xc7tlfvqhU0btxZcfrdTFNmQfsxELzgfycsCiLJ3Z5X+403rPcydQrAltXMk9/dinu/eVBhfZazl8Qi3b7aqz3xxHEBulrJBwvT2bnLnlJxDTMUKPkn6rPaN2IiexPe+xIa4iwVSs8Rj6mdxpIowJEcVackxJjfc26RSea1m/5aD0pewd/7vm5dv39D1n/guJorVml3awPVd+joklVw1PxuFX/hyQ4+ixLdoVzPeN9HGt8Rkt8Mmpy11kaS51vEviLo0lPrRLIO/JJ74u6Wr+rI975cnMaTgb5t6beEvwhX5DsPHUDgghII8upFNFFojpAcRMS+xrw4C6TND6RQZ8+XmZ3lXi+7R83J1DAzeL218UTWk28XvQvzOfDmtdZK+2Y1/rG2WP1Io/MX2LQTouONq+RyUf4I1YA3IO3vdHgtuhVy7zczgxuNolNMS7m1q1KHhzIGSvZ2bNe5Tawgb3/4T3l61+CpLKhWI2YL37gxZXi6DdCy5zUXWmvFd8qidpKi/t+7my33WuhpEfK7W3Hve++FJBbp99VYOd5JU9y/ouJmaCCDvlbydRJRZ7kwlUVtbz/113AH7O3Mvd+mspNIYm7UJwn4cmV37NkeZ37Pt0UC0kcHzVfhEchtcxT2ve9vGIeV/gpmoc+r0HE1VmyE8UXTDnyHukP6LJLfofKnmSky3veRfBNCy14NzhprI+JvUd/MRe4rTlnyx4cGL4U2yT1wd8sXdcR7Xy5M78nA+LZfr+7SRX1EoD0IRCPgVsuza4/xhBaeFtWStykRW16L2ZeXdmfp2dhngYRWfU9RQvsw37w1UyJ5LX2e/p2LxiZya8f9tselPIIPkxhoazC6lH37VvP+BBWpdg7no5xSf0i8rAa+awq95B72FpSydG5YtfprhvenMBWkfbRjn0JMQeDPjsu+wwXM+LG69yjyas3YdpUMRaiS7OvYqjOVuOeHC9goSGfBeWxE9BK/Ksj7EjEFFILYoBcrnUnBko8bebkEdjAde2PKW7e/cxa1kLTq5Hnvi7aadvK7W+/ep7XKQ3Lcg390LLJ+d3piQ0xgOn2dG6dltcvnSHH/Bq/2ai2yVnItWld7knUlt8i+981TM/gcLRzrjhZlFlpkJrr3dfTjNc8oSp8SVYI26sPWVaK1oaOW1SbO/J4/i/hz3n4CU60HKl6gX89V/3s/DivpVOg9r1jrc1LxPagx+6GrLv53qDlqqEWKO1T6NHMNiv59pHiqyOxN/mTQnN/ACUvSV2QU0ly0fVvJ58jU4/zd3fIFrb739X6Lto+i+WQQhfQSOA4a9yuagEDPEnCq5Y2lt3jtMTpQ6nhwLvs8yik1hZh9ja0N4mbcdbKy7SPfOkCT0t2p+PmaSPkW4QCtRew7MEaACIofo9JBT4rmuPUn+czjzZjFgf3S0ytlktz/0rSI/x0W1xwPP4oxbS+5uc6TJw8mzNlvPKHq657Zf7J2SIH3YsTK1Fb/YskXWEFHBjwvZSiz3W6zV1xoHOipI5fsk9Gic44NVo4fLNgohM4vnLhEOs60lKZ3OiKq/HCLjrXfpDPVKMg88Mw/PV3NVvJxo0iStrV+SN2l/MmaOW7nLPKRdOrkedVprZknv7vlV51s8Ntr4qnixNpoWZReoXmsONkB4ojEqDSCtnS8J1bygzzd8xGY/P4NWu2GWfyva3OUdFXJLaKr706eUKkz4lD8gJWWr9F4vjNBw8bXmsFQ5ePf+1o8+BruY+RnBr7JDVlXKskde7ZrbDO26XL+LHpmPJiwnsC3106o0q37DWv9pm89nNI+MTHK937E+1c1h6nFZb3fOW3jRlixwUqErrok36E0VOgTWHWHyp5mPhMifx/JnypyeyNwDlobcX+LcoOT9KXu/E0QHfzhRDJ6GKokn7+7W34jSe59eceOPBnEvuNwwjOhVE8KXAeBniXQd3z8pJ6lY+FLuunQPlPpbJvYfXuWWe8rTmenNfKbYdXyz6d9vahzj5OU3909c+/34so5I52tnMZY3wVdXOyRaVCNsbsb6ceSDOQuaqsj+uJZpGN1vDaRWcUbpq3XWY2rrX6vPIG7+FTxzFESGkn6eqdLWEqBrrPvWOdoMD3J5/55pb0mu9uQh14+WDVObZeuu9ZAOgh0mMDVq1cNwwisltfhkSDuvBGgKDhmFZQ6b6qF6tOLOp9PuJeNZC/ae0o6UxZPSyaLdbT7+Vq50WiYAeFUWWP0fFnh1ebiWdQ91tFYdU6Psxq3cxackaRTfKqcszniJyLlZ9kxRT5akWUaU9ALzysNM7rehN7gVB5ssdnNwEOCuj48BgCBHiEAr75HJqqzalIUnG7pwc4OnEBaL+qcwNwudr1sJHvR3tPS2WjJZHGzJLq4ACOL1qNBRb95KoEZEK55EkdkVTrU4eJZ1CEwAWL0WHV+/LMat/OWnLbE03uqnL85SlECwlOtk4B66Xl12isoYDxeQpuOgBnNnQNdoAIInF8CFIGvXSDp/FoBzUAABEAABEAABEAABEAABEAABEDgchFABP7lmm9YCwIgAAIgAAIgAAIgAAIgAAIgcPEIIAL/4s0pLAIBEAABEAABEAABEAABEAABELgsBODVX5aZhp0gAAIgAAIgAAIgAAIgAAIgAAIXjwC8+os3p7AIBEAABEAABEAABEAABEAABEDgshCAV39ZZhp2ggAIgAAIgAAIgAAIgAAIgAAIXDwC8Oov3pzCIhAAARAAARAAARAAARAAARAAgctCAF79ZZlp2AkCIAACIAACIAACIAACIAACIHDxCMCrv3hzCotAAARAAARAAARAAARAAARAAAQuCwF49ZdlpmEnCIAACIAACIAACIAACIAACIDAxSMAr/7izSksAgEQAAEQAAEQAAEQAAEQAAEQuCwE4NVflpmGnSAAAiAAAiAAAiAAAiAAAiAAAhePALz6izensAgEQAAEQAAEQAAEQAAEQAAEQOCyEIBXf1lmGnaCAAiAAAiAAAiAAAiAAAiAAAhcPALw6i/enMIiEAABEAABEAABEAABEAABEACBy0IAXv1lmWnYCQIgAAIgAAIgAAIgAAIgAAIgcPEIwKu/eHMKi0AABEAABEAABEAABEAABEAABC4LgWRefXW9ki0cVXsK1qno3HxU2LsxVN8+bTJB4+7Us0N78zunrYr2eN1j1T3J2sa5DU1lnL+WtSG/GmO4c95F095zNYPnHCnUAwEQAAEQAAEQAAEQuLQEknn1A1OZwn7j4fn1GAPmtRd1vrTL8wIZnpouDx3u8b8Xc6m+VsPkVy8QBsuUy2bvxZtBWAQCIAACIAACIAACIHB+CFhefXN7vT7u7iVWxhcNvR349EopXS6GbEq37xLXjsbPft9YqjOfmuajxQrpae+sVsYLlUe1SHNmOi3Z0UidzmzcaFp2unU8VjpadEfyuVjDOuZfgDbdmcELAAYmgAAIgAAIgAAIgAAIgIBLgHv1xnyhMrXF7iznzb3Ew80bsze1IY1kFm8ZD9ab2h3OQUOZzhT0W1limZKJQtAozVzT5xHXvLMaN66+6AcCIAACIAACIAACIAACIAACIHD2BK6w7cX6+/vp9XJ2Opey9MmlRqfSA17lxP7kjaHALevU9Ex6d7URI4e8unM070k2Hi/Ut2s+JN4G2ZarzpZpzRHihgyoJIfrXDOe7KcW3/GYn0sNjFwfzVmKkWTauqdMdXMnn+vsquzLFo5WcUA1LpPZG2lceomz54UptYhJxt1erMyvh8d0WJEaIgxEsPLPoFRnRV/5faMjmdvlrD2KTHEkylaO0OrGRONDxt4vuqEcThyHgmSX7nYZK2OesHuss1Rw1pIG59j3II1V3fFGANHNolmDQ2cGw9ZVlyhDLAiAAAiAAAiAAAiAAAicWwJXjh5ssNfnMhFjxf32xNuurx0Vi42XY3aAwF6+tJx+zXaeuUuwXrldPM7PmA3yi3nj7kRbqH/1aP691D0Kd9/MvO4opZLMG4bpnEsNsubSQuv7Ba/Bs8s36tY2fobtG1Ou1+RmCz+ejDjlGuNyiYH2Mu1xa+Tm1V/ms8/LWec9BUkNt8i2Imjc0aUbYweN20My3768drg1kHnKQx6yi8yYWnD8OrXO4X3lbNWSCeP4AhtbFlnupfTuRt2qJihfOSNZPu9ipb1dskM59vLTnkWrJhlxXWg2D2GVvjeXYhuNlvyR7fcau7cy90Ys2RLO8e9B6/412Fj2hRX2ki/N2O8NFVapZzDu2tDEiWYgAAIgAAIgAAIgAAIg0EMErpzsMjY4oPq1nbvOHTO/A+OxMv52vVfIQM4bIGA8XG0Oz92YHjF1S02/le5jxtaOD275IHVvyR9WEAA/5ZdstgjTOb2yl18fYw8WeGzC+OJRS/iA2Ld3ghrSd251arIV45rD6NkbohLt0E7UX87ln/qJ6VgUMm5qdClf3zR9+z1ei6HWOnRhJr9izmAuTTEdLEptxSR95bNS3mKlshV/MTCSLjD2shqYQhK4ckJl65Ds1HJpkRPGiteGpLdU77nBCGynPrXBCjPXnWCccM5J7kHel01mn7pRPxTzorxVdfF0b23oaoB2IAACIAACIAACIAACIHBeCCSrge9aMZJdn4yYXZ+7PjuZ2l2tkPMcEMhda75k7EN+1Q51Lhqv2qgV3rL9BP7ewa5OJ5fsCAnVmRIQsk/LtIt7bbDSuDvB/VXPyN7KgpX7+x2cSfm4fKBge3VU+KA+PnE8WBp6OtX+BkdtkWxcytfgvn1+ljVuc1at70Fc7XL9wzqqBrZJ0rd92Xh8Wt9FzZUTaoWaZGwAETr6WLVs1zcfrRnkbK+MhMjz9k1yD4q+tGwiqB27aUfXRmwt0BEEQAAEQAAEQAAEQAAEzojAFe5ohWxURlNp9J0MWz3UqBWfyucsydwb3MuT88yszV5P2m2NBxF44pytgOdQb8SvrEyyp6VcZ9p6XSHffi7lRmhTmfpC5e6qU1kw/27H9updtYLGjTYXAa1vpimzoLzWnth8GhZZ+og5jflJ0jfKkJorJ0jkKZKUW+RnNTB1Y/EWJZWIqd9pLImyEaECvH2T3YNRqCdre1prI5mW6A0CIAACIAACIAACIAACXSJwhTbMaUtcxxtXacD3Of2xvmIPzffKIOD3N69Ft8I3ezODG42iU0tfxEWXP/BukqsUaL0eItnbrF3ntkEG3rzm7jBzp4jeNXgqC0ZVSru9b1ztXqENByjCP1vYb9z2lfcz3bxkFtWaVDYvO1F5wDLPN4eeLrmVBVuUqVZPKPHBeacTyaYkfSMNJBprrJx2oclJRlc0sEcbK55sInIfzI36jLcQgGyOktyDvE5EwvtXF8fprg1drdAOBEAABEAABEAABEAABE6LwBU2upR9+1bz/kRlfsdJLW5Wd/y1zWU18F1Vaet72Fuai/vM9MqgYaWm1wyvU0G1tR/tNPn+If80t58dl30Z/mbkcJ1na9sjVGvGtqtkKCKVZF/HVp2pxD2PIbdRkM4LVPM8PTYieon3FPSuQahE4daNJxSBX3GsSDBr8nETCPZ0NR17Y8rr2CeyyPTnD7duZp7vkT+fHsi1Klpes+sOUiE6nmgtcylbOifpGw+Y1sqx/NW2qIdEJOPp6/ZSsOK1IaluPyWMBGzUh/eNfw8yFty3vfJCPMtPf23E0xO9QAAEQAAEQAAEQAAEQKD7BHhefXqlnH881/9yzUliPyyuxTp/vm3rm+KZH0+ePJgQufETjSdUfX3Jjf59snZIVdZE5nxlaqt/sUSV1VyTB6byz0sZymy32+wVFxoHekjkkn0yWnTOscHK8YMFG4XQ+YUnY79USg9v1N/gOh9u0bH2m5nh/cYbwWf+6elqtpKPG0WStK3l2N8dsp3t3PXYFm0vmv58fqXlHESPBoWx9BavO0izfzw455t9pU1J+iqFhzXQWDnpFVoDFZp0q+KDVT8/AcnY2jodVaz4dn0fo9MubrRv1Ev6JrkHg/oaHyU3VUhQ2duhYSAGBEAABEAABEAABEAABHqAQN/x8XFn1aSz0xr5Td9xX50doAvSelHnLmDorEg6C71oFEpDmqUQfIMn6dtZK86/ND1W24t7dzfSj533U6Zden3PF4Ne1Pl8EYQ2IAACIAACIAACIAACF4bA1atXDcPoVA18FwtF3jKrNFfPsOpFnXsGLhQ9cwJVcZod1YMYPXNVoAAIgAAIgAAIgAAIgAAIgECHCXTeq2cUeVsvu6dhd1jh7ojrRZ27QwJSLxIBKsvP0wRur50U/OktF8lI2AICIAACIAACIAACIAACl5tA5yPwLzdPWA8CIAACIAACIAACIAACIAACIAACp0GgMxH41magqHhHf/Vtn+ryq6dgpalAi1anMG4PDaE5RyDZQ3MKVUEABEAABEAABEAABEAABC4PgaQR+Knp8tDhHv97MZeiItv+j/zq5aF8ni3FHJ3n2YFuIAACIAACIAACIAACIAACICAnYHn1dPR6fVyk4JrnzHlPiT+/CGtH40N71rliwVqaLiuKhCWfQ5BMzhASQAAEQAAEQAAEQAAEQAAEQKDjBLhXb8wX6Lh4dmc5b+66H27emL3Z8ZEgEARAAARAAARAAARAAARAAARAAARAoLMErrDtxfr7++n1cnY6l7Jk51KjU+kBdyCxk29t4++NLx5t1zqmRHXnaN6OEcgW6i2S6UQuTwTB3njhqGqOTGdWkz4TjQ8Ze7/ohhg8shTz5YpnnV6evnyHv+YOTbEJXpOqtr3ZQmWeNBzaG19vqm0WWs3vuLg8FhkkJOsfhQt0wg1kfa2RZawcOa5RvmoCoSQVVumQDLRXTQstQAAEQAAEQAAEQAAEQAAEQAAEEhO4cvRgg70+l5EcZL29WLm7enKnJHbyN7N3Ko27E52pP1ddr9wuHudnzBiB/GLe8EoWVw02ln1hRhDs5Usz9nuHkWydK5N5ndEp3FZiPzWYzplA3Fzxx5MhiKpH4wtsbFlUBCildzfqTiQ/H3f1ZFDYW1/O5Nca70fBXF473BrIPBWsFpkxtWC+iUjfm0uxjYb93sGSuP1eY/dW5t6I9T9D+vKrcla23380/17qHiUdCDLOR0ZSYZqapETnKNjQFgRAAARAAARAAARAAARAAARAIAaBKye7jA0O2N5yu4Sa6fbfmB4RbXLp6WXyGI0HOnvXCn2Mh6vNYUcyueJvpfuYsbVjduNX2WT2qRs1kBoY8UYQxLDW7VLeYqXy9dEc/xcSW2DsZdXcjTfHzaz47I0wVmEm7/adSbP9xkNh0cBUpsCaS+95ggJ26lMbrDBz3QmLCOtrahXOylKvfJC6t9SOqLskw3WOAA1NQQAEQAAEQAAEQAAEQAAEQAAEYhFQ1cCvPjveZak7b3rc/lz6zi22u2VYwfCxhuWdas2XjH24WrFL9O3dKBqvHGniauGtdGzx8o5eX9rXsrPj5vqHXekt2/XNR2sGvbZYGQnR1NtXzsoWQLisFwS560+dGoGdtUiO1Wdvl6YOYkEABEAABEAABEAABEAABEAABBwCV7jbaW9Tny6XGg8T8MTPW4H0oV7u6WgntOrYxy9tYOrG4q3mkhmTv9NY2k8tvhP+2sLb93yyasfUWXodmwYIAgEQAAEQAAEQAAEQAAEQAIGLSuDK9dlJ2jA/bMn3dswdePPaMGs+eeapFVcznuyz4bHEwfAi7r38ga9MnYs5lxqUXO3edIjd5k695qhWTyjJP59z1E1NWzH55kZ9xi4EEGCPr6+clZzGKZJss7d78wTJIAACIAACIAACIAACIAACIAACROAKG13Kvn2reX+Cir07rnuzumMH2Odst9+8WjMeLVDl+fTsVHgqvi5YMyK9TvXnnWD+as3YttQIvlqteaRb/qpdGF93XGk7y16rrB2VnR9fOI4kuLxmV/KvHRVFir7PdR/JLN6iuv2V+0Eb9eF95azkCmqQjGShv7HC3gSS0RUEQAAEQAAEQAAEQAAEQAAEQEBFgOfVp1fK+cdz/S/XnBT3w+Kauzk/ukRX2ZOiuDpRf5LPPN7MSmrmq4Z0rw9M5Z+XMoOVxm372LziQuPAvh501fjIJz29UkoPVxpv2N2dOvb6OrS3JHvfnTxZmuAH5hU/YKXla9RGVlDQL6Iwlt5aEIftTRwPzmWfL7XE2PPt+j4mChDmWgeX9JWzkturQTI+MJW98SWjJwiAAAiAAAiAAAiAAAiAAAiAgIpA3/FxtK1olcCLd52Ogp9oDJaG1An/dOZ80SioWm4v7t3dSD92qtmZxPT6ni+6vajz+SIIbUAABEAABEAABEAABEAABEAgNoGrV68ahqGqgR9bfO92pOyD7ZodqiAyDrxHyie0qypOs3u71Jlgh4TKoDsIgAAIgAAIgAAIgAAIgAAIgECPE4BXHzCBxoMFOxlhovEkn31edo+UjzvfzUcFHpZ/e+2kUKID7eOKQT8QAAEQAAEQAAEQAAEQAAEQAAEQcAkgAh+rAQRAAARAAARAAARAAARAAARAAAR6j0BvR+BbW9+8KB3/q293bwIor35or60On6lAN8ftnkWnJFlzjrpEks5xOJov0MkOka2lLAmacbGuvAdD6Mmp0aB233XPeZB6vS9uq+b2YsV7H1XX6+MWqBDO8UhSrYeAu1WTqzE/tDdesM+w0OyEZiAAAiAAAiAAAiAAAiBwxgR6NQI/NV0eOtzjfy/mUlRSHp/zR+CM5qhmCL+6cnut8f5+ZL+6ul65XWSzm2JplfrLxcq4vnMuCiuymTxfmZsZthql7/mbv45pxN+LVR6wa0TVyT2hwyxmlwUofgsz4ux7/3I2JNMre/nZMfZgYi/CpHcMEwSBAAiAAAiAAAiAAAiAQDwCCb16sTNmb5jvZQsV7+Hz8TTqkV6my4qid8mnq9Mkc/33lrmvWF/OvB5ZO+PhanN4LjOa4z0HRrLrk+zD1YZeJEiTF1aczK6MpHjnHD92cXf18FFNW4ngqBDt7uezoemfz+WfLl03qZqf0ansaE6AIs5TNxZvsfLaUdW6mJhkGAr/84pe/bQ9r1Kk2FO8kTmfawlagQAIgAAIgAAIgAAIBBNI6NULoW+XrG3z5zPXBiv12xTCCtwgcGYEUgMe7zGaFrXmS5a686blbXLn8610Hzs5qGmIqRlP9tnwzX63aa5/mDWfPIscL6AxWM802X6PHyFRmnKRqlXvMknnefWidI1t1IvtsRi566W51K7u2xy1QWgBAiAAAiAAAiAAAiAAAt0k0Amv3tFvYOT6ynJmeN944P5Qbm5TAq29nz++eLRtOkih25I8y5rH4jr5sW567R5trGmzCBlX9KeM6/FCxYky4Jm0frk86VfonC3U/XutvlzxbMHZXRT9NXT2SKaQ4yOex6sT4G1Jdo0ixSySjCcDZ9vJOIRlfS2zRQq6FXPhkeyfKXcifLh4FrqbIE1pyX4moROmQzLQXu0lEKNh7WSXNSvmEnU/7f8SJJr3ZYMDHvc1lxpkbPfgRK2IuYc80fiQsfeLTvBLxVl7ihXrzHXIHMkVCF+TfGk5kTjOf0QoVVA7erDBCjPKIyROKvuM5VMDpqJJSLaaytMxWpe03WZgJH3nVvAEDUxlCsz7HFPPIVqAAAiAAAiAAAiAAAiAwBkR6KhXz23IiR/KW4YZTEslsu6untwpmZnG2TuVxt0J4ROKZi+rYhtT+CS2X0q/71P5nE2jejS+wMZEQPULimfeqGt6FKHj2oJnl2/URU4vz3/eN6Y8XjHPrLZ1ri+n2Rr3teyPmyv+eDJkysJ1NiUPChoUH56nxO8o015eO9wayDwVJBeZMbVg+s/pe3MpttFoifQ290jvjVgDhPTlV0Um+XHezAbfyy/mDWuOvLpVj+bfS92jpINNX1i76GuwsewLE+ZevjSjuSurJinROQq2KG357rq9LEW/apX75NZCVUvyLF3euD9/S92HtxjJ8tUo2Do7yQRz2rkReBZ66Iq1xgiZI7kG0jVJeeZWGI6Y3OzbjPV5FpXaNu6ftzAJ6FRdb5RZavGdtOdaXJJe8VRhYaj+kp9MSdH+7eNSAb/Dpf2WcZ1mfO603sioKaAFCIAACIAACIAACIAACHSVQMe9epa6mWev9k+oGha567RT9/rcjWk703iapzqbO2C8mfmjufrsmN1KsUqT+6g8BLr/pv0TvLzFSmUrHZc21gqa/pVsXE6TYgqcnF7z/YLnwzOr2WTGr3OEOQjX2ZLs5F0LGhE+hRk66N7K2Z6eSbP9xsMdYQ7fV2wuvecJZNipT/n3SMP6MmZmkttzxFLTPObc2BKSnU/5IHVvKW1tpbr/bFqUfTrlXErRNLU1i2Cjt2m4zjEFqrvlrs/yRHorGZ52yIurzVfqbl1vIV2x1ughcyTXTX9NUmxF/X2WXi8rN97dEcU7Efd2DlalRpBZoeR7hdEBoDyfv/6S5/O3Lkg7GqIyVelf3wwblz+grIdSB7SBCBAAARAAARAAARAAARDoHoHOe/We3/TPjmmnzpul7N3Jf+2m6ck3v77VHJzJFPaPv14Twbe3+l+zZWjE7gagodcEknFFBxHabZ9Adp+if50Pf63ACm95tw2j0Q/VObFknx5iV9n+tGzXNx+tGeRsO/XGWw3w9hVafbhacQOti0a7H0tALF89d/2pUyOwsxbJMfvspRiQ9sjwzlRzGF3KUxTG0gSXX/yAlUr8zYsvrl6mZ0usvggs78wnfMU6N0vgHMlH151Bcukr9/dT7252ujwk972P72zS66oWRZOR/KBOYgdLQ0+D8vmtaIjN/Hr+ZArl7juzPiEFBEAABEAABEAABEDgDAl03qtvHlQoTNf1zMOMGxjoZ7SlXyPPJz02kh6b5HXFtj8whsc6ttkbMjR3Ue6usjvWwVr5d7179SKntyufzkr2SxNVxJtLZkz+TiM8rlhY5u0r/tsT9W1FXIe+EegKGg2hfntHl7yR4eZ/d8rhTJFjb2ZnUNn2AUZ8aH1qaNgWvS8CT/z18zTEBDWRrtiYMttWQqgcx6WPvJ3O73FJrUFRHp8SUryJBlyL5CRvpgdZ01NUP8i2HJ9occZB4DkF/DnmpvongYy+IAACIAACIAACIAACINBdAh336s361cIzH3jzWmsNcM9V8dv95OCZUZ5MjzJGW/e7Bwb9ktbeFw0FoxiXO73kx2an7YO1fIICPIoO+fntkhNMrYht9uYep+yYfHOjPtPqKXnG8vUVeQ3lD/TLEHoEiWpwMftGtL3N3oj9YzY3YfL1qf6YFSW8tfFEVrkvVkUtJaiFfMXGk2n2Uq9J06Wn+yWyS2/LD6s1aMyLE+8C3h8lJzlAFQGyhf2G8jwOeuz0BQPkcRa+Ew2ScEZfEAABEAABEAABEAABEOgigU569U1eqXvCc5CVk6W8Y1bFM+hA7w9ZetYMi+U+YfP+qmGGu3NXfKNBUb5uqbzYZivG5bHr5IuKUnMU2Nyg1xBuAq3wKPgR5TV+mRd4X9OoYa6jqqWVVdaOs1o41unntCmv2XXveSqySP7PeQSMZOjQ7/eLPFLaX3iMtwnva0bv170Hd1drxrY5ZYpPcN+qQJf8o7A3yQCiQCMdV95+mHx1x7D1N6uppdeX/OkYoX1TVChhmBd0tFb7fNHgBQu8cxQ+rn1H0MpsO0RA+N6hK1aHQ9i4ijVJBCyXPmbshpAfuGe+vciz9K1HQasJGiTVVpuOvTElOWizZlD6z6ugzH9RwC9MPfXYaAECIAACIAACIAACIAACp0igE169U33q9trx4BxVnHbrafEs5Tn2pCjStifqT/KZx25qLkXdk6W2Gy82fvtuXfsRrxcUl4RsXDqMupQm7+sN7tcdbrFMaZNO42u8Yfl4VJs9/+4kT7gVmdXp0jJFHHTmQ1qRZDdne/kaydWPTSiMpbcWRD455QwT5xZvkwrdzVChO1GesI2hpO/AVP55KTNYady2jzErLjQO9CwO6mvwQomd+KjsDRnD8mBbD4rTOkGQsY+qjaKYevL5H7Br65EyyanoAB2psGaudr4RHZjXHc4mvUIrs0JL0aoaYJ34oFixiVjL1uROg2ou0odeFXnOtwt4FSLRYPQdfnO1nQlvbHHJxl3PyXm+cyKTkjQ1shz7u0POMZCmOXZRBnoisbTniWTbId6aDc9ltGI0EuFHZxAAARAAARAAARAAARBITqDv+DjahnHyISHBdR5EXvGQeiOUzjMvGgVVS6ohd3cj/bglw1yv7/malV7U+XwRjKuNleuusSb1RxAyKbRk9h3rPAv9rqfekgfvPFg1or+ROXVNMSAIgAAIgAAIgAAIgAAIsKtXrxqG0Ym9esDUJEDR3ds1O7Jd5CN4j5TXFBLWjJIFaGeV6gVggzEhyUvVvatr0iLJz03Iz7LjBxN7VvTBOUVM59tXHmyx2c3g4vnnVGuoBQIgAAIgAAIgAAIgcNkJwKs/1RVgPFiwg5knGk/yvmyFuIpQPTMeUXx77YQO/VZv+8cdBv0uKIFurMl2VLzg/NO9joYAdH4+KGJ/6Gk5O5rrvGhIBAEQAAEQAAEQAAEQAIGuEUAEftfQQjAIgAAIgAAIgAAIgAAIgAAIgAAIdI3ARY7At7av7RJf9W0fRflVp6nZrKVv16aDMsmHkscnB+qsaa9tmqg2FzNSOknfrqFlp63V6a6c7nGLKvm0OUfVD+1BAARAAARAAARAAARA4EISuJgR+FTHfuhwj/+9mGs/j1p+9eJN82Wz9+LNICwCARAAARAAARAAARAAARAAgTACCb16scPsOfWK/7fvhKqE5M9y9890hnur+Fwv6pxwiZzD7piFczgpUAkEQAAEQAAEQAAEQAAELiqBhF79SLbubomn3t3k2+N1z3n1FxUb7AIBEAABEAABEAABEAABEAABEACBc0AgoVcvt8DJFa8dzYs67fQ3vmg4nao77r/zS4X6ds2+aEYBTDQ+ZOz9ohMOUHlkN6C+44WKEynA+3YGpy8LvTXuQGURqVBdr1NeuohZqMyTgWTXun2anYaGnu6tNDy57lxJj25SnSMO6hDW6MebeBVu7+ud4mzb/M7v0PHgDi6PvWJsVV9GCfOB6yqxVlLJO/VxezGLRXtUtUipZyHUIr+xrfeC5kycRTPp7LuTK278o5a7m69nyQx6Hg6+lXMWZmJMEAABEAABEAABEAABEDjHBLrq1Zt2V4/GF9jYsshyL6V3N+qWd1o7KhYbL8fyZgL84V6+tJx+LWezMqMANjOvMzqD3UqSpzbTTgPGZpdvmJEC1IztG1Oe9wUJiLtZ6I8nQ8SEWcRd3Mrt1ZPBEjeqvpzJrzXej6LKy7X6w4EMHQB2uJldZMbUguMxyqVo6BwuwNT5jqVzmq3xNymaH3lffrV4nJ8xpzi/mDfuTvhevpTXDrdC7FX2DV1X9iyEWZRUctFgY9kXzqKdSdmsFLMgG1d+L2hOxqk3k8/+9mLlrr2uaD3fqTRaZl8xg9KVc+q2YkAQAAEQAAEQAAEQAAEQOLcEuu/Vl7dYqXzdPAJ6YCRdYOxlNXDvOjWQSw9ogxoYIZm2Q5VL37ml3TNxw3CLjIerTTaZWRkRiuXS08v8rYT+Z3Am6/adSbP9xsMd/d7xWlo6T8fRWd6XXx2eu2FJZqnpt9J9zNjyWFSYyYfYq+6rnIUQi5JLzj6dchZqipa03qJVj+uZv2j3QryJT9xLOvu1owcb7HVn9q17wXjgiVuRz6B85SRWHgJAAARAAARAAARAAARA4MIQ6L5XX5i5Huz25K7PTqZ2Vys3hirz64YdxqxPVsT3WrHQlfv7+h2Ttgy1qNZ8yVjhrXTSAcz+uf7hzgiSSkmis7yvuPohn187gaJovJLo4rVXo2/MWeieZPlkycdNei+cwkJpG0I6+9Vnx7ssdedNJ5CBv+SiV2+7W+6dLp/BCCvnLKzHmCAAAiAAAiAAAiAAAiBwbgh036uXmDq6lK/v5V+UrrGDxm2Reavt21MOM8X3sjvLVnT3u6e4Vx9qUe1kt4MT21lpYYolGUXeV1z1ZE9YaRQrIyGqeKVF7esV2VmtOjWhKosS3AudUjGinCQrR/EGJOLKiag4moMACIAACIAACIAACIDAxSJwpl69QEkxzNdXyL3fzAxuNIqaheV2Gkv75DFmp50g/PMwLWK3OSS/ILJ+1eoJwcnngjrWjCedik1o11nfW5P3FdkW5Q/c4ohyBD57I/b1Se6oVn7JqcEoFvn6alkU616IvLI61EHKeeDNa8Os+eSZJ9dGLNrhMY2EBS1WHbICYkAABEAABEAABEAABECg5wmcnVdP9cAf7TSd+uHbz47LjA0OeEJ2CW7O9KPa9vCFR0Eeo+hOofgN7uVWHGlnNC08jppizhtmKXhepX/hOJIq5TW7DjyVTxMp+lZ1QK8HVRNiOxWbIOKiSWezPnmVCryv0dsEvY+ib/reXIpt1OnUAycEo1oztndcTy/UXqbuG6piYq3CjQ/WqirQqT4yi7TuBfkAtCp4poN7SISveZKrYePKOVv3wiHd41xAzXi0QFUY07NT/hs8WHiC2VdNA66DAAiAAAiAAAiAAAiAwIUjkNCrN8+fG9p7Y7X5ijXvT5gnuukG0j9ZO6TAe5F3XZna6l8sUe20FsLplVJ6uNJ4w87Nturn566X6N836uLfD7dYprSZGd6nZiFezWnNG8VRvzt5siQ4FD9gpeVrNHLrq4pQZVKLy+mtBQFk4nhwLvt8yU7RJ3vn0kzkqGcXTqj4/52OWUSV27nOU5bOadJZO59f0XdgKv+8lBms8PQKM7u+uNA48GheGAuxlworqvqGA0iqlQRtkFbGR3pzIbdI417QG+b0Wik4073weI49KYrCChP1J/nM483sqJ56CWZfbwC0AgEQAAEQAAEQAAEQAIGLQ6Dv+DjadvLFMf00LKE90onGYGkoNJn8NJQ4l2PQ+6CiUQCZczk5UAoEQAAEQAAEQAAEQAAEQKAXCFy9etUwjIR79b1g6GnqWN0xtmt2hLmIOt69lbk3cpoqYCwQAAEQAAEQAAEQAAEQAAEQAIHLQwBefYfn2niwYJ/lNtF4ks8+L4cc7NfhcSEOBEAABEAABEAABEAABEAABEDgEhJABP4lnHSYDAIgAAIgAAIgAAIgAAIgAAIg0PMELkgEPh1cT2XY6ts9Px+aBlw2ezWxdKiZqP5oVWSMLzJwjsx/dP5UK1ZUrU+sCWOdsSiQRUSL4vPsZs9Oce6mjpANAiAAAiAAAiAAAiAAAlICiMDHAgGB0yBAFeOHDvf434u5VN9pjNjtMS6eRd0mBvkgAAIgAAIgAAIgAAIg0A0CHfHqqSzcYkUcl22ebFcZX3fPJFdoLd8rU++kma6F7olZ3UB4ujJ7zV71DMbl1z3JcTWy+/XaHCW1F/1BAARAAARAAARAAARAAATOkEByr36nPk6HUbNrs5vWVuTz5cydgTM0CUODAAiAAAiAAAiAAAiAAAiAAAiAwCUhkNSrN+aLxu5k9unS9dGchWwgl54eSTn8qjtH83ZGcbZQ367ZV0TG742JxoeMvV908o0rj8wG8qvMl9ObLRxVvfPl5BLX3KHHFw1vk+p63QwuoMiCedJwaE83vsDZInaF+3KkQ+3lwze3162gBkLxaMeTO92a/8wN9NgltZcEx9Wqul7ho9CrGY6CY9xerNC8eGnIZ5DnfgdyVswg84qliRj3rg353aeSLDhb88slLx65q07vvvYsj9YV68l1jzhHqqG9g1p3gaqLO++tLbluvrR8yb0QdocKmdL1rNTvPDaQcg5fOTpPFSnJ88gCOoEACIAACIAACIAACFwEAsm8+up6o8xSi++kw1CQ03i7eJyfyYuM4vxi3rg7YfvAI9k6/eNm5nXG3i5Z+/zUZjonhMmvMjen9/FkyODVo/EFNrYsMplL6d2NuuPkcK1WTwZLXKv6cia/1ng/6lxWj+bfS92j4H+hv/OR2Ssc5rur7I4Iaqgvpytr/I2G3kfDXu6BxdGK7TeKH6RL5NTvNx4u1g/eyT+fS+2uNswChHKLRIsQzvIZrB0Vi42XY+bC4GujtJx+zZx65UexNkzOJ3fE/B5uZu9UGu6qUwpn7OVa/eFA5qnou8iMqQX/O6NQCXpzFLZaxZo0daa1wTTXRi595xZ7WRUJL+LNTtZ6e3VS2U/lHZ7yeyHsDtWZfQ2e56qJee+HcVavnLgkzxUEKAMCIAACIAACIAACIHCxCCTz6j86aL5i/TdDnTHj4WpzeO6GvXWfmn4r3ceMrZ3TYFjeYqWyFUEwMJIukLdmOj+Ma8UmMytmQAFFFiz7PHMd5coHqXtL6bY8A6m9taMHG+x1omHiyqVXZohGJz9xtOLjp2dtW17ezJB6AwP9tlrqGQznHMm0FIV4dCZvw+Hsm1/jgXath8GZrLs2ZtL01uNh11estSatOyXCmkzdzLPdgxNiXX12zG6lWKXJ41ZqzZeeG1N+L4TfoerZjzTH56CxlLPGyolL8hyYDhVAAARAAARAAARAAAQuLIFkXn0Llu1Fp2Ce2N7krgX7cLXiHuhVNF6dFsrCzPVgL1FoVXgrNL5AR0HqbgnPXX/q1OqT21s72WVscMDNTdAZKFKbOFrRALf6XwsbRmMGQznLVc9dn52kiABaG5X5dcOXQBHJ5rbG5NzustSdNz2cxYb27lasUXL9w8n00eqdYE2+dtP05Jtf32oOzmQK+8dfr9Gtd7LrmVb5vRB6h2rMvpZ156eRlLPOyolJ8vwQgCYgAAIgAAIgAAIgAAIXkEAyr548ij52ckBehPiMLvFoajckXvixnuh6K8x+ZeRMQQqtuvJR2+sJiu6KBkFC1VqFq5Kkr8rA0aV8fS//onSNHTRui+z3Dvr2qsG1r3dvtXhVSDAKD6zYP/moRiH36bGR9Nhk88mz5vYHxvCYRuyDfH67OfvaE9DRhgk4K/S4eKw6Ch7CQAAEQAAEQAAEQAAEukkgmVc/MJUpsOZSWOKxiHsvf+ArU9dNY/Rki91XOxpfr4tmK7W9zUpNT1bNeLKv11LZSq1VuIgkfZWK8QapgZHrK+Teb2YGNxpF7SB5ieyBN68NM+7Zum0ETC0vt01utUrB7SHvYjo4R+1rUt//5H1PDp4Z5cn0KGP0om33wDio6EWFyOe367OvtUQ62UjKOdHKuXisOskdskAABEAABEAABEAABLpKIJlXTynZK6X08H7jNi9g3n5GffreXIpt1Kn+vLMNW60Z2zuelrnUIPf8Q/Zp5VfjkeGx35QX0DDLjFOJ7/GF43iS2npJ7R3JLN5i5TWrHjuVnZ9f4+nQ1sfrb1DZM1LpVoeUYhqzEDpUkr5CaMgMEvZHOyIDnH+a28+Oy1HTE8LWhjW/hySfy64ZjxaoKmF6dko396G8Zte9p5J+ogSDXQrB8z6os3MkcgRoTZq1+vmRBN61IV8InEPz/qphJpVw13Sjcd9bKk/WXT6/iWdfrrko70cpGMEF/5NcDRtXzjnRyukyq049DCAHBEAABEAABEAABEDgAhJI6tXzYvVPqVR4/uTBhJU/P1VJDY9ZHtTAVP55KTNY4SHWZnZ9caFx4OMo3gtUGm/YDXzHcZlvDUKvxpwQiv1+d/JkaULo8wErLV8jQR3JeJfam5pezhYY1WPnnszDamZlxilKR97v9dJcmokaBNmFk9nlG3diGhfQTWMWQgdL0lcIDZ3BJ2uH9qqoTG31L5byEVMzQiXT/D6eY0+KYkFO1J/kM483s7SPrfdJLS6ntxbEcp04HpzLPl+ySzB0cY6ofj5fk1PWmkzTmtTO56eoe7LMDigQLzv6bl37kZyWufL5TTz7WjqcYiMF5yQr58KxOsVpwVAgAAIgAAIgAAIgAAKJCPQdH3dqozqRHmfamXYFJxqDpaGIXmVinekE7KJROP1xEysOASAAAiAAAiAAAiAAAiAAAiAAAmdN4OrVq4ZhJN+rP2s7Yoxf3THcfAERob17K3NvJIYkdAEBEAABEAABEAABEAABEAABEACBMyRwKb16OrL+wYJ93t5E40k++7wccgzeGU4NhgYBEAABEAABEAABEAABEAABEAABBQFE4GOJgAAIgAAIgAAIgAAIgAAIgAAIgEDvEbjEEfj2ZDUfFagoWn279yYvmcaiuri/KmEygR3o3dxerJw/rSSGGfNU17AQcnZDB4CcBxHmDeL8tdwpnMA4P/ziPKgaV4fzeC/EtQX9QAAEQAAEQAAEQAAELimBSxqBf0ln+5yazT2rygN2bXbz1AsWnlMi50Qtqhg/dLjH/17MpfpalUqv7OVnx9iDib3x9fZTLc+JCVADBEAABEAABEAABEAABC48gYRePVVxd7fy+J5eT+3dmU6L/plnZ70azmpfsavjigMI2Fz+6dL10dxZE44wPvm0Q/XOlmNIwjlJ3whWtzRNjU7RwZYZOpERjn18iugJAiAAAiAAAiAAAiAAAokIJPTqxdhvl6wNvcPN7CAz7k5cvpj2RHNwqTtvv8cPIChNpS41hZ42Pne9NJfaXW1cukyWnp41KA8CIAACIAACIAACIHBxCHTCq3dp5NL3xihS9+SgZv+bs4VYO5q3cnR9Pn91x/l3ylL25OiKKID5neb2ep3SrSkKwHeVMeo4Xqg4kQI8RsA7K7JxfdnCranR1riMuQrvjS8aXtlVV6XKPOlPEQoaEcjV9Qofa4ebYw5KmeSkv7evnMaNicaHjL1fdPKcK49szgoahMuD0ellGiXra8ZiJBhXcafUjh5ssMJM2wEEstkXCe3+GeGjODOuWjluy+A16S45HnuyeOTLG/cHp7SrETqDFur6uCdTfdxJy1dxlmFU9w21SGdN6jzrBqYyBTpXQuMu0JHW7TaSe4Gx8NnXeTKEPc26bRLkgwAIgAAIgAAIgAAIXGoCnfXqw1BWj+bfS92jcPfNzOueNuRU3C4e52fyInc3v5hv3ecvrx1uDWSe0tXN7CIzphZ8xclml2/URdIviWX7xlS7pxc8rpst/HgyROPq0fgCG1sWGcWl9O5G3aktx3VePRkscZ3ry5n8WuN9/QW03yh+kC6RU7/feLhYP3gn/9yzySmjMZLllgp6bmTEXn46544toWHqfMfSOc3W+NsB7ye0b7Jx1WBqJ7sslfdY4e0SMvvpe3MpttFoeTdh7vnfG7EEyFcObxSyJulVy12bFa26O5WGL/bEBCKW67u3Wu2Tr2dx1WBj2Re2hNKMHaGgwTkUpqqvwiLpmlTPoNWiP3+L7R6caLc/s4bye0HBSiwb2ZNB+jQ7M5sxMAiAAAiAAAiAAAiAwAUn0Emvvkkb0cXV5vBkxuttEsDyQereUnqgFaXxkBrP3ZgeMX2b1PRb6T5mbO247Qoz+RXzai49PZNm5AzbVwdGKA3bdopy6TttLlb4uOopLW+xUtlK8x4YSRcYe1k164FxndlkxtVq2feeQiU6PWtzeHmTUxoY6Le7qGlIhEtpWDpbnImkX2cdkmFDJ+nLXaQq+YH9N3PB4sNmX+wMN5fe8wRQ7NSn/Hv+kpVjDha8JkXswOvOmrRYae5Cy2fQnIXs0ynnRkjR0mq7KVQrKOp1tUWSNak/WOpmnrFKkyJQzvdHei+oWTH5k0H+NDvfZKAdCIAACIAACIAACIBA7xLohFdvx4RXimuMNoSfLqVbeBTesr2X3PWnTnW6WvMlYx+uVtyjs4rGKwnJXP+w76qIlbXimSv39wN6Bo+rMVkBMeFmL6EzidWQEdTkVv9rYT2j0miVE05DrbOaZLi9SfpGoeib/Zbt+uajNYMc5pWREIGtK4c3C1wb1WfHFDtw501Pkr94YbS7Zaj9VfkMqmchCg3ttmqLJGtSe5SeaSidBTUrWjbt2SKeJ0OEp1nPIIOiIAACIAACIAACIAAC559AJ7x6Jyb8aTlrb7xrWM6jr73x5FbJvVDfTLS3P5QbT5HS7M6yFb3fHg6toUH0Jj4doneX9IhKwydKSkOhcxKSSfpyA0SogqcKg4qPc31g6sbireaSmZGx01jaTy2+E/6qpXuz5lU40Qx2dC2dgbDmQYWxfKrroQcJTeveSrjUs59wVtAdBEAABEAABEAABEAgIYFOePUxVRCR7eUPfIXoJKJEtLadg80dOXojkJ12gvBjKhGxm9j1taPxI/aVN49IwydMTqNdZ69vk4Rkkr6mAVy3ZqWmJumbfd48ZWdkmBv1rUkfXoltfUOHG3jzGunz5Jnn9PWa8WSfDY9phMrLZzCXGoyy2tVE9FokskhvCNHqpEKUbjrpJBF6nmpT6b2QiFWS+/dUEWAwEAABEAABEAABEACBi0fgDL16ZsZR16nCvBPeXK0Z2zuuT1Ves6vi144oY9913sSvc3ojIDpSEHiDXK/TSOvNXZ+dpKwBq1Qbrx6/cNyhRaGmwSzP0Fcy0PaNw2mIGHLS2azlzovwr3mqmumQjDeuDhfBs7zWZpHoGzr7puSRzOItOhGAki8CNuoVfcN0s+b38JG5CGvGowWqLJie1Tp4Tz6DwVerYlKsTxhn87Io8n9jyD34wGdE6ByZKzaeRTpTKBbVeqOsS8kjU25Rkquh8yu/F5Kw0rh/dXGiHQiAAAiAAAiAAAiAAAhEInCWXj0bmMo/L2UGK43b4uw6+isuNA48+hfG0lsL4tLE8eBc9rmTsU9HZJfSwxv1N3ivwy2WKW1mhvcbb4T5PJGYSBuPLuXfnTxZmhDafsBKy9eo+eBAB45bV9JgLL1CVlfITAuXVZlfQYNq/nOdpyyd06SzW6FAi2S8cbWgj77DJ64YdCha6Oxbgvl2fR8Txe1yrWOp+obqRvP7eI49KYpyDxP1J/nM483sqJYpivUcNL/GRz7JIZy1Rg/tm8QirZHFG7fhuYwmJS2Z3WokvRcYS8JK4/7tllWQCwIgAAIgAAIgAAIgcLkJ9B0fd2qzubMg6XToolEoDYWm2Xd2uNjSaEdxojF4/vWMbeApdBQMKRBj9h3r3AGmN/vbi3t3N9KPnfqLpqp6fRObxWsKLOWz9bbakIkl95AAHibzYNVgc/mnWuEMPWQaVAUBEAABEAABEAABEACB80/g6tWrhmGc6V79+YfUrmF1x9iu2TkCIkLbe0x6L1p09jrzkxHys+z4wcSeFX2goROlEtBpdlRb4RS3iJtuesgOz7ePfxqChoHnvokxP1R5sMVmN4fg0p/7yYKCIAACIAACIAACIAACF5gAvPrIk2s8WLBP45toPMlnn5evn/fS35FtPP0OKQp+frqnE5pBm+Q8AeH22kmhlD/dUI6Tg7XDrJn+UKSUkFMe/fQnRT5iemVviI69GM2dN8WgDwiAAAiAAAiAAAiAAAhcKgLnNgL/Us0CjAUBEAABEAABEAABEAABEAABEACBaAQ6HIFv7qDWt31KWNuqZiW8tqtt+oqq120x2IGSo9nasdaUsx2gYUfER2QVY8yaMV+oWFvNQ3t09EAMGafVRU6j+6w6Ymfweu6IaG0hXVyx2jqgIdNcsefpWYdZAwEQAAEQAAEQAAEQ6BkC3Y3Ap4rTQ4d7/O/FXIrKleMTTqDbrJqPFupldu25mA76K72TPsfTIafRbVbnGAxU60kCWLE9OW1QGgRAAARAAARAAAR6hAB59WI3z95O5wdiew+Q1zbD/NnajdJl3ZOsbdwFaFgT1d1m3BIAA7kLYFV3TDgPe+zdsQxSzzcBPOvO9/xAOxAAARAAARAAARA4pwTsvfq3S/ameuka26gHnh9+Tk2AWiAAAiAAAiAAAiAAAiAAAiAAAiBwSQm0ReAPjKTv3GK7BycWkNa8XJ75mS0cVa3LvnxRz7/r4qyu1ymXniIFsoX6o5q3l1Syo1XtaF5URKe/lkRxj+TK/M7RPDVYt0+kC9MudJOWK+NL+JeMS2PZKpFR2z6jWFV6VULN25Eb2yY5rG91XeTSTzQ+ZOz9ohuU4aFBp45bsyAwHvl0dpi4JrdUT5DNNZ0/N27TEGo7K4d6ScfVXUHB7eScQ7Uy41ZaWVW8K1MhOXQ9S+2x1rMLpGXl0KDj3poINPt+eVLO3qZUW4Hfa84UqyW7FgXcRxIa6hUrlhYFB/lvfNXEy1jRYXt72faCEc4aVnGmsWXzq7oXtGehxUadZ13o2lDxwnUQAAEQAAEQAAEQAIELT6DVq29uLx4u7acWdZOu3XzRx5ORYZHDeXv15E4pT2ne9eU0W+Oep/3RkFw9Gl9gY8sib7+U3t2oO463KXnQkpzJrzXe19Eux99ovKwK51/8grc9hJPKfiqfs0XIxy0e52e4RYd7+cW8cXfCdcC4VuFXZQrWjorFxssxUyyXXFpOv+boIzVtYCpfpy6bmdcZne5uRWSQEOeM8e3Fyl17Fg43s3cqDa/Oluzq0fx7qXuUZCHkaH6EvQYby75w1J5JOX21xtUcyd9Mzlmm1Ug2iFV+2katlhy6ntWWlNcOtwYydLwfzcIiM6YWvG9A2OzyDa6bmEq2b0x5fFc5Z3dgKpc4VH/Jz2L0HUenkBx+H8loJFixalKMhbBK35tLsY1Gy2uC7fcau7cy90YswRLOWndoyL2gOwsB5qmfdfK1oUMMbUAABEAABEAABEAABC4uAdurt3dxK1OV/vVN143ppuXGw9Umm8xMjwhPL5eeXo7gMVKP8hYrla+bx2VTiEGB2Q45sySvRJacupm34hSqz47ZrRSrNHlUQq35kvXftF07+bjDczcsi1hq+q10HzO2dkyKXKvwq5FIpwZy6YFIPcIa144ebLDXHZ2tWTAe+OMaygepe0tRRzRnIft0yumYommy1NYbN5aJcs5SrRTj6UiOv54LM3l3xc6k2X7jobVyaHnTOrdfiIh3T56PnkX0lmqi/nIu/9Q/jxqSMyH3UaT1HLRic9f5K4y9OE+bMFYDU5kCay695znfYac+teGrKBHOWcuikHtBbxZiLWjqJFkbcUWiHwiAAAiAAAiAAAiAwIUh0JJXv5lfz59MTWgEqycnwF1lVngrfiV2b+03nzoJJL920/Tkm1/fag7OZAr7x1+vkVd/snur/zV7DPm4H65W3NKDReOVo5nQKvSqnGfu+uxkapdLrsyvG3b6Q/I5YPTyYpel7rzpbqHT6xWegrHlG4WmyfLGuSemVxNROgua48axUM45wdoQL3fCZzCJ5HY7c/3Dvn8UAdhWLkPl/r7nms64H9THJ44HS26Ahqd/XMlyGl1bsQFLwseqZbu++WjNoFdLKyMhS8nbV+8ODb4XdGYhzmoO6tO6NjolF3JAAARAAARAAARAAAR6lEBLBH4uNbqUX58k1+UwWrJrDPPJVY7RS6dLAskDA/1s/+SjGoXcp8dG0mOTzSfPmtsfGMNjGjvVYlxvlLsZMG95FPKrKrtoXup7+RdUy/CgcVtkv3fQt1cN3lPXk3GWmaoxvx0j5VvDlHdNWRLszrKV2fGub69eY8yb6UHWLK+1rxmpZPl9pOJ8eivWr+fA1I3FW80lM39hp6HIJ/L2VVmkAfpUmiR4vp2KfhgEBEAABEAABEAABEDglAkEnVdP+9WhZ8uLA9I68xE7TlYSuymxU79W2yXra8z7nhw8M8qT6VHGCMXugXFQYYMDnt3sMGkiC6D8gSf619tSflVLQ4pgv75C7v1mZnCj0ZFzCgbevDbM+JsLd3wxxVpvMeQ651KD4TS6OK6cs1QrxSQoJHdyPVerVK7SLuXAXVN6W5SddoLwvYrqWDSQXqEaefuN2y1l9hSS2yyKvJ47v2Lb58jHil9OTVv5C+ZGfcYpi6Dom+QO1ZkFrXtc3ajNXnUXtAABEAABEAABEAABELjQBNq9+ppBweevnDRyr4dMqbkLlG3eISAi0vvD1YZZjpuXj16zC+8nHIFH/3LJZrgBr/JNamt++K/z5v1Vw0wN4M7nRuO+t1SeTI4Z/VunavzORnq1ZmzvmD6z/KpMLpnwaEdk+PNPc/vZcZnpvWhQWm2xOiT5vG3NeLRANQvTs1MabzEUwoPtrYpJYac+rnwWLK1MiywPrX1nWzqDiddzec0uTU+l5sySEzlTH+5d09sisQAoYL7B36yZFR/C15XPItFMOPbGlNexl0tW3EcyGlorNl4NfGFzKCsTyUhm8Rad+ECpCgGFP8P7xr9Dw+7utllQ3pDBDRT2xpSKbiAAAiAAAiAAAiAAAheDQGu1PDrWq/6EpR9v2rnTueuluTQTueLZhRMql32nY4ZT5ef8u5M8jZ+EFz9Il5Zp37gzH4r+JclLlmRGkkmu1n47o6h7amtvkwoHr+/WtR/JaSlGBeeflzKDFR4kb2bXFxcaB3ZX+VX5AE/WDm2Zlamt/sUSVVbTUknZiFg9nmNPiqIcAM1+PuPOvrKztEGQvcZHdpfTHVc+C65WQrv0Sik9XGm8YU+ic7aCdAaTrufCWHprQSwbyoGfyz5fsktO0D1I+mzUhT6HWyxT2swM75N61plwcs6eKbIc+7tD9usDlWT5fSRfz91bsWRRKCvLWr5dTwFHvAxk250r6ZvkDtWehTg3lcreODLRBwRAAARAAARAAARA4KIQ6Ds+1t7G7mGbeQHwBlUL65Qn3MMooPo5JEDnqBeNwvlfn+fhPtJjtb24d3cj/bilsqNe3/O1QHpR5/NFENqAAAiAAAiAAAiAwAUmcPXqVcMwgvLqL4DR1R1ju2bniouocu+B1RfAQJgAAqdAoEfvI0rnodPsqBIBlcbABwRAAARAAARAAARAAAQuOoEL6tXT4fAPFuwT5iYaT/LZ5+XrnTng/aKvCNgHAh4CvXUfUUl/nsJwe+2k0LkUFawHEAABEAABEAABEAABEDjfBC5JBP75ngRoBwIgAAIgAAIgAAIgAAIgAAIgAAIRCZyjCHxzh62+7bPA2nYza861XW0zVtTTdqqa2ZcDJUcE1anmlB8boGFHpEdkFThmzZgvVEhDEziV8e+IZhdLiCbnbq+65vZiJWi1n1vYxjzV2iy0nylwbhWOoZh8bXAC43T6QC2G5HPTJfgZe27UgyIgAAIgAAIgAAIgcHkJnN8IfKooPnS4x/9ezKWonDU+4QSSs2o+WqiX2bXnAjj9ld6xC7CDu0sgOefENLlnVXnArs1uovRjYpidFCBfG3T6QH52jD2Y2Btft+t9dHJ0yAIBEAABEAABEAABELjMBBJ69WL/2d5Op/+oeI9q1+Zq/iDuRmmr7knWNq4nGtYMOgK9MOOWHhjI9YTe51PJrq06UYKezeWfLl0f7aUJIp92qN7ZwhZJ9o2T9I2/4lKjU9mnmxk6JRSOfXyK6AkCIAACIAACIAACIBBAIKFXLyS+XbI31UvX2Ea9iM0oLDUQ6AKB7ff4UQ6lqVQXZEPkqRDIXS/NpXZXG/5so1MZGoOAAAiAAAiAAAiAAAhcWAKd8OodOAMj6Tu32O7BifUvrZnkPPXUk17ry0SNkXZbXa9TdjFFCmQL9Uc17xRJJTta1Y7mRcXs9jRyj+TK/M4Rz4lVvqoI3QDkyvgS/iXj0li2SmRUSxZuVXo13hKtrotc+onGh4y9X3TDLjz2NrdtzgLUkU8rx2rXqJb6CCF6WbPgCvfYK9Kw2xP7nbFkfa3hZKxUOtO5aOP2LHCTdRPCdVZdoL16U1c7erDhi6fw32XdIalgJV0b/kCe9gmVr+fQWTDFtq7Yiv8JIFt10r6hFvE7hVYCrQ27RgBVNyBN1E8Gvy4DU5kCndChfJ7oLYputwp/xtLI4bOv84ztwtOs2zQgHwRAAARAAARAAATOK4FOevVUxOtwaT+1qJuS7WaiPp6MzId+ZN9ePblTylMSeH05zda4X2p/NCRXj8YX2NiyyNsvpXc36o7jbUoetCRn8muN93W0y/E3Gi+rImlW+EK2G3NS2U/lc7YI+bjF4/wMt+hwL7+YN+5OuB4y1yr8qo6CgW0GpvJ1Gm4z87on5oIUeGpvCJPrctfmfLiZvVNpeLWyfeij+fdS9yiNQsjR/5TXDrcGMk+5AtlFZkwtmAXV0vfmUmyj0eKnmTvV90Ys8SF9+VUtVtVgnUVfg41lX1glBvKlGc29cfWqk+ishlY72WWeheTv0CWS8vlVrI2RLF9aYjG/e6vVPvkcyWbBFNu6YvPTzi0mQanqq7Bov1H8IF2it4j7jYeL9YN38s/jbLz3572vPtUTf2YtpM9Ypn4yxH3WnZnBGBgEQAAEQAAEQAAEepVAJ7x6e4+3MlXpX9/U+3mdlJfxcLXJJjPTI8LjyqWnlyP6k1usVLaSkynEoMBsh5xZklciS07dzFtxCtVnx+xWilWa3EetNV+y/pu2y1GWjjs8d8OyiKWm30r3MWNrxyTFtQq/mpRmaH+xP/y6o5XFuXWnsXyQureUHoiuRWEm73KeSTNyloS9Yj+zufSepw7/Tn3Kv1Md1leTVYjO5uxnn0455qRoecQwLRBGuM5qdtUqhcC4C6mlQ3dIWoMEs9JbGyGGyddzd2chwWpPz9rr/OXNDL1HGBjoV89cawv+oLAeDtE7n2IP6TNWY/bjPutO0UQMBQIgAAIgAAIgAAIXhEAnvHorr34zv54/mTqdIs/cVWaFt+LXafdWhvNNZQLJr900Pfnm17eagzOZwv7x12vk1Z/s3up/zR5DPu6HqxW39GDReOVoJrQKvdq1tUivJ2h/+M6bns1qEZKwu2WITXXrQxNh+b25609jVz3M9Q+7Ilu265uP1gxytldGQkz19tVjFaxzgtmPPAk+eyP3lnXoFEnp/GqujWA95XN0mrPg0U9tkedG7uiEnUth0llQs6Lns6f6Zvsz9vSfZueSMpQCARAAARAAARAAgY4Q6IRXbymSS40u5dcnyfk81MpxTaI/j0buzieBZL5xt3/yUY1C7tNjI+mxyeaTZ83tD4zhMY3NXjGuU3fQPF6O/iw/Vn61OyROW6qf/MDUjcVbzSUzJn+nocjs8PbtFVYRV5rYFj45qGlMS6dIagwVs0mvzFFM8+TdmgcVxvKpTgWAdEVHEhpxfUZQ41LPfgROaAoCIAACIAACIAAC2gQ66NWLMWm/OvRseXF8Wmc+YjfSSmI3JXbqN2i7ZH2Ned+Tg2dGeTI9KlDsHhj0C35wQCMxW2QBlD/wxJx7x5Vf1dcwYsuBN68NM/5uwu0nJlHrPUXEsUSEuTdvPDVtxeSbG/U84Dns4+ubhFUuNSiZhYgWyZu32auSzldXs1JTNaOyAp0iKR0q0dqQz9EpzoLXxEQWqafFaUFv/djwzRih+xHG6EBT6TM2Easkd2gHDIMIEAABEAABEAABELh4BDrr1dcMCj5/5WT/en8XUgG5Bco27xBBEQf+IR0QJZwcXph6zS68n3CE3PVZHm5glWqjMt1cbc0P90aa91cNMzWA//DdaNz3lsqTyTFjzuvji25we7VmbO+YHrX8qqZ+0ZtZNA4fmWrUjEcLVJUwPduhw9XKa3ad/9pR0SyUkPMoOZJZvEWV+SvEsL0EY3jfJKyC+1bFMkv+UdgrH0DMRXnNLCjY+ukOSalCidZGnNXumwXL8w+mYZarvDEUUhg/rG8ii3RXR3W9UY5xB8ktSnI1THH5MzYRqyR3qC5ntAMBEAABEAABEACBy0SgE169eyLaRP0JSz/ezNJONf/ww5nTTOSKZxdOZpdv3OkYWqo3nn93kqfxk3BemHqZdpU786E8ApK8ZElmJJnkau23M4q6p7b2hrNwHvpuXfuRnJZiVI7+eSkzWGncFoftcbsWGgd2V/lVrQFiNSIaj+fYk6JI+Kf5zWfc+Y0l0NupMJbeWhDGThwPzmWfL7UUSuDb9RT6wcv1tTGU9E3CKqiv8VFiS00BKnsVw4y+kxmmMuxBh6KpJMckKVcoydqIvtpbZiG9UkoPVxpv2DeL7/BIBcjQvkks0loj4u3V8FzGekJq9TmrRopnbBJWSe7Qs8KBcUEABEAABEAABEDgHBPoOz7W3oo+x2Z0UzXaB5toDJbsFPduDnWJZNOJ1kWjoKK6vbh3dyP9uKUCn17f8wWzUzqL1UhBDbPvWCc4MD3JZ0qy+ahQWcpn661vbc7XFHVZGzrdvfFg1WBzeefYyC6PCPEgAAIgAAIgAAIgAAIXnsDVq1cNw+jEXv0FQ1XdMbZrdia5iDn3HpN+wYw9z+ZQYgWdZvd2yQ79OM+6nppu/JSB/Cw7fjCxp787fRYkm3byCBU75LUYkpxYcWp0uzaQMT9UebDFZjeH4NJ3DTIEgwAIgAAIgAAIgMClJQCvPmDqjQcL9glzE40n+ezz8vXzXrD6Qi1g2trlYfm3104KJTrQ/kLZ1glj+GETT53zEWQSz5DkycHaYdYMjy9SesUln8f0yt7Q03J2NNeJ+YcMEAABEAABEAABEAABEPARQAQ+FgQIgAAIgAAIgAAIgAAIgAAIgAAI9B4BROA7cyYqSOvHM4fONWU4d0ROwADWpqtZRe/GUH07xoKrGfOFirV9OrRHxfZjyLjoXTQ5m81izUISgooZDNRK06IkaqGvkoDmLHRpXTXpLA+692M84vjxItYzh7p7TrhUWkwNajSo+byqzAeVeNSREbkNPcytQfm43iNFIotChzACim86zdWehG+X7hS5SvL7SHpVcS/I+ia6B2POoGJqqut1713W+mSwjuSwiv7SE6DtydPcXqw4D5YYN2l1nf+SCXqgaT/r/L/6FBapnmZ8jugBu1inx+z4ov9kli49kbR+bco5h7OS6CzGtX+IWv+RdX5MKrXSWBu631Yhv9slayPOqlNaJL9X1PZqPwYj+SnqcRVPs2BWKhpJnwwavxkC5lelVSviQJIx/KOo42pPdbKGiMBPxu+0elM96qHDPf73Yi5FZeGjf5qPFupldu25EEJ/pXdaCs5HF3kBeyTn3D0o8WbwPFvUPVbnTfIZzQL/ouLO7e21xvv7EX1yOjF0vXK7yGsB8MdOqb9crIzrO+dmWceZPH/abGboJJQIfRPNXmp2WQzKdb5GZ4XexuvLRDxjdD6j1R5DU80u8vtIeZdJ7gVV30T3oKZ10ZvRoTDuXTbH6MnQ5mBTjVvrlwbdif40Ol48dapyzXywHO7dmH2rP6IKxsNVOkHZ/1GRlA+hsEj+NNup3y6e3FnOryxlV8pU9abhf+ac1RMpnLOaVbjOI9m6Z2YP97Jvs4CDh6W0Q9aGWiudZRK0Nni/5KtOZ/TANpJ7IbZMnY6xOcdnlejJoPWbIWx+dYBI2sT7dZ1w0C5174BXT7WdfS9uY7x5jWlcpHdXMce4KN1qomLZjFsgYCB3UUw7AzvMn62nW8ZPPYNnodUZwL/AQ3Z6BnP995b5T+f6cub1yNj41yc/hE88KAZGsuuT7MPVhl6UEH1HNnYnsysjKd45x48S3F09fFSLrETkDrn0aE4MynVO37nFWKVZjSwFHc45gU7fKXJz5feR4i6T3guKvknuwS7O4OgUlQix77KpG4u3WHnNv0EdPnh1/XBpP71ets9wYanRkVSkukXbi3U21/ZAS/SsY1KLFE+z7Q8M5jnA+LWbKd8z54yeSDLOSlbaOlfXGy+DDh6Os/iUWmkIDV4b/A110lWnMXiPNFFxTsIqwZNB6zdD2PwmRa/+dZ10hFPsn9Sr50HdU1uM3lOa2yOHmzdmb56i/hgKBEAABEAgmEAq/su7WvMlS9150/rtTuJH30r3sZMDHc9cfEcO3/RsweX6h1nzybPI8QIdmNh8NJ+hAyNCxEUjIL+PpFcV94K8b4J78JxOQfPrW+JdYWz16GScSubem+39Ezzr5Mqonmbcjd8/oV1K8eEGMvkz5zSeSHLO0VkF6lw7Km71z0653xGxZ1V0jK5Vy3ihayPxqktm2DnrLed8RqxUdxlnGDq/5wzwGauTzKunFyfv89eu2Wn7xS3LpUan0u6bV2c73c2X8GUjixQaOzmnUN/2/GSkS5Sq5OaB01UHlpnbM9H4kLH3i06ST8W7FySRTGJ4+ofIDsoW6ro7SKGhATzHzxeB5hrbmr6u0CqcRux1YmahtLHa8wTEimgLO1eKssK8s0DJsVbRgZAZDFXMyjlxhRNqWzId9LXn5mI5IpyxZH2t1jKSKp1FFpybGzZe0Nxn8OWLZlt6aehswqSIaN0lJ2xVzaBUK411E0rSyRoKWc+SO5TrTHxEVrYJitK0aB16w7Dl9wLWlUVAZ11pzHLkJrWTXdaseB7I5m/Wtn8JEsz7ssEBz6+9XGqQsd2DE7UaSZ4bPumUU3q4xNLrS3qpRqrVTraHPifVfVnM1U63v+p7kH/1BNyhqmesZCY68U2nnuiQFl5Q9AU97vtVIH/WcZNbMn5bkrpjz0Jsc1iSeyHJPShWjvPjqo2kbVD0Z3sbipPKPmvzY427VkENwxcpI367Dw5YXwdcq5YsdAVoY75oeEMOI82L9q8+v0WqGRyYyhQY2Vt5tCN/5gRfjfkb2Lbca5T7yy0pZ4erzKLt9xqDM8ERi8FaWVJD1obGXEpnMHxtqGjInrFyzuYvNMXvSZm9SfwU1dMsFmcVK5OHdH6diYz0ZFD+ZlDf+xKtwlaO6te1zvzKaMjXhuSqzpoMuWOSePW1owcb7HWd167Vo/n3UvcoaHnTFzclcsaO82bu5V5+MW/cnfD5/LPLN6wcHsrM3DemnAxJM7dHSHu75KRv5adzlplyyfzq6smdEh+3vpxma/ztgPqT4/GcL6tiu0n87rH9Ulq7qbw9NKsejS+wMRH4+oLiTjfqjsOv1kpKQ61hUIuBqXwQK/fcbHK37to0DjezdyqNllkQ6zp4BpUqldcOtwYydAwbSV5kxtSC6T+n782l2EajxbmlL4ndW5l7I5bUkL7mM0WxciQ6i74GG8u+sNLD8qUZzZfNbr7o48lg0yU6K1mFNVDNoForydBqkuHrmcSG3qF0bb9R/CBdIqd+v/FwsX7wTv75XGrXDuFWjyvlhXXV9ahyvrtuP+7EXFSr3Ce3HoDq1ex5JPLG/XkKhtf+JJlfeqMv3gVX7m6wxeWIaTLhq139nIz75FdSkd1l4uEc9I2j9YwNHjrxN53SotAGtPtXbLwcs0P/9vKl5fRrOae5/FnHz4+0Ygb5f1DGL+vzfKEkfObEN4rFvReS3IMKkuYtHfpbRfFs97CgGOxyS2Z17jr/xhfFOF6u1m+3vTR/v3i49Zb4abeZHdxotDcIQ03bSGWe1xNnKvR/9QVYpJhBnmH0OmveL9Izpz/gmRP+RFKuSfm9/3Kt/jDg95XFJzZn3l/5FKXf/xQ0ETQXMq1Ua0MytfIZVK4NOY3YnBW/J6X2qj2CcD9FsXIScKYpkLOSrzpnBqM/GWTPSeX8SrSSrBzVr2vT15D5C4pxw/sqJSu+90NvlURefdvLlZBhygepe0ueDXyrmZkzdmPazL1kqWke4Wls7ViXB0Yo88p2t8TvDO2PXDK/yiYz1ri59LRu0mnqZt7abqo+O2a37OwpHqraf9P+5VHeYiU7Z4wSOwvu72C1VhIa2rZHbGi9mrFnwaJhPPCXxQqZQfVYhRk6qNzKrZ2eSZOn91DMr3i93Vx6z1OHn6JrNnyZ/2F9GVOsHFMtyapjk9mnbkRJiqYpUl6fxOxwnUUn61Hrvn5SE+xuCzXJ8PVMecvyOzQ9a9/1L29m6I3bwIATki0bd3sxYMOt5egHrCvzPuriJ3d9lifSW8nw9Oa42F6hqmvDJ5lfZtVzyj+eY0sTvvAQpb6hq13jORn3ya9QSnWXsbBxdZ6xIWMn/KZTYtZvQMGi8R7OtKtff58iNcpOKZmkzxx9pTvWspP3YADJBM9220R6d7DKCqXgbzQqxvG05H7p8z5i37tvMuOtuOH8KlA8+fk9GLUwmzMV2r/6pBYFzyxt1RaNwRI9cMi3N+5PtNUODH0iJf0NTFvlgb+v5Jy11qfqKbr93vGgp06TV2aoVp5GAWtDoZZ0BuVrQ7rqaFjlMzbcIlMr9e/JIHvVHkG4n6L+5WbijMxZxYpk6swvbXxGezLIZ1/j3lfNUQyPj3RSz69q3LC1oZCsXJPhwJJ49VrPBt6o8Jb9xcy9GnvzhDvD9Kux4obMFQ1/XVNvHb7KfYry0vzIJYurpJKmMG8zuw4KzzwZnMkU9o+/XhNfVLf6X7PbhYaHaWglpRFDX3UXej2x68+epdJW9AJld8sXOBc8g2rx/hZi58H+tGwlNR+tGfRwDH0N7+2rXjmKVRdv9qOay3z2Ru59Gh00SErDHaV3qOemaLVFOu7oknfDzbf5FpyNebnXVdBP4c6cuTi6lKeYFHKM6RFd/ICVSjw2yhdXL1ujLbH6IhjP/kTTOeb8Ui5YvqXCn3LcsNWu85yM+eTnySntr7G8M6j4Hgy/QyM+Yz2zmeibLsmTi/uxFNFDvwroNER/8HYEsbyG8/391LubnkiNzj5zIihDTWX3glxS/HtQg2T8Z7upNK9ZfXxnk17chxvh29ig99r8N0BbxQ0rAkj65DeLafG3w3E+mr/6Qi2SzCAPDDYrg1KpsKebFCHSfL8Y+ARueyKpv3+j/Ab2PielnKMADHiKmlP/oHItcKO+VbjkV1DL2pCrJZtB1dpQ04jLWXNdmaa12KvhEYT+UlWvHA/NSJzVrPzzFDi/MZ4MXGrYXaaa3/aV0+YvxPzNH2l+SQ39cdWSo6xJH4EkXn1beFiUh4X11tYTP2/9fLe/IfgX891Vpw5f/l39vXrxtilUsrga78M3G6ksSo1+oabHRtJjk7z+E1VAHR7T2E/Q0CqcRjx9z1kvP/kBXju3uWTG5O80lvalr+G9feUkz4/RCVbaKRmRiGTX7tCoxl/udRX0Uzhi2Hko8BQ5FWYO1NMl2vOkJyc99zSmp/2rQXyHOb/mo+mcYH7JO/VW+Is2roahWk1Ud5lUqwR3GQ+JivKM9RiT6JtOC0poI7Hk8vxUwoPG7ch51/ynoe3S+zeQVbOQTOvw3qp7QTVu3HuQylvGJ6mx6sQxVLRBreNmuwU12utriH/ReFfIXwu+2qhbm0B2TaXW6jZhNHW+i8Msks/gjlH27hKJ8z68MactGvmeSIo1qTELXuleG+NzDiDY8hSlFiKj3j1QSbaGVeS1iq3QADI5qrWhoJGAs+rubb/u2qvhEYSKj/400+UcdeW0z0vMJ0Nrxh9zfzOo5rcdU5u/EH2iYvVQrXZtoRHXpE9uIq/eF6Kpra7dULxAKtOhIIEf7uaRZ+6pw6c/gFxywDNa28/nfU8OnhnlyTRtG9LDbvfAOKjofCdZL+pC7ZXrrG97xJYDb15rrU1t1qLUeU8RcSyRl+vNnEnZMfnmRr3sNbyvbxJW4pkVOgsRLZI3b7O3o9I7IiwJya7doToR+F7rsa46shZUQsyblD/31B8z3sdbG49/2/kq6quF2C2SzO9HB3SutZsepT9oS8tEz8mzusu4DRGesT6Tk3zTxabsdqSsqOsr5JRuZijvuuhPB5OKN116+uXQ5m1KZyHqMyeCiZ28F6Lcg5aKsUiqn+3G/ESDzUl36U0FWpxes76G97BJ3sD6VSCdBX/RBLumUt3NsJDOifpXX7hF8hkM3otuyRB2dfM9kTr6G9j/nJRxjrB6RdPWpygPh9Z7vWtVYwmh0bo2Ys+gcm1IaahXu08xH+dIvydb7E3ip0T6TonEWXqHts9Q27dz3CeD7C5Tzm+rXv45an9foO/xRfMXIqwN+cqJuCb99ifx6vnL4Ozbt5oij8g5sqhZ3dEMnDPjA+ve8+2rNWPbFCWeleR9iaJQFIrQIFez9eRhi0t7AXO5ZP6Lkx+8XOOieRHCNY3KzCY2PmLz/qphhnPwn3obDYr0c0vlyZ5LUq2sAnIhNKI+hvXbO5l7JvaaQXFuH7J0p04rKa/Zde95mo0oZ5DzKDeSoaNu3y/yaMnFd1pzIsL7yknKjQ/uWxWLIflHYW+sGvjJtQqXkICkzh0aOrBsXJ0IfKwrnS0yrZUTvib5k9y6L0QlZDrupKWefGjfFBUrGeaFQq2nCgWp8qIh3ntfqlzs+eXfIDXry4ie7VSqQ6ueq5JUoufkWd1lwirpMzb0VI5E33RKmqENqHwDFRK3K0E2t58d00aoxkauKZBWqeXSB8WEJ33mxLUq0b2gvgdD1EpEUvVs54cfSX4k1OznRo1HpzNPwULnNVPRTK+g3xueF/o6T/6YsyB8BsmvPqlF0hkUkstrzq9Q8ebFc3y99ImU9Ddw+HPSep0XyFnJUP4U5elI0te7sqe3bG1I9VLNoLSzlIZqtZPkqL9F3d+TMnuT+Cmq75TYnO0XwZKVI5nfRE+GLv1mSLRy1P5C3LUhlayxJsMXfDKvnoqZr5SpRkj/yzUnPf6wuKZ7KDGVH3xeygxWeKCdGVhVXGgcmMrmrpdKafpd+Ab/98MtliltZob3G2/4TgXjwU7DFfpHq7tTbV4mmVZtOf/u5MmUlS+aLi3TfrXmh6LuqaXtxovXCn2eJ7hcilQripYMp6GpXaxmPHNvjj0pihmcqD/JZx570xFjyXQ6FcbSWwtidiaOB+eyz1tPmeJP2z5Gv7wDfvFL+iZhFdTXsA+bTWYtReIp7E0qv+P945PUukND9Y0/rhCp4ox1JTBZXnfrwZbe8wUlK+qjaqMoHpKU5PyAXVuP9FigEip0cIn5vSC29Z5GOdY4/vw+Mx5MWF9Gt9dOqI5XpHElNJI8J+Ov9mR3mTBHdi+E25vomy7JY+rJ2qH9e6AytdW/WNLYEDbH22nQSxz60Gtiz/l27jGi8WdBfh8p7zLJvaDqm+QejE9SseqMLc7ZPDfLOZbY3VypPjOs58ZE/eVk9nnLdjqVYaMQjC3x026iURlr/1UQa/koSMp/9Sks4mVuQ59mXPJ6/phnixQq44XDJ3m/ydInUrLfwKnF5fDfVxLOqlXHpDrT1r00S1mmlWxtJJpB1ZqR0FA/Y2UWyX9Pyu+FJH6K/GmWgDO9CJbfoRIayZ4MiX4zSLRK4vEF+mVefyH+2pCtHPWalCz4vuPjY9X9gOsgEIMAnYxCR8uWhuTn0FDQ3d2N9GOnhqL1+0yrbwyluthFz94uKnBJROtxxrrq1eWQZH571ebu6h18L3R3TEgHARAAARAAARA4NQJXr141DCPpXv2pqYuBLiABM0SWqidoJeteQAAwqSsEsK66gvXcCMX86k8FWOmzQksQAAEQAAEQ6GUC8Op7efZ6VneqacQj98wQWflmfs/aCMVPnwDW1ekzP80RMb/6tMFKnxVaggAIgAAIgMAFIIAI/AswiTABBEAABEAABEAABEAABEAABEDg0hFwIvApj3Foz6kzF8qBypkWKtTSrI9ChetbWlbX+dV2ObzIfKEyv1in7uOLrfXq5VfNIWSSLX28Rfg1Z5LXyx23u3vr8PP+taN5sZlMZaLm247V4TqHjFtdJ2OdEjJBWkkli6EVnMPMU5MMl6yeoxicxbryVC3i/51tWzaas4VmIAACIAACIAACIAACIAACIAACQQR0I/CbjxbqZXbt+d7QofgrtZ5DZjxcpZOB2z479dvFkzvL+ZWlLFXLn2WN216/Tn7VEhYsmVz920U2u8mVeVHqLxcrmoWdhVR+qu1U5ZrZ/XDvxuxb/a7qVIqTijbP5PklKny66pMsH5dKqc8ui46k1RwjrXyvOaSSLcUUnEOWsZpk+AxK+8bnTIU07dUigGTfZgHH1+G2BAEQAAEQAAEQAAEQAAEQAAEQSEBA06uvGXRcfGHm+oA91EDONyidUsjmMq+3KbL9ge/oztduprxnzsuvmsJCJHNXf3guMyrUGBjJrk+Kw0j1SFTXxdnL5etmdzr7Z3QkZZtG3m9jdzK7MpLiV3L88Lzd1cNHNbOlYtzRqexoTnQkraZu0GHsvoNMZZJFHxXnMPvUJMMlS/sm4uzVtrreeBnlwGq9mUQrEAABEAABEAABEAABEAABELjkBDS9ejklqmReydx7M6ARd+P3T+zDwJtf32qyvOM/M/lVLi5Mcq35kqXuvGn5z9Rw9C069vzkoKYznVwN/kYgsK3wfodverbuc/3DrPnkWVN43QnGlUvWUTy8jZpkvL5J7PWOWDsqbvXPRjmwOhkP9AYBEAABEAABEAABEAABEACBS0LA49XznHCRCJ0t1Ldt99jMab8x0fiQsfeLbpq0J9zdmKdjyT3b+F5yA1OZAjPuDlUe7VAe++ESS68vpZ0G8qu0MR4quXayy5qVVh/e/ZfqzhEl87tVAMgiZ1ThXQ8OUBSA1cCX7c8l01X3fQHLpQYZ2z04EV69Ylz/qjmp7DP3LYZUsgZnRkbZ2f6+OaJBJSSVkmWzoGGvRCuHxvZ7jcEZHF93SZ4pMBMEQAAEQAAEQAAEQAAEQOA0Cdhe/cu1+sOBzFOeSZ5dZMbUglXWbmAqz7OjN3l0/dslK6me0qSf2vuuFCFf5vHqYUrzCPbXWfN+sXJ3o39xucW1k12VSeb75+xlVeyfi0+1yr1u77/MLt+w8ropN37fmPLXaXu/eLj1lmiwmR3caNwueMv4pfI5rzn9+Vv2/9QY11VpvVFuzSQPlazkLPLbj/Nmtv9efjFv3J3wvKpgoSSVkll4X6ayV6WVgFE7ekChHKEr5DSXO8YCARAAARAAARAAARAAARAAgQtGwPbqaSvVySSfnkmz/cbDHQ1TyWHbkJZAo3LxRWOwlH88R769cX/CXz1OclUuOXd9lifSW+nutF1c9NfqGxihnHl7vz2XvuO45dzJ5LvxfZMZb+a8rr2qcV1kFHO+yugw9mnfCwINpMFNzPz2G9Nmtj9LTfOMA2PLmSM5Z/mwkr4Ke1VaiXG33zseDAnliI0DHUEABEAABEAABEAABEAABEAABASBwLx6sUOr8TELy2XCHVceQm9WnqMyck83qQp68/2is8MsuaqUzEaX8o8n2dIETwoofsBKJR5N4Imcb267h8xV7lMkvPMR1rVlznv3+Vti+0Ugvf1RjSva8Vr3x3c2820hDDLJMuA8v53eYlTcg+KKhufEATln+Uwq+srsVWhloXhQuYaNeo27CU1AAARAAARAAARAAARAAARAIAaBQK9e7GZrfLi7+2qjbrmadu591olm3zHKjBXeshPpRT15d4dZdlUlmSuXIofTjLF/ukTF+Unn9NiIqTU/uO7uKqMT9cx49Xe9e/XePHmzufgX641AW8y5qJDnfQsgGdfyY+lgPApPaH3ZoZYcjlzMiDcDwjw8z3prIOcsn0h133B75VqJcUVGvXt0gsaiQhMQAAEQAAEQAAEQAAEQAAEQAAF9AkFevchRb8kAD5SYXvEeSG7n3tfLthcXvOdvS5ZdVUluVaf5aM1gk2mrrP1OY2mffODstBOE72sv8uQrzarzj9yzdbTi4fpWbTyzAfddffX2PcL84/ILxjyddT/XvkvPD8mLItlv4Ui6wFiZjgkM/Mg5yxdDtL5+e+VacXSUoOG8atFflGgJAiAAAiAAAiAAAiAAAiAAAiCgScD26strdt17nhDeZLK4ek3Rlh/rO7CdfO9b134kJyQILzf0qmqQ6o5RrZmNRHV9On/eqa4vPFXygYXfTqH4DSp673HjU2bhgOK6aFAzxBsBJ48gNb2cGd6oz++YR9nxAHWe0G7qTGX5JOPS1vRi/X2WDjnCTSFZanH63lyKbdTHF02jhCY1Y9tUMglJVV+pvVKtSMNnx7vOqxbVhOI6CIAACIAACIAACIAACIAACIBAdAKWV59aXE5vLYiD6yaOB+eyzz3nz0UX6vRITZfz6/nj20N7dM7ceOHwST773NnJp5JvsquKYT+qNooiqf7GUOUBu7a+6amun7teKqXJM3+DXz3cYpnSZmZ4v/EGHbBXE2JHsvXNzOCWaDDRqIz57c1df0pl89dEErvYeHcK/lNX2bhUvm6DmtBJfu4RgG4+Ane/ZZLlBlMp++elzGClQTDNlIfiQuPA6pOEpKKv1F46UU+iFfvooOnmXyRYRugKAiAAAiAAAiAAAiAAAiAAAiAQQqDv+PgYcEAABEAABEAABEAABEAABEAABEAABHqLwNWrVw3DCKyW11uGQFsQAAEQAAEQAAEQAAEQAAEQAAEQuKQE4NVf0omH2SAAAiAAAiAAAiAAAiAAAiAAAheAALz6CzCJMAEEQAAEQAAEQAAEQAAEQAAEQOCSErgkXn3taHxob34n0iTTofdUlK6+HalTpMbBWnV/3EhKXqzG1fWKr35hL1h3Kjqf1aoLGnenno18t2pN5KmQ1NKEDn2M/kTSk+xppbLXhO/8dfNZ59NdNq5KZ00Ikddzh8bVVM/TLMFqT6RzgnFVRsZfV4ksMtWqHc1bq7oyvy7OiBGf5JKrO3Uq+ju/WJ+n0r+LR+5hNJrfKXSeTqFCTzbzjqPjbFQYtXQO00ohXGP2Y0pWWkWPPvexQyTdY33ENBFk54lUsY4i8j89thcr9PA0KyW3dJcNLh2XP5DDtNJgpTA6ZE3avegUJ4lF8qtK3HoNWr6PxP/0fDUE/XgOW89yznrqhLXia9Ke+nhrgz8Hgn9ddIGz9soJ1Ep5L8hpqK8GPc2sp2XIs85ZsdUdeszS7RlrOsOfhDKdY9+/jo7xxvV+g4T9LpU826X3vmo9x8LLLolXHw8Oel04AgNTmcJ+42G8h9EZ0ehFnc8IlWLYy0ZSZS+dfzF0uMf/Xsyl+k5vzmTjqnTulpZnNW4Se86rzvHXVVKL6JcfHVszk+ermg6yWa2M2459Usk79dvFkzvL+ZWl7Eo5P8sat223XE9y89FCvcyuPRe3G/2V3kkrp14tOVwrpXCl2x9mb1LJLDW7LCaIHjula3Rer0OSJH/EmHt1jpWLLZ4DvTCqTFWuzW6aGG/MvtWvrY9sXCbVSnuIoIbha1K0lluUxN5EWjOWfmyvVUK9MtIiTbKe5Zzja0Wu7+0iM6f+Ramf1oZzd2uQNMc1Hq42XwWocIacQ7WS3wtyGgpW8ueG5Cp3X/nbtNtrjff33XemUSY1dOWo5jfh/Rt7XPnKEbdw2LNdeu+r7I0C1de2A15985H7olG8PS3YB8iZI53KrlRsAOEdzZ8mngPzujBGkMizGLdX5yjGlKRXSuly8dS2JWNo2N7lFHQ+i1XHDT3lcU+BZEdmvE1IzDu0F+3tiM4x1lVHxu3O7IdK7UWd5YiSWES/rhq7k9mVkRQfI8dF7a4eWsfZsiSS2fYHBrt17UdylvKv3UyxStPerteQXDOe7LPCzPUB2/oBW5QUh0KyVKtES7F7kmleRnNighgbGEnfucU8JNnoVNa9OnVj8RYrr3nDIg6X9tPr5eujFr3U6EjKQaowWDquXKsEKOVrkmITZBbJrybQKnFXyXqWc44/MnfIh+cy5tQPjGTXJ9mHqw0nllaH1fZinc1lXm/TQadvfMVVPcO0kt4LchoKVvK7W3Y1139vmb9VqS8HYFQZKq6HrhyFzoo7VLnqYo8rtA6bI6lF8ntfZa8WzcBGSb16/opriQ6Ed97qbd4ozVy7GV8h9ASBLhMYySzeMh54gjO7PF4nxPeizp2wu/MyLhvJXrT3rHQ+q3GTrPJe1Flub2yLxO+24Zuezdtc/zBrPnlm7ynFlswYd+P3T2j3THyaX99qsrzHn0wgWTH5UskKrRKsq+5JDlDKS1KmM8fO/boEdvm6ysfV1UqqjWJNyi3qtL2d4hZVTmdINl+y1J03rfdBpMLoW+k+dnJQc29JxdrYqU9VMvfebNf+TDmHaiVfV1IaNTkrxdNMeu+n9F5HRl0i5O0rdI783NBcdTrjxpwj6feRzrjRKYoeCb16/sxKLb6Tdl+X5lIDI/abVJFVcmOi8SFj7xfdXCn73Tn/dtymNCo30+xo27pFhW7O9pSbmeDbYhWpHZbYbKHu62smaAnJdMkzopKTLyewNQfbyZNxVdJKkHNGDddKOm5yGjxPxk2UGi/Y77+7NUfGPJFvTx0MTt/yB3cop0g0EFl/QRaZ3a3EsEDJqekZ2sNx3/K6A7bmQfFJ8a4B75LjuZHtq06yJqXrWSU5XGeOwr0R2rWiqxQ+4+Zzks6uwapVJ50Lhc4yeyONy4O+vDe41CLlc0NBMpSVtTbcR5bvmSO/aq7Y8CeSzCLVHaqgQdEQYatdfaNJn8/Se1CllXxs5R0aMgs8nNV9JoQ8vcP6kkoKVpJnjtJexfNKPLKcr7OWpGvpN12IzqHBHRyRLx8y5ri+x077969kgpM868STP+R7v3ayy9jggPu7n+VSg4ztHpzYyijnN/QXBQ+GZ8bdocqjHcq/PVxi6fUlbwh9qGQzY7btV9CeN3hYujZkOsu1Uq7JloeS9xdUEsk644oZCSTpXTgnlX3mvj0RHvLgAO2bWV9n3uoGZjf5b0JbtHzc0KveB3jrr82wXyPyNSm3SMte2a8g+TNH9QuZVjuPvZ1fbyl8oF7Pcs4xn6KcZLNSa3mu2P+iZmXMFw1vsIwrSN1Xtq50Vnv4ygnXqvUB2nIvyGlIr1Kkg/RppnrWyb67JTQUT0L5/PrGjHb/Jh43dI40JId/H0WwV/1Dzd8ioVfPvzWbSwutHrU1xki2LtLbKOLl7ZKVTna4l5/OWdfp6Xx39eROycyCy96pNO5OtIVGV4/m30vdo2B4Icf5iJyE47yZQbeXX8wb3r78qi25vpxma/zNgt7HzQl8PBnSo3o0vsDGRCDKC4rx26hrFo2QaqUxLv/WikujaLCx7AsrpCJfmrF/+nRrjtL35lJso9HyPmX7vcburcy9Eb2pCG8lZj/EIh3Z8bZWakfFYuPlmJUTSKuutJx+zV7MfHKka9LSK3AGVZJ53zCdNfrOLt/gd6KZa7pvTLlvW/RWXSBSjXF5v+AVqz0u5XEN1V/ms8/LFJnp6hFukd0m5E6RkRRd5ZLLa4dbA5mn4nm1yIypBTc6lPpKriqfSKHjqu5Qpc6hK0d1p8ifz8p7UD1HEgWkd2g4Z/W6ks+ghFUSe5V96TYJ+05RP1UCWeV4bPPLqtimFh6+/Y6Vfh2m8s6tFHdctVZhk6vz3AiffdW4HtO4Av15CvD2fuJL5sHwr7Pm/WLl7kb/4nJbal6I5IGpfNCvoKGnU9ZXsHptyO4FhVbye/DlWv1h6NMskWTFvW++qRwikiyApPMIX2+UGd808k7g+8XDrbfE19lmdnCjcdvZn9D5/pWPK70qYaWaQcWalFhEhqvsDf0VJNdK8X2Uu86/40T6+svVuheycj3zyQonqWIV/v3L427sB5pYENUqf1tnPeLEv0hYUQR1mefmhH7lqDiH+hrK71/JylFq5ahbbbkX5DTUrOR3t+pZJ/3lEHbvK1aOWmfZupKsuoTjSuZI414Iv/d17FX9Qgu5ntCrp1y1vfz6GHuwYNYj9W+2y3WqHT3YYK/P3Zi2s+CmeapGa2h0+SB1b8kTC2DJNHMS7L60x8KjcYytHfMyv8omM37JMQm1dytvsZKd2UWJYQX/kyV8mA5olYBG9umUg5HiKdqRBimeYI7EC7/m0nueSr8Ux7Lhyy1k1peH+6JHb5JMklKLFJKTbGA6OlIwkhejfE1avUJmsMXuFsnmVU2dW/uK2Bn7JY74rd+dT6DOTM/eEI14rZH6y7n8U/8TQMci6bihJJWSCzN5J2uX9sCZv/Ji+FXFva8cVzJlGn01V45/EMW9r7gHNbSSL0OZzvJZkMtV9Q0bN4m96udV+HeKzlMlUOfUzby1TV19dsxu2XngPPCv/2bOfhyFfpepv2HDv38jPWAiPet0aMRbVyrJtBlbNAZL+cdz5Nsb9yfa6z/Husus3yryb2dZ6IpEK+U9ODjj1iBofZpJ7ZVLVo7LzDeVewSTLU34whbcyaO3P6usUPL8NhD73n2TGW/dBM8TWDWDJFo+rvRqOCv13R26IuUWadgb/itIrpXub1FKX39aav2aU9/eoSQTPEVz12d5Ir1VJoP2hIveuncKkuRrtL4e8qy0ROtKudpDVw7/hg3Xyku5/V6Q05BfJcnyp5n6WRe6BJQ0QnsqdU52/8YcV3+O1HeFv4WOvVFlWu2TevXc2aCiDk/LvJzpIN9s141Ip58au/48GSqHQC7H7pYv4Kfwlu04cT/NfkHOf5rQHV5xz94oGm5lS3GVOsZkouoWHMaj6iXyRpJqdco0Es0Ra9mubz5aM+hLSPK6VInQatAJkvQFvz4ZMbue34epXb7qWsPSuGLyNWnbFjyDcskOl0Cd1X1FyLF92tN9imnsyEc9Lh8m2F4dBT6oj08cD5bcTS1PJ7VFinFDZ18t2VVDvG0N/7bwXFWv2Cjjtg6p0Tf6alfc+921SFioqbN8FuQrLbBv4LhJ7FX39b/r9Oqs91QJZGVXdONZo4MzdPbH8ddr9Jg62b3V/5rzOPLUb/Oh0viGDf3+VTCXPkXlzzo1jZYYXRG22vIJn99wi3gQplmHj//a2cy+zZrvt5dc1VyxbfOr/q0SLFmplcaTwVHGdy8klKw5LsHMt9Q8s7/i6X3u8Z1NeoXqgSU0bKub4ASkSH8T+tZA+Li8mfyqEORlpb67w9ek3CINe0NXjlwrtc4eXhE2rlrutDaS6nFlK2d0KU/xs/QaiH72Fz9gpRKP3rUybmSszKJlGSdGuPWBoMFZ+qzTXO0tK0ellaMl39touxeorICEhuKq/O5W3vvy53sUGn5Jcos8bRPfv7rjas9RKBLZ95G2vXLg7Vc74NVbQuklzQr59nMp/Yj0qMq67cWbOU9UvxXeb30HiKvn7tM9reQ0zg7EAK9hSwkaIkp5p7EkSjCcnTqtI4++Q0cfORWStfSi+7C+l+fn8Rw0bvMzhz0B2MlmQSbZo1qgztK+vJ7l3VVGZzKZuSrvdm6vXlNnLbLtjW6mKbvHWwDZbtIZi4JIRpQsv6O9VxX3fsRxfax0+8ZY7TEnjnfT1Uo+hJbOSZ6rIX21xo01C5GRaj9V2nUeGOjnBd5q5Nmmx0bSY5O8bhzVNx4e0wjU0viGDf3+VRmp+dwImAW5Vm0xjeabVp8fKHSLLHnHKHvfyIvq+p7YQNfg6CtHBcu+HiBZoVXEe9B7LySSHG1cevfkqXkmrBXHQVFYRKsb1lolgbxrXjfB8uu07xSTaMC4nqmQX+WvxjTnTb4m5RbJr2oqENhMX3+7u6c4RbSBFSSjPUVT4tHBf+0/XaLjJGgW6MkmRMhY8Vd7rzbq1hagXefLrbqSaF1FW+2elaPSyiQTdi/wa+E05Ffld7f2sy5oHUSk0SpCbpGvdaL7V3dcvTkKuyHU30cR7I1y13XOqzdHHXjzmmz/yqOaaOmpT8tXsKgZqPObQ7w+LNNhM4GfAJraT+Eo8KK17Z5WChr8my+UldSGRHMknix2XJ+5UR/+ujQSSvEUjmeRbxy+2+zPEWhRQyzItg+vB7lC3y6bGcrrKzq19OWzoGVgiGRv31CdQ/rylyn0/is77QTha2mi30hDZ31h3pYDlN2TLexT5qS/1kanLGonGVGyyOtryZtyDfBdld/7Ecf14dTvq1zt/mlS3Pvye1BfK/na0NBZPgty8aF928dNYm+S55X+UyVAZ9rbPDl4ZpQn01Q2nH4G7R4YBxV//Z4wQPJx9bUKnQCN50a7RYpvOhHr59bGE4EJLfGApj6RJQdG5QTd+xor1v8dpP1dFjy/AV9PVtGEiPdg+/Oq/YtPS3LEcT86oPPD3ZQQSp+cn2iwOf8uvaWKqJLgHihIWwX0tsWehYhrsm1cn7nyq35W0hk0409D16TUIrMqRJi98qeK4mprjrrsPUWLmxfx29xHMslTtHVc8yclf7KJj4QV/ZBwqnq5db7qZeeYyQTrKuJq96wcpVZklOReaMHRQkN6NTi6zb6P5Fflsx+RhlSY3CKW5P7VHldnjsKFKe79SDMY6a5L6NVTeW2eS2+fHFMzKNblQ+f9mfUNaj71fGWl7G9WkSezY1b0sfrO2lVkpHaY0d11qhVsnxnLqjVj2xQlaPKjLGv8f/GSm2tOFdxIdDrauItaSWlYkfCtrKoCjvWxnradnSMhm1f6oSomlfuBG/WySvUS+MH2+izSk0wbIMPekn5e74skLFA+qqsGpXLRWrXXW3P72TFt4HhKLstnQbaWVJJ9fVt0VvQVFtEbEKE2BUc1+HsK7w+FuGs8ks5xBzEde2PK69h3zqLA2ZezKq/ZlUF5qpso3pFzjQu9Kr/3dSwKvUMjzG+rvfJZcfK+gp/P0ntQxyK9NRGos3wW5II1+7aNm8RejedVqNIRnipt65nXsr2/aphhuvw1zUaDnsNuqTwZqTjfKdb3r3QCIj03NGfBHjdFpXmGefFa6xcFhc3z5H/PHeqoFk2yuH89cUPiF6fn+HqvxdHuMp1vZ1t62/xKtdK4B+XPq1B75ZJV4/LfafYvRvptRqV2XvccVke1qd5n6ZAfgdYmQdGsyk6/GH1bBYo7RT6u/CqNFv7ckN/d8jUptyiOvfavIPnzSvULuWZYcqhaLZUljlLhWEoyyVOUfsnbWpmnJ+x7z6GQs5J/J8ThbPsa6u9fzW+cdhWl94KchvSq/GkW5VnXqrPq3pdPg3R+hX8X/txQ3r+SoeXj6v1OCWyl+D7q2rgJvfocG6wcP1iw89snGk/yVGi9pTwsD1cbrjTesE+wcyrG87yCOfakKLpP1J/kM48320rLhkCl8oPPSxnK5KdAaDO0prjQOLAaUyXk/LuTJ1NWBk66tKwbQZBgCpVdu6iVlAadY9HOyrCP3jXV7socCcn8idnHRFnEoF9XSmqBDTQs0hPcsgGSu16aSzNRryG7cELFPO/4xTxZO7TXW2Vqq3+x5NtSkM+CXCG5ZF/ftk0bWV+yiO6+jbq4+w63WKa0mRnep5sxzmmCLSZE0FlvNoJaWY793SHbne6gRe2zr2JVGEtv8cqg9Lw6HpzLPvedbsXCr0rvfS2LQu5Qrb4214gbifLns+wejKSVfG0E6SyfBbk83b5t4yaxN8nzKsJTpVVnirrnT2DLjRcvhvpCfNF2aNG/U5zvX8XdHuG5oTULnnGp+A4d87Fm/qLgW75Oqfm2H6CtgVrKXxTr+WOedVWojBcO6XfOc3evzy874l0WYW20SuZPlVCt1PdganE57GmWQLJy3GfGgwnrF+PttROqh+eZI2Nrg2CaZ6o5hxZ7NhuoDBuFyG2Jr7OJRmXM9wRW3CmycRmTX6VS/KGsVL+v5GtSahEv7xfNXvd3nXRdKX6LVp8ZRfHjmX6Wv5wMX+qBN7qUZJKn6EfVhqXVUOUBu7be4izIScqfSZE5288c5WqXrhypUop7QU5DelV6d9MvdslTxdotaz2q0zqnU01DZrFifhPdvwnGjf/blQeFSb6PFPbGH7fv+Pg4fm/0BAElge3Fvbsb6cet73qU/U6tAZ2d1shvRq3Df2rqBQ7UizqfLbGw0bVJ0mk9dOBtaSi43KP86jkyXdve86lzEs6R+/Y4q3M0g0lU6d4sQHKSeUFfEAABEACB80Pg6tWrhmEk3Ks/P+ZAk3NJwAyxo7xuO/3pHGpJUWHMKul3DrULVqkXdT6fcC8byV6096x0Pqtxk9wpvaiz3N7uWQTJSVYa+oIACIAACJw3AtirP28zckH04cUw6RC1vlupwswN64DZC2IazLiUBC7IXn2Pz13k/XaPvUn69jg2qA8CIAACIAACIHBxCZh79fDqL+4MwzIQAAEQAAEQAAEQAAEQAAEQAIGLS+AyROBTAc9CJWuXXaGC+RrTSZvMbqWWG1Sjy9dHflVDfFgT2kca2nPqCMYVZKp3WjrH1fJM+2nOYCDJM1Ucg4MACIAACIAACIAACIAACIBAAIGLnFfffLRQL7Nrz+3DKkvv8AN+VB+qAGkdbvliLkXF2/0f+VWV7LO53os6d48UaHSPLSSDAAiAAAiAAAiAAAiAAAicPgHLq28+WqyMu6eJ0NktHTj46vSt8Y1YM+ho7sLM9QH7XwdyZ6xR94c3XdbopenEeRWJIwW6b9/pjRCX5OlpiJFAAARAAARAAARAAARAAARAgAhwr54XNluig6ztPe3DzRulmWs3wQcEQAAEQAAEQAAEQAAEQAAEQAAEQOBcEyCvnu9ppxbfSTt72iyXGhi5PpoTirfme/N842zhqOqxik4vG/fkoo9Hu3o0b/fNFurbNVdudce9dGNob1z7anVd5NJPND5k7P2imyQ/vt7UtCjWlNHht3vZ9tT9iNvg1fW6GTTho6GYBV+ueMvsKGwRkttY6UVqWFo1twN0VtGQ9bVU9i6AlrXBHKo1Z5H4qgnI12Q4EylJDZ1jrRx0AgEQAAEQAAEQAAEQAAEQAIHYBMirz6UGWXNpwedR68sjF/p20WBj2RfWVn++NJNyumtcPc7P5A953/xi3rg7YftmtaNisfFyzLzEr5aW06+ZLxroI706MJWvU5fNzOuMTkq3kuRJyNMpVzF9A7Vb0uG3KbbReOR5MUF9t99r7N7K3BvREvNyrf5wIPOUK59dZMbUgu/tSbgIN1f88aTWQG6jkWwQq/y0g1olr7x2uBWgsxaNkL58SLFyQtaGu7yO5t9L3aOkAzHXmqtOapCapERnFSpcBwEQAAEQAAEQAAEQAAEQAIGOE+AR+OmVvfz6GHuwQFvElfHFI++GuWpA4+Fqk01mn045W/20z+/8t/rq8NyN6RHT2U5Nv5XuY8bWTuCYqYGcJ5qgtYn8qsqIDl0fmMoU6P3Ie55K+zv1qQ1fbr98qMGZrHW0ey49PZNm+42HwTQ6pHEnxBRm8oE669AI68sYXznKtVE+SN1bal8V8lWX1OZwnZNKRn8QAAEQAAEQAAEQAAEQAAEQiE7AqpaXGp3KPi0PvShdG6w07k7s6R0CR3vmzZeMFd4KqS2vcfXD1QpFm1t/ReOVY0Hu+uxkapdfrcyvG96Af95EfjU6hg71aNmgbj5aM+iVx8pILPG5/uFY/c6yk0/niDS8fcXKCV0btoW08Ky0kdz1p06NQPmq6yydXpyjzhKANBAAARAAARAAARAAARAAgTMm4D/ZjtLpV8i3n0vtbtS7XhG9drLrj5A3g+0dH3h0iQLp8/SigR00blNe/aIvHF1+9ayoDkzdWLxF6QxC1Z3GkihYEFMZwafHPn6do9Hw9lWtjfOCpRfn6Lywgx4gAAIgAAIgAAIgAAIgAAIdIRB0Xv3Am9dCd4nFcXHuh+fks/IHnphzr1byqyPpgqSvJYfX7Vsh934zM7jRKJrl7tyP/KoeoBaL9DqFt0rZkfPmRn1GP0G9RWa1ekJZCflc0FAd1jmpzU7/Np0j0PD11VobIWrLV13HbOWCZHPU0YEgDARAAARAAARAAARAAARAAARCCJBXv3Mkculth7lmPFqg6vHpsRHRRcQYv6yKq1R4fOGY3fKKMqOs6xSx7wTJV2tGtWa2iXN1e4ePRfXPH+00bZnN7WfHZcYGB6xyd/KrislWWJR4qYxkFm9R7f3K/egb9eU1u2YhlQPkBQvslwLd1tnyhDWL8/kQhepstpLSCO8bvHLMtaH6yFedqrfqusJeVXdcBwEQAAEQAAEQAAEQAAEQAIGOEuA18Nlg5fjBgp3fPtF4kqeC9tlRc5zc9dJcmons9+zCyezyjTv+8ang/PNShrLxKUjeTI8vLhgf2W2iX20c2H2frB3aMitTW/2LJarK5o4tvypjpLIoMV++Qd3H2OtUCDAXSVhqcTm9xWsW0lFzx4Nz2edLdvR+13VOr5TSw5XGG/Yk6udfFMZCdLZMl9GQ9A1aOe7akGOVr7pIU9LeWGVvQvHoDgIgAAIgAAIgAAIgAAIgAAKRCPQdHx9H6oDGagLbi3t3N9KPnTcj6h692YLOby8ahZJbCiHQjGAaen3PF5de1Pl8EYQ2IAACIAACIAACIAACIAACHSRw9epVwzCC8uo7OMglFFUVp9m9XbKDHS4hAo/JoHG55x/WgwAIgAAIgAAIgAAIgAAIdJsAvPqOEW4+KvDg+dtrJwV/skDHRuglQaDRS7MFXUEABEAABEAABEAABEAABHqWACLwe3bqoDgIgAAIgAAIgAAIgAAIgAAIgMAlJnDeI/CtzV6zAt+Nofq2b67kV52mZrOWvudz0jti71mbRqckDO3pV9rrirqU/X7mOnTFsN4SevHu0N7iD21BAARAAARAAARAAAQuD4HzG4Gfmi4PHe7xvxdzKSop7//Ir/bi/F02e3txjqCzPoGLd4fq246WIAACIAACIAACIAACIHCaBPh59Xxv094St/4jW4hzdHmw4me5f2u6Fihcp1pSZzlHKt1w/SITwB16kWcXtoEACIAACIAACIAACJwKAfLqR7J1d0s89e4m3x6vl68PnMr4GAQEQAAEQAAEQAAEQAAEQAAEQAAEQCAuAWUEvpOlXDuaFzXe6W980XDGq+64/84vFerbNfuiGQUw0fiQsfeLTjhA5ZHdgPqOFypOpADvG9cOfz9fTm9r3IHKIhJVXa9TfjiZky1U5slAsmu9qakaneU2boMSQLxRD81tW7LAeOSy0pQe3sw7EVnvLIguoVqp5kj0dac4QLLLqu7MrNoaaxZcIC2SlWtDytk7vkHr1itcLVk6+xIasnvB1EjERNwYcm8BNShqIWNl0OLMeu5HS6ATfKHirJhfR457+/tuUu1ZaDFU5w4NXRta0NAIBEAABEAABEAABEAABC4LAaVXb4KoHo0vsLFlkeVeSu9u1K2KaLWjYrHxcixvJsAf7uVLy+nXcjY8MwpgM/M6o/PbrSR5ajPtNGBsdvmGGSlAzdi+MdXun8SZCTen9/FkSP8wi7hLX7m9ejJY4kbVlzP5tcb72jrwvkWDjWVfOEBmUk7v7cXK3dWTO0Ly4Wb2TqVxd6IzLzLEuMf5GXMi8ot5wytZppVqjtSSbYvqy2m2xt/g6H/Ka4dbA5mngsYiM6YWfHkfkrUh5+wqUCOnt/4yn31ezo7qrTr57MtoyO8FfSghLUNYpe/NpdhGo+V9yvZ7jd1bmXsjliwJZ/n8Wv2rR/Pvpe5RMou4l52P7iwEWKS+Q+VrIzFOCAABEAABEAABEAABEACBC0NAz6svb7FS+brpFw2MpAuMvawG7l2nBnJp/dD9gRGSaTu9ufSdW6eHNdwi4+Fqk01mVkaEYrn09LLPk5GqaPbNPp1yIKQIlwWkdvRgg70+d2PaJ9l4oB0FED40H3fYkcxS02+l+5ixtWP2kGqlQK4jOeO3KMIkFmbyLueZNNtvPLR0pmUmWRt6FtE+80T95Vz+6ZJvTWpIDpt9OY0Ww4Puhdx1/grD/2JLk1cYq4GpTIE1l95zw2dob39qgxVm3CSacM5aFpUPUvf8DBOvK7XRkrWh7owWIAACIAACIAACIAACIHCJCOh59V4PwQcnd312MrW7WqGg4vl1oxoZnAiyteLVK/f3I/eP3SHUolrzJWOFt9JxJEv7Vp8d77LUnTfdrXt6ZUAvMna3YnDzayfG/ZDPgp3mUDReOU0SW9QVye18c/3Dvn8MXxs6Fn1QH584HiwNPZ3yALfkx5Us55z0Xoiy4nysWrbrm4/WDHq1tDISItDbV26RLYBuB+vNFH8rYdee1JmFKDbJ2raujU7JhRwQAAEQAAEQAAEQAAEQuAAE9Lx6iaGjS/n6Xv5F6Ro7aNwWueLavj3l1lJEOruzbMWNv3uKe/WhFtVOdntuWoXOnhwHK9kh1K/TN1AuubOsfNISr42b6UHWLK+1r0apZLlFKs4J7gX9KREt/XoOTN1YvNVcMvMXdhpL+6nFd8JfS3n7qiyKqFbXmnd2pXVNTQgGARAAARAAARAAARAAgbMgkNirF0pTnPn1FXLvNzODG42iZkg5dz/IF81OO0H4ZwGgdUyxKxiSX6DSL5caZKz8gScW2tNj4M1rw6z55Jknc6FmPNlnw2MRchaCNRA5EWHjMqlWCpMUkttYJfC+qtUTWkj5nNBIvjZ0LBpIr1CNvP3G7ZYSjArJ0tmX07BQxroXVCur5bqPlbgBp638BXOjPuMtXSHrq2VRiHI6sxDRrrDmbfZ2SC7EgAAIgAAIgAAIgAAIgMBFIJDMq6ei3492mvbmfHP72XGZscEBf8yz9eu/bddU+M/ki4ruFBTdIBeXVRxpZ0SXx1FTNLtVfozXS1841lbFjIWu0xkBTsBCtWZUa0KAJfmQiPH/WTMeLVBtufRsQIi49oBWw+Bxt82BmFQrU0LYHIX0tSSLDAJiZVby5+XQ18gzj/Apr9knJlCpOVHOwHJHFWtDwyJhuHDsjSmvYy+XrJh9GWeteyFeDXxBNJSVyXsks3iLTpqgNJaAjfrwvvKVI59KzVmIsB68TRX2xpSKbiAAAiAAAiAAAiAAAiBw8QiQV2+ebTa098Zq8xVr3p8wT3TTDaR/snZIgfcio7sytdW/WKL6Zy2Y0iul9HCl8Yad9W3Vz89dL9G/b9TFvx9usUxpMzO8T80invvV6UmhOOp3J0+WBIfiB6y0fI1GaH1VETLowFT+eSkzWOHJCGaWe3HB+MhuTJIfz7EnRZEAP1F/ks883rSzlJNZETRu48CWKddKtAqZIyqOGGCRI5kqmXNWUxarNLHy58YrrCqMpbcWBCjKgZ/LPl+y48ZVa0PDInNoy7G/O2S/PlBJls++nLPGvRB/mkNZWSL5dn0fE+UYc62jSPrKLZKrqz0LcaxW2RtHJvqAAAiAAAiAAAiAAAiAwEUk0Hd8rL8VfREBqG3ipdQbVHetA2nq6sEuTQt6l1Q0Cuef6nmYfT1W24t7dzfSj51qduZS0ut7vpZdL+p8vghCGxAAARAAARAAARAAgUtC4OrVq4ZhJIvAv5CoqjvGds3Ofhdx8t6jvy+kyTDKIdCjs0/pD3SaHVWpGMVcggAIgAAIgAAIgAAIgAAIXC4C8OoD5tt4sGCfEjfReJLPPi+7R39fruVxGa3trdmnkv48heH22kkhIPnlMs4fbAYBEAABEAABEAABEACBS0YAEfiXbMJhLgiAAAiAAAiAAAiAAAiAAAiAwIUgcBki8GvGfKFi1gKkPypNrzFz1uan2eUGVVnz9ZFf1RCvbmIO0TKuult3WpwiDVEf3qqk2B1jzlSq5srp0uw3qUQ/3Qsx8PKjDexymPPWqQraIGs0qFVKc17zwEtt2WgIAiAAAiAAAiAAAiAAAiAgCFzkCPzmo4V6mV17vjd0KP5K79gl1mWTT3XdrfYv5lJUVNz/kV+9eIsKNDo1p2e0cviLLX4+xe21xvv7drUIbZuq65XbRTa7ye+IF6X+crEyru+ci0KDbCbP777NDFuN0ldbQzQEARAAARAAARAAARAAgUtPwPLqm48WK/aOHPcBxgtnfLxcByamZjzZZ4UZNyV+INcBqd0XYbp/nS57dsF3wrs/Lac0QqdnP9d/b5n75PXlzOuRTTAerjaH5zKj4sYZGMmuT7IPVxv+6JUwofROrbE7mV0ZSfEWOX504u7q4aNaZCXQAQRAAARAAARAAARAAARAQEqAe/UU9FtZouPi7T3tw80bpZlrN0EOBECg5wmk4r/MqjVfstSdN4VbLj6jb6X72MmBjmcu3qkN3+x3+eX6h1nzybPI8QI9PwMwAARAAARAAARAAARAAAS6S4C8ev77O7X4TnrAGSmXGhi5bm7Q8fOufdnOPO83WziqetTimbdW9qxIX4921cm8JbH1bY/DIDKBrZR4IVb3KoUN81z6icaHjL1f9Egwg4c1LIrF3Jgf2su2p+7rbpL78q5bCLs6u4nKvjIBMlbC3jYabiwG9aXQDLf6AHGOZX9gJ69iLfNL7avrVs42XYqwi2vNYHPb091eOapZkPW1LJDp7MymOxE+XPJ7IZyrzuwH2tu5qWqXVDvZZc1Kqw/f/i9BOvC+bHDAfSPAcqlBxnYPTrqpMWSDAAiAAAiAAAiAAAiAwCUkQF49/7XdXFrw+cz6JETmrcHGsi+srf58acb9Ka9x9ThvZt7u5Rfzxt0J20eqHRWLjZdj5iV+tbScfs180UAf6dWBqXxdpPJSyPHbJStJnoQ8nfL4GPoW6rZM35tLsY1Gi3e6/Z7mcfdu3vXjyZAhq0fjC2xMBFS/oHjmjbpV/EzOaiQbRCM/7cBkbHb5Bm9j5j/vG1NaZQXVXMTsh8wvd+krt1dP7pT4FNeX02yNv4XR/5TXDrcGMk+5ztlFZkwtmG+atGYhpC/vL9fZUq96NP9e6h4lSog15nzkq11qmnr2JTrrQ4vWku+us5dVd3e9WuU+ufdf5EblPWuMsf78rWjjozUIgAAIgAAIgAAIgAAIgIAGAR6Bn17Zy6+PsQcLIqN+8ci7Ya4SwTNv2WT26ZSz1U/7/M5/q68Oz92YNjNvWWqax/caWzuBY1IgsSeaoLWJ/KrKiA5dH5jKFOj9yHueSvs79akNX25/kqHKW6xUtmIoCHIh1L+KRkPEZdjvO3LpOx1zvcys7LD5NddGxpr9XHo6YuJ3YSbv5GxPz6TZfuOhWDk6sxDWlzG5ztbslQ9S95baV6N8tSeZed43XOekkkP7567P8kR6KxmeQhiKq81XXRsNgkEABEAABEAABEAABEAABGIRsKrlpUansk/LtAN8bbDSuDuheQgc7ZlT5i0rvBVSW17j6oerFfsMub0bRcP1GbhHkdrlVyvz64Y34J/bKb8ai0QnOrVsFDcfrRn0ymNlpBOyuV/nVv7zSUxKQ4R22yeQ3d/vjLbm2gidX/naiKqC2FW2PxFnwdtXrrM9AC14K10ld/2pU9ewsxbJCfjsZduLbppJyImMUYFa7UeX8hQ5sjTB5Rc/YKUSj03wxdXLBLfE6p9UOrW0YlqDbiAAAiAAAiAAAiAAAiBwIQn4T7ajbdsV8u3nUm50d/esFpm33gh5M9je8YHJo6jv5elFAzto3OanzfuS+eVXu6e1XPLA1I3FW5TOIFTdaSyJggWnoEwCGrxW4t1VdmfZyoN4t1N79fL5FVc79vFLizYL3r6qNdkxhRMK8ts7uuSmmdgZK506QyEllhaX/3SJXirRrKXHRjS0b4veN9/y+OrnaYhBExAAARAAARAAARAAARAAARWBoPPqB9685tn59EsQpa3dj6iAVf7AE3PubS6/KmLIQ/tacnjdvhXyKzYzgxuNYutZ2fKrKtvN6y0W6XUKb5Wyo8HNjfqMN309qWxF/1g0+KsHereSnXaC8DulpXx+A7y++H6+yPdOebK4I8yCr6/WmgwBJF/tnaIq5LTZ21HpocLMJZ0e1RlNpHL4auPxNxG+ivo6YtAGBEAABEAABEAABEAABEBARYC8eiqBznPp7ZpYNYMOmv7Q2ZHzel9UAHzhmPn2cs1o5/r4ohskX60Z1Zo5bpyr2ztcE0rifbTTtAPvm9vPjsue0F/5VYXNCotUxJTXRzKLt6j2fuX+aW3Ua9GwfE5fvAM3RdCgdysCNYXiN/hbm4pDXmmtpEHw7JvzSweYk9fHDz8XS4WXjl+LVh29vGbXd6RigWaKfs6jjHQWwvtKdVbAkK/2JCR5X4W9ScSLwv6U6tJ+DEF1x7mXm9uLh0v76fUlf+xJaN8UFUoY5gUdxXTXjPmiwYsseOcoic7oCwIgAAIgAAIgAAIgAAIgYBHgNfDZYOX4wYKd3z7ReJKngvZ2BG/uemkuzUT2e3bhhIql3/Gzo4Lzz0sZysanIHkzp7e4YHxkt4l+tXFg932ydmjLrExt9S+WqDqaO7b8qmx+VRYlXht8o7iPsddP0YfRoJFeKaWHK4037Gmy6ucTDfr3jbr498MtliltZob3qVmAjxeVTNDsO/NLVd/z706eTFk52+nScniESNDAhbH0Fq/vSIf2HQ/OZZ+3eJtUfDF8FiR9pTorAMhXe1R6Le1V9oaIt7zu1qMNx1vDXoK7f1RtFMUEkc//gF1b34wS2E9FB+hIhTXxYJlosLl8lw+hSAgY3UEABEAABEAABEAABECgRwn0HR8f96jq51dtql52dyP92Hkzcn417U3N6Mz5olEouSUYAs0IngW9vueLSy/qfL4IQhsQAAEQAAEQAAEQAAEQuJAErl69ahhGUF79hTT31IyiYHI6zY4y1bXSj09NrUs2EGbhkk04zAUBEAABEAABEAABEACBS0sAXn3Hpp6KyfNY5dtrJwV/skDHRoAgNQHMgpoRWoAACIAACIAACIAACIAACFwgAojAv0CTCVNAAARAAARAAARAAARAAARAAAQuDQFE4F+aqYahIAACIAACIAACIAACIAACIAACF5QAIvAv6MTCLBAAARAAARAAARAAARAAARAAgUtAAF79JZhkmAgCIAACIAACIAACIAACIAACIHBBCcCrv6ATC7NAAARAAARAAARAAARAAARAAAQuAQF49ZdgkmEiCIAACIAACIAACIAACIAACIDABSUAr/6CTizMAgEQAAEQAAEQAAEQAAEQAAEQuAQE4NVfgkmGiSAAAiAAAiAAAiAAAiAAAiAAAheUALz6CzqxMAsEQAAEQAAEQAAEQAAEQAAEQOASEIBXfwkmGSaCAAiAAAiAAAiAAAiAAAiAAAhcUALw6i/oxMIsEAABEAABEAABEAABEAABEACBS0AAXv0lmGSYCAIgAAIgAAIgAAIgAAIgAAIgcEEJwKu/oBMLs0AABEAABEAABEAABEAABEAABC4BAXj1l2CSYSIIgAAIgAAIgAAIgAAIgAAIgMAFJQCv/oJOLMwCARAAARAAARAAARAAARAAARC4BATg1V+CSYaJIAACIAACIAACIAACIAACIAACF5RA32//9m9LTBsZGbmghsMsEAABEAABEAABEAABEAABEAABEOhhAn/4h39oGIbHq/9fSif/zx3HoL4vlz7z7/650/HqX/3ZX/sXfyb76Y+/P/XPX3WE6L/xn/7G1/7qa46o7b/x2X//v++M5I6od66EfN+9X/nKlz7rqPRbK2/+3NcuAqu+vu/74t9+9ye/8FnLto9/a+Wn/+bXXnXGNBNaN1h1T3L3Vl2gzrHXVV/fj//tZ/Nf+K2VkZ/7WqDOsSUnJNDX96d//lPf8RdffcqU8/Grby6/+uPfb1tR1Oy//VTqs59880c/OdEfsa/v0/+Pvu/6K31c+Mevmsuv/mW7ZH1pHWnZ97krn55iV/41S9gnv/vq219hn7TbS83+E3bld1+drOneXH19fZ/6T/s+5Uj+Z+zb668++QPd7qTQlc/1XfliXx979Sfag3aECYSAAAiAAAiAAAiAwHkjYHr1/gj8vpFPb//9fvFHLv1501hfn//tP//hPyc+n/3s39jW73YpW/7ew5+idzf0efPLX/34AhH43pl357/AfvPLb1rW3f+lTrn0FwhSF03p3rrqnmQFjj7GPvnmX/vk//7Rb/9fY5802ZXv+rt9n2nv8qN9qc9G8E+5AO7Sfyr9V9gfkfCxT4yvstTf/dSf+l5yWs/2Q+/D/uGrP/mPX538R5/88X/B2Of7vuPLAQr1fZHFyOP6xJXM3xN8x3/Sd0XDXnodcGXmSv9/fYXaf+rzccY9W6IYHQRAAARAAARAAAS6RCDG77FomvT1ff5b3/M738z+hKRb3z/9ie/63/9Cpzbqo+kX0po2DP/ODn3+zo9r/NbsyIgQ0kECtFH/l3/os+y3fvXh71kO1qvf+70Oyjcdy24ENXRPcgfNbxHVizrHoPHqk3/x7iffMrfQX736F8uffJtd+c5p//Oh78rVWdb8+xH98X+ddunZHz8QO/+vXn3rf3z1zf+VpRbEvv0Zfl5945M/+cYrc3P+1R988m16P/r5vk9/zmdb3w9e+Q7Gvv3PoqlJRn7iSn71yS7vfiWrFkId2a+Ltwz/8auog6qlowUIgAAIgAAIgAAI9CyBrnv1vUrmiz/8Ba76F35y5nt71QToDQIgcIoE+vr6f/7Kp/7+qwiB96QdbdTfvkIO/CdVV9VvHzL22Sv9Z79dL6VHO+ef/in27V+PGJkQIvOTutZURQrU15KIRiAAAiAAAiAAAiDQ+wQUXn1f3080b/Gddr7lnv21b/753+F/3/OLn3h2qF5991yTduPtS9/67s+bWMy+f3jrv2v2M3b1b1kN/vzv/NGftRpQOr3zj9+89Wvf+s7WHa6+7/yJ5vd42nyPrw1ddVW69WtNe9zkk0I7vTM/+YWPv7pCIemf/aG//H162/XW9j7f3f++e3/nV/hOP31+xbfb3/d9P+5e4te+T4CiTGEeFtCuOb8Q9O8tLR0J3qFpYKdZ4LiaoCR9+aVf+RXbVDKWWxsyqHmV29sRrVpA3rMlmyyfPRO1Ar4wb80Cn4h7ynl0ZtAj3KezkO18uETXFjO4gyx0Z7jVXglwiWS+QnzWBpCUSJbMkWDls4KPxe2w/lE+v3Kd5atLLtl6gLi3UQSSbbjaVp25RISRmrdAYLMBRq74t72u6I/2fddf/OSP/pvIQj91g7rYUQD0n7RdX/+E/v+VgciifB1oKn/l79CdETFyIGzQ6/yC1/fu+3IfpdP7EERX+MoPXvnUKPvkV6yggOgC0AMEQAAEQAAEQAAEQEA3M/G1P7m5xI4XKU7+6kc//+nP/KV/eWPS+uX93b/4Lz7706+++fN/ev/7r+7/B3/qm59rfva/a343/x356tWvpfb/Av1jivau/vDnqa/5953/9HetviLwnsv8+H9un4q+75z7lwN/61vsxZ/66PvNZn/648fOSwjz6p/88WMal1/6v//gW/a4HZjV76Xw7d/61bVf/59+U7j10XbrPzfzy++y37gvMtVXfuuzX5j/2190vJRf/sr8Dx3+6pff5MneX/5q/QvzXyE3+NWr3+MDZT9Hbqfln9uR/zdvfPbjwwNtiz4387d/5g9+6aff9KfIkxcTOK6OWHXfX71/X5jDB2XcWjNngb8ZeXf+S1lKbLcy2798//5vHPy+M6hacrh+5K58hcteIeE07spvZr8kSPJVJ8LBLQJUcc35/BQF4+ttKn7hJ9/9YUGRJH+V3gy863jvbkb3ym8FaxfeV05bIllJUj2PIXPEfp/WXev65kEqnswFFtaXMTUNuWbhknm/7E9aa7ltFuRSk6wrNUm7BZXE+9IV9vEnf7RlLyoee3+FR9HrC/G2/Jh92/s/q/7/GU/mq6/93P3fuPGTX3mW3LenynmUx/7Jtut789j7z7M/+Uo81ej50Pcd/7XIkP8pxrZfUah/TEHoBgIgAAIgAAIgAAIgQNtBWhC+6w328b/96X/OvfFXf/Rrn/kmY5957RV3QT//J//qX2Inv5w62iDf9NWr3/3U0SL58N/6V2fpqpbk8Ebf/td++tvsf/5TBw+u/JH1g6/vj37N+W9+9Y+tcUnGlaNnn37FvnXNeteQcOgv/gzVN/8NKq72+2u/+lvss1/6Gcst1xL7hR9i93/64dd4Fver3/vab5D3J9x1+p9c7Mdfvb/266Z7+ftr/OIXfpgL//0/qLPP3rhJ/0UvFNjH3MX/Xu4Yfy7L6n/gesIKBb5w4w9+6W9+zc4kdxpLxlVaJO9LBpKlpjnWu4lwib/3e7/n1S22VmYkBbNJ0ri/vnafoiooWUK5G6+0lzf4rV/9qZ8jTelDkiMugCR9tZTjjVpIyvtJ5ogMJPtofTvFIyhagTv1v/HrpsxI86utvp7k+q/+XKxZUK4rstosEEnveSLp7DQWxe1SVDnvP/zkW+Y/8n+58hmvkx9Pcsd7/d7Xfu6n3/yy6duL2KA44Qm8ZP0UY7/76k/+B/tRTP/yb/mc/Kia0931J//RJ5Qh/ye/wthoX/9/dkWnWl7UUdAeBEAABEAABEAABC4JAT2v/puPP2271j4uqX/rTz7DPvXNf0guveUGkGP/zTr7zBvfTiUCSO8LPqHy0t98diVof9W62v/T/+LWPzJj+P/w1t/6VtLXCJbCwrH5+Ku/xB2bV6+EW/6FH45QM8+7z+lhYLro9IrgK8+emTHcz+j4LqfBwaHpyfMogfqvkqslIgQibtXTmwjh0pt+i1nLTTGudJZ0+orYcCsu3XtCnukxfizsbd8q1JEcqhpnxD7+zf/J2Xu3XihEjqrQWaJ8YuJ+kvR1x5ST1NEtbI5431//pa9+bL5Z4p/vFZknYu1bH1lfnbHD20SRrEsy0brSM8esV/9vfmL8h56D68xyd1995dtv15Nntfosj+d3PyK8X+tjlfX0ZIaYRT6dzrR+TN/+y7/KfvIrXyHf3klX0RnAPIWub9d3hlzfv83Ppfv2/1dHgKLNJ9/45Fvk2P9r7FPu07ADYiECBEAABEAABEAABC4VAT2v/twh+Z5vkc/vieq3wvvrv5ZcU+7YCOfb/J0sPO+O1MwjF532gT0x4WZwuHkot7VZ/73UiHZKf/03hFtPwdDkvGpv1YfYLh1XwUvRl58cPv8l9pv37ZwCnwdMAcC0J/plCpBn1lahJxE9iVbJJ1lfgtAz5idJX9+QUpIK5RRzJLI/zDAH8+AAyjxxXpfI+8akIrpFlKxPsrvryjqCzrNLb0LgTvirz8xe+Vf+x0/9ma0r6b9C79P6vut//PR3t1TIDyHGa+OxK592auPRKFn+YPbWzwuFTWvDTTOx/6tTpzNYB8sfubv0lh4ix/47/qs+CqH/zH8lTp7/PP/vlgr5uivkY8bLCPxZ3eZoBwIgAAIgAAIgAAIg0EIgmVff/Iff8cfs29/1bznx9rSL/u3vyrI/fvGpZiLUFMx/hRJUv+tNb1k+RyJl7PMsgJCrSQY2HZuPv/pl54eymaGtXzMvbHTVtr+5Wf+Xf/gLIvyZ/tdnb/xlEX+vmw0eMrBqXBkteV8KaqCUAnpP8XMPrSD8QFm0Ufjw5/hWIZUR+NK7VpB8Eq1ENrhvRqxz7DrwBqTNgu/lARZRSht4JCTpG4QykKR8tevMEU8zMcMcePaHu1Gv0zfevRZZsjbJROtKw5gf7aNT5Zt/rS15fuuT/4sOsTf/6MB5frLdq2/+6Lf++SONUg5UG+85HZLnq43H6+d9/MmJeYpewg/dHd/343/nl5995Ss/yX71y18e+amfM/ODdD5UD49iBtqT5z9Z48Hz5p91yNzv8gPnvvUHsRT+rMgE+6c6GqENCIAACIAACIAACIBAAIFEXj353t/xf/7PrP+nm9cnzTT7b19foor3n/4/H3hj8k3/vL3EvXxCPvXPfvlT7C/9y5u/8IldG7/vOz//yXda9fODr373TyTN57fq5Ln74x2M7ubBzlR87Zf/tlOVmv/e/nH6X7xgHs+s/9KXyKmnfH7huH7hS5SGH6FUXihOybjKe0LaV8RFU3qCKLJNAdU/Q5HxIo+APrzIOUX62vW3v/eLf/mHKOrB85IitlZmRDrBenfmi+YO8xdn3uWvFzybzEq7ZA2+8JPO2QS2YO14iSR9Q3RSkpQaK5sjsyN5wr/0VUbFIygjnXnyGsS7pdD5TURYR3Jcksp1ZRekjFwDn9fD62P/6yf/Mp6zTTvw05/+M7SZ//+68ukWev/41Tf/PvvMbN9naLuemvFa+qy5nCCe35Fv+vPv/jAv0Un+PBXB0J84sx7eJ/8wZnV6bsl/Jurh/Ttth5t8ru/KD/aZifR9n+PH47F/xr7tKUAp6auvP1qCAAiAAAiAAAiAwOUhkMir5y7BP//rf/rjX2bf9bcoxZ0OsfuX3/UHqY//g9Q/9+3YfOrw5z/9x59rvmblwNM5eTp8X/3R6p+q/nzqjz93MmAnz3926Y/pkDzTFQm6epIsmZ/EOnXyvBrGqZkXZCFlu/80VVWvZ3nlKjO1/t13f/JzVlOKuqf/Mt1408mn/5U8/p5Lk44rnwtJX+5d31/5rY+pkD83590fZr90n+IaePKCdWbYD/3ku7alVPu//tWVL/9NN2M7kVZf+zlenv6HaGT6WLI7FXXMfus3f+OH3xWFD75iKs3fs2h+kvSVDCElKemnniPRWbxEmp/P0osR3/ssxfxqMmlrpqMVFUOMNwtJ1pXcoB9llPbD/mIfD7O3/nRj7BWkaLv+v/m28ffZd/7dK/8KBfB/icIBvh3z3YF3JEq5N/15sT2vvYZtEX2v8/+68lM8tN75ixlj3wqAiu31WQH8/0kfr8P3n2u9O3C8fW/YP9cNxfbi3ozoBwIgAAIgAAIgcDEI9P32b/+2Zcn/UjpZZJ/+oOgt00SB6D1tZ1/fv/ffffxfsr/x2X//v4/8o7anDYfyMQhQZPjfphKGVPvALHYQ5ZOkb5Rx0BYEQAAEQAAEQAAEQAAEQAAELAJ/+Id/aBiGf6/+1c63Rv/Kifj74//P/9G7qP6N//Q3/g/x+fjj/3K0d82A5iAAAiAAAiAAAiAAAiAAAiAAAiAgJeDx6v/NYv/233f+PvPv/rneRfe//ec//Oc8H2zU9+5UQnMQAAEQAAEQAAEQAAEQAAEQAAEJAU8EflCrXo/Ax9yDAAiAAAiAAAiAAAiAAAiAAAiAwIUk0BaBT3n1dvj9KUfgv/qzv/bNP/87ze9uLZUcm7sTgW/G4f+//72OSY6tUmc7WnW8/86Pd1YspMUmQHW8voOqds1ctJUWG8gpdLzy74gS6z/YeebdkxwDi6mM89dir/xqjOEuUherut4p3pXnauVcpKmELSAAAiAAAiAAAnIC/rz6vpFP20H4FyMC/7Of/RvbWAIgAAIg0LMEPvkf7JPh/wv2SZsV8qs9azQUBwEQAAEQAAEQAAEQiEAg6cl2yqHoEPtvfc/vyE+z6/unP/Fd//tfaDkPTym54w2cg6zNY+daP3RcmzhguRc/2Nvv1Kyd/u5fpzS/eHJMh/ZPvtH54y26IRkr5+KtwHaLurFyLgM32AgCIAACIAACIJCQQNe9+oT6/f/bO/uYqs48jz/nXpBrK6XJVpgM4QJ1SdUAZnf+WaptZZiYxpex7WZhAmwrycSAO2ZXE2psoC9CNC1ZnQ0TId1J0Im6q5uZqa8xZhhoq8Nfm41CsA3rgJfQLNjd9FJbLy+Xs7/nvN1zX87bPRe8yPeEP5TzPL+Xz3OO8fc8v9/vLOV0+oz2yTrqJMCvykr69Dp9MP5CY2Wl8qu6k1/Y/275UtoNXSAAAiAAAiAAAiAAAiAAAiAAAiuVgMX36isrf/low7vzD49kj//3XEF7KNvPQc18/tS9f/KoIa747MGZ5+rnsySEM5/7vv7XjG+G6I+C8BqfG3e87f3fN1f/Dx9A5fTf/YUkkP8l4Bt9PeNR1LGbsPq1R/l75rPUMTMB30RkDN2dW7tHMUkMZHzV4pP06q+kv1dPh9tNZ7qr2YXG+q6YYH79jn1v1VZX5Et6JgYunDt98uoXls9P/PfM1+87Kyug3QLtbuPNQlX4xEBH22GdZGH9vqOtsl6udXxzc3VA+bK6sH5HU2vt5vx82Sg2MTFwrv7wVQ5TkRxnH+1X0DaF/Gs+Xe9StF5L14wGKAwDHZXv3GtSTR/oqCTDbNLQTySnO+rfuao+dYrwfL7xojliaSo/L/2V4BkS524L3m3Ms5bPWDgryue9niZPZimb+4W4oNu+oSne9wTvpDjbzfjcOB0LveLc78gjRTIN8zYK3lJp3AM290FEmudFj6aUboVviPOSXjtzzV0TCgXvdlWpziPF+LUs/JE4fz9K10yX8q4ZzbWEaTJAKPRkvM3Ej0ShQSDIpD2cL2TUMU80kIQSzNeIL9Mbnkzd9yo11/QkE66vpUd2JButbwxGWt+FG8pzpXhk8ORws2n5GgRhLVOeLt1c/SSZKlMf1xh55nctfXc0QFsj7SmS0clrYbmCksuejAb1BRyi903w5ikvi/6N014l7SW1ZBUluVcUy/nL6/Jpt/TIzpOT3DPpaF0wGARAAARAAARAYAUSSPS9ekMMz8+ta2fTLZQnn/3nIxmrXvq+YLc8Vnj2X77LrxcfHnl6+EfZw28+9bAwlP8bue+dKH7iG/5r+qVvhrFvj9Bc+UcO6flcKfGey5z4PF6zsPrg98XvzrPPnvrzj+RhT0+c0mIq+e7c7CnSy2/93/15Ve+irqWw41h3c7X/Vged4dN5fsctf3Vz97EdKcrMr6ht3XL/dL0k+QKraG6lpH+F1fp9tMmg6m27yWqrlQhedfdcW1slTyvgWQYsv6L56A6pXkAUrx7WUg8GOpS8g61bdSE9SW7ePH5OzkpovBCoSKFH3LrCpqNvSV5J6Q8OrsKmM63sZht3qrFjgPu03cFsk6GlgneTGP5AnP2FONfLPHVCRqHE6hqvW/a+Hj2zQvBSXHqNSIpz/7BAU8IPGBsSKfdb/qGQXjeBbwGw2/zu7EfiwlqW2ajcFF70ZNYxdkekXQOu9w7z1gnRnc8M55p7LYVzgjDJJXN7JI9kyWQzucmdelvwSM+D0Cjw0Lpbtcp4rnvUFKmGe8S5IUY7Dhk/EOepLHwt81bYE2ywRjQ5Ukl+1kCU8Vxz3daSKfhMtL48EG2Q4lJpCfgq9Ihh9Wm39eTcEMPSXP6A0c5FnbJe9mCl5SjjVVA2IKQnlvs7GdmQinqVGoWFa9IAeuP0lzErRbL6loVpvaSdO/kyeVNsEXwcz6QtwzAIBEAABEAABEBgxROwl4G/5mVGh+TSSbj46JNVDxlb9Tw/kRFK5557ic2c8U1eFOi/ruKQd7KFYvj55w7QXZdsw2vrw4ySAk541AN84dEn2p/53VlFLynyTPZliGz+GWWvwaVqo+n8fLi2gk6H27qu0QE+Zexf62qjSLWitik1JfcD5+rodF6RfG6A5Ve/pcSx29+iKH7gXLRezU7xi6uULyDnFJBVf7zlIHrmklWPaPqXXTcHGKvYkqL4mSRWFNw//Q555XhRKjaztno5D4Ic5Gb5CzXOWrmE/YP6iAF0Vt/Fj9D59Xsp6JXcFe8vhIeYpyoSUPEzOgrFh5SDbmsX6Ii+RzmBF++LJI3lcWk86tvGj+7Dv2eaXopVPNt0wZvBXEulwnZ+Bi5L5l5IHnk2KfPIRR5OM5b5nsBPFEsZRdpaMoL5XEvV5gPosHpBShBgedw8FnDyDBiskS2T3Mw1V2B7jchxxXcbFtOjQlkbyvKJ4sIdG3PSf4jxKvCnjrFwd9S7EOtQKaOQPp6hOStFcvRbpkl2+7S7ea7czE3/tYaFIAACIAACIAACj5uAvaj+4amY3HjFbN+2uVXM+/AGhfTyb3hg/zDAVr0c9rnyjPYLFlYx9rBPy/PXi1PuZtV/t/E/6ZN49PPtxgSp/q4sSDj5hR9vppTvW3/UcvKVEDp/849fSLm2e+NqbE67CYVUhTBwU8s/j1dGdQHHzp6VO/x1x57jG9qmSM6v7u7rk+f29TXbPEy16zCZLYX0chwu1wXYugbOUW2CrZHuBom6k8CY43rhdZ5yr51sW+sxiv/9PL964U4knKZgmwdvlHSt1pc42DvQ2UH7BZ48LifzV4L88bNVcWUCtFsxT8faNKaKlxvIqfh02Zlr4jJlH+i/uCb/WZ99IDrYXLJAq18j61WIHuFmbqwug/XlORE3eCYCrUJmk8cjpX44uqg6I/N9hae+vsCREKeDzVfQcn0dqdNWQXnqhqLqXBKIogHSg8q3pd6P6oloxMpcssunPd5CN8+Vm7mOsGMwCIAACIAACIDACiFgL6pPOxh/OU8xvy6rX0nvD3ySdpYmb9C6gkiOvf7PCSTyEv3manarTc2itx9OSZJ1mflKiv7hq8kbvtxmUrytXfy4njLYq3hOPj9gpzC41yr8eNz+cvt1FQFKaYBaNi9bJ/xAtVL7g/x7G3ON/BP/pNQgaMUIi9SRXrEzWc769U1WhvU8okEFGnMf8Q1OqnfIet8jl3XYuXgOhVqdIddQLM1lvoKpXV/9KrhZEXNW5pLdPO3xK+LGCzdzl+bZgBYQAAEQAAEQAIHlRcBdVB+6kTnLwmu2afn2dIoeXuNns595Q6440Jm/Z5axNZULiTL5qWKfVwEY3HWl2Hzylzy3nQ7mtTxwOutWju+/dKZWmWgy6QV+PD8xfk8aIp3b6/LPGYvE+dR5TkrP7zh8UknCt28KVd3LCfdyEf7juqxpLJ5lfu74wmREgZaTLx/U89Rx91dApNM5T3lUbr+nnOfkLwRcSeenxJTnX2pWhk3lxHx7grqsSfUF2nG6nbmujEvV5Lg1ciDYzVwHapShdLw837Uwz2vFGVXay70MzC9584j2ZahBg75No9W8NLrPj8HpYTa5oleBn1RLlSlOfbBkFS9Zi59T/LS7ea7czHWKDONBAARAAARAAARWBgFXUT3F3plff86y6kN5u+Uy+3BeeyiLZXx9Qp+TL8fn86ud/R/O++CMl730/bpfLqgThdWlC6vl3uIs8d1nX3Nfz2+y7pRD3iVVu7c2bafAnmLR7U2tcr27jY/eRSJzqX9762YWd6JeUXtsx3oygA9QBPPdAjXPn6rseaI/taw/eqZWS9xWYn6KzKXWerxFP9UJ0B6AriiAJNyn6LFii9Z+T3Pz2mneGaD5zFF5uiR//Y4d9LfIelH7fSm5/2z89GRfExs0TEUTIs0mxzaUKpGt1ORMKvHVhe78f/90WEpjEh3U88x52gIoVRrs2VQtZ2hTDjy14pPL7GnLgPp48cpze59L5BX+UoZ25hux75FcNcDL5tXDYeoT7nlRbY9HE6lxOjXq/5ModvPGY/pObOZzbXq3KMNM18hCo5u5STlDwDPe0PGvoH8LGZuMWlyTJ4fHorQvIy0f/1CCFCFHSjOSMmmxJ2nxs9yyPsE/7garoH8X+L821P8/4XQDB0xYaVUtckdGvijU2lB3uX3a3TxXbuYu9lpCPgiAAAiAAAiAwPIn4CqqJ/fFb/7x6YkzbM27VOL+7cbffL/mvm/iTd83UeXQ3vEjGbOFoeeVGviH/tfscBMfHX9q9IhvtnCmWC2ez2+flb+fx5v2Jbg7466Y35ZVVw/z9vSbm6kQva+PescHLnQ02qkV5zsCbRcGGK9g7+trLaCW9bfiFA7curmlVSpu75YERz7kRiXpjRcG/M3d/G7rlps0O9JhmyR3DExQ63peG9+6hZ1uo27zvFaeonBNx7V3aIyffinXz/cf26GQ/OJkPbkU8Neqt/paW2sL7cBIfowtGsmLt5o5xMKbeBU6laALk4yypmNCa/m4Xm5uF39RbLzwQMqylirJs5psbVfxDG0qbi8XqPSa9GaWs7DBJ8qsrI+9z8vm6dNxdDismrSK+rFLmfZyxMW/5Cc16tda4vMtAPkTCcZznZqR4vFWa2Smzs3cpN2gL6ip/Hk6PW2jqB8a0EQmfHL4olD/wgcsU5ru3cTbGdLmC0mL38FJ2rrUTpRslvaSpIdZoKb08R3+jFeBvwu0cVYlvYMNAjWY5E9n9CZIQoMtWdFXDLjkOkUykYzqmuHyaXfzXLmZm9rFgzQQAAEQAAEQAIEnkYDF9+qpynpZe5309+qX2Ov477cvsQGW6uho/Ez35luN9UvTwc7SnuQG8BNv6Xv12verE8qhPmGr6iLfsU9OF2YlR8DmGiVeOHvrm5xhmGWTgNMVlPee9F+Vt6loyYY59UhvmJu5S+YgFIEACIAACIAACCxfAom+Vy/2z1f97Yz0M/sfXy1f3/7qvZtfSdfExD9TySou9wR4+3/q/u+wfYB7vUsvgSfuSl+zo5T1pdcOjSDwxBOIqRCRq1HC1554v+EgCIAACIAACIAACCwWAV0G/t/sz+r9rfaz6u9+uFg6F1/uf32w5Ye66+//DeGZK+h0UN9azS602Wkf4ErR451M7bV5SvDbAg/p49KnH69t0A4CTxIB7zZeiiJXwVAfAaqC0T64+CS5CV9AAARAAARAAARAYGkICNPT00ujCVpAAARAAARAAARAAARAAARAAARAAARSRSA7OzsYDLrtlpcqayAHBEAABEAABEAABEAABEAABEAABEDAKQFE9U6JYTwIgAAIgAAIgAAIgAAIgAAIgAAIpAsBRPXpshKwAwRAAARAAARAAARAAARAAARAAAScEkBU75QYxoMACIAACIAACIAACIAACIAACIBAuhBAVJ8uKwE7QAAEQAAEQAAEQAAEQAAEQAAEQMApAUT1TolhPAiAAAiAAAiAAAiAAAiAAAiAAAikCwFE9emyErADBEAABEAABEAABEAABEAABEAABJwSQFTvlBjGgwAIgAAIgAAIgAAIgAAIgAAIgEC6EEBUny4rATtAAARAAARAAARAAARAAARAAARAwCkBRPVOiWE8CIAACIAACIAACIAACIAACIAACKQLAUT16bISsAMEQAAEQAAEQAAEQAAEQAAEQAAEnBJAVO+UGMaDAAiAAAiAAAiAAAiAAAiAAAiAQLoQQFSfLisBO0AABEAABEAABEAABEAABEAABEDAKQFE9U6JYTwIgAAIgAAIgAAIgAAIgAAIgAAIpAsBRPXpshKwAwRAAARAAARAAARAAARAAARAAAScEkBU75QYxoMACIAACIAACIAACIAACIAACIBAuhBwF9WP9oz4ayZH08UZW3Ysic2hj2sGC8oCvbYsSuGgRHr7A/6yweb+FGqBKBAAARAAARAAARAAARAAARAAgTQh4C6qL27IrRmeOrmsIsblaHOaPCwwAwRAAARAAARAAARAAARAAARAIM0ICNPT02RSqLdn6sT14O1h2Tzfpt25ne05xXaMpaPg/axn0F8VP5jfCtZ0lnVsVe+NTe7cNbVB/xs7KlI+xsRmriv0ccv4pYuh24pe36aN7KcfluwtSrkdMQIXR2/8Kiy2H5APAiAAAiAAAiAAAiAAAiAAAiCw6ASys7ODwSA/qw8214w0XOeB6/hgGf+5XHBgnW39W3NbNgZP9IRsT0iDgWY2UxL7SDvL7ZRRSDQ6m56xzyNZ9x6X3mTtxTwQAAEQAAEQAAEQAAEQAAEQAIHHT8DDelsC/z6c03Pev7fIp9hT5KtqiD6opzP2MioUH/l4LN5k396mnDvHp5KoIR/tn2zm9efKz86aQG+0fP0Af8xdySReLj6mCYnUsVtJNrZ5LHhp2Nfyc537Rb7irXlVRYrjJHlnzQhVqstmc5sjSOSyduXHWccBK73kprG/jvTSJs6gHqapRxyvkd7elpHmnuDy6qrw+N84WAACIAACIAACIAACIAACIAACqSTgmTxxkW06mJsgf96+muSO68cm9++fuvuqmiAwWNL5Yc7zavBMyqmt3Sv7p0ua5AElLSXBPbvi+s+NTjb/2rfvPJ2o527SDLaSzAca2Vzk28BC7Ydi9xf0MA58WBBQjvFz2XCwoSWo3vXtJUukW6d228cnjbShlw9L6C+zrXcs2FwWuFvi//S8X9unIKnGHqleJNJb1V7w6r2pV8oQ2ztcawwHARAAARAAARAAARAAARAAgZQR8MzcYWxDsXpKbyS3KO+KFFob1JYnf1yvU+grLtInCARPHg+VHyzYu1W2zbf3JzkCC17vjzLx/D3fPuv6/xjJsgQjm3M6Bkt6XmUnDvHchJ0tkzHpA9K5vZbUkPPTjalaCgu9shp7/hqYxJsaBO4eLLkSTcyORwZ6fVXtJYHLcmw/uLMlODqWKhqQAwIgAAIgAAIgAAIgAAIgAAIgYIeAux74EQ1b/T27HVbXF+Ud2O27c3yEgucEidxjobuM3eZ31Zz2/UExzqOan6gbAXzfQe3YZy5ZE2JoMxUg+K+cL/us85kNI1N7dvF4VaeZOgsGdiqZ9iNtSn9BO6wtx5jr5dMT+2spmAb8IbBz1zT1KbzSEL+DY+2RmV6q1+CxfckBNvUKZxW7D2LHOowBARAAARAAARAAARAAARAAARBIioAnq5yxu6Mp6HVX9fNcdnw8UeF9jGG+kiLlNzwaHCyh4Jkph72TkSLtMZ5E8LNOtWWd2rsu0k7f1F0zybqJ5jbTIXYHxfYHfXcuBtTvvfOednuOa50FS1pTdlYfMSuR3qQWVz9pXQ5VFpzv0hFW7i6FR66thwAQAAEQAAEQAAEQAAEQAAEQAIGEBDx0YE5H4naicSuC/IQ81P5r3bF2UdyWgRSrR1+8F10HP+zN3XBxar/WS39rTg0lnP9Bf0huZYBNyfph8TbHKSmufIY2PpSrf6p9mPYadJ0FnRple3yUXtuzDAcWU4a/v2Z46pWo9n6MufdoLERt8/y7Rk6w3E8vl11pj3QWdG81JIAACIAACIAACIAACIAACIAACJgS8LCqdv/PNobado0092sn9qHR/uje5mY98CPy6ei7/OJU5Liex8y0ZTCllKaPBT/uCrLduXJxPrVe/7g/pB7Oh3r7ps9HVfjn7DvoYxcDvFpb1TA6FuyNGGnol5XkqImxNlOLe55DrqIgmw9N3WY5r26VZkn7FLTXIJlEietTlygDf0TzwsXDZq7XhWDdVDmwDzboA3tXHsnx/Pj1dbmfDlI8n1MsrSwuEAABEAABEAABEAABEAABEACBpSLA6+pzOs6XnDqYdbdLK2If39+VVE5+3NE3ZcKf2j1zYpdUG79r6hJ1X2/P0Xy71DVOXdakyvmRhutZLZ0l+gT74oaSTztzqbJdHTO4/9DUPXtgzCVHyYixuYhtGJk+cUhFIdn8ma5iv7Mzp/xi4GVu8/h1+qz95dzy4amXE3/zz56t8ihzvU4kmY5VAvs9ZWqT/6K8pD3qbZHj+ZKOmO8gpsxaCAIBEAABEAABEAABEAABEAABEDAnIExPT6eWEX07barkslG3/NTqSpW05WhzqnyHHBAAARAAARAAARAAARAAARAAgeVIIDs7OxgMpqoHfoQAZc6z9kPxXdnSmdFytDmdecI2EAABEAABEAABEAABEAABEACBpSGQ+rP6pbEbWkAABEAABEAABEAABEAABEAABEBgJRNYrLP6lcwUvoMACIAACIAACIAACIAACIAACIDAUhJIfQb+UloPXSAAAiAAAiAAAiAAAiAAAiAAAiCwkgkgql/Jqw/fQQAEQAAEQAAEQAAEQAAEQAAEljcBRPXLe/1gPQiAAAiAAAiAAAiAAAiAAAiAwEomgKh+Ja8+fAcBEAABEAABEAABEAABEAABEFjeBBDVL+/1g/UgAAIgAAIgAAIgAAIgAAIgAAIrmQCi+pW8+vAdBEAABEAABEAABEAABEAABEBgeRNAVL+81w/WgwAIgAAIgAAIgAAIgAAIgAAIrGQCiOpX8urDdxAAARAAARAAARAAARAAARAAgeVN4P8Bjm5WwL+5lhcAAAAASUVORK5CYII=)

Note:

====

To update the pip command:

$ python.exe -m pip install --upgrade pip
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import pyperclip

text = "Welcome To Srikara IT"

# copying the text

pyperclip.copy(text)

# Paste the text

ctext = pyperclip.paste()

print("Original Text = ",text)

print("Copied Text = ",ctext)

========================================

Random Password Generator

=========================

import random

# import pyperclip

from tkinter import \*

from tkinter.ttk import \*

def low():

entry.delete(0,END)

length = var1.get()

lower = "abcdefghijklmnopqrstuvwxyz"

upper = "ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz"

digits = "ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz0123456789!@#$%^&\*()"

password = ""

if var.get() == 1:

for i in range(0,length):

password = password + random.choice(lower)

return password

elif var.get() == 0:

for i in range(0,length):

password = password + random.choice(upper)

return password

elif var.get() == 3:

for i in range(0,length):

password = password + random.choice(digits)

return password

else:

print("Please select an option")

def generate():

password1 = low()

entry.insert(10,password1)

# def copy1():

# random\_password = entry.get()

# pyperclip.copy(random\_password)

window = Tk()

var = IntVar()

var1 = IntVar()

window.title("Random Password Generator")

Random\_password = Label(window,text = "Password")

Random\_password.grid(row = 0)

entry = Entry(window)

entry.grid(row = 0,column = 1)

c\_label = Label(window, text = "Length")

c\_label.grid(row = 1)

# copy\_button = Button(window,text = "Copy",command = copy1)

# copy\_button.grid(row = 0,column = 2)

generate\_button = Button(window,text = "Generate",command = generate)

generate\_button.grid(row = 0,column = 3)

radio\_low = Radiobutton(window, text = "Low", variable = var,value = 1)

radio\_low.grid(row = 1,column = 2,sticky = 'E')

radio\_middle = Radiobutton(window, text = "Medium",variable = var, value = 0)

radio\_middle.grid(row = 1,column = 3,sticky = 'E')

radio\_strong = Radiobutton(window,text = "Strong",variable = var, value = 3)

radio\_strong.grid(row = 1, column = 4,sticky = 'E')

combo = Combobox(window, textvariable = var1)

combo['values'] = (8,9,10,11,12,13,14,15,16,17,18,19,20,21,22,23,24,25,26,27,28,29,30,31,32, "Length")

combo.current(0)

combo.bind("<<ComboboxSelected>>")

combo.grid(row = 1,column = 1)

window.mainloop()

**DAY87:** **TKinter Part\_03**:

Setup:

======

pip install Pyperclip

conda install -c conda-forge Pyperclip

==============================================================

\*\* Random Password Generator \*\*

================================

# Python program to generate random

# password using Tkinter module

import random

import pyperclip

from tkinter import \*

from tkinter.ttk import \*

# Function for calculation of password

def low():

entry.delete(0, END)

# Get the length of password

length = var1.get()

lower = "abcdefghijklmnopqrstuvwxyz"

upper = "ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz"

digits = "ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz0123456789 !@#$%^&\*()"

password = ""

# if strength selected is low

if var.get() == 1:

for i in range(0, length):

password = password + random.choice(lower)

return password

# if strength selected is medium

elif var.get() == 0:

for i in range(0, length):

password = password + random.choice(upper)

return password

# if strength selected is strong

elif var.get() == 3:

for i in range(0, length):

password = password + random.choice(digits)

return password

else:

print("Please choose an option")

# Function for generation of password

def generate():

password1 = low()

entry.insert(10, password1)

# Function for copying password to clipboard

def copy1():

random\_password = entry.get()

pyperclip.copy(random\_password)

# Main Function

# create GUI window

root = Tk()

var = IntVar()

var1 = IntVar()

# Title of your GUI window

root.title("Random Password Generator")

# create label and entry to show

# password generated

Random\_password = Label(root, text="Password")

Random\_password.grid(row=0)

entry = Entry(root)

entry.grid(row=0, column=1)

# create label for length of password

c\_label = Label(root, text="Length")

c\_label.grid(row=1)

# create Buttons Copy which will copy

# password to clipboard and Generate

# which will generate the password

copy\_button = Button(root, text="Copy", command=copy1)

copy\_button.grid(row=0, column=2)

generate\_button = Button(root, text="Generate", command=generate)

generate\_button.grid(row=0, column=3)

# Radio Buttons for deciding the

# strength of password

# Default strength is Medium

radio\_low = Radiobutton(root, text="Low", variable=var, value=1)

radio\_low.grid(row=1, column=2, sticky='E')

radio\_middle = Radiobutton(root, text="Medium", variable=var, value=0)

radio\_middle.grid(row=1, column=3, sticky='E')

radio\_strong = Radiobutton(root, text="Strong", variable=var, value=3)

radio\_strong.grid(row=1, column=4, sticky='E')

combo = Combobox(root, textvariable=var1)

# Combo Box for length of your password

combo['values'] = (8, 9, 10, 11, 12, 13, 14, 15, 16,

17, 18, 19, 20, 21, 22, 23, 24, 25,

26, 27, 28, 29, 30, 31, 32, "Length")

combo.current(0)

combo.bind('<<ComboboxSelected>>')

combo.grid(column=1, row=1)

# start the GUI

root.mainloop()

\*\* Simple Calculator \*\*

========================

# importing Tkinter and math

from tkinter import \*

import math

# calc class

class calc:

def getandreplace(self):

"""replace x with \* and Ã· with /"""

self.expression = self.e.get()

self.newtext=self.expression.replace('/','/')

self.newtext=self.newtext.replace('x','\*')

def equals(self):

"""when the equal button is pressed"""

self.getandreplace()

try:

# evaluate the expression using the eval function

self.value= eval(self.newtext)

except SyntaxError or NameError:

self.e.delete(0,END)

self.e.insert(0,'Invalid Input!')

else:

self.e.delete(0,END)

self.e.insert(0,self.value)

def squareroot(self):

"""squareroot method"""

self.getandreplace()

try:

# evaluate the expression using the eval function

self.value= eval(self.newtext)

except SyntaxError or NameError:

self.e.delete(0,END)

self.e.insert(0,'Invalid Input!')

else:

self.sqrtval=math.sqrt(self.value)

self.e.delete(0,END)

self.e.insert(0,self.sqrtval)

def square(self):

"""square method"""

self.getandreplace()

try:

#evaluate the expression using the eval function

self.value= eval(self.newtext)

except SyntaxError or NameError:

self.e.delete(0,END)

self.e.insert(0,'Invalid Input!')

else:

self.sqval=math.pow(self.value,2)

self.e.delete(0,END)

self.e.insert(0,self.sqval)

def clearall(self):

"""when clear button is pressed,clears the text input area"""

self.e.delete(0,END)

def clear1(self):

self.txt=self.e.get()[:-1]

self.e.delete(0,END)

self.e.insert(0,self.txt)

def action(self,argi):

"""pressed button's value is inserted into the end of the text area"""

self.e.insert(END,argi)

def \_\_init\_\_(self,master):

"""Constructor method"""

master.title('Calculator')

master.geometry()

self.e = Entry(master)

self.e.grid(row=0,column=0,columnspan=6,pady=3)

self.e.focus\_set() #Sets focus on the input text area

# Generating Buttons

Button(master,text="=",width=11,height=3,fg="blue",

bg="orange",command=lambda:self.equals()).grid(

row=4, column=4,columnspan=2)

Button(master,text='AC',width=5,height=3,

fg="red", bg="light green",

command=lambda:self.clearall()).grid(row=1, column=4)

Button(master,text='C',width=5,height=3,

fg="red",bg="light green",

command=lambda:self.clear1()).grid(row=1, column=5)

Button(master,text="+",width=5,height=3,

fg="blue",bg="orange",

command=lambda:self.action('+')).grid(row=4, column=3)

Button(master,text="x",width=5,height=3,

fg="blue",bg="orange",

command=lambda:self.action('x')).grid(row=2, column=3)

Button(master,text="-",width=5,height=3,

fg="red",bg="light green",

command=lambda:self.action('-')).grid(row=3, column=3)

Button(master,text="Ã·",width=5,height=3,

fg="blue",bg="orange",

command=lambda:self.action('/')).grid(row=1, column=3)

Button(master,text="%",width=5,height=3,

fg="red",bg="light green",

command=lambda:self.action('%')).grid(row=4, column=2)

Button(master,text="7",width=5,height=3,

fg="blue",bg="orange",

command=lambda:self.action('7')).grid(row=1, column=0)

Button(master,text="8",width=5,height=3,

fg="red",bg="light green",

command=lambda:self.action(8)).grid(row=1, column=1)

Button(master,text="9",width=5,height=3,

fg="blue",bg="orange",

command=lambda:self.action(9)).grid(row=1, column=2)

Button(master,text="4",width=5,height=3,

fg="red",bg="light green",

command=lambda:self.action(4)).grid(row=2, column=0)

Button(master,text="5",width=5,height=3,

fg="blue",bg="orange",

command=lambda:self.action(5)).grid(row=2, column=1)

Button(master,text="6",width=5,height=3,

fg="white",bg="blue",

command=lambda:self.action(6)).grid(row=2, column=2)

Button(master,text="1",width=5,height=3,

fg="red",bg="light green",

command=lambda:self.action(1)).grid(row=3, column=0)

Button(master,text="2",width=5,height=3,

fg="blue",bg="orange",

command=lambda:self.action(2)).grid(row=3, column=1)

Button(master,text="3",width=5,height=3,

fg="white",bg="blue",

command=lambda:self.action(3)).grid(row=3, column=2)

Button(master,text="0",width=5,height=3,

fg="white",bg="blue",

command=lambda:self.action(0)).grid(row=4, column=0)

Button(master,text=".",width=5,height=3,

fg="red",bg="light green",

command=lambda:self.action('.')).grid(row=4, column=1)

Button(master,text="(",width=5,height=3,

fg="white",bg="blue",

command=lambda:self.action('(')).grid(row=2, column=4)

Button(master,text=")",width=5,height=3,

fg="blue",bg="orange",

command=lambda:self.action(')')).grid(row=2, column=5)

Button(master,text="?",width=5,height=3,

fg="red",bg="light green",

command=lambda:self.squareroot()).grid(row=3, column=4)

Button(master,text="xÂ²",width=5,height=3,

fg="white",bg="blue",

command=lambda:self.square()).grid(row=3, column=5)

# Driver Code

root = Tk()

obj=calc(root) # object instantiated

root.mainloop()