**Q1.**

1. **Develop Program to find the initials of a name.**

Given a string name, we have to find the initials of the name

**Examples:**

Input : prabhat kumar singh

Output : P K S

We take the first letter of all

words and print in capital letter.

Input : Jude Law

Output : J L

Input : abhishek kumar singh

Output : A K S

**PROGRAM**

**import java.util.\*;**

**public class Main**

**{**

**static String name(String s)**

**{**

**String sa="";**

**sa=s1.charAt(0)+" ";**

**for(int i=1;i<s.length();i++)**

**{**

**if(s.charAt(i)==' ')**

**{**

**sa=sa+s.charAt(i+1)+" ";**

**}**

**}**

**return sa.toUpperCase();**

**}**

**public static void main(String[] args) {**

**String s="abhishek kumar singh";**

**System.out.println(name(s));**

**}**

**}**

# B) Find GCD of most occurring and least occurring elements of given Array

Given an [array](https://www.geeksforgeeks.org/array-data-structure/) **arr[]** of size **n**, The task is to find the [GCD](http://www.geeksforgeeks.org/basic-and-extended-euclidean-algorithms/) of the [highest and lowest frequency element in the given array](https://www.geeksforgeeks.org/difference-between-highest-and-least-frequencies-in-an-array/).

**Examples:**

***Input:****arr[] = {2, 2, 4, 4, 5, 5, 6, 6, 6, 6}****Output:****2****Explanation:****The frequency of the elements in the above array is   
freq(2) = 2,   
freq(4) = 2,   
freq(5) = 2,   
freq(6) = 4,   
The minimum frequency is 2 (of elements 2, 4, and 5). So 2 will be picked as the least among 2, 4, and 5.   
The largest frequency is 4 (of element 6).   
Hence GCD of 2 and 6 = gcd(2, 6) is 2.*

***Input:****arr[] = {3, 2, 2, 44, 44, 44, 44}****Output:****1*

**Program: import java.util.\*;**

**public class Main**

**{**

**static int Gcd(int a,int b)**

**{**

**if (a == 0)**

**return b;**

**if (b == 0)**

**return a;**

**if (a == b)**

**return a;**

**if (a > b)**

**return Gcd(a - b, b);**

**return Gcd(a, b - a);**

**}**

**static int freLesHig(int[] a,int n)**

**{**

**HashMap<Integer,Integer> hm=new HashMap<Integer,Integer>();**

**for(int i=0;i<n;i++)**

**{**

**hm.put(a[i],hm.getOrDefault(a[i],0)+1);**

**}**

**int min=999999;**

**int max=hm.get(a[0]);**

**int MIn=0;**

**int Max=0;**

**for(Integer x:hm.keySet())**

**{**

**if(hm.get(x)<min)**

**{**

**min=hm.get(x);**

**MIn=x;**

**}**

**if(hm.get(x)>max)**

**{**

**max=hm.get(x);**

**Max=x;**

**}**

**}**

**//System.out.println(MIn+" "+Max);**

**return Gcd(MIn,Max);**

**}**

**public static void main(String[] args) {**

**int[] a=new int[]{2, 2, 4, 4, 5, 5, 6, 6, 6, 6};**

**//int[] a=new int[]{3,3, 22, 2,2, 44, 44, 44, 44};**

**System.out.println(freLesHig(a,a.length));**

**//System.out.println(Gcd(22,44));**

**}**

**}**

Q2)

# Check Whether a number is Duck Number or not

A Duck number is a positive number which has zeroes present in it, For example 3210, 8050896, 70709 are all Duck numbers. Please note that a numbers with only leading 0s is not considered as Duck Number. For example, numbers like 035 or 0012 are not considered as Duck Numbers. A number like 01203 is considered as Duck because there is a non-leading 0 present in it.

**Examples :**

*Input : 707069   
Output : It is a duck number.   
Explanation: 707069 does not contains zeros at the beginning.*

*Input : 02364   
Output : It is not a duck number.   
Explanation: in 02364 there is a zero at the beginning of the number.*

# **Time Complexity:** **O(n)**where n is length of string. **Auxiliary Space: O(1)**

**Program:**

import java.util.\*;

public class Main

{

static boolean check\_duck(String N){

int n=N.length();

int c=0;

for(int i=0;i<n-1;i++){

if(N.charAt(i)!='0' && N.charAt(i+1)=='0')

{

c++;

}

}

if(c>0)

{

return true;

}

return false;

}

public static void main(String[] args) {

//String s="707069";

// String s="02364";

String s="01203";

if(check\_duck(s))

{

System.out.println("is duck number");

}

else{

System.out.println("is not a duck number");

}

}

}

# b)Find Kth most occurring element in an Array

Given an array of integers **arr[]** of size **N** and a number **K**, the task is to find the **Kth** most occurring element in this array.  
**Note:** If there are more than one numbers in the array with the same frequency, then both are considered to be at the same level of occurrence. Therefore print both the numbers.

**Examples:**

***Input:****arr[] = {1, 2, 2, 2, 4, 4, 4, 5, 5, 5, 5, 5, 7, 7, 8, 8, 8, 8}, K = 1****Output:****5****Explanation:****The occurrence of the elements are as follows:   
1 – 1   
2 – 3   
4 – 3   
5 – 5   
7 – 2   
8 – 4   
Clearly, 5 is the most occurring element in the array.*

***Input:****arr[] = {1, 2, 2, 2, 4, 4, 4, 4, 5, 5, 5, 5, 5, 7, 7, 8, 8, 8, 8}, K = 3****Output:****2*

**Program:**

import java.util.\*;

public class Main

{

static int KthFreqEle(int[] a,int n,int k)

{

LinkedHashMap<Integer,Integer> hm=new LinkedHashMap<Integer,Integer>();

List<Integer> l=new ArrayList<Integer>();

for(int i=0;i<n;i++)

{

hm.put(a[i],hm.getOrDefault(a[i],0)+1);

}

for(Integer x:hm.keySet())

{

l.add(hm.get(x));

}

Collections.sort(l);

int n1=l.size();

int K=l.get(n1-k);

for(Integer x:hm.keySet())

{

if(hm.get(x)==K)

{

return x;

}

}

return 0;

}

public static void main(String[] args) {

int[] a=new int[]{1, 2, 2, 2, 4, 4, 4, 5, 5, 5, 5, 5, 7, 7, 8, 8, 8, 8};

//KthFreqEle(a,a.length,3);

System.out.println(KthFreqEle(a,a.length,1));

System.out.println(KthFreqEle(a,a.length,2));

System.out.println(KthFreqEle(a,a.length,3));

}

}

Q3.

# Removing punctuations from a given string

Given a string, remove the punctuation from the string if the given character is a punctuation character, as classified by the current C locale. The default C locale classifies these characters as punctuation:

**! " # $ % & ' ( ) \* + , - . / : ; ? @ [ \ ] ^ \_ ` { | } ~**

**Examples:**

**Input :** %welcome' to @geeksforgeek<s

**Output :** welcome to geeksforgeeks

**Input :** Hello!!!, he said ---and went.

**Output :** Hello he said and went

**Program:**

import java.util.\*;

public class Main

{

static String orgString(String s)

{

StringBuilder s1=new StringBuilder();

for(int i=0;i<s.length();i++)

{

if(s.charAt(i)>='A'&& s.charAt(i)<='Z'||s.charAt(i)>='a'&& s.charAt(i)<='z'||s.charAt(i)==' ')

{

s1.append(s.charAt(i));

}

}

return s1.toString();

}

public static void main(String[] args) {

System.out.println(orgString("Hello!!!, he said ---and went."));

System.out.println(orgString("%welcome' to @geeksforgeek<s"));

}

}

# B)Print all array elements occurring at least M times

Given an [array](https://www.geeksforgeeks.org/introduction-to-arrays/) **arr[]** consisting of **N** integers and a positive integer **M**, the task is to find the number of array elements that occur **at least M** times.

**Examples:**

***Input:****arr[] = {2, 3, 2, 2, 3, 5, 6, 3}, M = 2****Output:****2 3****Explanation:*** *In the given array arr[], the element that occurs at least M number of times are {2, 3}.*

***Input:****arr[] = {1, 32, 2, 1, 33, 5, 1, 5}, M = 2****Output:****1 5*

**Program:**

import java.util.\*;

public class Main

{

static void atLeastMfre(int[] a,int n,int m)

{

HashMap<Integer,Integer> hm=new HashMap<Integer,Integer>();

for(int i=0;i<n;i++)

{

hm.put(a[i],hm.getOrDefault(a[i],0)+1);

}

for(Integer x:hm.keySet())

{

if(hm.get(x)>=m)

{

System.out.print(x+" ");

}

}

}

public static void main(String[] args) {

//int[] a=new int[]{2, 3, 2, 2, 3, 5, 6, 3};

int[] a=new int[]{1, 32, 2, 1, 33, 5, 1, 5};

atLeastMfre(a,a.length,2);

//System.out.println("Hello World");

}

}

# Q4) A) Check whether the given number is Euclid Number or not

Given a positive integer n, the task is to check if it is Euclid Number or not. Print ‘YES’ if the given number is Euclid Number otherwise print ‘NO’.

[**Euclid number :**](https://en.wikipedia.org/wiki/Euclid_number)In Mathematics, Euclid numbers are integers of the form –

E=P#+1

where P# is product of first n prime numbers.  
The first few Euclid numbers are-

*3, 7, 31, 211, 2311, 30031, 510511, 9699691, ……….*

**Input:** N = 31

**Output:** YES

31 can be expressed in the form of

pn# + 1 as p3# + 1

(First 3 prime numbers are 2, 3, 5 and their product is 30 )

**Input:** N = 43

**Output:** NO

1. Cannot be expressed in the form of pn# + 1

**Program:**

**public class Main**

**{**

**static boolean isPrime(int n)**

**{**

**if(n==1)**

**{**

**return false;**

**}**

**if(n==2)**

**{**

**return true;**

**}**

**for(int i=2;i\*i<=n;i++)**

**{**

**if(n%i==0)**

**{**

**return false;**

**}**

**}**

**return true;**

**}**

**static boolean isEqulid(int n)**

**{**

**int pod=1;**

**int n1=n-1;**

**for(int i=1;pod<=n1;i++)**

**{**

**if(isPrime(i))**

**{**

**pod=pod\*i;**

**if(pod==n1)**

**{**

**break;**

**}**

**}**

**}**

**if(pod+1==n)**

**{**

**return true;**

**}**

**return false;**

**}**

**public static void main(String[] args) {**

**int n=211;**

**int n1=231;**

**if(isEqulid(n))**

**{**

**System.out.println(n+" is a euclid Number");**

**}**

**else{**

**System.out.println(n+"is not a euclid Number");**

**}**

**}**

**}**

# B) Program to print reverse character bridge pattern

For a given value N, denoting the number of Charters starting from the A, print reverse character bridge pattern.  
**Examples :**

Input : n = 5

Output :

ABCDEDCBA

ABCD DCBA

ABC CBA

AB BA

A A

Input : n = 8

Output :

ABCDEFGHGFEDCBA

ABCDEFG GFEDCBA

ABCDEF FEDCBA

ABCDE EDCBA

ABCD DCBA

ABC CBA

AB BA

A A

**Program:**

import java.util.\*;

public class Main

{

static void printPattern(int n)

{

for (int i = 0; i < n; i++)

{

for (int j = 'A'; j < 'A' + (2 \* n) - 1; j++)

{

if (j >= ('A' + n - 1) + i)

System.out.print((char)(('A' + n - 1) -

(j % ('A' + n - 1))));

else if (j <= ('A' + n - 1) - i)

System.out.print((char)j);

else

System.out.print(" ");

}

System.out.println();

}

}

public static void main(String[] args) {

Scanner sc=new Scanner(System.in);

System.out.print("Enter the n value:");

int n=sc.nextInt();

printPattern(n);

System.out.println();

printPattern(2);

System.out.println();

printPattern(7);

System.out.println();

printPattern(9);

}

}

Q5)

# Sum of all Perfect numbers lying in the range [L, R]

Given two numbers **L**, **R** which signifies the range **[L, R]**, the task is to find the sum of all [perfect numbers](https://www.geeksforgeeks.org/perfect-number/) lying in the range [L, R].

**Examples:** 

***Input:****L = 6, R = 10****Output:****6****Explanation:****From 6 to 10, the only perfect number is 6.****Input:****L = 6, R = 28****Output:****34****Explanation:****There are two perfect numbers in the range [6, 28]. They are, {6, 28}   
6 + 28 = 34.*

**Program:**

public class Main

{

static boolean isPrefectNum(int n)

{

if(n==1)

{

return false;

}

int sum=1;

for(int i=2;i\*i<=n;i++)

{

if(n%i==0)

{

if(i\*i==n)

{

sum=sum+i;

}

else

{

sum += i + (n / i);

}

}

}

if(sum==n)

{

return true;

}

else{

return false;

}

}

static long sumOfPre(int n,int m)

{

long sum=0;

for(int i=n;i<=m;i++)

{

if(isPrefectNum(i))

{

sum=sum+i;

}

}

return sum;

}

public static void main(String[] args) {

System.out.println(sumOfPre(6,28

));

}

}

# B) Count words in a given string

Given a string, count the number of words in it. The words are separated by the following characters: space (‘ ‘) or new line (‘\n’) or tab (‘\t’) or a combination of these.

**Input:** S = "abc def"

**Output:** 2

**Input:** S = "a\nyo\n"

**Output:** 2

**Program:**

public class Main

{

public static void main(String args[])

{

// Custom input string

String str = "a\nyo\n";

String[] s1 = str.split("\\s+");

System.out.println(s1.length);

}

}

Q6)

# Find one extra character in a string

Given two strings which are of lengths n and n+1. The second string contains all the character of the first string, but there is one extra character. Your task to find the extra character in the second string.

**Examples :**

**Input :** string strA = "abcd";

string strB = "cbdae";

**Output :** e

string B contain all the element

there is a one extra character which is e

**Input :** string strA = "kxml";

string strB = "klxml";

**Output :** l

string B contain all the element

there is a one extra character which is l

**Program:**

import java.util.\*;

public class Main

{

static char extraChar(String s1,String s2)

{

String sMax;

String sMin;

if(s1.length()>s2.length())

{

sMax=s1;

sMin=s2;

}

else

{

sMax=s2;

sMin=s1;

}

ArrayList<Character> l=new ArrayList<Character>();

for(int i=0;i<sMax.length();i++)

{

l.add(sMax.charAt(i));

}

for(int i=0;i<sMin.length();i++)

{

l.remove(Character.valueOf(sMin.charAt(i)));

}

return l.get(0);

}

public static void main(String[] args) {

String s1="kxml";

String s2="klxml";

System.out.println(extraChar(s1,s2));

}

}

B) Given an array A with N integers, find the count of unique integers in the array.

Input : arr = [3 2 4 1 2 3]

Output : 2

Explanation: only 1 and 4 are unique in the array rest 2, 3 are occurring 2 times.

**Time Complexity: O(N)**

**Space Complexity** : O(N)

**Program:**

**import java.util.\*;**

**public class Main**

**{**

**static int uniqueNum(int[] a,int n)**

**{**

**HashSet<Integer> h=new HashSet<Integer>();**

**for(int i=0;i<n;i++)**

**{**

**h.add(a[i]);**

**}**

**return n-h.size();**

**}**

**public static void main(String[] args) {**

**int[] a=new int[]{1,2,3,4,3,2};**

**System.out.println(uniqueNum(a,a.length));**

**}**

**}**

Q7)

# A) Program to print the initials of a name with the surname

Given a full name in the form of a string, the task is to print the initials of a name, in short, and surname in full.

**Examples:**

**Input:** Devashish Kumar Gupta

**Output:** D. K. Gupta

**Input:** Ishita Bhuiya

**Output:** I. Bhuiya

**Program:**

import java.util.\*;

public class Main

{

static String NameIS(String s)

{

String ans="";

String[] s1=s.split(" ");

for(int i=0;i<s1.length;i++)

{

if(i==s1.length-1)

{

ans=ans+s1[i];

}

else{

ans=ans+s1[i].charAt(0)+" ";

}

}

return ans;

}

public static void main(String[] args) {

String s1="Ishita Bhuiya";

System.out.println(NameIS(s1));

}

}

B)Given an array of size N, which contains the voting ID's of students that have stood up for the elections for class monitor, the candidate with votes greater than half the strength of the class will become monitor, find the ID of candidate that can become monitor else return -1 if no one can become.

Input : A = [1, 3, 2, 2, 2]

Output : 2

Explanation : 2 got 3 votes which is greater than half the strength of the class i.e. 5/2 = 2.

**Time Complexity: O(N)**

**Space Complexity** : O(N)

**Program:**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

import java.util.\*;

public class Main

{

static int MoniterIS(int[] a,int n)

{

int hal=n/2;

HashMap<Integer,Integer> hm=new HashMap<Integer,Integer>();

for(int i=0;i<n;i++)

{

hm.put(a[i],hm.getOrDefault(a[i],0)+1);

}

int max=-1;

for(Integer x:hm.keySet())

{

if(hm.get(x)>hal)

{

max=x;

}

}

return max;

}

public static void main(String[] args) {

int[] a=new int[]{1, 3, 2, 2, 2};

System.out.println(MoniterIS(a,a.length));

}

}

Q8)

# Check if frequency of character in one string is a factor or multiple of frequency of same character in other string

Given two strings, the task is to check whether the frequencies of a character(for each character) in one string are multiple or a factor in another string. If it is, then output “YES”, otherwise output “NO”.

**Examples:**

***Input:****s1 = “aabccd”, s2 = “bbbaaaacc”****Output:****YES   
Frequency of ‘a’ in s1 and s2 are 2 and 4 respectively, and 2 is a factor of 4   
Frequency of ‘b’ in s1 and s2 are 1 and 3 respectively, and 1 is a factor of 3   
Frequency of ‘c’ in s1 and s2 are same hence it also satisfies.   
Frequency of ‘d’ in s1 and s2 are 1 and 0 respectively, but 0 is a multiple of every number, hence satisfied.   
Hence, the answer YES.*

***Input:****s1 = “hhdwjwqq”, s2 = “qwjdddhhh”****Output:****NO*

**Program:**

import java.util.\*;

public class Main

{

static boolean frequChar(String s1,String s2)

{

HashMap<Character,Integer> h1=new HashMap<Character,Integer>();

HashMap<Character,Integer> h2=new HashMap<Character,Integer>();

for(int i=0;i<s1.length();i++)

{

h1.put(s1.charAt(i),h1.getOrDefault(s1.charAt(i),0)+1);

}

for(int i=0;i<s2.length();i++)

{

h2.put(s2.charAt(i),h2.getOrDefault(s2.charAt(i),0)+1);

}

for(Character x:h1.keySet())

{

int min=Math.min(h2.getOrDefault(x,0),h1.getOrDefault(x,0));

int max=Math.max(h2.getOrDefault(x,0),h1.getOrDefault(x,0));

if(min==0)

{

continue;

}

if(max%min!=0)

{

return false;

}

}

return true;

}

public static void main(String[] args) {

// String s1="hhdwjwqq";

// String s2="qwjdddhhh";

String s1 = "aabccdd", s2 = "bbbaaaaccddd";

if(frequChar(s1,s2))

{

System.out.println("YES");

}

else{

System.out.println("NO");

}

}

}

1. Given marks of N students sitting on a bench and a value of K, print the index of the student whose marks matches with the value of K.

Input : N = 10, K = 67

A[] = [60, 61, 62, 63, 63, 64, 65, 66, 67, 66]

Output : 8

Explanation : 67 is present at 8th index (0-based indexing)

**Program:**

public class Main

{

static int indexOfStud(int[] a,int n,int key)

{

for(int i=0;i<n;i++)

{

if(a[i]==key)

{

return i;

}

}

return -1;

}

public static void main(String[] args) {

int[] a=new int[]{60, 61, 62, 63, 63, 64, 65, 66, 67, 66};

int k=67;

System.out.println(indexOfStud(a,a.length,k));

}

}

Q9)

# Check if given String is Pangram or not

Given a string **Str**.The task is to check if it is Pangram or not.

*A****pangram****is a sentence containing every letter in the English Alphabet.*

**Examples:**

***Input:****“The quick brown fox jumps over the lazy dog”****Output:****is a Pangram****Explanation:****Contains all the characters from ‘a’ to ‘z’]*

# Program:

public class Main

{

static boolean Letter(char ch)

{

if(!Character.isLetter(ch))

{

return false;

}

return true;

}

static boolean isPangram(String s,int n)

{

s=s.toLowerCase();

boolean[] alphabet=new boolean[26];

for(int i=0;i<n;i++)

{

if(Letter(s.charAt(i))){

int ind=s.charAt(i)-'a';

alphabet[ind]=true;

}

}

for(int i=0;i<26;i++)

{

if(!alphabet[i])

{

return false;

}

}

return true;

}

public static void main(String[] args) {

// String s="Abcdefghijklmonpqrstuvwxyz";

//String s="asd0";

String s="The quick brown fox jumps over the lazy dog";

if(isPangram(s,s.length()))

{

System.out.println("is a Pangram");

}

else

{

System.out.println("is not Pangram");

}

}

}

B)The Leaders

Print all those elements that have no element greater than them in the right side of the array. Print elements from right to left.

Test Case 1:

Input : A[] = [1, 2, 3, 4, 5]

Output : 5

Explanation : Only 5 has no element greater than it on its right.

Test Case 2:

Input : A[] = [1, 4, 3, 2]

Output : 2 3 4

Explanation : 2, 3, and 4 have no elements greater than them on their right while 1 has 4, 3 and 2 greater than it on its right.

**Program:**

import java.util.\*;

public class Main

{

static ArrayList<Integer> isLeaderEle(int[] a,int n)

{

ArrayList<Integer> l=new ArrayList<Integer>();

int leader=a[n-1];

l.add(leader);

for(int i=n-2;i>=0;i--)

{

if(leader<a[i])

{

leader=a[i];

l.add(a[i]);

}

}

return l;

}

public static void main(String[] args) {

int[] a=new int[]{1, 4, 3, 2};

//int[] a=new int[]{1,2,3,4,5};

ArrayList<Integer> l=new ArrayList<Integer>();

l=isLeaderEle(a,a.length);

for(int i=0;i<l.size();i++)

{

System.out.print(l.get(i)+" ");

}

}

}

Q10)

# Missing characters to make a string Pangram

[Pangram](https://www.geeksforgeeks.org/pangram-checking/) is a sentence containing every letter in the English alphabet. Given a string, find all characters that are missing from the string, i.e., the characters that can make the string a Pangram. We need to print output in alphabetic order.

**Examples:**

Input : welcome to geeksforgeeks

Output : abdhijnpquvxyz

Input : The quick brown fox jumps

Output : adglvyz

**Program:**

import java.util.\*;

public class Main

{

static ArrayList<Character> missingChar(String s, int n)

{

boolean[] aplab=new boolean[26];

ArrayList<Character> l=new ArrayList<Character>();

s=s.toLowerCase();

for(int i=0;i<n;i++)

{

if(s.charAt(i)>='a' && s.charAt(i)<='z')

{

aplab[s.charAt(i)-'a']=true;

}

}

for(int i=0;i<26;i++)

{

if(aplab[i]==false)

{

l.add((char) (i+'a'));

}

}

return l;

}

public static void main(String[] args) {

//String s="qwertyuiopasdfghjkl";

// String s="The quick brown fox jumps";

String s="welcome to geeksforgeeks";

ArrayList<Character> l=new ArrayList<Character>();

l=missingChar(s,s.length());

for(int i=0;i<l.size();i++)

{

System.out.print(l.get(i)+" ");

}

System.out.println();

}

}

B)Given an array A of N elements, your task is to print all those indexes that have values greater than its left and right neighbors. In case of extreme indexes like 0 and N-1, check with their single neighbor.
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**Program:**

public class Main

{

static void niberBig(int[] a,int n)

{

if(a[1]<a[0])

{

System.out.print(0+" ");

}

for(int i=1;i<n-1;i++)

{

if(a[i-1]<a[i] && a[i+1]<a[i])

{

System.out.print(i+" ");

}

}

}

public static void main(String[] args) {

int[] a=new int[]{7,2,8,4,3,9,1};

niberBig(a,a.length);

}

}

Q11)

# Check if max occurring character of one string appears same no. of times in other

Given two strings, we need to take the character which has the maximum occurrence in the first string, and then we have to check if that particular character is present in the second string the same number of times as it is present in the first string.  
**Examples:** 

Input : s1 = "sssgeek", s2 = "geeksss"

Output : Yes

Max occurring character in s1 is

's'. It occurs same number of times

in s2.

Input : geekyarticle

gfggfggfg

Output : No

**Program:**

import java.util.\*;

public class Main

{

static boolean sameMaxNum(String s1,String s2)

{

HashMap<Character,Integer> h1=new HashMap<Character,Integer>();

HashMap<Character,Integer> h2=new HashMap<Character,Integer>();

for(int i=0;i<s1.length();i++)

{

h1.put(s1.charAt(i),h1.getOrDefault(s1.charAt(i),0)+1);

}

for(int i=0;i<s2.length();i++)

{

h2.put(s2.charAt(i),h2.getOrDefault(s2.charAt(i),0)+1);

}

int max=0;

Character maxC=null;

for(Character x:h1.keySet())

{

if(h1.get(x)>max)

{

max=h1.get(x);

maxC=x;

}

}

int max1=0;

Character maxC1=null;

for(Character x:h2.keySet())

{

if(h2.get(x)>max1)

{

max1=h2.get(x);

maxC1=x;

}

}

if(max==max1 && maxC==maxC1)

{

return true;

}

return false;

//return true;

}

public static void main(String[] args) {

String s="sssgeek", s2 = "geeksss";

// String s="geekyarticle",s2="gfggfggfg";

//String s="ewewwwy",s2="wwwwwqee";

if(sameMaxNum(s,s2))

{

System.out.println("Yes");

}

else{

System.out.println("No");

}

}

}

## B)Cumulative Sum

The cumulative sum of an array at index i is defined as the sum of all elements of the array from index 0 to index i.

##### Examples

Initial Array: [1, 2, 3, 4]

Cumulative Sum: [1, 3, 6, 10]

Initial Array: [1, 1, 1, 1, 1]

Cumulative Sum: [1, 2, 3, 4, 5]

Initial Array: [1, 3, 5, 7, 9]

Cumulative Sum: [1, 4, 9, 16, 25]

Given an array, return its cumulative sum.

**Program:**

public class Main

{

static int[] cumSum(int[] a,int n)

{

int sum=0;

int[] a1=new int[n];

for(int i=0;i<n;i++)

{

sum=sum+a[i];

a1[i]=sum;

}

return a1;

}

public static void main(String[] args) {

int[] a=new int []{1,2,3,4};

int[] a1=cumSum(a,a.length);

for(int i=0;i<a.length;i++)

{

System.out.print(a1[i]+" ");

}

}

}

Q12) A) Given an array of words and a string, we need to count all words that are present in given string.

**Examples:** Input : words[] = { "welcome", "to", "geeks", "portal"}

str = "geeksforgeeks is a computer science portal for geeks."

**Output :** 2

Two words "portal" and "geeks" is present in str.

Input : words[] = {"Save", "Water", "Save", "Yourself"}

str = "Save"

**Output :**1

**Program:**

import java.util.\*;

public class Main

{

static int noOfWords(String[] words,String str)

{

HashSet<String> h=new HashSet<String>();

for(int i=0;i<words.length;i++)

{

h.add(words[i]);

}

ArrayList<String> l=new ArrayList<String>(h);

int c=0;

for(int i=0;i<l.size();i++)

{

if(str.contains(l.get(i)))

{

c++;

}

}

return c;

}

public static void main(String[] args) {

String str = "geeksforgeeks is a computer science portal for geeks.";

String[] words=new String[]{"welcome", "to", "geeks", "portal"};

/\*String str = "Save";

String[] words=new String[]{"Save", "Water", "Save", "Yourself"};\*/

System.out.println(noOfWords(words,str));

}

}

## B) Identical Twins

For an array of integers nums, an identical twin is defined as pair (i, j) where nums[i] is equal to nums[j] and i < j.

Test Case 1: Array: [1, 2, 3, 2, 1]

Number of Identical Twins: 2

Explanation:

Identical Twins: [[1, 1], [2, 2]]

Indexes: (0, 4), (1, 3)

Test Case 2: Array: [1, 2, 2, 3, 2, 1]

Number of Identical Twins: 4

Explanation:

Identical Twins: [[1, 1], [2, 2], [2, 2], [2, 2]]

Indexes: (0, 5), (1, 2), (1, 4), (2, 4)

Test Case 3: Array: [1, 1, 1, 1]

Number of Identical Twins: 6

Explanation:

Identical Twins: [[1, 1], [1, 1], [1, 1], [1, 1], [1, 1], [1, 1]]

Indexes: (0, 1), (0, 2), (0, 3), (1, 2), (1, 3), (2, 3)

Given an array nums, find the number of identical twins.

**Program:**

import java.util.\*;

public class Main

{

static int noOfTwinsCount (int[] a,int n) {

HashMap<Integer, Integer> hm = new HashMap<Integer, Integer>();

for (int i = 0; i < n; i++) {

hm.put(a[i],hm.getOrDefault(a[i],0)+1);

}

int c = 0;

for (Integer x: hm.keySet()) {

c += (hm.get(x) \* (hm.get(x) - 1)) / 2;

}

return c;

}

public static void main(String[] args) {

//int[] a = {1, 2, 3, 2, 1};

int[] a = {1, 2, 2, 3, 2, 1};

System.out.println(noOfTwinsCount(a,a.length));

}

}

Q13)

# Count words that appear exactly two times in an array of words

Given an array of n words. Some words are repeated twice, we need to count such words.

**Examples:**

**Input :** s[] = {"hate", "love", "peace", "love",

"peace", "hate", "love", "peace",

"love", "peace"};

**Output :** 1

There is only one word "hate" that appears twice

**Input :** s[] = {"Om", "Om", "Shankar", "Tripathi",

"Tom", "Jerry", "Jerry"};

**Output :** 2

There are two words "Om" and "Jerry" that appear

twice.

**Program:**

import java.util.\*;

public class Main

{

static int twiceString(String[] words)

{

HashMap<String,Integer> m=new HashMap<String,Integer>();

for(int i=0;i<words.length;i++)

{

m.put(words[i],m.getOrDefault(words[i],0)+1);

}

int c=0;

for(String x:m.keySet())

{

if(m.get(x)==2)

{

c++;

}

}

return c;

}

public static void main(String[] args) {

String[] s=new String[]{"Om", "Om", "Shankar", "Tripathi",

"Tom", "Jerry", "Jerry"};

System.out.println(twiceString(s));

}

}

## Even Number of Digits

Given an array of integers, find the elements which have an even number of digits.

##### Example

Array: [42, 564, 5775, 34, 123, 454, 1, 5, 45, 3556, 23442]

Answer: 42, 5775, 34, 45, 3556

The order of the returned elements should be the same as the order of the initial array.

**Program:**

public class Main

{

static int noOfDif(int n)

{

String s=Integer.toString(n);

return s.length();

}

static void evenDig(int[] a,int n)

{

for(int i=0;i<n;i++)

{

if(a[i]<0)

{

a[i]=a[i]\*-1;

}

if(noOfDif(a[i])%2==0)

{

System.out.print(a[i]+" ");

}

}

}

public static void main(String[] args) {

int[] a=new int[]{42, 564, 5775, 34, 123, 454, 1, 5, 45, -3556, 23442};

evenDig(a,a.length);

}

}

Q14)

# Count of camel case characters present in a given string

Given a [string](https://www.geeksforgeeks.org/string-data-structure/) **S**, the task is to count the number of[camel case characters](https://www.geeksforgeeks.org/camel-case-given-sentence/) present in the given string.

*The camel case character is defined as the number of uppercase characters in the given string.*

**Examples:**

***Input:****S = “ckjkUUYII”****Output:****5****Explanation:****Camel case characters present are U, U, Y, I and I.*

***Input:****S = “abcd”****Output:****0*

**Program:**

public class Main

{

static boolean isUpperCh(char ch)

{

if(ch>='A'&&ch<='Z')

{

return true;

}

return false;

}

static int noOfcase(String s)

{

int c=0;

for(int i=0;i<s.length();i++)

{

char ch=s.charAt(i);

if(isUpperCh(ch))

{

c++;

}

}

return c;

}

public static void main(String[] args) {

String s="ckjkUUYII";

//String s="asdafs";

System.out.println(noOfcase(s));

}

}

## Max Consecutive Ones

Given an array A, find the maximum number of consecutive 1s in the array.

#### Examples

A: [1, 1, 3, 2, 3, 1, 1, 1]  
Max consecutive 1s: 3

**Program:**

public class Main

{

static int maxNoOnes(int[] a,int n)

{

int max=0;

int c=0;

for(int i=0;i<n-1;i++)

{

if(a[i]==1&&a[i+1]==1)

{

c++;

max=Math.max(max,c);

}

else{

c=0;

}

}

return max+1;

}

public static void main(String[] args) {

int[] a=new int[]{1, 1, 3, 2, 3, 1, 1, 1,12,1,1,1,1,1,2,34,44};

System.out.println(maxNoOnes(a,a.length));

}

}

# Q15)

# A)Find resultant string after concatenating uncommon characters of given strings

Given two strings **S1** and**S2.**The task is to concatenate uncommon characters of the **S2**to **S1**and return the resultant string **S1 .**

**Examples:**

***Input:******S1****= “aacdb”,****S2****= “gafd”****Output:****“cbgf”*

***Input:******S1****= “abcs”,****S2****= “cxzca”;****Output:****“bsxz”*

**Program:**

import java.util.\*;

public class Main

{

static String unCommonString(String s1,String s2)

{

StringBuffer s=new StringBuffer();

LinkedHashMap<Character,Integer> hm=new LinkedHashMap<Character,Integer>();

for(int i=0;i<s1.length();i++)

{

char ch=s1.charAt(i);

hm.put(ch,hm.getOrDefault(ch,0)+1);

}

for(int i=0;i<s2.length();i++)

{

char ch=s2.charAt(i);

hm.put(ch,hm.getOrDefault(ch,0)+1);

}

for(Character x:hm.keySet())

{

if(hm.get(x)==1)

{

s.append(x);

}

}

return s.toString();

}

public static void main(String[] args) {

// String S1 = "aacdb", S2 = "gafd";

String S1 = "abcs", S2 = "cxzca";

System.out.println(unCommonString(S1,S2));

}

}

# B) Rearrange array such that even positioned are greater than odd

Given an array A of n elements, sort the array according to the following relations :

* A[i]>=A[i-1], if i is even.
* A[i]<=A[i-1], if i is odd.

Print the resultant array.

**Examples :**

Input : A[] = {1, 2, 2, 1}

Output : 1 2 1 2

Explanation :

For 1st element, 1 1, i = 2 is even.

3rd element, 1 1, i = 4 is even.

Input : A[] = {1, 3, 2}

Output : 1 3 2

Explanation :

Here, the array is also sorted as per the conditions.

1 1 and 2 < 3.

**Program:**

import java.util.\*;

public class Main

{

static int[] reArray (int[]a, int n)

{

Arrays.sort (a);

int ans[] = new int[n];

int p = 0, q = n - 1;

for (int i = 0; i < n; i++)

{

if ((i + 1) % 2 == 0)

{

ans[i] = a[q--];

}

else

{

ans[i]=a[p++];

}

}

return ans;

}

public static void main (String[]args)

{

//int[] a=new int[]{1,2,2,1};

int[] a=new int[]{1,3,2,4,8};

int[] ans=reArray(a,a.length);

for(int i=0;i<ans.length;i++)

{

System.out.print(ans[i]+" ");

}

}

}

Q16)

# Maximum Consecutive Zeroes in Concatenated Binary String

You are given a binary string **str** of length **n**. Suppose you create another string of size n \* k by concatenating **k** copies of str together. What is the maximum size of a substring of the concatenated string consisting only of 0’s? Given that k > 1.

**Examples:**

***Input :****str = “110010”, k = 2****Output :****2   
String becomes 110010110010 after two concatenations. This string has two zeroes.*

***Input :****str = “00100110”, k = 4****Output :****3*

**Complexity Analysis:**

***Time Complexity:*O(N)**, where N represents the length of the given string.

**Program:**

import java.util.\*;

public class Main

{

static int MaxConZero(String s,int k)

{

StringBuffer s1=new StringBuffer();

for(int i=0;i<k;i++)

{

s1.append(s);

}

int max=0;

int cm=0;

for(int i=0;i<s1.length();i++)

{

if(s1.charAt(i)=='0')

{

cm++;

max=Math.max(cm,max);

}

else

{

cm=0;

}

}

return max;

}

public static void main(String[] args) {

// String s="110010";

// int k=2;

String s= "0010011000";

int k = 4 ;

System.out.println(MaxConZero(s,k));

}

}

1. **Count smaller elements on Right side**

Given an unsorted array arr[] of distinct integers, construct another array countSmaller[] such that countSmaller[i] contains the count of smaller elements on the right side of each element arr[i] in the array.

**Examples:**

***Input:****arr[] =  {12, 1, 2, 3, 0, 11, 4}****Output:****countSmaller[]  =  {6, 1, 1, 1, 0, 1, 0}*

***Input:****arr[] =  {5, 4, 3, 2, 1}****Output:****countSmaller[]  =  {4, 3, 2, 1, 0}*

**Program:**

public class Main

{

static int[] newArray(int[] a,int n)

{

int[] an=new int[n];

for(int i=0;i<n;i++)

{

an[i]=0;

}

for(int i=0;i<n;i++)

{

for(int j=i+1;j<n;j++)

{

if(a[j]<a[i])

an[i]++;

}

}

return an;

}

public static void main(String[] args) {

int[] a=new int[]{12, 1, 2, 3, 0, 11, 4};

//int[] a=new int[]{5,4,3,2,1};

int[] an=newArray(a,a.length);

for(int i=0;i<an.length;i++)

{

System.out.print(an[i]+" ");

}

}

}

17). A) Give a N\*N square matrix, return an array of its anti-diagonals. Look at the example for more details.

**Example:**

Input:

1 2 3

4 5 6

7 8 9

Return the following:

[

[1],

[2, 4],

[3, 5, 7],

[6, 8],

[9]

]

Input:

1 2

3 4

Return the following:

[

[1],

[2, 3],

[4]

]

**Program:**

import java.util.\*;

public class Main

{

static ArrayList<ArrayList<Integer>> antiDiag(int[][] mat)

{

ArrayList<ArrayList<Integer>> l=new ArrayList<>();

int n=mat.length;

for(int i=0;i<n;i++)

{

ArrayList<Integer> tem=new ArrayList<>();

int c=i,r=0;

while(c>=0 && r<n)

{

tem.add(mat[r][c]);

c--;

r++;

}

l.add(tem);

}

for(int i=1;i<n;i++)

{

ArrayList<Integer> tem=new ArrayList<>();

int r=i,c=n-1;

while(r<n && c>=0)

{

tem.add(mat[r][c]);

c--;

r++;

}

l.add(tem);

}

return l;

}

public static void main(String[] args) {

ArrayList<ArrayList<Integer>> l=new ArrayList<ArrayList<Integer>>();

int A[][]= { { 1, 2, 3 }, { 4, 5, 6 }, { 7, 8, 9 } };

int a[][]={{1,2},{3,4}};

l=antiDiag(a);

for(ArrayList<Integer> k:l)

{

System.out.println(k);

}

System.out.println("Hello World");

}

}

# B) Expand the string according to the given conditions

Given string **str** of the type **“3(ab)4(cd)”**, the task is to expand it to “abababcdcdcdcd” where integers are from the range **[1, 9]**.

**Examples:**

***Input:****str = “3(ab)4(cd)”****Output:****abababcdcdcdcd*

***Input:****str = “2(kl)3(ap)”****Output:****klklapapap*

**Program:**

public class Main

{

static String freString(String s)

{

StringBuffer ans=new StringBuffer();

String temp="";

int j=0;

for(int i=0;i<s.length();i++)

{

if(s.charAt(i)>=0)

{

int n= s.charAt(i)-'0';

if(s.charAt(i+1)=='(')

{

for(j=i+1;s.charAt(j)!=')';j++)

{

if(s.charAt(j)>='A'&& s.charAt(j)<='Z' || s.charAt(j)>='a'&& s.charAt(j)<='z')

{

temp=temp+s.charAt(j);

}

}

}

for(int k=0;k<n;k++)

{

ans.append(temp);

}

temp="";

n=0;

if(j<s.length())

{

i=j;

}

}

}

return ans.toString();

}

public static void main(String[] args) {

String s="2(ab)4(cd)";

System.out.println(freString(s));

}

}

18) A) Given an integer array **A** of size **N**. You need to check that whether there exist a element which is **strictly greater than all the elements on left** of it and **strictly smaller than all the elements** on right of it.If it exists return **1** else return **0**.

**NOTE:** Do not consider the corner elements i.e **A[0] and A[N-1]** as the answer.

**Problem Constraints:** 3 <= N <= 105

1 <= A[i] <= 109

**Input Format:** First and only argument is an integer array **A** containing **N** integers.

**Output Format :** Return **1** if there exist a element that is **strictly greater than all the elements on left** of it and **strictly smaller than all the elements** on right of it else return 0.

**Example Input**

Input 1: A = [5, 1, 4, 3, 6, 8, 10, 7, 9]

Input 2: A = [5, 1, 4, 4]

**Example Output:**

Output 1: 1

Output 2: 0

**Example Explanation**

Explanation 1: A[4] = 6 is the element we are looking for.

All elements on left of A[4] are smaller than it and all elements on right are greater.

Explanation 2: No such element exits.

**Program:**

public class MyClass {

static int eleFound(int[] a,int n)

{

int[] lmax=new int[n];

int[] rmin=new int[n];

lmax[0]=a[0];

for(int i=1;i<n;i++)

{

lmax[i]=Math.max(lmax[i-1],a[i-1]);

}

rmin[n-1]=a[n-1];

for(int i=n-2;i>=0;i--)

{

rmin[i]=Math.min(rmin[i+1],a[i+1]);

}

for (int i = 1; i < n - 1; i++) {

if (a[i] > lmax[i] && a[i] < rmin[i]) {

return 1;

}

}

return 0;

}

public static void main(String args[]) {

int[] a={5, 1, 4, 3, 6, 8, 10, 7, 9};

// int[] a={5,1,4,4};

System.out.println(eleFound(a,a.length));

}

}

B) GCD of more than two (or array) numbers

Given an array of numbers, find GCD of the array elements. In a previous post we [find GCD of two number](https://www.geeksforgeeks.org/c-program-find-gcd-hcf-two-numbers/).

**Examples:**

Input : arr[] = {1, 2, 3}

Output : 1

Input : arr[] = {2, 4, 6, 8}

Output : 2

**Program:**

public class MyClass {

static int gcd(int a,int b)

{

if(a==0)

{

return b;

}

if(b==0)

{

return a;

}

return gcd(b,a%b);

}

static int gcdArray(int[] a,int n )

{

if(n==1)

{

return a[0];

}

for(int i=1;i<n;i++)

{

a[i]=gcd(a[i-1],a[i]);

}

return a[n-1];

}

public static void main(String args[]) {

int[] a={2,4,6,8};

//int[] a={1,2,3};

System.out.println(gcdArray(a,a.length));

}

}

19) A) Given a matrix of **M \* N** elements (M rows, N columns), return all elements of the matrix in spiral order.

**Problem Constraints**

1 <= **M, N** <= 1000

**Input Format**

The first argument is a matrix A.

**Output Format**

Return an array of integers representing all elements of the matrix in spiral order.

**Example Input**

A =

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

**Example Output**

[1, 2, 3, 6, 9, 8, 7, 4, 5]

**Program:**

public class MyClass {

static void spiralPrint( int a[][],int m, int n)

{

int i, r = 0, c = 0;

while (r < m && c < n) {

for (i = c; i < n; ++i) {

System.out.print(a[r][i] + " ");

}

r++;

for (i = r; i < m; ++i) {

System.out.print(a[i][n - 1] + " ");

}

n--;

if (r < m) {

for (i = n - 1; i >= c; --i) {

System.out.print(a[m - 1][i] + " ");

}

m--;

}

if (c < n) {

for (i = m - 1; i >= r; --i) {

System.out.print(a[i][c] + " ");

}

c++;

}

}

}

public static void main(String args[]) {

//int a[][] = { { 1, 2, 3,4 },{ 5, 6, 7, 8 },{ 9, 10, 11, 12 },{ 13, 14, 15, 16 } };

int a[][]={{1,2,3},{4,5,6},{7,8,9}};

spiralPrint(a, a.length, a[0].length);

}

}

B) Encrypt a string by repeating i-th character i times

Given string **str**, the task is to encrypt the string with the given encryption algorithm. The **1st** character of the string will be repeated **once** in the encrypted string, the **2nd** character will be repeated twice, …, **nth** character will be repeated **n** times.

**Examples:**

Input: str = "geeks"

Output: geeeeekkkksssss

Input: str = "abcd"

Output: abbcccdddd

**Program:**

public class MyClass {

static String newString(String s)

{

StringBuffer ans=new StringBuffer();

for(int i=0;i<s.length();i++)

{

char ch=s.charAt(i);

for(int j=0;j<i+1;j++)

{

ans.append(ch);

}

}

return ans.toString();

}

public static void main(String args[]) {

String s="abcd";

String s1="geeks";

String s2="ABCD";

System.out.println(newString(s2));

}

}

20)

# Find elements which are present in first array and not in second

Given two arrays, the task is that we find numbers which are present in first array, but not present in the second array.

**Examples :**

Input : a[] = {1, 2, 3, 4, 5, 10};

b[] = {2, 3, 1, 0, 5};

Output : 4 10

4 and 10 are present in first array, but

not in second array.

Input : a[] = {4, 3, 5, 9, 11};

b[] = {4, 9, 3, 11, 10};

Output : 5

# Program:

# import java.util.\*;

# public class MyClass {

# static void missingEle(int[] a,int[] b)

# {

# HashSet<Integer> s=new HashSet<Integer>();

# for(int i=0;i<b.length;i++)

# {

# s.add(b[i]);

# }

# for(int i=0;i<a.length;i++)

# {

# if(s.contains(a[i]))

# {

# continue;

# }

# else

# {

# System.out.print(a[i]+" ");

# }

# }

# }

# public static void main(String args[]) {

# int[] a={1, 2, 3, 4, 5, 10};

# int[] b ={2, 3, 1, 0, 5};

# missingEle(a,b);

# 

# }

# }

# B) Check if String formed by first and last X characters of a String is a Palindrome

Given a [string](https://www.geeksforgeeks.org/category/data-structures/c-strings/) **str** and an integer **X**. The task is to find whether the first**X** characters of both [string](https://www.geeksforgeeks.org/category/data-structures/c-strings/) **str**and [reversed](https://www.geeksforgeeks.org/reverse-a-string-in-java/)[string](https://www.geeksforgeeks.org/category/data-structures/c-strings/) **str** are same or not. If it is equal then print **true**, otherwise print **false**.

**Examples:**

***Input****: str = abcdefba, X = 2****Output****: true****Explanation****:   
First 2 characters of both string****str****and reversed string****str****are same.*

***Input****: str = GeeksforGeeks, X = 3****Output****: false*

**Program:**

public class MyClass {

static boolean isTrue(String s,int k)

{

int n = s.length();

int i = 0;

while (i < n && i < k) {

if (s.charAt(i) != s.charAt(n - i - 1)) {

return false;

}

i++;

}

return true;

}

public static void main(String args[]) {

String s="abcdefba";

int k=2;

// String s= "GeeksforGeeks";

// int k = 3;

if(isTrue(s,k))

{

System.out.println("Yes");

}

else

System.out.println("No");

}

}

# 21) A) Check if array elements are consecutive. 30M

# Given an unsorted array of numbers, write a function that returns true if the array consists of consecutive numbers.

# **Test Cases:**

# **a)** If the array is {5, 2, 3, 1, 4}, then the function should return true because the array has consecutive numbers from 1 to 5.

# **b)** If the array is {83, 78, 80, 81, 79, 82}, then the function should return true because the array has consecutive numbers from 78 to 83.

# **c)**If the array is {34, 23, 52, 12, 3}, then the function should return false because the elements are not consecutive.

# **d)**If the array is {7, 6, 5, 5, 3, 4}, then the function should return false because 5 and 5 are not consecutive.

Expected **Time Complexity:** O(n)   
**Auxiliary Space:** O(n)

**Program:**

import java.util.\*;

public class Main

{

static boolean consArray(int[] a,int n)

{

Arrays.sort(a);

for(int i=1;i<n;i++)

{

if(a[i]-a[i-1]!=1)

{

return false;

}

}

return true;

}

public static void main(String[] args) {

// int[] a={5,4,3,2,6};

int[] a={83, 78, 80, 81, 79, 82};

//int[] a={34, 23, 52, 12, 3};

//int[] a={7, 6, 5, 5, 3, 4};

System.out.println(consArray(a,a.length));

}

}

# B) Check if a given string is a rotation of a palindrome 30 M

Given a string, check if it is a rotation of a palindrome. For example your function should return true for “aab” as it is a rotation of “aba”.

**Examples:**

Input: str = "aaaad"

Output: 1

// "aaaad" is a rotation of a palindrome "aadaa"

Input: str = "abcd"

Output: 0

// "abcd" is not a rotation of any palindrome.

**Program:**

public class Main

{

static boolean isRoOfPalindrome(String s) {

if (isPalindrome(s)) {

return true;

}

for (int i = 1; i < s.length(); i++) {

String rs = s.substring(i) + s.substring(0, i);

if (isPalindrome(rs)) {

return true;

}

}

return false;

}

static boolean isPalindrome(String s)

{

StringBuffer s1=new StringBuffer(s);

s1=s1.reverse();

if(s.equals(s1.toString()))

{

return true;

}

return false;

}

public static void main(String[] args) {

String s="aaaab";

String s1="abcd";

String s2="cbccc";

System.out.println(isRoOfPalindrome(s2));

}

}

# 22) A) Count Distinct Strings present in an array

Given an [array of strings](https://www.geeksforgeeks.org/array-strings-c-3-different-ways-create/) **arr[]**, the task is to find the count of distinct strings present in the array.

**Examples:**

***Input:****arr[] = { “abcde”, “abcce”, “abcdf”, “abcde”, “abcdf” }****Output:****3****Explanation:****Distinct strings in the array are { “abcde”, “abcce”, “abcdf” }.   
Therefore, the required output is 3.*

***Input:****arr[] = { “ab”, “abc”, “abcd”, “abcde”, “a” }****Output:****5****Explanation:****Distinct strings in the array are { “abcde”, “abcd”, “abc”, “ab”, “a” }.   
Therefore, the required output is 5.*

**Program:**

import java.util.\*;

public class Main

{

static int disString(String[] str,int n)

{

int c=0;

HashSet<String> sS=new HashSet<String>();

for(int i=0;i<n;i++)

{

char[] tem=str[i].toCharArray();

Arrays.sort(tem);

String tmp=new String(tem);

if(sS.contains(tmp))

{

continue;

}

else

{

sS.add(tmp);

c++;

}

}

return c;

}

public static void main(String[] args) {

//String[] arr = { "abcde", "abcce", "abcdf", "bcdea", "abcdf" };

String[] arr = { "ab", "abc", "abcd", "abcde", "a" };

System.out.println(disString(arr,arr.length));

}

}

# Count of elements in Array which are present K times & their double isn’t present

Given an [array](https://www.geeksforgeeks.org/array-data-structure/) **arr[]** of N integers, the task is to find the count of elements in the array that are present **K times** and their double are not present in the array.

**Examples:**

***Input:****arr[] = {10, 6, 12, 8, 10, 8}, K = 2****Output:****2****Explanation:****10 is a valid number since it appears exactly two times and 20 does not appear in array.  
8 is a valid number since it appears two times and 16 does not appear in array.*

***Input:****arr[] = {1, 3, 5, 3}, K = 3****Output:****0****Explanation:****No element in the given array satisfy the condition.*

*Input: arr[]={1,3,5,3,4,3} K=3*

***Output****:0*

***Input:****arr[] = {1, 2, 2, 3, 3, 4}, K = 2****Output:****1****Explanation:****Only 3 is valid element.  
Though 2 is present twice but its double is also present.*

**Program:**

import java.util.\*;

public class Main

{

static int eleCon(int[] a,int n,int k)

{

int c=0;

HashMap<Integer,Integer> hm=new HashMap<>();

for(int i=0;i<n;i++)

{

hm.put(a[i],hm.getOrDefault(a[i],0)+1);

}

for(Integer x:hm.keySet())

{

if(hm.get(x)==k)

{

int num=x;

num=num\*2;

if(!hm.containsKey(num))

{

c++;

}

}

}

return c;

}

public static void main(String[] args) {

/\*int[] a = {10, 6, 12, 8, 10, 8};

int k = 2;

int[] a = {1, 3, 5, 3};

int k = 3;

int[] a={1,3,5,3,4,3};

int k =3;\*/

int[] a= {1, 2, 2, 3, 3, 4};

int k = 2;

System.out.println(eleCon(a,a.length,k));

}

}

# *23) A)* Count of strings with frequency of each character at most K

Given an [array](https://www.geeksforgeeks.org/array-data-structure/) **arr[]** containing **N** [strings](http://www.geeksforgeeks.org/frequent-word-array-strings/) and an integer **K**, the task is to find the count of [strings](https://www.geeksforgeeks.org/category/data-structures/c-strings/) with the frequency of each character at most **K**

**Examples:**

***Input:****arr[] = { “abab”, “derdee”, “erre” }, K = 2****Output:****2****Explanation:****Strings with character frequency at most 2 are “abab”, “erre”. Hence count is 2*

***Input:****arr[] = {“ag”, “ka”, “nanana”}, K = 3****Output:****1*

**Program:**

import java.util.\*;

public class Main

{

static boolean charFreq(String s,int k)

{

HashMap<Character,Integer> hm=new HashMap<>();

for(int i=0;i<s.length();i++)

{

hm.put(s.charAt(i),hm.getOrDefault(s.charAt(i),0)+1);

}

for(Character ch:hm.keySet())

{

if(hm.get(ch)!=k)

{

return false;

}

}

return true;

}

static int charArray(String[] s,int k)

{

int c=0;

for(int i=0;i<s.length;i++)

{

if(charFreq(s[i],k))

{

c++;

}

}

return c;

}

public static void main(String[] args) {

// String[] arr = { "abab", "derdee", "erre" };

// int K = 2;

String[] arr = {"ag", "ka", "nanana"};

int K = 3;

System.out.println(charArray(arr,K));

}

}

# *B)* Count all elements in the array which appears at least K times after their first occurrence

Given an array **arr[]** of **N** integer elements and an integer **K**. The task is to count all distinct **arr[i]** such that **arr[i]** appears at least **K** times in the index range **i + 1** to **n – 1**.

**Examples:**

***Input:****arr[] = {1, 2, 1, 3}, K = 1****Output:****1   
arr[0] = 1 is the only element that appears at least once in the index range [1, 3] i.e. arr[2]*

***Input:****arr[] = {1, 2, 3, 2, 1, 3, 1, 2, 1}, K = 2****Output:****2*

**Program:**

import java.util.\*;

public class Main

{

static int countOccurrence(int n, int[] arr, int k)

{

int c = 0;

HashMap<Integer, Boolean> hm = new HashMap<>();

HashMap<Integer, Integer> oc = new HashMap<>();

for (int i = n-1; i>=0; i--)

{

if ( hm.getOrDefault(arr[i],false) == true)

continue;

if ( oc.getOrDefault(arr[i],0) >= k)

{

c++;

hm.put(arr[i], true);

}

else

{

oc.put(arr[i],oc.getOrDefault(arr[i],0)+1);

}

}

return c;

}

public static void main(String[] args) {

int[] arr = {1, 2, 1, 3};

//int[] arr={1, 2, 3, 2, 1, 3, 1, 2, 1};

int k = 1;

System.out.println(countOccurrence(arr.length,arr,k));

}

}

# *24) A)* Print all characters of string whose frequency is a power of K

Given [string](https://www.geeksforgeeks.org/string-class-in-java/) **str** of size **N**, the task is to print the characters of string whose frequency is a power of **K** in a lexicographically sorted order.

**Examples:**

***Input:****str = “aaacbb” K = 2****Output:****bbc****Explanation:****Frequency of a is 3 which is not the power of 2. Frequency of c is 1 and frequency of b is 2 which are the power of 2.*

***Input:****str = “geeksgeekgeeks” K = 3****Output:****eeeeeegggkkk*

**Program:**

import java.util.\*;

public class Main

{

static String freString(String s,int k)

{

StringBuffer ans=new StringBuffer();

TreeMap<Character,Integer> hm=new TreeMap<>();

for(int i=0;i<s.length();i++)

{

hm.put(s.charAt(i),hm.getOrDefault(s.charAt(i),0)+1);

}

for(Character ch:hm.keySet())

{

if(isPowerOfK(hm.get(ch),k))

{

for(int j=0;j<hm.get(ch);j++)

{

ans.append(ch);

}

}

}

return ans.toString();

}

static boolean isPowerOfK(int n, int k) {

while (n > 1) {

if (n % k != 0) {

return false;

}

n /= k;

}

return n == 1;

}

public static void main(String[] args) {

String str2 = "geeksgeekgeeks";

int k2 = 3;

System.out.println(freString(str2, k2));

String str1 = "aaacbb";

int k1 = 2;

System.out.println(freString(str1, k1));

}

}

# *B)* Find all matrix elements which are minimum in their row and maximum in their column

Given a matrix **mat[][]** of size **M \* N**, the task is to find all matrix elements which are minimum in their respective row and maximum in their respective column. If no such element is present, print **-1**.

**Examples:**

***Input:****mat[][] = {{1, 10, 4}, {9, 3, 8}, {15, 16, 17}}****Output:****15****Explanation:*** *15 is the only element which is maximum in its column {1, 9,****15****} and minimum in its row {****15****, 16, 17}.*

***Input:****m[][] = {{10, 41}, {3, 5}, {16, 2}}****Output:****-1*

**Program:**

import java.util.\*;

public class Main

{

static ArrayList<Integer> minRmaxC(int[][] mat)

{

HashSet<Integer> s=new HashSet<Integer>();

ArrayList<Integer> l=new ArrayList<Integer>();

for(int i=0;i<mat.length;i++)

{

int minr=Integer.MAX\_VALUE;

for(int j=0;j<mat[i].length;j++)

{

minr=Math.min(minr,mat[i][j]);

}

s.add(minr);

}

for(int i=0;i<mat[0].length;i++)

{

int maxc=0;

for(int j=0;j<mat.length;j++)

{

maxc=Math.max(maxc,mat[j][i]);

}

if(s.contains(maxc))

{

l.add(maxc);

}

}

return l;

}

public static void main(String[] args) {

int[][] mat = { { 1, 10, 4 },{ 9, 3, 8 },{ 15, 16, 17 } };

ArrayList<Integer> l=new ArrayList<>();

l=minRmaxC(mat);

if(l.size()==0)

{

System.out.println("-1");

}

else

{

System.out.println(l);

}

}

}

# *25) A)* Replace the odd positioned elements with their cubes and even positioned elements with their squares

Given an array **arr[]** of **n** elements, the task is to replace all the odd positioned elements with their cubes and even positioned elements with their squares i.e. the resultant array must be **{arr[0]3, arr[1]2, arr[2]3, arr[3]2, …}**.  
**Examples:**

***Input:****arr[]= {2, 3, 4, 5}****Output:****8 9 64 25   
Updated array will be {23, 32, 43, 52} -> {8, 9, 64, 25}****Input:****arr[] = {3, 4, 5, 2}****Output:****27 16 125 4*

**Program:**

public class Main

{

static int[] newArray(int[] arr,int n)

{

for(int i=0;i<n;i++)

{

if(i%2==0)

{

arr[i]=arr[i]\*arr[i]\*arr[i];

}

else

{

arr[i]=arr[i]\*arr[i];

}

}

return arr;

}

public static void main(String[] args) {

int[] arr= {2, 3, 4, 5};

//int[]arr = {3, 4, 5, 2}

int[] ans=newArray(arr,arr.length);

for(int i=0;i<ans.length;i++)

{

System.out.print(ans[i]+" ");

}

}

}

***B)* Given a string s, reverse only all the vowels in the string and return it**.

The vowels are 'a', 'e', 'i', 'o', and 'u', and they can appear in both lower and upper cases, more than once.

Example 1:

Input: s= "hello"

Output: "holle"

Example 2:

Input: s= "AEIOU"

Output: "UOIEA"

Example 3:

Input: s= "DesignGUrus"

Output: "DusUgnGires"

**Program:**

import java.util.\*;

public class Main

{

public static boolean isOvel(char ch){

if(ch=='a'||ch=='e'||ch=='i'||ch=='o'||ch=='u'||ch=='A'||ch=='E'||ch=='I'||ch=='O'||ch=='U'){

return true;

}

return false;

}

public static String find(String s){

char s1[]=s.toCharArray();

int i=0,j=s.length()-1;

while(i<j){

if(isOvel(s1[i])&&isOvel(s1[j])){

char t=s1[i];

s1[i]=s1[j];

s1[j]=t;

i++;

j--;

}

else if(isOvel(s1[i])){

j--;

}

else{

i++;

}

}

String ans=new String(s1);

return ans;

}

public static void main(String[] args) {

String s="hello";

String s1="AEIOU";

String s2="DesignGUrus";

System.out.println(find(s));

System.out.println(find(s1));

System.out.println(find(s2));

}

}

*26) A****)* Given an array of strings words and two different strings that already exist in the array word1 and word2, return the shortest distance between these two words in the list.**

Example 1:

Input: words = ["the", "quick", "brown", "fox", "jumps", "over", "the", "lazy", "dog"], word1 = "fox", word2 = "dog"

Output: 5

Explanation: The distance between "fox" and "dog" is 5 words.

Example 2:

Input: words = ["a", "c", "d", "b", "a"], word1 = "a", word2 = "b"

Output: 1

Explanation: The shortest distance between "a" and "b" is 1 word

**Program:**

public class Main

{

static int shortDist(String[] words,String s1,String s2)

{

int dis=999;

int ind=-1;

for(int i=0;i<words.length;i++)

{

if(words[i]==s1||words[i]==s2)

{

if(ind==-1)

{

ind=i;

}

else

{

if(words[ind]==words[i])

{

ind=i;

}

else

{

dis=Math.min(dis,((i-ind)));

ind=i;

}

}

}

}

return dis;

}

public static void main(String[] args) {

String[] words = {"the", "quick", "brown", "fox", "jumps", "over", "the", "lazy", "dog"};

String word1 = "fox", word2 = "dog";

String[] words1 = {"a", "c", "d", "b", "a"};

String word11 = "a", word21 = "b";

System.out.println(shortDist(words1,word11,word21));

}

}

***B)* Given an array of integers nums, return the number of good pairs.**

A pair (i, j) is called good if nums[i] == nums[j] and i < j.

Example 1:

Input: nums = [1,2,3,1,1,3]

Output: 4

Explanation: There are 4 good pairs, here are the indices: (0,3), (0,4), (3,4), (2,5).

Example 2:

Input: nums = [1,1,1,1]

Output: 6

Explanation: Each pair in the array is a 'good pair'.

Example 3:

Input: words = nums = [1,2,3]

Output: 0

Explanation: No number is repeating.

**Porgarm:**

public class Main

{

static int numIdenticalPairs(int[] nums) {

int c=0;

for(int i=0;i<nums.length-1;i++)

{

for(int j=i+1;j<nums.length;j++)

{

if(nums[i]==nums[j])

{

c++;

}

}

}

return c;

}

public static void main(String[] args) {

int[] nums = {1,2,3,1,1,3};

int[] a={1,1,1,1};

int[] a1={1,2,3};

System.out.println(numIdenticalPairs(a1));

}

}

# *27) A)* Check if all given strings are isograms or not

Given an array **arr** containing **N** strings, the task is to check if all strings are [isogram](https://www.geeksforgeeks.org/check-string-isogram-not/) or not. If they are, print **Yes**, otherwise **No**.

*An****Isogram****is a word in which no letter occurs more than once.*

**Examples:**

***Input:****arr[] = {“abcd”, “derg”, “erty”}****Output:****Yes*

***Input:****arr[] = {“agka”, “lkmn”}****Output:****No*

**Program:**

import java.util.\*;

public class Main

{

static boolean isIsom(String s)

{

HashSet<Character> se=new HashSet<>();

for (int i=0;i<s.length() ;i++ )

{

se.add(s.charAt(i));

}

if(se.size()==s.length())

{

return true;

}

return false;

}

static boolean checkInArr(String[] words)

{

for(int i=0;i<words.length;i++)

{

if(!isIsom(words[i]))

{

return false;

}

}

return true;

}

public static void main(String[] args) {

//String[] arr = {"abcd", "derg", "erty"};

String[] arr = {"agka", "lkmn"};

if(checkInArr(arr)){

System.out.println("yes");

}

else

System.out.println("No");

}

}

# *B)* Sum of all odd frequency elements in a Matrix

Given a NxM matrix of integers containing duplicate elements. The task is to find the sum of all odd occurring elements in the given matrix. That is the sum of all such elements whose frequency is odd in the matrix.

**Examples**:

**Input** : mat[] = {{1, 1, 2},

{2, 3, 3},

{4, 5, 3}}

**Output** : 18

The odd occurring elements are 3, 4, 5 and their number

of occurrences are 3, 1, 1 respectively. Therefore,

sum = 3+3+3+4+5 = 18.

**Input** : mat[] = {{10, 20},

{40, 40}}

**Output** : 30

**Program:**

import java.util.\*;

public class Main

{

static int sumOfFre(int[][] mat)

{

HashMap<Integer,Integer> hm=new HashMap<>();

for(int i=0;i<mat.length;i++)

{

for(int j=0;j<mat[i].length;j++)

{

hm.put(mat[i][j],hm.getOrDefault(mat[i][j],0)+1);

}

}

int sum=0;

for(Integer x:hm.keySet())

{

if(hm.get(x)%2!=0)

{

sum=sum+(hm.get(x)\*x);

}

}

return sum;

}

public static void main(String[] args) {

int[][] mat = {{1, 1, 2},{2, 3, 3},{4, 5, 3}};

int[][] mat1= {{10, 20},{40, 40}};

System.out.println(sumOfFre(mat1));

}

}

# *28) A)* Modify a string by circularly shifting each character to the right by respective frequencies

Given a [string](https://www.geeksforgeeks.org/string-data-structure/) **S** consisting of lowercase English alphabets, the task is to right shift each character of the given string **S** circularly by its frequency.

*Circular shifting of characters refers to shifting character ‘z’ to ‘a’, as its next character.*

**Examples:**

***Input:****S = “geeksforgeeks”****Output:****iiimugpsiiimu****Explanation:*** *Following changes are made on the string S:*

1. *Frequency of ‘g’ is 2. Therefore, shifting the character ‘g’ by 2 becomes ‘i’.*
2. *Frequency of ‘e’ is 4. Therefore, shifting the character ‘e’ by 4 becomes ‘i’.*
3. *Frequency of ‘k’ is 2. Therefore, shifting the character ‘k’ by 2 becomes ‘m’.*
4. *Frequency of ‘s’ is 2. Therefore, shifting the character ‘s’ by 2 becomes ‘u’.*
5. *Frequency of ‘f’ is 1. Therefore, shifting the character ‘f’ by 1 becomes ‘g’.*
6. *Frequency of ‘o’ is 1. Therefore, shifting the character ‘o’ by 1 becomes ‘p’.*
7. *Frequency of ‘r’ is 1. Therefore, shifting the character ‘r’ by 1 becomes ‘s’.*

*After the above shifting of characters, the string modifies to “iiimugpsiiimu”.*

***Input:****S = “aabcadb”****Output:****ddddded*

**Program:**

import java.util.\*;

public class Main

{

static String pattern(String s)

{

StringBuffer s1=new StringBuffer();

HashMap<Character,Integer> hm=new HashMap<Character,Integer>();

for(int i=0;i<s.length();i++)

{

hm.put(s.charAt(i),hm.getOrDefault(s.charAt(i),0)+1);

}

for(int i=0;i<s.length();i++)

{

char ch=s.charAt(i);

int n=hm.get(ch);

char ch1=(char)(ch+n);

s1.append(ch1);

}

return s1.toString();

}

public static void main(String[] args) {

String S = "geeksforgeeks";

String S1 = "aabcadb";

System.out.println(pattern(S));

System.out.println(pattern(S1));

}

}

# *B)* Print matrix in snake pattern

Given an n x n matrix. In the given matrix, you have to print the elements of the matrix in the snake pattern.

**Examples :**

***Input:****mat[][] = { {10, 20, 30, 40},*

*{15, 25, 35, 45},*

*{27, 29, 37, 48},*

*{32, 33, 39, 50}};****Output:****10 20 30 40 45 35 25 15 27 29 37 48 50 39 33 32*

![Matrix printing](data:image/png;base64,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)

**Program:**

public class Main

{

static void pattern(int[][] mat)

{

for(int i=0;i<mat.length;i++)

{

if(i%2==0)

{

for(int j=0;j<mat[i].length;j++)

{

System.out.print(mat[i][j]+" ");

}

}

else

{

for(int j=mat[i].length-1;j>=0;j--)

{

System.out.print(mat[i][j]+" ");

}

}

}

}

public static void main(String[] args) {

int[][] mat = { {10, 20, 30, 40},{15, 25, 35, 45},{27, 29, 37, 48},{32, 33, 39, 50}};

pattern(mat);

}

}

# *29) A)* Program to check if all characters have even frequency

Given a string S consisting only of lowercase letters check if the string has all characters appearing even times.

**Examples:**

***Input :****abaccaba****Output :****Yes****Explanation:****‘a’ occurs four times, ‘b’ occurs twice, ‘c’ occurs twice and the other letters occur zero times.*

***Input:****hthth****Output :****No*

**Program:**

import java.util.\*;

public class Main

{

static boolean evenFre(String s)

{

HashMap<Character,Integer> hm=new HashMap<>();

for(int i=0;i<s.length();i++)

{

hm.put(s.charAt(i),hm.getOrDefault(s.charAt(i),0)+1);

}

for(Character ch:hm.keySet())

{

if(hm.get(ch)%2!=0)

{

return false;

}

}

return true;

}

public static void main(String[] args) {

String s= "abaccaba";

String s1="hthth";

if(evenFre(s1))

System.out.println("Yes");

else

System.out.println("No");

}

}

# *B)* Squares of Matrix Diagonal Elements

You have given an integer matrix with odd dimensions. Find the square of the diagonal elements on both sides.

**Examples:**

Input : 1 2 3

4 5 6

7 8 9

Output : Diagonal one: 1 25 81

Diagonal two: 9 25 49

Input : 2 5 7

3 7 2

5 6 9

Output : Diagonal one : 4 49 81

Diagonal two : 49 49 25

**Program:**

import java.util.\*;

public class Main

{

static void diaEle(int[][]mat)

{

ArrayList<Integer> d1=new ArrayList<>();

ArrayList<Integer> d2=new ArrayList<>();

for(int i=0;i<mat.length;i++)

{

int n=mat[i][i]\*mat[i][i];

d1.add(n);

}

for(int i=0 ,j=mat[i].length-1;i<mat.length&&j>=0;i++,j--)

{

int n=mat[i][j]\*mat[i][j];

d2.add(n);

}

System.out.println("Diagonal one : "+d1 );

System.out.println("Diagonal two : "+d2 );

}

public static void main(String[] args) {

int[][] mat={{1,2,3},{4,5,6},{7,8,9}};

int[][] mat1={{2,5,7},{3,7,2},{5,6,9}};

diaEle(mat);

System.out.println();

diaEle(mat1);

}

}

# *30) A)* Count of strings that does not contain any character of a given string

Given an array **arr** containing **N** strings and a string **str**, the task is to find the number of strings that do not contain any character of string **str**.

**Examples:**

***Input:****arr[] = {“abcd”, “hijk”, “xyz”, “ayt”}, str=”apple”****Output:****2****Explanation:****“hijk” and “xyz” are the strings that do not contain any character of str*

***Input:****arr[] = {“apple”, “banana”, “pear”}, str=”nil”****Output:****1*

**Program:**

import java.util.\*;

public class Main

{

static boolean check(HashSet<Character> s,String str)

{

for(int i=0;i<str.length();i++)

{

if(s.contains(str.charAt(i)))

{

return false;

}

}

return true;

}

static int coStrcon(String[] words,String str)

{

HashSet<Character> s=new HashSet<Character>();

for(int i=0;i<str.length();i++)

{

s.add(str.charAt(i));

}

int c=0;

for(int i=0;i<words.length;i++)

{

if(check(s,words[i]))

{

c++;

}

}

return c;

}

public static void main(String[] args) {

String[] wo={"abcd", "hijk", "xyz", "ayt"};

String str="apple";

String[] wo1={"apple", "banana", "pear"};

String str1="nil";

System.out.println(coStrcon(wo1,str1));

}

}

*B)* Given an m x n matrix, find all common elements present in all rows in O(mn) time and one traversal of matrix.

**Example:**

**Input:**

mat[4][5] = {{1, 2, 1, 4, 8},

{3, 7, 8, 5, 1},

{8, 7, 7, 3, 1},

{8, 1, 2, 7, 9},

};

**Output:**

1 8 or 8 1

8 and 1 are present in all rows.

**Program:**

import java.util.\*;

public class MyClass {

static void printCommonElements(int mat[][])

{

Map<Integer,Integer> mp = new HashMap<>();

for (int j = 0; j < mat[0].length; j++)

{

mp.put(mat[0][j],1);

}

for (int i = 1; i < mat.length; i++)

{

for (int j = 0; j < mat[i].length; j++)

{

if (mp.get(mat[i][j]) != null && mp.get(mat[i][j]) == i)

{

mp.put(mat[i][j], i + 1);

if (i == mat.length - 1)

System.out.print(mat[i][j] + " ");

}

}

}

}

public static void main(String[] args) {

int[][] mat= {{1, 2, 1, 4, 8},

{3, 7, 8, 5, 1},

{8, 7, 7, 3, 1},

{8, 1, 2, 7, 9},

};

printCommonElements(mat);

}

}

# *31) A)* Count of sticks required to represent the given string

Given a string **str** of uppercase alphabets and numbers, the task is to find the number of matchsticks required to represent it.
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***Input:****str = “ABC2”****Output:****22****Explanation:****6 sticks are required to represent A,   
7 sticks are required to represent B,   
4 sticks are required to represent C,   
5 sticks are required to represent 2.   
Therefore the total number of matchsticks required is 6 + 7 + 4 + 5 = 22.****Input:****str = “GEEKSFORGEEKS”****Output:****66****Explanation:****6 sticks are required to represent G,   
5 sticks are required to represent E,   
4 sticks are required to represent K,   
5 sticks are required to represent S,   
4 sticks are required to represent F,   
6 sticks are required to represent O,   
6 sticks are required to represent R.   
Therefore the total number of matchsticks required is 6 + 5 + 5 + 4 + 5 + 4 + 6 + 6 + 6 + 5 + 5 + 4 + 5 = 17.*

**Program:**

public class Main

{

static int noOfStick(String s)

{

int aplha[] = { 6, 7, 4, 6, 5, 4, 6,5, 2, 4, 4, 3, 6, 6,6, 5, 7, 6, 5, 3, 5,4, 6, 4, 3, 4 };

int num[] = { 6, 2, 5, 5, 4, 5, 6,3, 7, 6 };

int c=0;

for(int i=0;i<s.length();i++)

{

char ch=s.charAt(i);

if(ch>='A'&&ch<='Z')

{

c=c+aplha[ch-'A'];

}

else

{

c=c+num[ch-'0'];

}

}

return c;

}

public static void main(String[] args) {

String s="ABC2";

String s1="GEEKSFORGEEKS";

System.out.println(noOfStick(s));

System.out.println(noOfStick(s1));

}

}

# *B)* Maximum difference between first and last indexes of an element in array

Given an array of n integers. The task is to find the difference of first and last index of each distinct element so as to maximize the difference.

**Examples:**

Input : {2, 1, 3, 4, 2, 1, 5, 1, 7}

Output : 6

Element **1** has its **first index** = 1 and **last index** = 7 **Difference** = 7 - 1 = 6

Other elements have a smaller first and last index difference

Input : {2, 2, 1, 1, 8, 8, 3, 5, 3}

Output : 2

**Program:**

import java.util.\*;

public class Main

{

public static int maxDifference(int[] arr) {

HashMap<Integer, Integer> hm = new HashMap<>();

int maxD = 0;

for (int i = 0; i < a.length; i++) {

int num = a[i];

if (!hm.containsKey(num)) {

hm.put(num, i);

}

else {

int dis = i - hm.get(num);

maxD = Math.max(maxD, dis);

}

}

return maxD;

}

public static void main(String[] args) {

int[] arr1 = {2, 1, 3, 4, 2, 1, 5, 1, 7};

int[] arr2 = {2, 2, 1, 1, 8, 8, 3, 5, 3};

int[] arr3 = {1,4,2,6,78,1};

System.out.println("Output for arr1: " + maxDifference(arr1));

System.out.println("Output for arr2: " + maxDifference(arr2));

System.out.println("Output for arr2: " + maxDifference(arr3));

}

}

# *32) A)* Most similar string

Given a string **str** and an [array](https://www.geeksforgeeks.org/introduction-to-arrays/) of strings **arr[]** of size **N**, the task is to print a string from arr[], which has maximum count of matching characters with str.

**Examples:**

***Input:****str = “vikas”, N = 3, arr[] = [“preeti”, “khusbu”, “katherina”]****Output:****“katherina”****Explanation:****Number of similar characters between Str and each string in D[ ] are,    
“preeti” = 1   
“khusbu” = 2   
“katherina” = 3   
Hence, “katherina” has maximum matching characters.*

***Input:****str = “gfg”, N = 3, arr[] = [“goal”, “fog”, “abc”]****Output:****“fog”****Explanation:*** *Number of similar characters between Str and each string in D[ ] are,    
“goal” = 1   
“fog” = 2   
“abc” = 0   
Hence, “fog” has maximum matching characters.*

**Program:**

import java.util.\*;

public class Main

{

static int maxMatch(HashSet<Character> se,String s)

{

int c=0;

for(int i=0;i<s.length();i++)

{

char ch=s.charAt(i);

if(se.contains(ch))

{

c++;

}

}

return c;

}

static String mostComm(String[] words,String s)

{

HashSet<Character> se=new HashSet<>();

for(int i=0;i<s.length();i++)

{

char ch=s.charAt(i);

se.add(ch);

}

int maxM=0;

int ind=-1;

for(int i=0;i<words.length;i++)

{

int c=0;

c=maxMatch(se,words[i]);

if(c>maxM)

{

maxM=c;

ind=i;

}

}

return words[ind];

}

public static void main(String[] args) {

String[]words ={"preeti", "khusbu", "katherina"};

String s="vikas";

String[] words2={"goal","fog","abc"};

String s2="gfg";

System.out.println(mostComm(words,s));

System.out.println(mostComm(words2,s2));

}

}

# *B)* Count number of free cell present in the Matrix

Given a Matrix size **N\*N** and an integer **K**. Initially, the matrix contains only **0**. You are given K tasks and for each task, you are given two coordinates (**r, c**). Where coordinates (r, c) denotes the **rth** row and the **cth** column of the given matrix. You have to perform each task sequentially in the given order. For each task, You have to put 1 in all rthrow cells and all the cth column cells. After each task, You have to calculate the number of 0 present in the matrix and return it.

**Examples:**

***Input****: N = 3, K = 3  
1 1  
1 2  
2 1****Output****: 4 2 1****Explanation:****After 1st Operation, all the cells of the 2nd row and  2nd column will be filled by 1. So, the remaining cell with the value 0 will be 4. After 2nd operation, all the second row and all the third columns will be filled by 1. So, the remaining cell with value will be 2. After 3rd operation number of cells having the value 0 will be 1.*

***Input****: N = 2, K = 2  
0 1  
0 0****Output****: 1 0****Explanation:****After 1st operation, all the cells of the 1st row and 2nd column will be filled by 1. So, the remaining cell with the value 0 will be 1. After 2nd operation, all the cells of the 1st row and 1st column will be filled by 1. So, the remaining cell with the value 0 will be 0.*

**Program:**

public class Main

{

static void cNofFC(int a[][], int n, int k)

{

int[] ans = new int[k];

int[] rV = new int[n];

int[] cV = new int[n];

int rc = 0;

int colc = 0;

for (int i = 0; i < k; i++) {

int r = a[i][0];

int c = a[i][1];

if (rV[r] == 0) {

rc++;

rV[r] = 1;

}

if (cV[c] == 0) {

colc++;

cV[c]= 1;

}

ans[i] = ((n \* n) - (rc \* n) - (colc \* n) + (rc \* colc));

}

for (int i = 0; i < k; i++) {

System.out.print(ans[i] + " ");

}

}

public static void main (String[] args) {

int n=3, k=3;

int[][] arr = { { 1, 1 }, { 1, 2 }, { 2, 1 } };

cNofFC(arr, n, k);

System.out.println();

int n1=2,k1=2;

int[][] arr1={{0,1},{0,0}};

cNofFC(arr1, n1, k1);

}

}

# *33)A)* Modify a matrix by replacing each element with the maximum of its left or right diagonal sum

Given a matrix **mat[][]** with dimensions **M \* N**, the task is to replace each matrix elements with the maximum sum of its left or right diagonal.

**Examples:**

***Input:****mat[][] = {{5, 2, 1}, {7, 2, 6}, {3, 1, 9}}****Output:****16  9   6   
9 16   8  
6   8 16****Explanation:*** *Replace each element with max(sum of right diagonal, sum of left diagonal).  
Follow the diagram below to understand more clearly.*
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***nput:****mat[][] = {{1, 2}, {3, 4}}****Output:****5 5  
5 5*

**Program:**

import java.util.\*;

public class Main

{

static void updateMatrix(int mat[][])

{

HashMap<Integer, Integer> r = new HashMap<Integer, Integer>();

HashMap<Integer, Integer> l = new HashMap<Integer, Integer>();

for(int i = 0; i < mat.length; i++)

{

for(int j = 0; j < mat[i].length; j++)

{

if (!r.containsKey(i + j))

r.put(i + j, mat[i][j]);

else

r.put(i + j,

r.get(i + j) + mat[i][j]);

if (!l.containsKey(i - j))

l.put(i - j, mat[i][j]);

else

l.put(i - j,

l.get(i - j) + mat[i][j]);

}

}

for(int i = 0; i < mat.length; i++)

{

for(int j = 0; j < mat[i].length; j++)

{

mat[i][j] = Math.max(r.get(i + j),

l.get(i - j));

}

}

for(int i = 0; i < mat.length; i++)

{

for(int j = 0; j < mat[i].length; j++)

{

System.out.print(mat[i][j] + " ");

}

System.out.println();

}

}

public static void main (String[] args) {

int[][] mat = {{ 5, 2, 1 },{ 7, 2, 6 },{ 3, 1, 9 }};

int[][] mat1={{1,2},{3,4}};

updateMatrix(mat);

updateMatrix(mat1);

}

}

# *B)* Print characters in decreasing order of frequency

Given string **str**, the task is to print the characters in decreasing order of their frequency. If the frequency of two characters is the same then sort them in descending order alphabetically.  
**Examples:**   
 ***Input:****str = “geeksforgeeks”****Output:****e – 4   
s – 2   
k – 2   
g – 2   
r – 1   
o – 1   
f – 1****Input:****str = “bbcc”****Output:****c – 2   
b – 2***Program:**

import java.util.\*;

public class Main

{

static void printChar(char []arr, int len)

{

HashMap<Character,Integer> hm = new HashMap<Character,Integer>();

for (int i = 0; i < len; i++)

{

hm.put(arr[i],hm.getOrDefault(arr[i],0)+1);

}

int n = hm.size();

while (n > 0)

{

int cM = 0;

char am = 0;

for (Map.Entry<Character,Integer> it : hm.entrySet())

{

if (it.getValue() > cM ||(it.getValue() == cM && it.getKey() > am))

{

arg\_max = it.getKey();

currentMax = it.getValue();

}

}

System.out.print(am + " - " + cM + "\n");

hm.remove(am);

n--

}

}

public static void main(String[] args)

{

String str = "geeksforgeeks";

int len = str.length();

printChar(str.toCharArray(), len);

}

}

# *34) A)* Count of unique rows in a given Matrix

Given a **2D** matrix arr of size **N\*M**containing lowercase English letters, the task is to find the number of unique rows in the given matrix.

**Examples:**

***Input:****arr[][]= { {‘a’, ‘b’, ‘c’, ‘d’},    
                          {‘a’, ‘e’, ‘f’, ‘r’},    
                          {‘a’, ‘b’, ‘c’, ‘d’},    
                          {‘z’, ‘c’, ‘e’, ‘f’} }****Output:****2****Explanation:****The 2nd and the 4th row are unique.*

***Input:****arr[][]={{‘a’, ‘c’},    
                       {‘b’, ‘d’},    
                       {‘e’, ‘f’}}****Output:****3*

*Program:*

*import java.util.\*;*

*public class Main*

*{*

*static int uniqueRow(char[][] c)*

*{*

*HashMap<String,Integer> hm=new HashMap<>();*

*for(int i=0;i<c.length;i++ )*

*{*

*StringBuffer s=new StringBuffer();*

*for(int j=0;j<c[i].length;j++)*

*{*

*s.append(c[i][j]);*

*}*

*hm.put(s.toString(),hm.getOrDefault(s.toString(),0)+1);*

*}*

*int cr=0;*

*for(String s1:hm.keySet())*

*{*

*if(hm.get(s1)==1)*

*{*

*cr++;*

*}*

*}*

*return cr;*

*}*

*public static void main(String[] args) {*

*char[][] arr = {*

*{ 'a', 'b', 'c', 'd' },*

*{ 'a', 'e', 'f', 'r' },*

*{ 'a', 'b', 'c', 'd' },*

*{ 'z', 'c', 'e', 'f' },*

*};*

*System.out.println(uniqueRow(arr));*

*}*

*}*

# *B)* Count of strings with frequency of each character at most X and length at least Y

Given an array **arr[]** of strings and integers **X** and **Y**, the task is to find the count of strings with **frequency** of each character **at most X** and **length** of the string **at least Y**.

**Examples:**

***Input:****arr[] = { “ab”, “derdee”, “erre” }, X = 2, Y = 4****Output:****1****Explanation:****Strings with character frequency at most 2 and   
length at least 4 is “erre”. Hence count is 1*

***Input:****arr[] = {“ag”, “ka”, “nanana”}, X = 3, Y = 2****Output:****3*

**Program:**

import java.util.\*;

public class Main

{

static boolean validFreq(String s,int x)

{

HashMap<Character,Integer> hm=new HashMap<>();

for(int i=0;i<s.length();i++)

{

char ch=s.charAt(i);

hm.put(ch, hm.getOrDefault(ch, 0) + 1);

}

for(int num:hm.values())

{

if(num>x)

{

return false;

}

}

return true;

}

public static int countStrings(String[] arr, int X, int Y) {

int co = 0;

for (String str : arr) {

if (validFreq(str,X) && str.length()>=Y) {

co++;

}

}

return co;

}

public static void main(String[] args) {

String[] arr1 = {"ab", "derdee", "erre"};

int X1 = 2, Y1 = 4;

System.out.println(countStrings(arr1, X1, Y1));

String[] arr2 = {"ag", "ka", "nanana"};

int X2 = 3, Y2 = 2;

System.out.println(countStrings(arr2, X2, Y2));

}

}

# *35) A)* Sum of all elements repeating ‘k’ times in an array

Given an array, we have to find the sum of all the elements repeating k times in an array. We need to consider every repeating element just once in the sum.

**Examples:**

**Input :** arr[] = {2, 3, 9, 9}

k = 1

**Output :** 5

2 + 3 = 5

**Input :** arr[] = {9, 8, 8, 8, 10, 4}

k = 3

**Output :** 8

***Program:***

***import java.util.\*;***

***public class Main***

***{***

***static int sumOfFreK(int[] a,int n,int k)***

***{***

***HashMap<Integer,Integer> hm=new HashMap<>();***

***for(int i=0;i<n;i++)***

***{***

***hm.put(a[i],hm.getOrDefault(a[i],0)+1);***

***}***

***int sum=0;***

***for(Integer x:hm.keySet())***

***{***

***if(hm.get(x)==k)***

***{***

***sum=sum+x;***

***}***

***}***

***return sum;***

***}***

***public static void main(String[] args) {***

***int[] a={2,3,9,9};***

***int[] arr = {9, 8, 8, 8, 10, 4};***

***System.out.println(sumOfFreK(a,a.length,1));***

***System.out.println(sumOfFreK(arr,arr.length,3));***

***}***

***}***

# *B)* Most frequent word in first String which is not present in second String

Given two string ‘S1’ and ‘S2’, the task is to return the most frequent (which is used the maximum number of times) word from ‘S1’ that is not present in ‘S2’. If more than one word is possible then print lexicographically smallest among them.

**Examples:**

***Input:****S1 = “geeks for geeks is best place to learn”, S2 = “bad place”****Output:****geeks   
“geeks” is the most frequent word in S1 and is also not present in S2.   
The frequency of “geeks” is 2*

***Input:****S1 = “the quick brown fox jumps over the lazy dog”, S2 = “the brown fox jumps”****Output:****dog   
All the words have frequency 1.   
The lexicographically smallest word is “dog”*

**Program:**

import java.util.\*;

public class Main

{

static String findString(String s1,String s2)

{

HashMap<String,Integer> hm1=new HashMap<>();

String[] ch2=s2.split(" ");

for(int i=0;i<ch2.length;i++)

{

hm1.put(ch2[i],hm1.getOrDefault(ch2[i],0)+1);

}

HashMap<String,Integer> hm=new HashMap<>();

String[] ch1=s1.split(" ");

int fre=0;

String ans="";

for(int i=0;i<ch1.length;i++)

{

if(hm1.get(ch1[i])==null)

{

hm.put(ch1[i],hm.getOrDefault(ch1[i],0)+1);

if(hm.get(ch1[i])>fre||hm.get(ch1[i])==fre && ch1[i].compareTo(ans)<0)

{

ans=ch1[i];

fre=hm.get(ch1[i]);

}

}

}

return ans;

}

public static void main(String[] args) {

String S1 = "geeks for geeks is best place to learn";

String S2 = "bad place";

System.out.println(findString(S1, S2));

String s3="the quick brown fox jumps over the lazy dog";

String s4="the brown fox jumps";

System.out.println(findString(s3,s4));

}

}

# *36) A)* Find element with highest frequency in given nested Array

Given an [array](https://www.geeksforgeeks.org/introduction-to-arrays/) **arr[]** of **N** integers. The task is to create a frequency array **freq[]** of the given array **arr[]** and find the maximum element of the frequency array. If two elements have the same frequency in the array **freq[]**, then return the element which has a smaller value.

**Examples:**

***Input:****arr[] = {1, 1, 1, 2, 3, 2, 2, 3, 5, 5, 5, 5, 4, 4, 4, 4, 4};****Output:****3****Explanation:****frequency of elements is given by:   
val -> freq[]   
1 -> 3   
2 -> 3   
3 -> 2   
4 -> 5   
5 -> 4   
Element 3 has the maximum frequency in the frequency array.*

***Input:****arr[] = { 3, 5, 15, 51, 15, 14, 14, 14, 14, 4};****Output:****1****Explanation:****frequency of elements is given by:   
val -> freq[]   
3 -> 1   
4 -> 1   
5 -> 1   
14 -> 4   
15 -> 2   
51 -> 1   
Element 1 has the maximum frequency in the frequency array.*

***Program:***

import java.util.\*;

public class Main

{

static int maxRepFre(int[] a,int n)

{

HashMap<Integer,Integer> hm=new HashMap<>();

for(int i=0;i<n;i++)

{

hm.put(a[i],hm.getOrDefault(a[i],0)+1);

}

HashMap<Integer,Integer> hm1=new HashMap<>();

for(Integer freq:hm.values())

{

hm1.put(freq,hm1.getOrDefault(freq,0)+1);

}

int max=0;

int maxf=0;

for(Integer x:hm1.keySet())

{

if(hm1.get(x)>max)

{

max=hm1.get(x);

maxf=x;

}

}

return maxf;

}

public static void main(String[] args) {

int[] arr = {1, 1, 1, 2, 3, 2, 2, 3, 5, 5, 5, 5, 4, 4, 4, 4, 4};

int[] arr1 = { 3, 5, 15, 51, 15, 14, 14, 14, 14, 4};

System.out.println(maxRepFre(arr,arr.length));

System.out.println(maxRepFre(arr1,arr1.length));

}

}

# *B)* Remove duplicates from string keeping the order according to last occurrences

Given a string, remove duplicate characters from the string, retaining the last occurrence of the duplicate characters. Assume the characters are case-sensitive.

**Examples:**

***Input :****geeksforgeeks****Output :****forgeks   
Explanation : Please note that we keep only last occurrences of repeating characters in same order as they appear in input. If we see result from right side, we can notice that we keep last ‘s’, then last ‘k’ , and so on.*

***Input :****hi this is sample test****Output :****hiampl est   
Explanation : Here, the output contains last occurrence of every character, even ” “(spaces), and removing the duplicates. Like in this example, there are 4 spaces count, so we have only the last occurrence of space in it removing the others. And there is only last occurrence of each character without repetition.*

**Program:**

import java.util.\*;

public class Main

{

static String ansString(String s)

{

HashSet<Character> se=new HashSet<>();

Stack<Character> stack = new Stack<Character>();

StringBuilder s1=new StringBuilder(s);

String rev=s1.reverse().toString();

for(int i=0;i<rev.length();i++)

{

if(se.contains(rev.charAt(i)))

{

continue;

}

else

{

se.add(rev.charAt(i));

stack.push(rev.charAt(i));

}

}

StringBuilder ans=new StringBuilder();

while(stack.size()!=0)

{

ans.append(stack.pop());

}

return ans.toString();

}

public static void main(String[] args) {

System.out.println(ansString("geeksforgeeks"));

System.out.println(ansString("hi this is sample test"));

}

}

# *37) A)* Find element in a sorted array whose frequency is greater than or equal to n/2.

Given a sorted array of length n, find the number in array that appears more than or equal to n/2 times. It is given that such element always exists.

**Examples:**

Input : 2 3 3 4

Output : 3

Input : 3 4 5 5 5

Output : 5

Input : 1 1 1 2 3

Output : 1

**Program:**

public class Main

{

static int find(int a[], int n)

{

return a[n / 2];

}

public static void main(String args[])

{

int[] a={2, 3 ,3, 4};

int[] b={3 ,4 ,5 ,5, 5 };

int[] c={1 ,1, 1 ,2, 3};

System.out.println(find(b, b.length));

System.out.println(find(a, a.length));

System.out.println(find(c, c.length));

}

}

# *B)* Remove even frequency characters from the string

Given a string ‘str’, the task is to remove all the characters from the string that have even frequencies.

**Examples:**

**Input:** str = "aabbbddeeecc"

**Output:** bbbeee

The characters a, d, c have even frequencies

So, they are removed from the string.

**Input:** str = "zzzxxweeerr"

**Output:** zzzweee

**Program:**

import java.util.\*;

public class Main

{

static String oddString(String s)

{

LinkedHashMap<Character,Integer> hm=new LinkedHashMap<>();

for(int i=0;i<s.length();i++)

{

char ch=s.charAt(i);

hm.put(ch,hm.getOrDefault(ch,0)+1);

}

StringBuilder ans=new StringBuilder();

for(Character ch:hm.keySet())

{

if(hm.get(ch)%2!=0)

{

for(int i=0;i<hm.get(ch);i++)

{

ans.append(ch);

}

}

}

return ans.toString();

}

public static void main(String[] args) {

System.out.println(oddString("aabbbddeeecc"));

System.out.println(oddString("zzzxxweeerr"));

}

}