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2)B-tree ekleme metodunu tasarlanması,kurşunkalemle yazılması ve kodlayıp çalıştırılması isteniyor.

**Kaynak Kod.**

#include<stdio.h>

#include<conio.h>

#include<iostream>

using namespace std;

struct BTreeNode

{

int \*data;

BTreeNode \*\*child\_ptr;

bool leaf;

int n;

}\*root = NULL, \*np = NULL, \*x = NULL;

BTreeNode \* init()

{

int i;

np = new BTreeNode;

np->data = new int[5];

np->child\_ptr = new BTreeNode \*[6];

np->leaf = true;

np->n = 0;

for (i = 0; i < 6; i++)

{

np->child\_ptr[i] = NULL;

}

return np;

}

void traverse(BTreeNode \*p)

{

cout<<endl;

int i;

for (i = 0; i < p->n; i++)

{

if (p->leaf == false)

{

traverse(p->child\_ptr[i]);

}

cout << " " << p->data[i];

}

if (p->leaf == false)

{

traverse(p->child\_ptr[i]);

}

cout<<endl;

}

void sort(int \*p, int n)

{

int i, j, temp;

for (i = 0; i < n; i++)

{

for (j = i; j <= n; j++)

{

if (p[i] > p[j])

{

temp = p[i];

p[i] = p[j];

p[j] = temp;

}

}

}

}

int split\_child(BTreeNode \*x, int i)

{

int j, mid;

BTreeNode \*np1, \*np3, \*y;

np3 = init();

np3->leaf = true;

if (i == -1)

{

mid = x->data[2];

x->data[2] = 0;

x->n--;

np1 = init();

np1->leaf = false;

x->leaf = true;

for (j = 3; j < 5; j++)

{

np3->data[j - 3] = x->data[j];

np3->child\_ptr[j - 3] = x->child\_ptr[j];

np3->n++;

x->data[j] = 0;

x->n--;

}

for (j = 0; j < 6; j++)

{

x->child\_ptr[j] = NULL;

}

np1->data[0] = mid;

np1->child\_ptr[np1->n] = x;

np1->child\_ptr[np1->n + 1] = np3;

np1->n++;

root = np1;

}

else

{

y = x->child\_ptr[i];

mid = y->data[2];

y->data[2] = 0;

y->n--;

for (j = 3; j < 5; j++)

{

np3->data[j - 3] = y->data[j];

np3->n++;

y->data[j] = 0;

y->n--;

}

x->child\_ptr[i + 1] = y;

x->child\_ptr[i + 1] = np3;

}

return mid;

}

void insert(int a)

{

int i, temp;

x = root;

if (x == NULL)

{

root = init();

x = root;

}

else

{

if (x->leaf == true && x->n == 5)

{

temp = split\_child(x, -1);

x = root;

for (i = 0; i < (x->n); i++)

{

if ((a > x->data[i]) && (a < x->data[i + 1]))

{

i++;

break;

}

else if (a < x->data[0])

{

break;

}

else

{

continue;

}

}

x = x->child\_ptr[i];

}

else

{

while (x->leaf == false)

{

for (i = 0; i < (x->n); i++)

{

if ((a > x->data[i]) && (a < x->data[i + 1]))

{

i++;

break;

}

else if (a < x->data[0])

{

break;

}

else

{

continue;

}

}

if ((x->child\_ptr[i])->n == 5)

{

temp = split\_child(x, i);

x->data[x->n] = temp;

x->n++;

continue;

}

else

{

x = x->child\_ptr[i];

}

}

}

}

x->data[x->n] = a;

sort(x->data, x->n);

x->n++;

}

int main()

{

int i, n, t;

cout<<"enter the number of elements to be inserted\n";

cin>>n;

for(i = 0; i < n+1; i++)

{

cout<<"Enter the element\n";

cin>>t;

insert(t);

}

cout<<"traversal of constructed tree\n";

traverse(root);

getch();

}

**Ekran Çıktısı**
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**3)**Dijkstra’s ,Prim’s ve DFT algoritmalarının kodlanıp çalıştırılması istenmektedir.

**Kaynak kod**

Dijkstra…

package proje4b;

public class Proje4B {

public static int INFINITY=1000;

public static void main(String[] args) {

int N = 5;

int[][] cost= {

{ 1000, 5, 3, 1000, 2},

{ 1000, 1000, 2, 6, 1000},

{ 1000, 1, 1000, 2, 1000},

{ 1000, 1000, 1000, 1000, 1000},

{ 1000, 6, 10, 4, 8} };

int distances[] = new int[N];

Distance(N, cost, distances);

for (int i=0; i<distances.length; ++i)

System.out.println(distances[i]);

}

public static void Distance(int N,int [][]cost,int[]D)

{

int w,v,min;

boolean visited[]=new boolean[N];

D[0]=0;

for(v=1;v<N;v++){

visited[v]=false;

D[v]=cost[0][v];

}

for(int i=1; i<N; ++i){

min = INFINITY;

for(w=1; w<N; w++)

if(!visited[w])

if(D[w]<min) {

v = w;

min = D[w];

}

visited[v] = true;

for(w=1; w<N; w++)

if(!visited[w])

if(min+cost[v][w] < D[w])

D[w] = min + cost[v][w];

}

Prim’s..

#include <iostream>

#include <conio.h>

#define ROW 7

#define COL 7

#define infi 5000

using namespace std;

class prims

{

int graph[ROW][COL];

int nodes;

public:

prims();

void createGraph();

void primsAlgo();

};

prims :: prims(){

for(int i=0;i<ROW;i++)

for(int j=0;j<COL;j++)

graph[i][j]=0;

}

void prims :: createGraph(){

int i,j;

cout<<"Enter Total Nodes : ";

cin>>nodes;

cout<<"\n\nEnter Adjacency Matrix : \n";

for(i=0;i<nodes;i++){

for(j=0;j<nodes;j++)

cin>>graph[i][j];

}

//Assign infinity to all graph[i][j] where weight is 0.for(i=0;i<nodes;i++){

for(j=0;j<nodes;j++){

if(graph[i][j]==0)

graph[i][j]=infi;

}

}

void prims :: primsAlgo(){

int selected[ROW],i,j,ne;

int min,x,y;

for(i=0;i<nodes;i++)

selected[i]=false;

selected[0]=true;

ne=0;

while(ne < nodes-1){

min = infi;

for(i=0;i<nodes;i++)

{

if(selected[i]==true){

for(j=0;j<nodes;j++){

if(selected[j]==false){

if(min > graph[i][j])

{

min=graph[i][j];

x=i;

y=j;

}

}

}

}

}

selected[y]=true;

cout<<"\n"<<x+1<<" --> "<<y+1;

ne=ne+1;

}

}

int main(){

prims MST;

cout<<"\nPrims Algorithm to find Minimum Spanning Tree\n";

MST.createGraph();

MST.primsAlgo();

return 0;

}

***Ekran Çıktısı..***

![](data:image/png;base64,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)

**DFT Kaynak Kod**

public class DFS {

public static void main(String[] args) {

Graph theGraph= new Graph();

theGraph.addVertex('A'); // 0

theGraph.addVertex('B'); // 1

theGraph.addVertex('C'); // 2

theGraph.addVertex('D'); // 3

theGraph.addVertex('E'); // 4

theGraph.addEdge(0, 1); // AB

theGraph.addEdge(1, 2); // BC

theGraph.addEdge(0, 3); // AD

theGraph.addEdge(3, 4); // DE

System.out.print("Visits");

theGraph.dfs();

System.out.println();

}

class StackX {

private final int SIZE = 20;

private int[] st;

private int top;

public StackX(){

st = new int[SIZE];

top = -1;

}

public void push(int j){

st[++top]=j;

}

public int pop(){

return st[top--];

}

public int peek(){

return st[top];

}

public boolean isEmpty(){

return (top==-1);

}

}

class Vertex{

public char label;

public boolean wasVisited;

public Vertex(char lab){

label=lab;

wasVisited=false;

}

}

class Graph{

public final int MAX\_VERTS = 20;

public Vertex vertexList[];

public int adjMat[][];

public int nVerts;

public StackX theStack;

public Graph(){

vertexList = new Vertex[MAX\_VERTS]; // adjacency matrix

adjMat = new int[MAX\_VERTS][MAX\_VERTS];

nVerts = 0;

for(int j=0; j<MAX\_VERTS; j++) // set adjacency

for(int k=0; k<MAX\_VERTS; k++) // matrix to 0

adjMat[j][k] = 0; theStack = new StackX();

}

public void addVertex(char lab){

vertexList[nVerts++] = new Vertex(lab);

}

public void addEdge(int start, int end) {

adjMat[start][end] = 1;

adjMat[end][start] = 1;

}

public void displayVertex(int v) {

System.out.print(vertexList[v].label);

}

public void dfs(){

vertexList[0].wasVisited = true;

displayVertex(0);

theStack.push(0);

while( !theStack.isEmpty() ) {

int v = getAdjUnvisitedVertex( theStack.peek() );

if(v == -1)

theStack.pop();

else

{

vertexList[v].wasVisited = true;

displayVertex(v);

theStack.push(v);

}

}

for(int j=0; j<nVerts; j++){

vertexList[j].wasVisited = false;

}

}

public int getAdjUnvisitedVertex(int v) {

for(int j=0; j<nVerts; j++)

if(adjMat[v][j]==1 && vertexList[j].wasVisited==false)

return j; return -1;

}

}

**}**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Dijkstra’s SP** | Prim’s MST | BFT | DFT |
| Zaman Karmaşıklığı  Big-O Notasyonuna Göre | O(V2) | O(|V|2) | O(V+E) | O(|E|) |