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[![NPM Version][npm-image]][npm-url] [![NPM Downloads][downloads-image]][downloads-url] [![Travis Build][travis-image]][travis-url] [![Opencollective financial contributors][opencollective-contributors]][opencollective-url] A JavaScript parser and mangler/compressor toolkit for ES6+. \*note\*: You can support this project on patreon: ![patron](data:image/png;base64,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). Check out [PATRONS.md](https://github.com/terser/terser/blob/master/PATRONS.md) for our first-tier patrons. Terser recommends you use RollupJS to bundle your modules, as that produces smaller code overall. \*Beautification\* has been undocumented and is \*being removed\* from terser, we recommend you use [prettier](https://npmjs.com/package/prettier). Find the changelog in [CHANGELOG.md](https://github.com/terser/terser/blob/master/CHANGELOG.md) [npm-image]: https://img.shields.io/npm/v/terser.svg [npm-url]: https://npmjs.org/package/terser [downloads-image]: https://img.shields.io/npm/dm/terser.svg [downloads-url]: https://npmjs.org/package/terser [travis-image]: https://img.shields.io/travis/terser/terser/master.svg [travis-url]: https://travis-ci.org/terser/terser [opencollective-contributors]: https://opencollective.com/terser/tiers/badge.svg [opencollective-url]: https://opencollective.com/terser Why choose terser? ------------------ `uglify-es` is [no longer maintained](https://github.com/mishoo/UglifyJS2/issues/3156#issuecomment-392943058) and `uglify-js` does not support ES6+. \*\*`terser`\*\* is a fork of `uglify-es` that mostly retains API and CLI compatibility with `uglify-es` and `uglify-js@3`. Install ------- First make sure you have installed the latest version of [node.js](http://nodejs.org/) (You may need to restart your computer after this step). From NPM for use as a command line app: npm install terser -g From NPM for programmatic use: npm install terser # Command line usage terser [input files] [options] Terser can take multiple input files. It's recommended that you pass the input files first, then pass the options. Terser will parse input files in sequence and apply any compression options. The files are parsed in the same global scope, that is, a reference from a file to some variable/function declared in another file will be matched properly. If no input file is specified, Terser will read from STDIN. If you wish to pass your options before the input files, separate the two with a double dash to prevent input files being used as option arguments: terser --compress --mangle -- input.js ### Command line options ``` -h, --help Print usage information. `--help options` for details on available options. -V, --version Print version number. -p, --parse Specify parser options: `acorn` Use Acorn for parsing. `bare\_returns` Allow return outside of functions. Useful when minifying CommonJS modules and Userscripts that may be anonymous function wrapped (IIFE) by the .user.js engine `caller`. `expression` Parse a single expression, rather than a program (for parsing JSON). `spidermonkey` Assume input files are SpiderMonkey AST format (as JSON). -c, --compress [options] Enable compressor/specify compressor options: `pure\_funcs` List of functions that can be safely removed when their return values are not used. -m, --mangle [options] Mangle names/specify mangler options: `reserved` List of names that should not be mangled. --mangle-props [options] Mangle properties/specify mangler options: `builtins` Mangle property names that overlaps with standard JavaScript globals and DOM API props. `debug` Add debug prefix and suffix. `keep\_quoted` Only mangle unquoted properties, quoted properties are automatically reserved. `strict` disables quoted properties being automatically reserved. `regex` Only mangle matched property names. `reserved` List of names that should not be mangled. -b, --beautify [options] Specify output options: `preamble` Preamble to prepend to the output. You can use this to insert a comment, for example for licensing information. This will not be parsed, but the source map will adjust for its presence. `quote\_style` Quote style: 0 - auto 1 - single 2 - double 3 - original `wrap\_iife` Wrap IIFEs in parenthesis. Note: you may want to disable `negate\_iife` under compressor options. `wrap\_func\_args` Wrap function arguments in parenthesis. -o, --output Output file path (default STDOUT). Specify `ast` or `spidermonkey` to write Terser or SpiderMonkey AST as JSON to STDOUT respectively. --comments [filter] Preserve copyright comments in the output. By default this works like Google Closure, keeping JSDoc-style comments that contain "@license" or "@preserve". You can optionally pass one of the following arguments to this flag: - "all" to keep all comments - `false` to omit comments in the output - a valid JS RegExp like `/foo/` or `/^!/` to keep only matching comments. Note that currently not \*all\* comments can be kept when compression is on, because of dead code removal or cascading statements into sequences. --config-file Read `minify()` options from JSON file. -d, --define [=value] Global definitions. --ecma Specify ECMAScript release: 5, 2015, 2016, etc. -e, --enclose [arg[:value]] Embed output in a big function with configurable arguments and values. --ie8 Support non-standard Internet Explorer 8. Equivalent to setting `ie8: true` in `minify()` for `compress`, `mangle` and `output` options. By default Terser will not try to be IE-proof. --keep-classnames Do not mangle/drop class names. --keep-fnames Do not mangle/drop function names. Useful for code relying on Function.prototype.name. --module Input is an ES6 module. If `compress` or `mangle` is enabled then the `toplevel` option will be enabled. --name-cache File to hold mangled name mappings. --safari10 Support non-standard Safari 10/11. Equivalent to setting `safari10: true` in `minify()` for `mangle` and `output` options. By default `terser` will not work around Safari 10/11 bugs. --source-map [options] Enable source map/specify source map options: `base` Path to compute relative paths from input files. `content` Input source map, useful if you're compressing JS that was generated from some other original code. Specify "inline" if the source map is included within the sources. `filename` Name and/or location of the output source. `includeSources` Pass this flag if you want to include the content of source files in the source map as sourcesContent property. `root` Path to the original source to be included in the source map. `url` If specified, path to the source map to append in `//# sourceMappingURL`. --timings Display operations run time on STDERR. --toplevel Compress and/or mangle variables in top level scope. --verbose Print diagnostic messages. --warn Print warning messages. --wrap Embed everything in a big function, making the “exports” and “global” variables available. You need to pass an argument to this option to specify the name that your module will take when included in, say, a browser. ``` Specify `--output` (`-o`) to declare the output file. Otherwise the output goes to STDOUT. ## CLI source map options Terser can generate a source map file, which is highly useful for debugging your compressed JavaScript. To get a source map, pass `--source-map --output output.js` (source map will be written out to `output.js.map`). Additional options: - `--source-map "filename=''"` to specify the name of the source map. - `--source-map "root=''"` to pass the URL where the original files can be found. - `--source-map "url=''"` to specify the URL where the source map can be found. Otherwise Terser assumes HTTP `X-SourceMap` is being used and will omit the `//# sourceMappingURL=` directive. For example: terser js/file1.js js/file2.js \ -o foo.min.js -c -m \ --source-map "root='http://foo.com/src',url='foo.min.js.map'" The above will compress and mangle `file1.js` and `file2.js`, will drop the output in `foo.min.js` and the source map in `foo.min.js.map`. The source mapping will refer to `http://foo.com/src/js/file1.js` and `http://foo.com/src/js/file2.js` (in fact it will list `http://foo.com/src` as the source map root, and the original files as `js/file1.js` and `js/file2.js`). ### Composed source map When you're compressing JS code that was output by a compiler such as CoffeeScript, mapping to the JS code won't be too helpful. Instead, you'd like to map back to the original code (i.e. CoffeeScript). Terser has an option to take an input source map. Assuming you have a mapping from CoffeeScript → compiled JS, Terser can generate a map from CoffeeScript → compressed JS by mapping every token in the compiled JS to its original location. To use this feature pass `--source-map "content='/path/to/input/source.map'"` or `--source-map "content=inline"` if the source map is included inline with the sources. ## CLI compress options You need to pass `--compress` (`-c`) to enable the compressor. Optionally you can pass a comma-separated list of [compress options](#compress-options). Options are in the form `foo=bar`, or just `foo` (the latter implies a boolean option that you want to set `true`; it's effectively a shortcut for `foo=true`). Example: terser file.js -c toplevel,sequences=false ## CLI mangle options To enable the mangler you need to pass `--mangle` (`-m`). The following (comma-separated) options are supported: - `toplevel` (default `false`) -- mangle names declared in the top level scope. - `eval` (default `false`) -- mangle names visible in scopes where `eval` or `with` are used. When mangling is enabled but you want to prevent certain names from being mangled, you can declare those names with `--mangle reserved` — pass a comma-separated list of names. For example: terser ... -m reserved=['$','require','exports'] to prevent the `require`, `exports` and `$` names from being changed. ### CLI mangling property names (`--mangle-props`) \*\*Note:\*\* THIS \*\*WILL\*\* BREAK YOUR CODE. A good rule of thumb is not to use this unless you know exactly what you're doing and how this works and read this section until the end. Mangling property names is a separate step, different from variable name mangling. Pass `--mangle-props` to enable it. The least dangerous way to use this is to use the `regex` option like so: ``` terser example.js -c -m --mangle-props regex=/\_$/ ``` This will mangle all properties that end with an underscore. So you can use it to mangle internal methods. By default, it will mangle all properties in the input code with the exception of built in DOM properties and properties in core JavaScript classes, which is what will break your code if you don't: 1. Control all the code you're mangling 2. Avoid using a module bundler, as they usually will call Terser on each file individually, making it impossible to pass mangled objects between modules. 3. Avoid calling functions like `defineProperty` or `hasOwnProperty`, because they refer to object properties using strings and will break your code if you don't know what you are doing. An example: ```javascript // example.js var x = { baz\_: 0, foo\_: 1, calc: function() { return this.foo\_ + this.baz\_; } }; x.bar\_ = 2; x["baz\_"] = 3; console.log(x.calc()); ``` Mangle all properties (except for JavaScript `builtins`) (\*\*very\*\* unsafe): ```bash $ terser example.js -c passes=2 -m --mangle-props ``` ```javascript var x={o:3,t:1,i:function(){return this.t+this.o},s:2};console.log(x.i()); ``` Mangle all properties except for `reserved` properties (still very unsafe): ```bash $ terser example.js -c passes=2 -m --mangle-props reserved=[foo\_,bar\_] ``` ```javascript var x={o:3,foo\_:1,t:function(){return this.foo\_+this.o},bar\_:2};console.log(x.t()); ``` Mangle all properties matching a `regex` (not as unsafe but still unsafe): ```bash $ terser example.js -c passes=2 -m --mangle-props regex=/\_$/ ``` ```javascript var x={o:3,t:1,calc:function(){return this.t+this.o},i:2};console.log(x.calc()); ``` Combining mangle properties options: ```bash $ terser example.js -c passes=2 -m --mangle-props regex=/\_$/,reserved=[bar\_] ``` ```javascript var x={o:3,t:1,calc:function(){return this.t+this.o},bar\_:2};console.log(x.calc()); ``` In order for this to be of any use, we avoid mangling standard JS names and DOM API properties by default (`--mangle-props builtins` to override). A regular expression can be used to define which property names should be mangled. For example, `--mangle-props regex=/^\_/` will only mangle property names that start with an underscore. When you compress multiple files using this option, in order for them to work together in the end we need to ensure somehow that one property gets mangled to the same name in all of them. For this, pass `--name-cache filename.json` and Terser will maintain these mappings in a file which can then be reused. It should be initially empty. Example: ```bash $ rm -f /tmp/cache.json # start fresh $ terser file1.js file2.js --mangle-props --name-cache /tmp/cache.json -o part1.js $ terser file3.js file4.js --mangle-props --name-cache /tmp/cache.json -o part2.js ``` Now, `part1.js` and `part2.js` will be consistent with each other in terms of mangled property names. Using the name cache is not necessary if you compress all your files in a single call to Terser. ### Mangling unquoted names (`--mangle-props keep\_quoted`) Using quoted property name (`o["foo"]`) reserves the property name (`foo`) so that it is not mangled throughout the entire script even when used in an unquoted style (`o.foo`). Example: ```javascript // stuff.js var o = { "foo": 1, bar: 3 }; o.foo += o.bar; console.log(o.foo); ``` ```bash $ terser stuff.js --mangle-props keep\_quoted -c -m ``` ```javascript var o={foo:1,o:3};o.foo+=o.o,console.log(o.foo); ``` ### Debugging property name mangling You can also pass `--mangle-props debug` in order to mangle property names without completely obscuring them. For example the property `o.foo` would mangle to `o.\_$foo$\_` with this option. This allows property mangling of a large codebase while still being able to debug the code and identify where mangling is breaking things. ```bash $ terser stuff.js --mangle-props debug -c -m ``` ```javascript var o={\_$foo$\_:1,\_$bar$\_:3};o.\_$foo$\_+=o.\_$bar$\_,console.log(o.\_$foo$\_); ``` You can also pass a custom suffix using `--mangle-props debug=XYZ`. This would then mangle `o.foo` to `o.\_$foo$XYZ\_`. You can change this each time you compile a script to identify how a property got mangled. One technique is to pass a random number on every compile to simulate mangling changing with different inputs (e.g. as you update the input script with new properties), and to help identify mistakes like writing mangled keys to storage. # API Reference Assuming installation via NPM, you can load Terser in your application like this: ```javascript var Terser = require("terser"); ``` Browser loading is also supported: ```html ``` There is a single high level function, \*\*`minify(code, options)`\*\*, which will perform all minification [phases](#minify-options) in a configurable manner. By default `minify()` will enable the options [`compress`](#compress-options) and [`mangle`](#mangle-options). Example: ```javascript var code = "function add(first, second) { return first + second; }"; var result = Terser.minify(code); console.log(result.error); // runtime error, or `undefined` if no error console.log(result.code); // minified output: function add(n,d){return n+d} ``` You can `minify` more than one JavaScript file at a time by using an object for the first argument where the keys are file names and the values are source code: ```javascript var code = { "file1.js": "function add(first, second) { return first + second; }", "file2.js": "console.log(add(1 + 2, 3 + 4));" }; var result = Terser.minify(code); console.log(result.code); // function add(d,n){return d+n}console.log(add(3,7)); ``` The `toplevel` option: ```javascript var code = { "file1.js": "function add(first, second) { return first + second; }", "file2.js": "console.log(add(1 + 2, 3 + 4));" }; var options = { toplevel: true }; var result = Terser.minify(code, options); console.log(result.code); // console.log(3+7); ``` The `nameCache` option: ```javascript var options = { mangle: { toplevel: true, }, nameCache: {} }; var result1 = Terser.minify({ "file1.js": "function add(first, second) { return first + second; }" }, options); var result2 = Terser.minify({ "file2.js": "console.log(add(1 + 2, 3 + 4));" }, options); console.log(result1.code); // function n(n,r){return n+r} console.log(result2.code); // console.log(n(3,7)); ``` You may persist the name cache to the file system in the following way: ```javascript var cacheFileName = "/tmp/cache.json"; var options = { mangle: { properties: true, }, nameCache: JSON.parse(fs.readFileSync(cacheFileName, "utf8")) }; fs.writeFileSync("part1.js", Terser.minify({ "file1.js": fs.readFileSync("file1.js", "utf8"), "file2.js": fs.readFileSync("file2.js", "utf8") }, options).code, "utf8"); fs.writeFileSync("part2.js", Terser.minify({ "file3.js": fs.readFileSync("file3.js", "utf8"), "file4.js": fs.readFileSync("file4.js", "utf8") }, options).code, "utf8"); fs.writeFileSync(cacheFileName, JSON.stringify(options.nameCache), "utf8"); ``` An example of a combination of `minify()` options: ```javascript var code = { "file1.js": "function add(first, second) { return first + second; }", "file2.js": "console.log(add(1 + 2, 3 + 4));" }; var options = { toplevel: true, compress: { global\_defs: { "@console.log": "alert" }, passes: 2 }, output: { beautify: false, preamble: "/\* minified \*/" } }; var result = Terser.minify(code, options); console.log(result.code); // /\* minified \*/ // alert(10);" ``` To produce warnings: ```javascript var code = "function f(){ var u; return 2 + 3; }"; var options = { warnings: true }; var result = Terser.minify(code, options); console.log(result.error); // runtime error, `undefined` in this case console.log(result.warnings); // [ 'Dropping unused variable u [0:1,18]' ] console.log(result.code); // function f(){return 5} ``` An error example: ```javascript var result = Terser.minify({"foo.js" : "if (0) else console.log(1);"}); console.log(JSON.stringify(result.error)); // {"message":"Unexpected token: keyword (else)","filename":"foo.js","line":1,"col":7,"pos":7} ``` Note: unlike `uglify-js@2.x`, the Terser API does not throw errors. To achieve a similar effect one could do the following: ```javascript var result = Terser.minify(code, options); if (result.error) throw result.error; ``` ## Minify options - `ecma` (default `undefined`) - pass `5`, `2015`, `2016`, etc to override `parse`, `compress` and `output`'s `ecma` options. - `warnings` (default `false`) — pass `true` to return compressor warnings in `result.warnings`. Use the value `"verbose"` for more detailed warnings. - `parse` (default `{}`) — pass an object if you wish to specify some additional [parse options](#parse-options). - `compress` (default `{}`) — pass `false` to skip compressing entirely. Pass an object to specify custom [compress options](#compress-options). - `mangle` (default `true`) — pass `false` to skip mangling names, or pass an object to specify [mangle options](#mangle-options) (see below). - `mangle.properties` (default `false`) — a subcategory of the mangle option. Pass an object to specify custom [mangle property options](#mangle-properties-options). - `module` (default `false`) — Use when minifying an ES6 module. "use strict" is implied and names can be mangled on the top scope. If `compress` or `mangle` is enabled then the `toplevel` option will be enabled. - `output` (default `null`) — pass an object if you wish to specify additional [output options](#output-options). The defaults are optimized for best compression. - `sourceMap` (default `false`) - pass an object if you wish to specify [source map options](#source-map-options). - `toplevel` (default `false`) - set to `true` if you wish to enable top level variable and function name mangling and to drop unused variables and functions. - `nameCache` (default `null`) - pass an empty object `{}` or a previously used `nameCache` object if you wish to cache mangled variable and property names across multiple invocations of `minify()`. Note: this is a read/write property. `minify()` will read the name cache state of this object and update it during minification so that it may be reused or externally persisted by the user. - `ie8` (default `false`) - set to `true` to support IE8. - `keep\_classnames` (default: `undefined`) - pass `true` to prevent discarding or mangling of class names. Pass a regular expression to only keep class names matching that regex. - `keep\_fnames` (default: `false`) - pass `true` to prevent discarding or mangling of function names. Pass a regular expression to only keep class names matching that regex. Useful for code relying on `Function.prototype.name`. If the top level minify option `keep\_classnames` is `undefined` it will be overridden with the value of the top level minify option `keep\_fnames`. - `safari10` (default: `false`) - pass `true` to work around Safari 10/11 bugs in loop scoping and `await`. See `safari10` options in [`mangle`](#mangle-options) and [`output`](#output-options) for details. ## Minify options structure ```javascript { parse: { // parse options }, compress: { // compress options }, mangle: { // mangle options properties: { // mangle property options } }, output: { // output options }, sourceMap: { // source map options }, ecma: 5, // specify one of: 5, 2015, 2016, etc. keep\_classnames: false, keep\_fnames: false, ie8: false, module: false, nameCache: null, // or specify a name cache object safari10: false, toplevel: false, warnings: false, } ``` ### Source map options To generate a source map: ```javascript var result = Terser.minify({"file1.js": "var a = function() {};"}, { sourceMap: { filename: "out.js", url: "out.js.map" } }); console.log(result.code); // minified output console.log(result.map); // source map ``` Note that the source map is not saved in a file, it's just returned in `result.map`. The value passed for `sourceMap.url` is only used to set `//# sourceMappingURL=out.js.map` in `result.code`. The value of `filename` is only used to set `file` attribute (see [the spec][sm-spec]) in source map file. You can set option `sourceMap.url` to be `"inline"` and source map will be appended to code. You can also specify sourceRoot property to be included in source map: ```javascript var result = Terser.minify({"file1.js": "var a = function() {};"}, { sourceMap: { root: "http://example.com/src", url: "out.js.map" } }); ``` If you're compressing compiled JavaScript and have a source map for it, you can use `sourceMap.content`: ```javascript var result = Terser.minify({"compiled.js": "compiled code"}, { sourceMap: { content: "content from compiled.js.map", url: "minified.js.map" } }); // same as before, it returns `code` and `map` ``` If you're using the `X-SourceMap` header instead, you can just omit `sourceMap.url`. If you happen to need the source map as a raw object, set `sourceMap.asObject` to `true`. ## Parse options - `bare\_returns` (default `false`) -- support top level `return` statements - `ecma` (default: `2017`) -- specify one of `5`, `2015`, `2016` or `2017`. Note: this setting is not presently enforced except for ES8 optional trailing commas in function parameter lists and calls with `ecma` `2017`. - `html5\_comments` (default `true`) - `shebang` (default `true`) -- support `#!command` as the first line ## Compress options - `defaults` (default: `true`) -- Pass `false` to disable most default enabled `compress` transforms. Useful when you only want to enable a few `compress` options while disabling the rest. - `arrows` (default: `true`) -- Class and object literal methods are converted will also be converted to arrow expressions if the resultant code is shorter: `m(){return x}` becomes `m:()=>x`. To do this to regular ES5 functions which don't use `this` or `arguments`, see `unsafe\_arrows`. - `arguments` (default: `false`) -- replace `arguments[index]` with function parameter name whenever possible. - `booleans` (default: `true`) -- various optimizations for boolean context, for example `!!a ? b : c → a ? b : c` - `booleans\_as\_integers` (default: `false`) -- Turn booleans into 0 and 1, also makes comparisons with booleans use `==` and `!=` instead of `===` and `!==`. - `collapse\_vars` (default: `true`) -- Collapse single-use non-constant variables, side effects permitting. - `comparisons` (default: `true`) -- apply certain optimizations to binary nodes, e.g. `!(a <= b) → a > b` (only when `unsafe\_comps`), attempts to negate binary nodes, e.g. `a = !b && !c && !d && !e → a=!(b||c||d||e)` etc. - `computed\_props` (default: `true`) -- Transforms constant computed properties into regular ones: `{["computed"]: 1}` is converted to `{computed: 1}`. - `conditionals` (default: `true`) -- apply optimizations for `if`-s and conditional expressions - `dead\_code` (default: `true`) -- remove unreachable code - `directives` (default: `true`) -- remove redundant or non-standard directives - `drop\_console` (default: `false`) -- Pass `true` to discard calls to `console.\*` functions. If you wish to drop a specific function call such as `console.info` and/or retain side effects from function arguments after dropping the function call then use `pure\_funcs` instead. - `drop\_debugger` (default: `true`) -- remove `debugger;` statements - `ecma` (default: `5`) -- Pass `2015` or greater to enable `compress` options that will transform ES5 code into smaller ES6+ equivalent forms. - `evaluate` (default: `true`) -- attempt to evaluate constant expressions - `expression` (default: `false`) -- Pass `true` to preserve completion values from terminal statements without `return`, e.g. in bookmarklets. - `global\_defs` (default: `{}`) -- see [conditional compilation](#conditional-compilation) - `hoist\_funs` (default: `false`) -- hoist function declarations - `hoist\_props` (default: `true`) -- hoist properties from constant object and array literals into regular variables subject to a set of constraints. For example: `var o={p:1, q:2}; f(o.p, o.q);` is converted to `f(1, 2);`. Note: `hoist\_props` works best with `mangle` enabled, the `compress` option `passes` set to `2` or higher, and the `compress` option `toplevel` enabled. - `hoist\_vars` (default: `false`) -- hoist `var` declarations (this is `false` by default because it seems to increase the size of the output in general) - `if\_return` (default: `true`) -- optimizations for if/return and if/continue - `inline` (default: `true`) -- inline calls to function with simple/`return` statement: - `false` -- same as `0` - `0` -- disabled inlining - `1` -- inline simple functions - `2` -- inline functions with arguments - `3` -- inline functions with arguments and variables - `true` -- same as `3` - `join\_vars` (default: `true`) -- join consecutive `var` statements - `keep\_classnames` (default: `false`) -- Pass `true` to prevent the compressor from discarding class names. Pass a regular expression to only keep class names matching that regex. See also: the `keep\_classnames` [mangle option](#mangle). - `keep\_fargs` (default: `true`) -- Prevents the compressor from discarding unused function arguments. You need this for code which relies on `Function.length`. - `keep\_fnames` (default: `false`) -- Pass `true` to prevent the compressor from discarding function names. Pass a regular expression to only keep function names matching that regex. Useful for code relying on `Function.prototype.name`. See also: the `keep\_fnames` [mangle option](#mangle). - `keep\_infinity` (default: `false`) -- Pass `true` to prevent `Infinity` from being compressed into `1/0`, which may cause performance issues on Chrome. - `loops` (default: `true`) -- optimizations for `do`, `while` and `for` loops when we can statically determine the condition. - `module` (default `false`) -- Pass `true` when compressing an ES6 module. Strict mode is implied and the `toplevel` option as well. - `negate\_iife` (default: `true`) -- negate "Immediately-Called Function Expressions" where the return value is discarded, to avoid the parens that the code generator would insert. - `passes` (default: `1`) -- The maximum number of times to run compress. In some cases more than one pass leads to further compressed code. Keep in mind more passes will take more time. - `properties` (default: `true`) -- rewrite property access using the dot notation, for example `foo["bar"] → foo.bar` - `pure\_funcs` (default: `null`) -- You can pass an array of names and Terser will assume that those functions do not produce side effects. DANGER: will not check if the name is redefined in scope. An example case here, for instance `var q = Math.floor(a/b)`. If variable `q` is not used elsewhere, Terser will drop it, but will still keep the `Math.floor(a/b)`, not knowing what it does. You can pass `pure\_funcs: [ 'Math.floor' ]` to let it know that this function won't produce any side effect, in which case the whole statement would get discarded. The current implementation adds some overhead (compression will be slower). - `pure\_getters` (default: `"strict"`) -- If you pass `true` for this, Terser will assume that object property access (e.g. `foo.bar` or `foo["bar"]`) doesn't have any side effects. Specify `"strict"` to treat `foo.bar` as side-effect-free only when `foo` is certain to not throw, i.e. not `null` or `undefined`. - `reduce\_funcs` (legacy option, safely ignored for backwards compatibility). - `reduce\_vars` (default: `true`) -- Improve optimization on variables assigned with and used as constant values. - `sequences` (default: `true`) -- join consecutive simple statements using the comma operator. May be set to a positive integer to specify the maximum number of consecutive comma sequences that will be generated. If this option is set to `true` then the default `sequences` limit is `200`. Set option to `false` or `0` to disable. The smallest `sequences` length is `2`. A `sequences` value of `1` is grandfathered to be equivalent to `true` and as such means `200`. On rare occasions the default sequences limit leads to very slow compress times in which case a value of `20` or less is recommended. - `side\_effects` (default: `true`) -- Pass `false` to disable potentially dropping function calls marked as "pure". A function call is marked as "pure" if a comment annotation `/\*@\_\_PURE\_\_\*/` or `/\*#\_\_PURE\_\_\*/` immediately precedes the call. For example: `/\*@\_\_PURE\_\_\*/foo();` - `switches` (default: `true`) -- de-duplicate and remove unreachable `switch` branches - `toplevel` (default: `false`) -- drop unreferenced functions (`"funcs"`) and/or variables (`"vars"`) in the top level scope (`false` by default, `true` to drop both unreferenced functions and variables) - `top\_retain` (default: `null`) -- prevent specific toplevel functions and variables from `unused` removal (can be array, comma-separated, RegExp or function. Implies `toplevel`) - `typeofs` (default: `true`) -- Transforms `typeof foo == "undefined"` into `foo === void 0`. Note: recommend to set this value to `false` for IE10 and earlier versions due to known issues. - `unsafe` (default: `false`) -- apply "unsafe" transformations ([details](#the-unsafe-compress-option)). - `unsafe\_arrows` (default: `false`) -- Convert ES5 style anonymous function expressions to arrow functions if the function body does not reference `this`. Note: it is not always safe to perform this conversion if code relies on the the function having a `prototype`, which arrow functions lack. This transform requires that the `ecma` compress option is set to `2015` or greater. - `unsafe\_comps` (default: `false`) -- Reverse `<` and `<=` to `>` and `>=` to allow improved compression. This might be unsafe when an at least one of two operands is an object with computed values due the use of methods like `get`, or `valueOf`. This could cause change in execution order after operands in the comparison are switching. Compression only works if both `comparisons` and `unsafe\_comps` are both set to true. - `unsafe\_Function` (default: `false`) -- compress and mangle `Function(args, code)` when both `args` and `code` are string literals. - `unsafe\_math` (default: `false`) -- optimize numerical expressions like `2 \* x \* 3` into `6 \* x`, which may give imprecise floating point results. - `unsafe\_symbols` (default: `false`) -- removes keys from native Symbol declarations, e.g `Symbol("kDog")` becomes `Symbol()`. - `unsafe\_methods` (default: false) -- Converts `{ m: function(){} }` to `{ m(){} }`. `ecma` must be set to `6` or greater to enable this transform. If `unsafe\_methods` is a RegExp then key/value pairs with keys matching the RegExp will be converted to concise methods. Note: if enabled there is a risk of getting a "`` is not a constructor" TypeError should any code try to `new` the former function. - `unsafe\_proto` (default: `false`) -- optimize expressions like `Array.prototype.slice.call(a)` into `[].slice.call(a)` - `unsafe\_regexp` (default: `false`) -- enable substitutions of variables with `RegExp` values the same way as if they are constants. - `unsafe\_undefined` (default: `false`) -- substitute `void 0` if there is a variable named `undefined` in scope (variable name will be mangled, typically reduced to a single character) - `unused` (default: `true`) -- drop unreferenced functions and variables (simple direct variable assignments do not count as references unless set to `"keep\_assign"`) - `warnings` (default: `false`) -- display warnings when dropping unreachable code or unused declarations etc. ## Mangle options - `eval` (default `false`) -- Pass `true` to mangle names visible in scopes where `eval` or `with` are used. - `keep\_classnames` (default `false`) -- Pass `true` to not mangle class names. Pass a regular expression to only keep class names matching that regex. See also: the `keep\_classnames` [compress option](#compress-options). - `keep\_fnames` (default `false`) -- Pass `true` to not mangle function names. Pass a regular expression to only keep class names matching that regex. Useful for code relying on `Function.prototype.name`. See also: the `keep\_fnames` [compress option](#compress-options). - `module` (default `false`) -- Pass `true` an ES6 modules, where the toplevel scope is not the global scope. Implies `toplevel`. - `reserved` (default `[]`) -- Pass an array of identifiers that should be excluded from mangling. Example: `["foo", "bar"]`. - `toplevel` (default `false`) -- Pass `true` to mangle names declared in the top level scope. - `safari10` (default `false`) -- Pass `true` to work around the Safari 10 loop iterator [bug](https://bugs.webkit.org/show\_bug.cgi?id=171041) "Cannot declare a let variable twice". See also: the `safari10` [output option](#output-options). Examples: ```javascript // test.js var globalVar; function funcName(firstLongName, anotherLongName) { var myVariable = firstLongName + anotherLongName; } ``` ```javascript var code = fs.readFileSync("test.js", "utf8"); Terser.minify(code).code; // 'function funcName(a,n){}var globalVar;' Terser.minify(code, { mangle: { reserved: ['firstLongName'] } }).code; // 'function funcName(firstLongName,a){}var globalVar;' Terser.minify(code, { mangle: { toplevel: true } }).code; // 'function n(n,a){}var a;' ``` ### Mangle properties options - `builtins` (default: `false`) — Use `true` to allow the mangling of builtin DOM properties. Not recommended to override this setting. - `debug` (default: `false`) — Mangle names with the original name still present. Pass an empty string `""` to enable, or a non-empty string to set the debug suffix. - `keep\_quoted` (default: `false`) — Only mangle unquoted property names. - `true` -- Quoted property names are automatically reserved and any unquoted property names will not be mangled. - `"strict"` -- Advanced, all unquoted property names are mangled unless explicitly reserved. - `regex` (default: `null`) — Pass a [RegExp literal or pattern string](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global\_Objects/RegExp) to only mangle property matching the regular expression. - `reserved` (default: `[]`) — Do not mangle property names listed in the `reserved` array. - `undeclared` (default: `false`) - Mangle those names when they are accessed as properties of known top level variables but their declarations are never found in input code. May be useful when only minifying parts of a project. See [#397](https://github.com/terser/terser/issues/397) for more details. ## Output options The code generator tries to output shortest code possible by default. In case you want beautified output, pass `--beautify` (`-b`). Optionally you can pass additional arguments that control the code output: - `ascii\_only` (default `false`) -- escape Unicode characters in strings and regexps (affects directives with non-ascii characters becoming invalid) - `beautify` (default `true`) -- whether to actually beautify the output. Passing `-b` will set this to true, but you might need to pass `-b` even when you want to generate minified code, in order to specify additional arguments, so you can use `-b beautify=false` to override it. - `braces` (default `false`) -- always insert braces in `if`, `for`, `do`, `while` or `with` statements, even if their body is a single statement. - `comments` (default `"some"`) -- by default it keeps JSDoc-style comments that contain "@license" or "@preserve", pass `true` or `"all"` to preserve all comments, `false` to omit comments in the output, a regular expression string (e.g. `/^!/`) or a function. - `ecma` (default `5`) -- set output printing mode. Set `ecma` to `2015` or greater to emit shorthand object properties - i.e.: `{a}` instead of `{a: a}`. The `ecma` option will only change the output in direct control of the beautifier. Non-compatible features in the abstract syntax tree will still be output as is. For example: an `ecma` setting of `5` will \*\*not\*\* convert ES6+ code to ES5. - `indent\_level` (default `4`) - `indent\_start` (default `0`) -- prefix all lines by that many spaces - `inline\_script` (default `true`) -- escape HTML comments and the slash in occurrences of `` in strings - `keep\_numbers` (default `false`) -- keep number literals as it was in original code (disables optimizations like converting `1000000` into `1e6`) - `keep\_quoted\_props` (default `false`) -- when turned on, prevents stripping quotes from property names in object literals. - `max\_line\_len` (default `false`) -- maximum line length (for minified code) - `preamble` (default `null`) -- when passed it must be a string and it will be prepended to the output literally. The source map will adjust for this text. Can be used to insert a comment containing licensing information, for example. - `quote\_keys` (default `false`) -- pass `true` to quote all keys in literal objects - `quote\_style` (default `0`) -- preferred quote style for strings (affects quoted property names and directives as well): - `0` -- prefers double quotes, switches to single quotes when there are more double quotes in the string itself. `0` is best for gzip size. - `1` -- always use single quotes - `2` -- always use double quotes - `3` -- always use the original quotes - `preserve\_annotations` -- (default `false`) -- Preserve [Terser annotations](#annotations) in the output. - `safari10` (default `false`) -- set this option to `true` to work around the [Safari 10/11 await bug](https://bugs.webkit.org/show\_bug.cgi?id=176685). See also: the `safari10` [mangle option](#mangle-options). - `semicolons` (default `true`) -- separate statements with semicolons. If you pass `false` then whenever possible we will use a newline instead of a semicolon, leading to more readable output of minified code (size before gzip could be smaller; size after gzip insignificantly larger). - `shebang` (default `true`) -- preserve shebang `#!` in preamble (bash scripts) - `webkit` (default `false`) -- enable workarounds for WebKit bugs. PhantomJS users should set this option to `true`. - `wrap\_iife` (default `false`) -- pass `true` to wrap immediately invoked function expressions. See [#640](https://github.com/mishoo/UglifyJS2/issues/640) for more details. - `wrap\_func\_args` (default `true`) -- pass `false` if you do not want to wrap function expressions that are passed as arguments, in parenthesis. See [OptimizeJS](https://github.com/nolanlawson/optimize-js) for more details. # Miscellaneous ### Keeping copyright notices or other comments You can pass `--comments` to retain certain comments in the output. By default it will keep JSDoc-style comments that contain "@preserve", "@license" or "@cc\_on" (conditional compilation for IE). You can pass `--comments all` to keep all the comments, or a valid JavaScript regexp to keep only comments that match this regexp. For example `--comments /^!/` will keep comments like `/\*! Copyright Notice \*/`. Note, however, that there might be situations where comments are lost. For example: ```javascript function f() { /\*\* @preserve Foo Bar \*/ function g() { // this function is never called } return something(); } ``` Even though it has "@preserve", the comment will be lost because the inner function `g` (which is the AST node to which the comment is attached to) is discarded by the compressor as not referenced. The safest comments where to place copyright information (or other info that needs to be kept in the output) are comments attached to toplevel nodes. ### The `unsafe` `compress` option It enables some transformations that \*might\* break code logic in certain contrived cases, but should be fine for most code. It assumes that standard built-in ECMAScript functions and classes have not been altered or replaced. You might want to try it on your own code; it should reduce the minified size. Some examples of the optimizations made when this option is enabled: - `new Array(1, 2, 3)` or `Array(1, 2, 3)` → `[ 1, 2, 3 ]` - `new Object()` → `{}` - `String(exp)` or `exp.toString()` → `"" + exp` - `new Object/RegExp/Function/Error/Array (...)` → we discard the `new` - `"foo bar".substr(4)` → `"bar"` ### Conditional compilation You can use the `--define` (`-d`) switch in order to declare global variables that Terser will assume to be constants (unless defined in scope). For example if you pass `--define DEBUG=false` then, coupled with dead code removal Terser will discard the following from the output: ```javascript if (DEBUG) { console.log("debug stuff"); } ``` You can specify nested constants in the form of `--define env.DEBUG=false`. Terser will warn about the condition being always false and about dropping unreachable code; for now there is no option to turn off only this specific warning, you can pass `warnings=false` to turn off \*all\* warnings. Another way of doing that is to declare your globals as constants in a separate file and include it into the build. For example you can have a `build/defines.js` file with the following: ```javascript var DEBUG = false; var PRODUCTION = true; // etc. ``` and build your code like this: terser build/defines.js js/foo.js js/bar.js... -c Terser will notice the constants and, since they cannot be altered, it will evaluate references to them to the value itself and drop unreachable code as usual. The build will contain the `const` declarations if you use them. If you are targeting < ES6 environments which does not support `const`, using `var` with `reduce\_vars` (enabled by default) should suffice. ### Conditional compilation API You can also use conditional compilation via the programmatic API. With the difference that the property name is `global\_defs` and is a compressor property: ```javascript var result = Terser.minify(fs.readFileSync("input.js", "utf8"), { compress: { dead\_code: true, global\_defs: { DEBUG: false } } }); ``` To replace an identifier with an arbitrary non-constant expression it is necessary to prefix the `global\_defs` key with `"@"` to instruct Terser to parse the value as an expression: ```javascript Terser.minify("alert('hello');", { compress: { global\_defs: { "@alert": "console.log" } } }).code; // returns: 'console.log("hello");' ``` Otherwise it would be replaced as string literal: ```javascript Terser.minify("alert('hello');", { compress: { global\_defs: { "alert": "console.log" } } }).code; // returns: '"console.log"("hello");' ``` ### Using native Terser AST with `minify()` ```javascript // example: parse only, produce native Terser AST var result = Terser.minify(code, { parse: {}, compress: false, mangle: false, output: { ast: true, code: false // optional - faster if false } }); // result.ast contains native Terser AST ``` ```javascript // example: accept native Terser AST input and then compress and mangle // to produce both code and native AST. var result = Terser.minify(ast, { compress: {}, mangle: {}, output: { ast: true, code: true // optional - faster if false } }); // result.ast contains native Terser AST // result.code contains the minified code in string form. ``` ### Annotations Annotations in Terser are a way to tell it to treat a certain function call differently. The following annotations are available: \* `/\*@\_\_INLINE\_\_\*/` - forces a function to be inlined somewhere. \* `/\*@\_\_NOINLINE\_\_\*/` - Makes sure the called function is not inlined into the call site. \* `/\*@\_\_PURE\_\_\*/` - Marks a function call as pure. That means, it can safely be dropped. You can use either a `@` sign at the start, or a `#`. Here are some examples on how to use them: ```javascript /\*@\_\_INLINE\_\_\*/ function\_always\_inlined\_here() /\*#\_\_NOINLINE\_\_\*/ function\_cant\_be\_inlined\_into\_here() const x = /\*#\_\_PURE\_\_\*/i\_am\_dropped\_if\_x\_is\_not\_used() ``` ### Working with Terser AST Traversal and transformation of the native AST can be performed through [`TreeWalker`](https://github.com/fabiosantoscode/terser/blob/master/lib/ast.js) and [`TreeTransformer`](https://github.com/fabiosantoscode/terser/blob/master/lib/transform.js) respectively. Largely compatible native AST examples can be found in the original UglifyJS documentation. See: [tree walker](http://lisperator.net/uglifyjs/walk) and [tree transform](http://lisperator.net/uglifyjs/transform). ### ESTree / SpiderMonkey AST Terser has its own abstract syntax tree format; for [practical reasons](http://lisperator.net/blog/uglifyjs-why-not-switching-to-spidermonkey-ast/) we can't easily change to using the SpiderMonkey AST internally. However, Terser now has a converter which can import a SpiderMonkey AST. For example [Acorn][acorn] is a super-fast parser that produces a SpiderMonkey AST. It has a small CLI utility that parses one file and dumps the AST in JSON on the standard output. To use Terser to mangle and compress that: acorn file.js | terser -p spidermonkey -m -c The `-p spidermonkey` option tells Terser that all input files are not JavaScript, but JS code described in SpiderMonkey AST in JSON. Therefore we don't use our own parser in this case, but just transform that AST into our internal AST. ### Use Acorn for parsing More for fun, I added the `-p acorn` option which will use Acorn to do all the parsing. If you pass this option, Terser will `require("acorn")`. Acorn is really fast (e.g. 250ms instead of 380ms on some 650K code), but converting the SpiderMonkey tree that Acorn produces takes another 150ms so in total it's a bit more than just using Terser's own parser. [acorn]: https://github.com/ternjs/acorn [sm-spec]: https://docs.google.com/document/d/1U1RGAehQwRypUTovF1KRlpiOFze0b-\_2gc6fAH0KY0k ### Terser Fast Minify Mode It's not well known, but whitespace removal and symbol mangling accounts for 95% of the size reduction in minified code for most JavaScript - not elaborate code transforms. One can simply disable `compress` to speed up Terser builds by 3 to 4 times. | d3.js | size | gzip size | time (s) | | --- | ---: | ---: | ---: | | original | 451,131 | 108,733 | - | | terser@3.7.5 mangle=false, compress=false | 316,600 | 85,245 | 0.82 | | terser@3.7.5 mangle=true, compress=false | 220,216 | 72,730 | 1.45 | | terser@3.7.5 mangle=true, compress=true | 212,046 | 70,954 | 5.87 | | babili@0.1.4 | 210,713 | 72,140 | 12.64 | | babel-minify@0.4.3 | 210,321 | 72,242 | 48.67 | | babel-minify@0.5.0-alpha.01eac1c3 | 210,421 | 72,238 | 14.17 | To enable fast minify mode from the CLI use: ``` terser file.js -m ``` To enable fast minify mode with the API use: ```js Terser.minify(code, { compress: false, mangle: true }); ``` #### Source maps and debugging Various `compress` transforms that simplify, rearrange, inline and remove code are known to have an adverse effect on debugging with source maps. This is expected as code is optimized and mappings are often simply not possible as some code no longer exists. For highest fidelity in source map debugging disable the `compress` option and just use `mangle`. ### Compiler assumptions To allow for better optimizations, the compiler makes various assumptions: - `.toString()` and `.valueOf()` don't have side effects, and for built-in objects they have not been overridden. - `undefined`, `NaN` and `Infinity` have not been externally redefined. - `arguments.callee`, `arguments.caller` and `Function.prototype.caller` are not used. - The code doesn't expect the contents of `Function.prototype.toString()` or `Error.prototype.stack` to be anything in particular. - Getting and setting properties on a plain object does not cause other side effects (using `.watch()` or `Proxy`). - Object properties can be added, removed and modified (not prevented with `Object.defineProperty()`, `Object.defineProperties()`, `Object.freeze()`, `Object.preventExtensions()` or `Object.seal()`). - `document.all` is not `== null` - Assigning properties to a class doesn't have side effects and does not throw. ### Build Tools and Adaptors using Terser https://www.npmjs.com/browse/depended/terser ### Replacing `uglify-es` with `terser` in a project using `yarn` A number of JS bundlers and uglify wrappers are still using buggy versions of `uglify-es` and have not yet upgraded to `terser`. If you are using `yarn` you can add the following alias to your project's `package.json` file: ```js "resolutions": { "uglify-es": "npm:terser" } ``` to use `terser` instead of `uglify-es` in all deeply nested dependencies without changing any code. Note: for this change to take effect you must run the following commands to remove the existing `yarn` lock file and reinstall all packages: ``` $ rm -rf node\_modules yarn.lock $ yarn ``` # Reporting issues In the terser CLI we use [source-map-support](https://npmjs.com/source-map-support) to produce good error stacks. In your own app, you're expected to enable source-map-support (read their docs) to have nice stack traces that will make good issues. # README.md Patrons: \*note\*: You can support this project on patreon: ![patron](data:image/png;base64,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). Check out [PATRONS.md](https://github.com/terser/terser/blob/master/PATRONS.md) for our first-tier patrons. These are the second-tier patrons. Great thanks for your support! \* CKEditor ![](https://c10.patreonusercontent.com/3/eyJoIjoxMDAsInciOjEwMH0%3D/patreon-media/p/user/15452278/f8548dcf48d740619071e8d614459280/1?token-time=2145916800&token-hash=SIQ54PhIPHv3M7CVz9LxS8\_8v4sOw4H304HaXsXj8MM%3D) \* 38elements ![](https://c10.patreonusercontent.com/3/eyJ3IjoyMDB9/patreon-media/p/user/12501844/88e7fc5dd62d45c6a5626533bbd48cfb/1?token-time=2145916800&token-hash=c3AsQ5T0IQWic0zKxFHu-bGGQJkXQFvafvJ4bPerFR4%3D) ## Contributors ### Code Contributors This project exists thanks to all the people who contribute. [[Contribute](CONTRIBUTING.md)]. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8fAwAI+gL9Kv2mJAAAAABJRU5ErkJggg==) ### Financial Contributors Become a financial contributor and help us sustain our community. [[Contribute](https://opencollective.com/terser/contribute)] #### Individuals ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8/AwAI/AL+eMSysAAAAABJRU5ErkJggg==) #### Organizations Support this project with your organization. Your logo will show up here with a link to your website. [[Contribute](https://opencollective.com/terser/contribute)] ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8PAwAI9gL7rVpmuwAAAABJRU5ErkJggg==) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8vAwAI+AL89h3njgAAAABJRU5ErkJggg==) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//8XAwAI8gL5EGx94gAAAABJRU5ErkJggg==) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR42mP4//83AwAI9AL6QlVpdgAAAABJRU5ErkJggg==) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAQAAAC1HAwCAAAAC0lEQVR4nGP6zwAAAgcBApocMXEAAAAASUVORK5CYII=) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAQAAAC1HAwCAAAAC0lEQVR4nGP6zwAAAgcBApocMXEAAAAASUVORK5CYII=) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAQAAAC1HAwCAAAAC0lEQVR4nGP6zwAAAgcBApocMXEAAAAASUVORK5CYII=) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAQAAAC1HAwCAAAAC0lEQVR4nGP6zwAAAgcBApocMXEAAAAASUVORK5CYII=) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAQAAAC1HAwCAAAAC0lEQVR4nGP6zwAAAgcBApocMXEAAAAASUVORK5CYII=) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAQAAAC1HAwCAAAAC0lEQVR4nGP6zwAAAgcBApocMXEAAAAASUVORK5CYII=)