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# Introduction

This report will explain the implementation of a robot controller using the Aria mobile robotics library. The controller will contain four behaviours, one to avoid obstacles, one to edge follow, one to wander, and one to plan a path through a given map. The behaviours will be implemented and tested with evidence and explanation in this report.

# Design

## Behaviours

### Avoid Obstacle

The avoid obstacle behaviour stops the robot from colliding with any object, a potentially damaging action. To ensure this never occurs, the behaviour repeatedly checks the forward sonar distances, if any returns a value smaller than 500mm the robot slows down or stops and then turns. If the obstacle is directly ahead the robot will reverse at -25mm/s giving it time to turn away from the corner before crashing. If the obstacle is to the side of the robot the speed is only decreased to 100mm/s, this gives the robot time to manoeuvre away from the object before a collision. In both cases the robot will turn away from the object at a rate of 25 degrees.

Avoid obstacle is the most important behaviour, because it is the only one that protects the robot, therefore the code utilises a pointer to a suppression bool given to every behaviour after instantiation. Only avoid obstacle changes the value of this bool, when true other behaviours will not activate. Cooldown is used so that for 20 iterations after an object is detected all other behaviours are suppressed, this gives the robot time to ensure it has turned away from the obstacle before another behaviour takes control.

Stucktime is used to ensure the robot does not become permanently stuck, if the robot is facing an acute corner the behaviour will try to turn it in to the corner. This is caused by the robot wanting to turn away from the nearest object, which in that particular case is on both of its sides. As the robot continues to oscillate against a corner stucktime will slowly increase until it reaches a critical point where the robot is made to turn a full 180 degrees, hopefully pointing the robot in the direction where there is no obstacle.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Behaviours | Test | Expected result | Actual result | Comments |
| Avoid Obstacle | Facing the robot towards a flat wall <500mm | The robot should turn away from the wall | The robot turns, facing towards the wall but at a significant angle. | Not the ideal result but an acceptable result, the avoid obstacle behaviour will be called again later and prevent a future crash. |
| Avoid Obstacle  forward | Facing the robot towards a wall >1500mm | The robot should approache the wall, when it gets within 500mm should turn away and continue | The robot approaches the wall, when it gets within 500mm it turns slightly away and continues, this happens a few times and the robot continues almost parallel to the wall | This is a good result, the robot did not collide with the wall, and made minimal corrections in order not to crash. |
| Avoid Obstacle  forward | Placed in mine.map | The robot should move around the map, approach a wall and turn away. | The robot navigates the map with surprising similarity to what is expected of edge following. | Another good result, so long as the robot never crashes the behaviour works. |
| Avoid Obstacle | Placing the robot between a locker and a wall on mine.map | The robot should head parallel to the wall half way between the wall and locker. | The robot continues very slowly and quickly oscillating between the locker and wall. | The robot was slower than expected, however made its way out of the small gap. |
| Avoid Obstacle | Placing the robot in an acute corner | The robot should stay in the corner for approx. 2 seconds and then turn around. | The robot oscillates in the corner for a few seconds and then turns 180 away from the corner. | This took much longer than expected to turn, the timer has been adjusted to speed it up. |

### Wandering

When no object is detected within 1500mm, the robot will wander randomly until an object is found. The wander behaviour travels a random distance between 500mm and 1500mm at a speed of 200mm/s before turning a random angle between -140 and 140 degrees.

The distance is calculated using a random number, whilst the distance has not been reached, the robot continues to travel forward. The distance travelled in the iteration is then subtracted from the remaining distance. The distance travelled is calculated using the current speed and the time of an iteration (assumed to be 0.1s). When the remaining distance becomes lower than 0, the end of that leg has been reached, the remaining distance is reset to a new random number and the robot turns by a different randomly generated number.

The wandering behaviour is surrounded by an if statement that checks suppression, if avoid obstacle is suppressing other behaviours, none of the wandering code will run.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Behaviours | Test | Expected result | Actual result | Comments |
| Wander | Letting the robot roam on mine.map | The robot should move forward and then turn randomly, this action should be repeated until a collision | The robot moves around map unexpectedly until it collides with a wall. | The collision only happens because avoid obstacle is off, this result is ideal. |

### Edge Following

Edge following calculates the distance from a side wall and attempts to maintain a 1000mm distance from the wall. When a wall is found the distance will not be exactly 1000mm, therefore an error needs to be calculated and from that a correct angle of approach towards the distance.

The algorithm used to determine the error takes the distance away from the wall and subtracts 1000mm, this gives a measurement of how far the robot is from where it needs to be. The error in distance is mapped to an angle that will point the robot towards the correct distance. The desired angle is worked out using the formula: desired angle = (error / 500) \* 45, this formula effectively maps an error of -500mm to 500mm on to -45**°** to 45**°**. Next the angle relative to the wall is calculated, this is then subtracted from the desired angle to give a delta angle. The delta angle represents the angle the robot must turn by to match the desired angle.

The distance and angle are calculated as follows:

![](data:image/png;base64,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)

r is the robot

ra is the distance of sensor 6

rb is the distance of sensor 9

arb therefore is 80**°**

rp is the distance between the robot and the wall, this is perpendicular to the wall

rpa and rpb are therefore 90**°**

h is the heading of the robot

hrp is therefore the heading of the robot relative to the wall

arh is 50**°**

cosine rule: a2 = b2 + c2 – 2bccos(A)

ab2 = ar2 + br2 - 2⋅ar⋅br⋅cos(80)

sine rule: sin(A) / a = sin(B) / b

sin(bar) / br = sin(arb) / ab

sin(bar) = br⋅(sin(60) / ab)

bar = par

sin(bar) = sin(par)

sine rule: sin(A) / a = sin(B) / b

rp / sin(par) = ar / sin(rpa) sin(rpa) = sin(90) = 1

rp = sin(par)⋅ar

rp is the distance between the robot and the wall.

par = sin-1(br⋅(sin(60) / ab))

A + B + C = 180

arp + par + rpa = 180

arp = 180 – par – 90

arp = 90 – par

hrp = arp + 50

the angle difference between the wall and the heading is equal to hrp – 90.

Edge following also calculates two RSME scores, one using all errors collected, and one using the last ten errors collected. This gives an accurate RSME of both long term and short-term calculations.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Behaviours | Test | Expected result | Actual result | Comments |
| Edge following | The robot is placed near a straight wall | The robot should turn and ‘lock on’ to the wall and follow at 1000mm | The robot turns and follows the wall, calculated distance is 1000, however the closest sensor reads nearer 900. | I believe the error to be within the calculation of the distance and including the robots radius in the sonar ranges. |
| Edge following | The robot is placed on a wall on square.map | The robot should find the new wall before colliding with it, and then follow it | The robot does similarly to the previous test until it reaches a corner, and makes a sharp turn and corrects itself to the new wall | This is acceptable but could be improved, future tests will indicated if an improvement is needed. |
| Edge following | Robot is made to edge follow in to a sharp corner on parallelogram | The robot should find the new wall before colliding with it, and then follow it | The robot does not find the new wall and continues on into the corner and gets trapped. | A fix has been made in order to turn away form the wall its following before reaching the corner |
| Edge following | Second test similar to previous | The robot should find the new wall before colliding with it, and then follow it | The robot now finds the new wall and edge follows that after turning the corner | The fix works, an additional test has been run similar to the second test, to ensure it performs similarly on square.map |
| Edge following | The robot is placed in star.map | unknown | The robot occasionally skips over points and stays in the center and sometimes follows the edge down the point. |  |

### Route Planning

Route planning is unfinished and therefore does not work, however the code written has been left in the program and has no affect on the ArActionDesired. Currently the code loads the map file into an array of coordinates of all the lines, transforms these lines into smaller numbers to fit on to a 70x24 grid (where each cell is half the length of the robot). The code should then mark the cells on the map as filled if a line passes through, this does not work but has been attempted.

Ideally if the map was created correctly, the function would then assess each cell to ensure that it has a free cell one either side vertically and horizontally, to ensure the robot has enough room to fit through. A route would then be calculated using A\* routing, this would then be followed by the robot in the fire action.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Behaviours | Test | Expected result | Actual result | Comments |
| Route planning | Ensure the code transforms the numbers to fit on a 70\*24 grid | An output file with the correct numbers in | An output file has been made and a selection of numbers have been checked to ensure the calculation works |  |
| Route planning | Ensure the code plots the coords on the map | An output file with a map resembling mine.map | An output file with a map, has some features of mine.map, however is not complete | This code does not work, multiple fixes have been attempted, and given more time could be made to work. |

## Architecture

The robot uses subsumption to calculate the ideal heading and speed. This allows for multiple behaviours to control the robot at any one time. However, avoid obstacle suppresses all other behaviours when an obstacle is detected, meaning aria only subsumes the avoid obstacle behaviour. Subsumption and suppression is ideal for the kind of robot that performs multiple behaviours at once. For example, both edge following and path planning can run at the same time, meaning the robot will attempt to get to the end of the map, but without getting too close to any edge. As a result of subsumption, behaviours can be more simple and be only coded for cases in their scope.
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# Code

## main

#include "Aria.h"

#include "wandering.h"

#include "avoidobstacle.h"

#include "routeplanning.h"

#include "follow.h"

static bool Suppression = false;

int main(int argc, char \*\*argv)

{

Aria::init();

ArArgumentParser argParser(&argc, argv);

argParser.loadDefaultArguments();

ArRobot robot;

ArRobotConnector robotConnector(&argParser, &robot);

ArLaserConnector laserConnector(&argParser, &robot, &robotConnector);

// Always try to connect to the first laser:

argParser.addDefaultArgument("-connectLaser");

if(!robotConnector.connectRobot())

{

ArLog::log(ArLog::Terse, "Could not connect to the robot.");

if(argParser.checkHelpAndWarnUnparsed())

{

// -help not given, just exit.

Aria::logOptions();

Aria::exit(1);

}

}

// Trigger argument parsing

if (!Aria::parseArgs() || !argParser.checkHelpAndWarnUnparsed())

{

Aria::logOptions();

Aria::exit(1);

}

ArKeyHandler keyHandler;

Aria::setKeyHandler(&keyHandler);

robot.attachKeyHandler(&keyHandler);

puts("Press Escape to exit.");

ArSonarDevice sonar;

robot.addRangeDevice(&sonar);

robot.runAsync(true);

// try to connect to laser. if fail, warn but continue, using sonar only

if(!laserConnector.connectLasers())

{

ArLog::log(ArLog::Normal, "Warning: unable to connect to requested lasers, will wander using robot sonar only.");

}

// turn on the motors

robot.enableMotors();

// add a set of actions that combine together to effect the wander behavior

avoidobstacle avoidobstacle;

avoidobstacle.setup(&Suppression);

routeplanning routeplanning;

follow follow;

follow.setup(&Suppression);

wandering wandering;

wandering.setup(&Suppression);

robot.addAction(&avoidobstacle, 75);

robot.addAction(&routeplanning, 50);

robot.addAction(&follow, 50);

robot.addAction(&wandering, 25);

// wait for robot task loop to end before exiting the program

robot.waitForRunExit();

Aria::exit(0);

}

## avoidobstacle

### Header

class avoidobstacle : public ArAction // Class action inherits from ArAction

{

public:

avoidobstacle(); // Constructor

void setup(bool \* SuppressionIn);

virtual ~avoidobstacle() {} // Destructor

virtual ArActionDesired \* fire(ArActionDesired d); // Body of the action

ArActionDesired desiredState; // Holds state of the robot that we wish to action

protected:

int critDist; // Speed of the robot in mm/s

int cooldown; //time before control is given back to other behaviours

int stucktime; //time the robot has been stuck for

};

C++

#include <iostream>

#include <stdlib.h>

#include <Aria.h>

#include "avoidobstacle.h"

avoidobstacle::avoidobstacle() : ArAction("Avoid Obstacle")

{

critDist = 500;

}

bool \*avoidSuppression;

void avoidobstacle::setup(bool \*SuppressionIn) {

avoidSuppression = SuppressionIn;

}

// Body of action

ArActionDesired \* avoidobstacle::fire(ArActionDesired d)

{

desiredState.reset(); // reset the desired state (must be done)

//desiredState.setVel(myRobot->getVel() + 10);

int closestObject = myRobot->getClosestSonarRange(-40, 40); //get the sonars from front

int closestSonar = myRobot->getClosestSonarNumber(-40, 40); //get the sonar number

if (closestObject < critDist) //if an object is within critical distance

{

\*avoidSuppression = true; //suppress all other behaviours

cooldown = 20;

stucktime+=10; //increase the amount of time the robot has been stuck

if (stucktime < 200) {

if (myRobot->getClosestSonarRange(-10, 10) <= (critDist / 2)) {

desiredState.setVel(-25); //if the object is directly ahead reverse

}

else {

desiredState.setVel(100); //else just slow down

}

if (closestSonar <= 3) {

myRobot->setDeltaHeading(-25); //if the closest object is to the left turn right

}

else if (closestSonar >= 3) {

myRobot->setDeltaHeading(25); //if the closest object is to the right turn left

}

}

else {

myRobot->setDeltaHeading(180); //if the robot has been stuck for a long time turn around

stucktime = 0;

}

system("CLS"); //output

printf("Current State: AvoidObstacle - active\n");

printf("Nearest Object: %i\n", myRobot->getClosestSonarRange(-179, 179));

printf("x: %f y: %f th: %f vel: %f\n", myRobot->getX(), myRobot->getY(), myRobot->getTh(), myRobot->getVel());

}

else {

if (cooldown <= 0) {

\*avoidSuppression = false; //unsuppress all other behaviours

stucktime = 0;

}

else {

cooldown--; //robot has just come out of being stuck (dont unsuppress other behaviours until the robot has had time to turn and back away)

stucktime > 0 ? stucktime-=2 : false ;

system("CLS"); //output

printf("Current State: AvoidObstacle - cooldown\n");

printf("Nearest Object: %i\n", myRobot->getClosestSonarRange(-179, 179));

printf("x: %f y: %f th: %f vel: %f\n", myRobot->getX(), myRobot->getY(), myRobot->getTh(), myRobot->getVel());

}

}

return &desiredState; // give the desired state to the robot for actioning

}

## wandering

### Header

class wandering : public ArAction // Class action inherits from ArAction

{

public:

wandering(); // Constructor

void setup(bool \* SuppressionIn);

virtual ~wandering() {} // Destructor

virtual ArActionDesired \* fire(ArActionDesired d); // Body of the action

ArActionDesired desiredState; // Holds state of the robot that we wish to action

protected:

int targetSpeed; //the target speed of the robot (200mm/s)

int currentSpeed; //the current speed of the robot

int maxDist; //the distance from an object before the robot wanders

int remainingDist; //the distance before the next turn

int lastDist; //the distance of the current 'leg'

int lastTurn; //the angle of the last turn

};

### C++

#include <iostream>

#include <stdlib.h>

#include <Aria.h>

#include "wandering.h"

// Implementation

// Constructor

wandering::wandering() : ArAction("wandering")

{

maxDist = 1700;

targetSpeed = 200;

remainingDist = (rand() % 1000) + 500; //in mm

}

//pointer to the suppression boolean

bool \*wanderSuppression;

void wandering::setup(bool \*SuppressionIn) {

wanderSuppression = SuppressionIn;

}

ArActionDesired \* wandering::fire(ArActionDesired d)

{

desiredState.reset();

currentSpeed = myRobot->getVel();

//if this behaviour is not being suppressed

if (\*wanderSuppression == false) {

//if the closest sonar reports higher than the max distance

if (myRobot->getClosestSonarRange(-179, 179) > maxDist) {

//if the remaining distance has been reached

if (remainingDist < 0) {

lastTurn = (rand() % 280) - 140; //create a new turn angle

myRobot->setDeltaHeading(lastTurn); //turn by that angle

lastDist = remainingDist = (rand() % 1000) + 500; //create a new remainingDist (and set lastDist too)

system("CLS"); //outputs

printf("Current State: Turning\n");

printf("Nearest Object: %i\n", myRobot->getClosestSonarRange(-179, 179));

printf("x: %f y: %f th: %f vel: %f\n", myRobot->getX(), myRobot->getY(), myRobot->getTh(), myRobot->getVel());

printf("Total Distance to Travel: %i Distance Until Next Turn: %i\n", lastDist, remainingDist);

printf("Last Turn was %i degrees", lastTurn);

}

else {

remainingDist = remainingDist - (currentSpeed / 10); //remove from the remaining distance the distance traveled by the robot (d = s \* t) time is 1/10s

system("CLS"); //outputs

printf("Current State: Wander - Straight\n");

printf("Nearest Object: %i\n", myRobot->getClosestSonarRange(-179, 179));

printf("x: %f y: %f th: %f vel: %f\n", myRobot->getX(), myRobot->getY(), myRobot->getTh(), myRobot->getVel());

printf("Total Distance to Travel: %i Distance Until Next Turn: %i\n", lastDist, remainingDist);

printf("Last Turn was %i degrees", lastTurn);

}

}

if (currentSpeed < targetSpeed) //whilst below target speed

desiredState.setVel(currentSpeed + 10); //speed up

;

}

return &desiredState;

}

## follow

### Header

// Signatures

class follow : public ArAction // Class action inherits from ArAction

{

public:

follow(); // Constructor

void setup(bool \* SuppressionIn);

virtual ~follow() {} // Destructor

virtual ArActionDesired \* fire(ArActionDesired d); // Body of the action

ArActionDesired desiredState; // Holds state of the robot that we wish to action

protected:

int speed; // target speed of the robot in mm/s

double deltaHeading;

//following distances (so they can be edited if needed)

double followDist;

double maxFollowDist;

double minFollowDist;

//variables for calculating the RMSE and storing previous Errors

int walltimer;

double RMSE10[10];

double RMSEall[10000];

double RMSE10ans;

double RMSEallans;

//variables used in calculating and storing angles

double desiredAngle;

double actualAngle;

double deltaAngle;

//variables for storing sensors, distance, and errors relating to the left

double leftFront;

double leftBack;

double leftDist;

double leftError;

//variables for storing sensors, distance, and errors relating to the left

double rightFront;

double rightBack;

double rightDist;

double rightError;

};

### C++

#include <iostream>

#include <stdlib.h>

#include <Aria.h>

#include "follow.h"

// Implementation

// Constructor

follow::follow() : ArAction("Follow Edge")

{

speed = 200; // Set the robots speed to 50 mm/s. 200 is top speed

deltaHeading = 0; // Straight line

followDist = 1000;

maxFollowDist = 1500;

minFollowDist = 500;

walltimer = 0;

}

double distance(double ar, double br) {

double ab = sqrt(ar \* ar + br \* br - 2\*ar\*br\*cos(80 \* M\_PI/180));

double sinbar = br \* (sin(M\_PI / 3) / ab);

double sincar = sinbar;

double rc = sincar \* ar;

return rc;

}

double angle(double ar, double br) {

double ab = sqrt(ar \* ar + br \* br - 2\*ar\*br\*cos(80 \* M\_PI / 180));

double sinbar = br \* (sin(M\_PI/3)/ ab);

double bar = asin(sinbar) \* (180 / M\_PI);

double arc = 90 - bar;

return -(arc - 50);

}

//pointer to the suppression boolean

bool \*followSuppression;

void follow::setup(bool \*SuppressionIn) {

followSuppression = SuppressionIn;

}

// Body of action

ArActionDesired \* follow::fire(ArActionDesired d)

{

desiredState.reset(); // reset the desired state (must be done)

//if behaviour is not being suppressed

if (\*followSuppression == false) {

leftFront = myRobot->getSonarRange(1) + myRobot->getRobotRadius(); //get the data from the sonars

leftBack = myRobot->getSonarRange(14) + myRobot->getRobotRadius();

leftDist = distance(leftFront, leftBack); //calculate distance from the wall

if ((leftDist < maxFollowDist)) {

leftError = leftDist - followDist; //error is calculated from the distances

desiredState.setVel(speed);

}

else {

leftError = 100000; //number that will never be reached to signal no wall found in range

}

rightFront = myRobot->getSonarRange(6) + myRobot->getRobotRadius(); //same as above but for the right

rightBack = myRobot->getSonarRange(9) + myRobot->getRobotRadius();

rightDist = distance(rightFront, rightBack);

if ((rightDist < maxFollowDist)) {

rightError = rightDist - followDist;

desiredState.setVel(speed);

}

else {

rightError = 100000;

}

if (abs(leftError) < abs(rightError) && (leftError != 100000 || rightError != 100000)) { //for left edge following

desiredAngle = (leftError / 500) \* 45; //calculate the desired angle from the error

if (myRobot->getSonarRange(3) < (maxFollowDist+1000)) {

desiredAngle = desiredAngle - (((maxFollowDist + 1000) - myRobot->getSonarRange(3)) / 1000) \* 45; //scale the desired angle if there is a wall ahead

}

actualAngle = angle(leftFront, leftBack); //calculate the actual angle

deltaAngle = desiredAngle - actualAngle; //delta angle calculated

myRobot->setDeltaHeading(deltaAngle); //angle set

RMSE10 [walltimer % 10] = leftError; //store the error in the RMSE arrays

RMSEall [walltimer] = leftError;

RMSE10ans = 0;

if (walltimer > 10) { //calculate the RMSE for the last 10 errors

for (int i = 0; i < 10; i++) {

RMSE10ans += (RMSE10[i] \* RMSE10[i]);

}

RMSE10ans /= 10;

RMSE10ans = sqrt(RMSE10ans);

}

RMSEallans = 0;

for (int i = 0; i <= walltimer; i++) { //calculate the RSME for all errors

RMSEallans += (RMSEall[i] \* RMSEall[i]);

}

RMSEallans /= walltimer;

RMSEallans = sqrt(RMSEallans);

walltimer++;

system("CLS"); //outputs

printf("Current State: Following Wall - left\n");

printf("Nearest Object: %i\n", myRobot->getClosestSonarRange(-179, 179));

printf("x: %f y: %f th: %f vel: %f\n", myRobot->getX(), myRobot->getY(), myRobot->getTh(), myRobot->getVel());

printf("RMSE: %f RMSE of last 10: %f", RMSEallans, RMSE10ans);

}

else if (abs(leftError) >= abs(rightError) && (leftError != 100000 || rightError != 100000)) { //for right edge following (same as above but for the right)

desiredAngle = (rightError / 500) \* 45;

if (myRobot->getSonarRange(4) < (maxFollowDist + 1000)) {

desiredAngle = desiredAngle - (((maxFollowDist + 1000) - myRobot->getSonarRange(4)) / 1000) \* 45;

}

actualAngle = angle(rightFront, rightBack);

deltaAngle = actualAngle - desiredAngle;

myRobot->setDeltaHeading(deltaAngle);

walltimer++;

RMSE10[walltimer % 10] = rightError;

RMSEall[walltimer] = rightError;

RMSE10ans = 0;

if (walltimer > 10) {

for (int i = 0; i < 10; i++) {

RMSE10ans += (RMSE10[i] \* RMSE10[i]);

}

RMSE10ans /= 10;

RMSE10ans = sqrt(RMSE10ans);

}

RMSEallans = 0;

for (int i = 0; i <= walltimer; i++) {

RMSEallans += (RMSEall[i] \* RMSEall[i]);

}

RMSEallans /= walltimer;

RMSEallans = sqrt(RMSEallans);

walltimer++;

system("CLS");

printf("Current State: Following Wall - right\n");

printf("Nearest Object: %i\n", myRobot->getClosestSonarRange(-179, 179));

printf("x: %f y: %f th: %f vel: %f\n", myRobot->getX(), myRobot->getY(), myRobot->getTh(), myRobot->getVel());

printf("RMSE: %f RMSE of last 10: %f", RMSEallans, RMSE10ans);

}

else { //for no edge following

desiredAngle = 0;

actualAngle = 0;

deltaAngle = 0;

}

// Set the heading change of the robot

}

return &desiredState; // give the desired state to the robot for actioning

}

## routeplanning

### Header

class routeplanning : public ArAction // Class action inherits from ArAction

{

public:

routeplanning(); // Constructor

virtual ~routeplanning() {} // Destructor

virtual ArActionDesired \* fire(ArActionDesired d); // Body of the action

ArActionDesired desiredState; // Holds state of the robot that we wish to action

protected:

int currentcoord; //the current coord for an input loop

int size; //the amount of variables in coords[] (will vary from map to map)

int coords[500]; //an array for storing all map line coords

int map[70][42]; //an array for storing the map and route (-1 for a wall, 0+ for the route)

};

### C++

#include <iostream>

#include <stdlib.h>

#include <Aria.h>

#include "avoidobstacle.h"

avoidobstacle::avoidobstacle() : ArAction("Avoid Obstacle")

{

critDist = 500;

}

bool \*avoidSuppression;

void avoidobstacle::setup(bool \*SuppressionIn) {

avoidSuppression = SuppressionIn;

}

// Body of action

ArActionDesired \* avoidobstacle::fire(ArActionDesired d)

{

desiredState.reset(); // reset the desired state (must be done)

//desiredState.setVel(myRobot->getVel() + 10);

int closestObject = myRobot->getClosestSonarRange(-40, 40); //get the sonars from front

int closestSonar = myRobot->getClosestSonarNumber(-40, 40); //get the sonar number

if (closestObject < critDist) //if an object is within critical distance

{

\*avoidSuppression = true; //suppress all other behaviours

cooldown = 20;

stucktime+=10; //increase the amount of time the robot has been stuck

if (stucktime < 200) {

if (myRobot->getClosestSonarRange(-10, 10) <= (critDist / 2)) {

desiredState.setVel(-25); //if the object is directly ahead reverse

}

else {

desiredState.setVel(100); //else just slow down

}

if (closestSonar <= 3) {

myRobot->setDeltaHeading(-25); //if the closest object is to the left turn right

}

else if (closestSonar >= 3) {

myRobot->setDeltaHeading(25); //if the closest object is to the right turn left

}

}

else {

myRobot->setDeltaHeading(180); //if the robot has been stuck for a long time turn around

stucktime = 0;

}

system("CLS"); //output

printf("Current State: AvoidObstacle - active\n");

printf("Nearest Object: %i\n", myRobot->getClosestSonarRange(-179, 179));

printf("x: %f y: %f th: %f vel: %f\n", myRobot->getX(), myRobot->getY(), myRobot->getTh(), myRobot->getVel());

}

else {

if (cooldown <= 0) {

\*avoidSuppression = false; //unsuppress all other behaviours

stucktime = 0;

}

else {

cooldown--; //robot has just come out of being stuck (dont unsuppress other behaviours until the robot has had time to turn and back away)

stucktime > 0 ? stucktime-=2 : false ;

system("CLS"); //output

printf("Current State: AvoidObstacle - cooldown\n");

printf("Nearest Object: %i\n", myRobot->getClosestSonarRange(-179, 179));

printf("x: %f y: %f th: %f vel: %f\n", myRobot->getX(), myRobot->getY(), myRobot->getTh(), myRobot->getVel());

}

}

return &desiredState; // give the desired state to the robot for actioning

}