# Problem 1: Campus Tag

## The Problem

Jason decided to play campus tag at Code Fast University. In campus tag, each player is on a team. Before the game begins, each player is given a target to tag before the game ends. The university is having trouble with one problem: They have two teams this year, each with a certain number of players. Can they give everyone a target that is on the opposite team?

For example, let's say that Bob is on team red and Jason is on team green. If Bob gets Jason as a target, and Jason gets Bob, then the order is valid. It is However, if Jason got someone on the green team or Bob got someone on the red team, then the order is invalid.

Given the number of people on two teams, can you determine if it is possible to give everyone a target that is on their opposing team?

## Input

The first line of input contains one integer, **T**, the number of test cases.

Each of the next **T** lines contains two integers **A** and **B**, where **A** is the number of players on the green team, and **B** is the number of players on the red team.

## Output

There should be one line of output for each test case. Print “Valid” if it is possible to create a correct configuration. Otherwise, print “Invalid”.

## Constraints

* 1 ≤ **T** ≤ 105
* 0 ≤ **A**, **B** ≤ 109

## Sample Input

2

1 1

2 3

## Sample Output

Valid

Invalid

# Problem 2: Oh My Word!

## The Problem

Nathan was using Microsoft Word one day, and he noticed an interesting feature in autocorrect. If he typed a word, but he accidentally swapped two adjacent letters, then Word would correct the error. He is wondering if you could write him a program to show him how this feature works.

You are given a dictionary of legal words (which may or may not be English words). Then you are given some words that may have two adjacent characters swapped. Your goal is to determine if it is possible to swap any two *adjacent* characters to create a word in the dictionary. How many possible words in the dictionary can you create from any single character swap?

## Input

The first line contains one integer, **N,** the number of words in the dictionary.

Each of the next **N** lines contains one word each, corresponding to a word in the dictionary.

The next line contains one integer, **Q**, the number of queries. Each query is a word to test against the dictionary.

Each of the next **Q** lines contains one word for each query.

## Output

There should be one line of output for each query. Each line should be printed as follows:

* If the word is already in the dictionary, print “okay”.
* If there is only one way to perform a swap that makes a dictionary word, print that dictionary word.
* If there are many possible dictionary words, print “**x** possibilities”, where **x** is the number of words.
* If the word cannot be found in the dictionary after any swap, print “unknown”.

## Constraints

* 1 ≤ **N**, **Q** ≤ 1000
* All dictionary words are guaranteed to be unique

## Sample Input

4

hello

world

jbu

buj

4

hlelo

world

what

bju

## Sample Output

hello

okay

unknown

2 possibilities

# Problem 3: Bowling Blitz

## The Problem

Arianna is going bowling with some friends. The computer malfunctioned while they were bowling, so she had to keep track of everyone’s moves. Can you help her find out who won the game?

Bowling scoring is calculated as follows:

* A regular play consists of two digits (or ‘-‘). A ‘-‘ means that no pins were knocked down during that move. A digit **p** means that **p** pins were knocked down. The score for a regular play is the sum of the two digits. For example, the score of “62” would be 8 (6 + 2), and “-5” would be 5 (0 + 5).
* A spare play ends with a ‘/’. The score is calculated as 10 points + the points scored on the next move. For example, the consecutive plays “5/ 61” would score 16 points: 10 for a spare in the first play + 6 on the next move.
* A strike is an ‘X’ by itself. A strike is calculated as 10 points + the score of the next two moves. For example, “X X 53” would be 25: 10 points for the first strike + 10 points for the next move (‘X’) + 5 points for the next move (‘5’).
* Any moves past the end of the game are counted as 0 points. For example, ending the game with a strike is only 10 points for that strike.
* **NOTE**: For simplicity, the last play of the game (10th) is scored in the same way as any other play.

## Input

The first line contains one integer, **T**, the number of test cases.

The first line of each test case contains one integer, **N**, the number of players.

Each of the **N** player descriptions consists of two lines. The first line contains the player’s name as a string. The second line contains a description of the player’s game. Each game has 10 plays, described above.

## Output

For each test case output a line as follows:

* If the game has one winner, output “**N** wins with **P** points!”, where **N** is the player’s name, and **P** is how many points they scored.
* If the game has a tie, output “**N** tie with **P** points!”, where **N** is a sorted, comma-separated list of the names of the players who won, and **P** is how many points they scored.

## Constraints

* 1 ≤ **T** ≤ 10000
* 1 ≤ **N** ≤ 10
* 1 ≤ **len(name)** ≤ 20
* All names in a given game are unique

## Sample Input

2

3

Ethan

25 7- 5/ 2/ X X -7 81 X 7/

Jim

71 8/ 9/ X 1/ X 3- 17 23 X

Stephen

9/ 5/ X X X 1- -- X 3/ 52

3

Bob

X X X 52 8- -- 13 81 3/ 23

Bill

-- -- 1- 5- -- 7/ -- 1- 2- X

Brad

-8 X X X 34 3/ 23 -2 5- 35

## Sample Output

Stephen wins with 140 points!

Bob, Brad tie with 117 points!

# Problem 4: Inverted Inverted Index

## The Problem

Josiah heard about a tool called an inverted index one day. An inverted index is a data structure that maps a word to its corresponding document and location. For example, imagine that someone searches the word “hello” in a search engine. The engine uses the inverted index to look up which documents contain that search along with where (what index) those results appear.

Josiah got access to a complete inverted index, but he wants to reconstruct the original documents. Given a list of words along with which document and index each word is found, can you reconstruct the original documents?

## Input

The first line of input contains an integer, **T**, the number of test cases.

The first line of every test case contains an integer, **N**, the number of queries to follow. Each query contains a string **S** and two integers **D** and **I**. The query means that the string **S** is found inside the document with ID **D** at index **I**.

## Output

The output should contain one line per unique document ID in the input for each test case. Each line should contain the data in the original document, space-separated. The documents should be printed in order of their ID. No extra newlines are required between test cases.

## Constraints

* 1 ≤ **T** ≤ 100
* 1 ≤ **N** ≤ 5000
* 1 ≤ total documents ≤ 50
* 0 ≤ document ID ≤ 10000
* 1 ≤ **len(S)** ≤ 10

## Sample Input

1

8

an 3 2

is 3 1

Hello 1 0

:D 3 5

This 3 0

inverted 3 3

world! 1 1

index 3 4

## Sample Output

Hello world!

This is an inverted index :D

# Problem 5: Typing Statistics

## The Problem

Jacob has gotten very fast at typing. Since he is interested in probability, he would like you to assist him in writing a program that performs some statistics on his typing. He notices that the probability of typing a one-character word is the probability of pressing any character key followed by the space bar, or **26/27 \* 1/27**, which is **26/729**. We may assume that each key, including the space bar, has the same chance of being pressed.

Given a keyboard with **K** characters, what is the probability of typing a word with **N** letters? What about the probability of typing a word with the same length where the letters are unique? The probability should be expressed as a ***reduced*** fraction.

## Input

The first line of input contains an integer, **T**, the number of test cases.

Each test case contains two integers, **K** and **N**. **K** is the number of character keys on the keyboard (not including the space bar), and **N** is the length of the word to type.

## Output

There should be one line of output per test case. Each line will have two reduced fractions: one for the probability of typing a word with **N** characters, and one for the probability of typing a word with **N** characters where the characters are all unique.

If the probability is 0 (or impossible), print “0” instead of a fraction.

## Constraints

* 1 ≤ **T** ≤ 500
* 1 ≤ **K** ≤ 1018
* 0 ≤ **N** ≤ 64
* The numerator and denominator, before reducing, can be stored in a 64-bit integer.

## Sample Input

4

26 0

26 1

5 1

2 3

## Sample Output

1/27, 1/27

26/729, 26/729

5/36, 5/36

8/81, 0

# Problem 6: Wall Building

## The Problem

James has been put in charge of creating a wall of height **N** and width **M** out of bricks. However, these bricks are not your average bricks. The bricks can be any width, up to **M**. James has an infinite number of these bricks. He wants to know how many ways he can create this wall using any type of brick.

For example, suppose he wants to make a wall of height **2** and width **2**. Here are the possible formations:

![Block Formations](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAcAAAABXCAYAAACTMZU8AAAABHNCSVQICAgIfAhkiAAAAeVJREFUeJzt2MGKYkEMQNHJ4P//cs22sYURbPqFd8/ZKS5CglyoOeecPwAQ8/fqAQDgCgIIQNLj64eZuWqO29j8ouy+n3Pfe3Pfe3u+7+N/P9hkZtbPt932/W2fb7vN+9vOfe/t1X09gQKQJIAAJAkgAEkCCECSAAKQJIAAJAkgAEkCCECSAAKQJIAAJAkgAEkCCECSAAKQJIAAJAkgAEkCCECSAAKQJIAAJAkgAEkCCECSAAKQJIAAJAkgAEkCCECSAAKQJIAAJAkgAEkCCECSAAKQJIAAJAkgAEkCCECSAAKQJIAAJAkgAEkCCECSAAKQJIAAJD2ev5iZK+Z42/b5ttu+v+3zbWd/9+a+P+tbAM85V8zxlplZP992m/e3nft+xv/3c5v3t92r+3oCBSBJAAFIEkAAkgQQgCQBBCBJAAFIEkAAkgQQgCQBBCBJAAFIEkAAkgQQgCQBBCBJAAFIEkAAkgQQgCQBBCBJAAFIEkAAkgQQgCQBBCBJAAFIEkAAkgQQgCQBBCBJAAFIEkAAkgQQgCQBBCBJAAFIEkAAkgQQgCQBBCBJAAFIEkAAkgQQgCQBBCBJAAFIejx/MTNXzPG27fNtZ3/3tv2+2+fbzv5+1pxzztVDAMBv8wQKQJIAApD0D9YxONO/6wj8AAAAAElFTkSuQmCC)

As shown in the image above, there are **4** ways to create a wall with bricks of up to width **2**. Can you help James solve this problem? When computing the result, you must output it modulo **109 + 7**.

## Input

The first line contains an integer **T**, the number of test cases.

Each test case contains a line with two integers, **N** and **M**, the height and width of the wall to build.

## Output

There should be **T** lines of output. For each test case, print the number of ways James can create a wall of size **N** by **M** modulo **109 + 7**.

## Constraints

* 1 ≤ **T** ≤ 2 \* 105
* 1 ≤ **N**, **M** ≤ 106

## Sample Input

1

2 2

## Sample Output

4

# Problem 7: Target Acquired

## The Problem

Melchi is working on creating a top-down shooter game. He ran into an interesting problem and wants to see how to solve it. In the game, there is a player and an enemy. The player is moving at a certain speed in a certain direction (angle). The enemy will shoot at the player, but he wants to be smart about where he fires. Instead of firing directly at the player, he wants to fire in the correct direction so that the bullet hits the player if the player were to keep moving in the same speed and direction. Can you help Melchi code a solution?

In the image below, the green represents the player, and the red represents the enemy. The dotted line is where the enemy *would* shoot if he were not smart. The solid line from the enemy is where the smart enemy shoots to make the bullet hit the player.

![https://i.ibb.co/cTsBPML/pic.png](data:image/png;base64,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)

What angle should the enemy shoot to intercept the player?

## Input

The first line contains an integer, **T**, the number of test cases.

The following **T** lines contain the following floating-point numbers: **px**, **py**, **pdir**, **pspeed**, **ex**, **ey**, **bspeed**.

* **px**, **py**: The (x, y) location of the player
* **pdir**: The angle that the player is moving, in radians
* **pspeed**: The speed that the layer is moving, in pixels per second
* **ex**, **ey**: The (x, y) location of the enemy
* **bspeed**: The speed of the bullet to be shot, in pixels per second

## Output

There should be **T** lines of output. Each line contains the optimal angle, in radians, for the enemy to shoot the bullet. The output should have two decimal places after the point, and it should be **between 0 and 2\*π**.

## Constraints

* 1 ≤ **T** ≤ 1000
* -10000 ≤ **px**, **py**, **ex**, **ey** ≤ 10000
* 0 ≤ **pdir** ≤ 2\*π
* 0 ≤ **pspeed**, **bspeed** ≤ 1000
* There will be no more than 2 decimal places per input
* It will never take more than 106 seconds for the optimal bullet to hit the player

## Sample Input

1

0.00 0.00 0.78 200.00 -10.00 10.00 400.00

## Sample Output

6.02

# Problem 8: Museum Security

## The Problem

Ethan is working on a security system for a museum. The museum building is set up as a grid. Certain grid cells contain an artifact. Each of these artifacts must be secured with at least one camera. Ethan bought special cameras that only see one cell horizontally and vertically. In other words, a camera can see one cell above, below, right, and left of its current location.

Being frugal, Ethan does not want to spend a lot of money. He wants to minimize the number of cameras he needs to buy. Can you help him find the minimum number of cameras that can cover every artifact?

## Input

The first line will contain two integers, **N** and **M**, which correspond to the height and width of the grid.

The next **N** lines will contain **M** characters. A ‘.’ means a camera can be placed at that location, while a ‘#’ means there is an artifact at that location.

## Output

Output the minimum number of cameras Ethan needs to buy. If it is impossible to cover every artifact, output “impossible”.

## Constraints

* 1 ≤ **N**, **M** ≤ 15
* A camera cannot be on top of an artifact

## Sample Input

3 3

.#.

#.#

.#.

## Sample Output

1