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# 변수

## 초기화

### 보편적 초기화

C++에는 초기화 방법이 너무 많아서 많은 혼동을 가져왔다. 각 초기화 방법들은 서로 다른 형식을 사용해 왔다. 그동안 혼란의 극치였던 초기화 방법을 통일한 것이 보편적 초기화 방법이다.

|  |
| --- |
| int i {100}; //int i = 100;과 동일  string s {“hello”}; //string s = “hello”;와 동일 |

# 자료형

## auto

C++ 이전에 auto는 단순히 자동 변수라는 의미만을 가지고 있었다. 즉 지역 변수가 함수 안에서 선언되었다가 함수가 종료되면 자동으로 소멸되는 것을 의미하였다.

double d = 1.0;  
변수 d를 double로 선언했지만, 컴파일러는 이미 초기값 1.0을 보고 변수 d가 double형이라는 것을 알 수 있다. 이런 경우 자료형을 생략할 때 사용하는 키워드가 auto이다. 이것을 자동 타입 추론(automatic type deduction)이라고 부른다.  
auto d = 1.0; // 1.0은 double형리터럴이어서 d의 자료형은 double이 된다.

|  |
| --- |
| auto add (int x, int y) {  return x + y;  }  int main()  {  auto sum = add(5, 6); // add()는 정수값을 반환하므로 sum은 int형이 된다.  return 0;  } |

앞으로 초기값은 줄 수 있지만 자료형이 생각나지 않으면 일단 auto를 사용해 보자.

# 클래스

## vector

push\_back()은 편리하기는 하지만 비효율적이다. 벡터의 크기가 1만큼 증가하게 되면 새로운 메모리 영역을 찾아서 벡터를 이동하여야 하기 때문이다. 따라서 미리 크기를 어느 정도 짐작할 수 있으면 고정된 크기를 사용하는 편이 낫다.

벡터의 처음은 v.begin()이나 v.front로 알 수 있다.(v는 만들어진 벡터. 예: vector<int> v) 벡터의 끝은 v.end() 또는 v.back()로 알 수 있다.

벡터에서 요소의 위치는 반복자(iterator)를 이용하여 표시한다. begin()과 end()는 반복자로서 벡터의 시작과 끝을 식별한다.

vector는 크기를 미리 결정하지 않아도 된다는 큰 장점을 가지고 있다. 하지만 성능이 중요한 애플리케이션을 작성할 때는 문제점이 있다. vector는 생성과 소멸을 하는데 상당한 시간이 소요된다. 따라서 vector의 장점이 많지만 성능 때문에 기존의 배열을 사용하는 경우도 많다. 이 문제를 해결하기 위해 C++11에서는 std::array를 새롭게 제시하였다.

# 생성자

## 초기화 리스트

|  |  |  |
| --- | --- | --- |
|  |  | C++14 / C++11 |
| Time(int h, int m) //생성자  {  hour = h;  minute = m;  } | -> | Time(int h, int m) : hour(h), minute(m)  {  }  Time(int h, int m) : hour{h}, minute{m}  {  }  초기화 리스트와 디폴트 인수를 동시 사용  Time(int h=0, int m=0) : hour{h}, minute{m}  {  } |

# 포인터

## nullptr

포인터를 선언했다면 반드시 초기화해 주어야 한다. 포인터가 아무것도 가리키고 있지 않을 때는 nullptr로 초기화한다.

이전에 NULL을 사용한 경우가 있으나 NULL은 정수 0이어서 문제가 발생할 수 있으니 사용하지 않아야 한다.

int \*p = nullptr;

# 접근자(getter) 와 설정자(setter)

-. 접근자는 앞에 get~~을 붙이고, 설정자는 앞에 set~~을 붙이는게 불문율이다.  
예) getNumber(), setNumber(int n)

-. 설정자는 매개 변수를 통하여 private 멤버를 설정 하는데 사용한다. 설정자를 사용하는 주된 이유 중 하나는 **매개변수를 통하여 잘못된 값이 넘어오는 경우 이를 사전에 차단**하는데 있다. 프로그램 중간 중간에 조건문을 달아서 지저분하게 구현하지 말고 설정자에서 걸러주면 **인터페이스와 구현이 분리**된다.

|  |
| --- |
| void setNumber(int n) {  if(n<0){  number = 0;  cout << “계좌번호 오류!”;  } else {  number = n;  }  } |

-. 접근자는 기본적으로 private 멤버 변수를 반환하는 구조로 이루어져 있으나, 필요할때마다 계산하여 반환하도록 할 수 있다. 프로그램 중간 중간에 멤버 변수를 변환하게 되면 복잡해지게 된다. 이 역시 인터페이스와 구현을 분리한 예가 된다.

|  |
| --- |
| void getNumber() {  return rand();  } |

# loop

## 범위 기반 루프(Todo)

# API

### String

|  |
| --- |
| to\_string() |
| 숫자를 문자열로 변환 |
| string s1 {apple};  string s2;  s2 = s1 + “ “ + to\_string(10) + “개”;  cout << s2 << endl; |