# Problem 1: Real-Time Weather Monitoring System

**Scenario:**

You are developing a real-time weather monitoring system for a weather forecasting company. The system needs to fetch and display weather data for a specified location.

**Tasks:**

1. Model the data flow for fetching weather information from an external API and displaying it to the user.
2. Implement a Python application that integrates with a weather API (e.g., OpenWeatherMap) to fetch real-time weather data.
3. Display the current weather information, including temperature, weather conditions, humidity, and wind speed.
4. Allow users to input the location (city name or coordinates) and display the corresponding weather data.

**Deliverables:**

* Data flow diagram illustrating the interaction between the application and the API.
* Pseudocode and implementation of the weather monitoring system.
* Documentation of the API integration and the methods used to fetch and display weather data.
* Explanation of any assumptions made and potential improvements.

**Approach:**

The relationship between the application and the OpenWeatherMap API is depicted in the dataflow diagram. The program asks the user for their location, retrieves the weather information from the API, and shows the user the current conditions.

+---------------+ +---------------+ +---------------+

| User Input | | Weather API | | Weather Data|

| (Location) |----->| (e.g., OpenWeatherMap) | Display |

+---------------+ +---------------+ +---------------+

| | |

v v v

+---------------+ +---------------+ +---------------+

| Weather | | Weather | | Weather |

| Fetcher | | Processor | | Displayer |

+---------------+ +---------------+ +---------------+

**Pseudocode:**

BEGIN

DEFINE function fetch\_weather\_data(location):

API\_KEY = "your\_api\_key"

BASE\_URL = "http://api.openweathermap.org/data/2.5/weather"

response = send\_get\_request(BASE\_URL, params={q: location, appid: API\_KEY})

IF response.status\_code == 200:

data = parse\_response(response)

RETURN data

ELSE:

RETURN error\_message

DEFINE function display\_weather\_data(weather\_data):

PRINT "Location: " + weather\_data['name']

PRINT "Temperature: " + weather\_data['main']['temp'] + "°C"

PRINT "Weather: " + weather\_data['weather'][0]['description']

PRINT "Humidity: " + weather\_data['main']['humidity'] + "%"

**PRINT "Wind Speed: " + weather\_data['wind']['speed'] + "m/s"**

**DEFINE function main():**

**location = GET\_USER\_INPUT("Enter the city name or coordinates: ")**

**weather\_data = fetch\_weather\_data(location)**

**IF weather\_data != error\_message:**

**display\_weather\_data(weather\_data)**

**ELSE:**

**PRINT "Error fetching weather data. Please try again."**

**END**

**Detailed explanation of the actual code:**

1. fetch\_weather\_data: This method retrieves the weather information from the OpenWeatherMap API given a location as input. It sends a GET request to the API using the location and API key using the requests library. The JSON response is parsed, and the data is returned, if the response is successful (200 status code). It returns None else.
2. display\_weather\_data: This function shows the user the current weather information by using the weather data as input.If the data is available, it prints the wind speed, humidity, temperature, and weather. It produces an error message if there is a problem retrieving the data.
3. principal: This function calls the fetch\_weather\_data and display\_weather\_data routines in addition to processing user input. It requests that the user log in..

**Assumptions made (if any):**

1. The user will consistently input an accurate address.  
2.Data in the anticipated format will always be returned by the OpenWeatherMap API.

**Limitations:**

1. \*\*API Rate Limits\*\*: If you make too many queries, you may be refused service if the allotted amount is exhausted.

2. \*\*Dependency on External Service\*\*: The weather API's functioning is impacted by any outages or performance problems.

3. \*\*Data Accuracy and Coverage\*\*: The techniques and coverage of the API determine the availability and accuracy of weather data.

**Code:**

import http.client

import json

def get\_weather(api\_key, location):

conn = http.client.HTTPConnection("api.openweathermap.org")

conn.request("GET", f"/data/2.5/weather?q={location}&appid={api\_key}&units=metric")

response = conn.getresponse()

if response.status == 200:

data = json.loads(response.read().decode("utf-8"))

return {

"temperature": data["main"]["temp"],

"weather\_condition": data["weather"][0]["description"],

"humidity": data["main"]["humidity"],

"wind\_speed": data["wind"]["speed"]

}

else:

return {"error": "Failed to retrieve weather data"}

def display\_weather(weather\_data):

print("Current Weather Data:")

print(f"Temperature: {weather\_data['temperature']}°C")

print(f"Weather Condition: {weather\_data['weather\_condition']}")

print(f"Humidity: {weather\_data['humidity']}%")

print(f"Wind Speed: {weather\_data['wind\_speed']} m/s")

def main():

api\_key = input("Enter your OpenWeatherMap API key: ")

location = input("Enter the location (city name): ")

weather\_data = get\_weather(api\_key, location)

if "error" in weather\_data:

print(weather\_data["error"])

else:

display\_weather(weather\_data)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Sample Output / Screen Shots**
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# Problem 2: Inventory Management System Optimization

**Scenario:**

You have been hired by a retail company to optimize their inventory management system. The company wants to minimize stockouts and overstock situations while maximizing inventory turnover and profitability.

**Tasks:**

1. Model the inventory system: Define the structure of the inventory system, including products, warehouses, and current stock levels.
2. Implement an inventory tracking application: Develop a Python application that tracks inventory levels in real-time and alerts when stock levels fall below a certain threshold.
3. Optimize inventory ordering: Implement algorithms to calculate optimal reorder points and quantities based on historical sales data, lead times, and demand forecasts.
4. Generate reports: Provide reports on inventory turnover rates, stockout occurrences, and cost implications of overstock situations.
5. User interaction: Allow users to input product IDs or names to view current stock levels, reorder recommendations, and historical data.

**Deliverables:**

* **Data Flow Diagram**: Illustrate how data flows within the inventory management system, from input (e.g., sales data, inventory adjustments) to output (e.g., reorder alerts, reports).
* **Pseudocode and Implementation**: Provide pseudocode and actual code demonstrating how inventory levels are tracked, reorder points are calculated, and reports are generated.
* **Documentation**: Explain the algorithms used for reorder optimization, how historical data influences decisions, and any assumptions made (e.g., constant lead times).
* **User Interface**: Develop a user-friendly interface for accessing inventory information, viewing reports, and receiving alerts.
* **Assumptions and Improvements**: Discuss assumptions about demand patterns, supplier reliability, and potential improvements for the inventory management system's efficiency and accuracy.

**Approach:**

* § In order to enhance the retail company's inventory management system, I will implement the below measures:
* Model the Inventory System: I'll outline the system's components, such as its present stock levels, warehouses, and items. This will give a clear grasp of the parts of the system and how they work together.
* Create and Implement an Inventory Tracking Application: I'll be creating a Python program that monitors stock levels in real time and notifies the user when they drop below a certain level. This will assist the business in keeping track of its inventory levels and preventing stockouts.
* Optimize Inventory Ordering: Using lead times, demand projections, and past sales data as a basis, I will put algorithms in place to determine the best reorder points and amounts. By doing this, the business will be able to maximize inventory turnover and profitability while minimizing stockouts and overstock issues.
* Create Reports: I'll supply data on stockouts, inventory turnover rates, and the financial effects of overstock circumstances. These reports will assist the business in assessing the effectiveness of its inventory management system and pinpointing areas in need of development.
* User Interaction: I'll provide an intuitive user interface that lets users enter product names or IDs to check stock levels, ordering suggestions, and historical information. The personnel of the organization will find it easier to access and use the inventory management system as a result.

**Pseudocode:**

# Define the inventory system structure

BEGIN

# Define a class to represent an Item in the inventory

CLASS Item:

METHOD \_\_init\_\_(self, id, name, quantity, price):

self.id = id

self.name = name

self.quantity = quantity

self.price = price

# Define a class to represent the Inventory

CLASS Inventory:

METHOD \_\_init\_\_(self):

self.items = {}

METHOD add\_item(self, item):

IF item.id NOT IN self.items:

self.items[item.id] = item

ELSE:

self.items[item.id].quantity += item.quantity

METHOD remove\_item(self, item\_id, quantity):

IF item\_id IN self.items:

IF self.items[item\_id].quantity >= quantity:

self.items[item\_id].quantity -= quantity

IF self.items[item\_id].quantity == 0:

DELETE self.items[item\_id]

ELSE:

PRINT "Error: Not enough quantity in stock"

ELSE:

PRINT "Error: Item not found"

METHOD update\_item(self, item\_id, name=None, quantity=None, price=None):

IF item\_id IN self.items:

IF name IS NOT None:

self.items[item\_id].name = name

IF quantity IS NOT None:

self.items[item\_id].quantity = quantity

IF price IS NOT None:

self.items[item\_id].price = price

ELSE:

PRINT "Error: Item not found"

METHOD get\_item(self, item\_id):

IF item\_id IN self.items:

RETURN self.items[item\_id]

ELSE:

RETURN "Error: Item not found"

METHOD list\_items(self):

FOR item\_id IN self.items:

PRINT self.items[item\_id]

# Define the main program to interact with the inventory

METHOD main():

inventory = Inventory()

# Example items

item1 = Item(1, "Apple", 50, 0.5)

item2 = Item(2, "Banana", 100, 0.2)

# Add items to inventory

inventory.add\_item(item1)

inventory.add\_item(item2)

# Remove some items

inventory.remove\_item(1, 10)

# Update an item

inventory.update\_item(2, price=0.25)

# Get and print an item

PRINT inventory.get\_item(1)

# List all items

inventory.list\_items()

END

**Detailed explanation of the actual code:**

1. Defining the Structure of the Inventory System: To represent the many components of the inventory system, I will develop classes for Product, Warehouse, and InventoryLevel. Relevant data for each entity, including product specifications, warehouse locations, and current stock levels, will be stored in these classes.

2. Putting the Inventory Tracking Application into Practice: This will involve initializing the inventory levels, monitoring the available stock, and notifying users when the stock drops below a certain point. The InventoryTrackingApp class will be in charge of all of this. The track\_inventory() function will keep an eye on the stock levels constantly and issue notifications as necessary.  
  
3. Optimizing Inventory Ordering: To find the best reorder point and amount for every product in every warehouse, algorithms will be implemented by the calculate\_reorder\_point() and calculate\_reorder\_quantity() functions. These computations will be made using lead times, past sales data,   
  
4.Report Generation: The necessary reports on inventory performance, stockouts, and overstock situations will be produced by the methods generate\_inventory\_turnover\_report(), generate\_stockout\_report(), and generate\_overstock\_report(), in that order.  
  
5.User Interaction: To access inventory data, view reports, and get warnings, a user-friendly interface will be made available via the InventoryManagementUI class. Product names or IDs can be entered by users to obtain the needed data.

**Assumptions made (:if any)**

1.The company's warehouse locations and product catalog are clearly specified.  
2. The inventory optimization algorithms have access to historical sales data and lead times.  
3. The business has set minimum order amounts and reorder point limits.  
Ordering and keeping inventory both have recognized costs.

.

**Limitations:**

1. \*\*Scalability\*\*: As the quantity of things increases, the system could have performance problems.  
2. \*\*Concurrency\*\* : There are no systems in place to manage many users' concurrent access and updates.  
3. \*\*Error Handling\*\*: poor responses to erroneous operations or data inputs may result from poor error handling.

.

**Code:**

class Product:

def \_\_init\_\_(self, product\_id, name, current\_stock, reorder\_point, reorder\_quantity):

self.product\_id = product\_id

self.name = name

self.current\_stock = current\_stock

self.reorder\_point = reorder\_point

self.reorder\_quantity = reorder\_quantity

class Warehouse:

def \_\_init\_\_(self, warehouse\_id, location):

self.warehouse\_id = warehouse\_id

self.location = location

self.products = []

def track\_inventory(products):

for product in products:

if product.current\_stock < product.reorder\_point:

print(f"Alert: {product.name} is below the reorder point. Current stock: {product.current\_stock}")

recommend\_reorder(product)

def recommend\_reorder(product):

new\_stock = product.current\_stock + product.reorder\_quantity

print(f"Recommended reorder for {product.name}: {product.reorder\_quantity} units. New stock level: {new\_stock}")

def calculate\_reorder\_point(historical\_sales, lead\_time, desired\_service\_level):

# Implement algorithms to calculate the optimal reorder point

# based on historical sales data, lead time, and desired service level

pass

def calculate\_reorder\_quantity(historical\_sales, lead\_time, holding\_cost, ordering\_cost):

# Implement algorithms to calculate the optimal reorder quantity

# based on historical sales data, lead time, holding cost, and ordering cost

pass

def generate\_inventory\_report(products):

# Generate reports on inventory turnover rates, stockout occurrences, and cost implications of overstock situations

pass

def user\_interface():

# Define sample products and warehouses

product1 = Product(1, "Product A", 50, 20, 30)

product2 = Product(2, "Product B", 15, 10, 25)

warehouse1 = Warehouse(1, "Warehouse A")

warehouse1.products = [product1, product2]

while True:

user\_input = input("Enter a product ID or name (or 'exit' to quit): ")

if user\_input.lower() == "exit":

break

# Look up the product and display current stock, reorder recommendations, and historical data

for product in warehouse1.products:

if str(product.product\_id) == user\_input or product.name.lower() == user\_input.lower():

print(f"Product: {product.name}")

print(f"Current Stock: {product.current\_stock}")

recommend\_reorder(product)

# Display historical data (if any)

break

else:

print("Product not found.")

# Test the application

user\_interface()

**Sample Output / Screen Shots**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABgMAAAE0CAYAAAABlUNdAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAHlzSURBVHhe7d09bCPbffD/395787ghDKwFCAKeDWIQF6ttlMLsAtAppC4MmEaIKnesNhHcsbNAd+wMJqrYuZKhJoTpTipiAunoImpWwAXhB9a/ESAvcMEm8b27//M25MxwOHOGHL6I+n4A7vJlNHPOmTPD4e+cOefVwcHB5729PXl6ehIAAAAAAAAAALB7vnD/I02jI/3+lbSq7vWu2NV8YX2qLbnq91U9so9Ow72fy0/l+1/+Tv7nV7+R779WL4//TT1Xr3/5S/vxqn39S/mL2t53x+71rtjVfCEd+z3dtpePS585B+qH73mQ/b68DZbh55/9Ru3vf3OvNuAl532dKOcNKeo6k+vVleD762Xapf3u8rL2c+wmy9Cc/9y5cFttsHy29rpuU3UVW4nGAB/dOxlJSQ5Pdixqvqv5wnrohoBmRWTYllqtJu3hWMr1AhqX/t9He2L685/My1X7/HeH8unboXx1697YEbuaL6Tbnf3ekO/UxepffvZT97oYW18+3/xC/urn/yA/UI+/+qN7zwPH+/JWW4arqc9Fecl5XyfKeUsUdZ3J9Woh+P56mdjvy3seZbi576aX/J27O8cX1zartPZhghqdvtTL7sXEWIbtM7kYuJeaCzSW3MvEZTxVW1fSrEzXJDKSXu1cuu6VD7OOw3tpn13IbBIa0unXZX/YlrNYAk1+94dz/m7z0vPl+O4LfaeB2bnxz2356E9GvZqchwo+KJ/a2UN6GZbtPvswsy+nzLolSMM8Y6nVbr225VM/ZuuWFsv/pFxm2fKYlk/EOFxvspapSuuqKZXSnLQH+3DUk1p4ByzB5v1xuj23jcfYPvbx6efqJP/jkfzg5/9qW6z/pSKf/vgf8oNfRVekW9n/9yfRY9n8zcL0F8w/yec/tOWvfv37hNdTJo0/GsoPfvEL9842m5OPoGzdS11Xv/r3f5Yvv3EvA7q3xz/q2hb/3K73e/Xsy9/+Q+QCY1o+f0ovQ7efZ/fllFm3BGmYZ6zWc+O1LR/J6Ynlf1Ius2x5TMsnQl2MTetN1jK652FTvvvhnLSnHB9p9Xf+Pi2KT97zSMnLwpLW6dKdWJ6b5X/Omc2Xrf/maciq9v0uWHUZptdne/55XPL7bFEvKO9J5/B556jJ92Vyvme+MzLPdenlsLxtrmObF7kmSP0eTVfUevKL79/5+9ukketVs16uV2dt9/VqfJuLfu+k8cn7cxAvwzXny9SxfY/9M29fr9qqt5u+/s1+526qzFdhl/KyfTZzZ4AOYNZqpjexfvRGJak0+3IVdCnWwdNQj2P7uBR531HVIQ8dIO2LXdV0e7XanRzlHM9kcHMv41JFThcaBmV7ZeYrx75oHKmLjtFQhuM5dxuMx7J/3FJ7ZXGDizOXhrbajnpDB7ddukwAuns+eZ20TK12pldTMB2AD29T1+fZHvI68D9Nh32Eg+bjSBmr9UhFmrFhnOYvM5CLy6G6ZCpLfaZuq+PgvW7MUek0G9QNC6HjbSn78qaI1YR98yd5pf774s/39rVhb83+35+IuuiwvWbt47/lu58vcVAe/626aBrLF/+1Y18uSfnSF23qolzUl+m0/NSx/LPZ2wQ/6WP5j0P56tuSfPq7hJb4b8fy+e+Xuy3+1a//2aWhrbaj3tA/Fly6zI+223+dvE5a5gc//2e9moLpHzThbZbku3+ZvQVW/5CaLmcf4R+aX0TKWK1HHafxW2nnL/N7+fLXQ/XlXJb/manb6jj4mf5xrNKZFHhIqc+Z+7QgPnnfmJd0vGv6B+BkX+g7DXR9/h29a5K85DJ8SXmPfK/ox3/Ilz9U56jIMC9uKJifqXP9H/RF5CzzI//r+4z1xOzq+ec5SrzOXEBR6/Hxkr6/uF71sIPXq3q/u6BfsL3/8wcx3zurGOZlq69Xfcw5Jzz7fBXlJX/nvuS8I5etGCaoe26DtqXKqXpVldax+mIfD+Uy0mt7IBdneXvzv5dKKakXe1fOZ7ou2wBp/2pOsHpwIbcjkfLREoFHw21n8kgaVsU2YsxdJjTWv+7JPl0uHqD32FZqvvLsi4aYtoC7C7m5H0vp8GS2HB/v5V4OZbdHJVJlowt06eGXdBn31CVUSSrvW+69uOgyVbUvL/WBVD6O1ZdTdRzoxohgn3XlWi1XqjSlv9gg/8bg4VH9G+Rz2uBwl+cgdb74lb5gCVrOu/KVuoAJt/5+/tl7+e6HSb1D1LKJvU18xnBVF6p/r39E3CzY48RtZ/JIutByQYV5y5gLX/ue7hk0XS7+g8dnW4GkfLn3vh3GWtXVhfwv4j0WGvLpx+oHxN0v5ItvxvLp6xP3foj64fuFOpZ3+8JSlc1/2mN5ueC5LuP/kC/Ver772bw6GVvmm1/IVzoI9eOTWH05VceB/nGX1MskrT6n71Md2NLHy+dYPQsH/XyWmTUn77q3WGgd4fpstmPes72bPv2kGVoutr2U9cxax/GumGM6tFz8B3KuNPvwz9cXv9IBA12m+lpLKfL8M5Ov2LK+20orH/OZfh2kJ7a+yDnfc38ZC5ah29dJx4BN07/lq8/Kp8zjKz1f+Y/Tl5x3rWsD/j987V7r9Dfl0zdt05NSB3qTmOBgpKdlsJ5534vJ5ZyZ5p0p53lUucy9RgrWHz92k95PW4+VdZ3py3s9bt9NHokdV1xeIueuJP7HabL0fWpllKHvOdxrW4GkfLn3uF7NYReuV4P3/iOy3/W5Vg+Z+P0/2nrmf/7JqM8zEvLuU+fj1yzxY9l9nnR+tOfucLrypDmpDJPM26c+28pzLFvT76O8303p28r/vZNcPpnr2Ynv3Dl1I6uuKpnbKrA+Z20rXzmnl2Hmseyx373k+Z0S3x/xNK/JVjQG6KCmiSuGlV7LO/d0MVU5OSyJjO/lJtIQMEfjyA7BUpofrO7e6ah5LNCaixvqJdJT/VZe60CuW8Iu05TK43SZ9lASeprbuynqEiynG1TKUp80Zvhsy8rMl8++MOVnA8H2boOkcnwQ9ZFUdu32ijkeH3wqXhobtNd1cr7pMrq8Bxe308YB8/m0Qec6FDM3d1j09H6vz28Ay9K9to14h+/lStfZSINDkX6qLvDVyr+9z7jgcUxruDL3R7mjfjR80heqi7RemC8d9eUU6flzo764wl+sepmmfPfn6TK2h0v8ZK8u0HRvSwmW0wGXcugLw2dbIWn5CgU85jLlNzI9h179l/oRlViOf1I/vFReai/jWH71/+UPGERNA0XzRYNJr36tLuIiF+/u4k79QA736ppI2+8++/SHFflfVc8k6EX225G58Ir0xvJZZkY8SKbq889kMi6+ftgex/a4mPbA0z9e1EVKpIdTOOiSvp4Zyxzv5iIxu7eaudj7x3K0J97d34aWyZlmH7ny9Xt59Wf3dCLj/OOTd31BG+nFaYPGtudiuAE3Y1ue5fPpZyfy6t/135bU89/Y9am6GKljRZ0zZ4TK8Pba5HM2AGUDVPLH/85Rn7Wy+mEQP77eT/PuWQ/tcarLKLyeOcfpS877HDrYG01bAdLKOe28usPlbI9T9Tdzr5G68tW/617H6hwQutb49HMdGAh3Dslaz/plfxc4XK+mHBdcry7i2V6vBo0HCXXhCx2nUOeuyfGTef5Z9JwQv17VMup81jxP39zIF4nn8J/a37aTgG3ONOc6J8Tz5bOtnMeyooO3evgq+x30r/7fTbm+dzx/g6SeW3b8O3de3n3nJEvbVtH1OWVbhdeftGPZY7/n4fU7pejfgwvaksaAqrzZV/+NP6pnQc/qstR1b/ZFey5XT8S2BdyoNXowk+kqaY0Hy064W30jOpujyMHZlfPQeP3V1rHKeTCcizW4uLRDz8SC6GbImMlyA9MjfxK499jWxNx8+e8LO0TQndqCMniQxznlZILV5SN1COyqhnTM/ACL9ZBPpipyppK8Njte7WMd5HdDP03ujrlM2u/nUmsPzTBRzZm7SnwEda6ktm6HSpq54aYI7kvtC/UF5OX2v82XRlbjwVIT63z91/JZ/Rf9olU/XEM9BT+rLwL9IyV8e+yrX1+aL4b4jxLzBTdZ7vemh9Pkh5DHtsKS8xX0GlJferr1OWVoJXvLtfvSM7fAJ/c0Mhf/P/5b92oXqS9qM96q/aFZDL9j+fPf6P/VPjYXDhVzMTO5O+bXefa75btP7Tiy7oW7MPo+dteYzzLJQvmK1d0v+jbgk69HW771LH68Bz1s4r3V9LGs8h4MP/D1L+V7dcEYKR/t9l9Dr4vK+1S+fP1UPv9I/fftR/vSmX/+8cu7SYM6TqbLTM838R8qqec6r/JRz/8c/NhQdfuHj6H1uTpWyDlznnAZBumPBaBMgEodq/3w9v1Ejy/9XRbk3bMeOl/+NtQI474TP//fZY+L3cq7oY7b70zw4tq9sbjPP9Ln98fE646scp5/Xt2Rck7gdY2kgxf6e/DH/2TPJepHv57LIrztPNdaa+H1XeC4cuN61b1hcL2a3/O/Xv38f03UIjn9wUTdIWnnn+XPCUG+rPTrlixzzuGxgG3eNC92TrD58tpWzmNZn5uDhoDw90e2vN87874ro17yd+5S3xfO/G0VX5+Xu5bIV4bzj+Ui97vav1m/UxKOpWV/Dy5qKxoDGh3dqzgUsDTjvtuhg0zPZTPEzSLByjy6cq57z6dNpKuWscOrnC6WFhMk11nqS3Jc3d3NEATVJ9ydE/tvIj244z3P7Xj6rmd25rbCUvLltS+CIYKCVHdFN+InDhVktrUvx3NuQzBD15htTB+p8wEvobhtucYS8wjuxpjtIa/3RXR7CcM2xdiheNLNLON67JePr+R9pSTj4eXsZM+BwYWc1fRQQzoP2ekJ00NUTSdPLk/2qZ5YePXHaxp1gtWtrPMuWIyGfK8vWnwbGOLcOLHf/2O81TkQtJDHW5Jdz8of/bV96cR78tjWcHdrbea2wlLyZcY01a3U6rn6YW1vSZu9vVu3gE8v/rryxR/VF9lMS7mme5rsJ95Sp+mW/emtb/YxOyFlMYrblvvxaR5Bj5jZW5z1vghvy+fWvlf/X/axPLNMcIH6979xAavL6QVTRFp99t2n8R9hSXXVZ5lZmXl3dXxpc9ezxPEeNEbOjAkdvoh0F98z5eNhqbzny5ce/iTpB/rc849v3k0QNMlYXv0/99RJPdclSSifyI/TWMOGUdQ5M0G8DE1v1NjFuwlQ+d7JFpFSfzz3heVbD19o3sO3ZrvJLfMFLxK4IHVy77Gsco6nOXpefd51bJ4c10jq2sUOE6L2lw54qv013Xa+a611yPddwPVqYr64XvWwi9er6aYBwrTja7lzQlLec1+3xAR3ToTP4dHzRN405y/DIF9f3XpuK8+x/Hf/Zs7N+RsClKW+dxYtn/T1vKTrumTp2yq2Pvvma45cZaiPg/nHcpH7PfN3SpKE3zvrsJnGANMTeRoUre/rCYXj4/rr8dDd8Da6p7MLuC4xxHkhzBA4Ki1eHSFn6AYHG1ifBobDAdh38lodO9Oge6iMVF3MJ2tbUen5ytgXZoigsXz84F4rZuihORMT623JnAaV6AS59mE2uQLFbSuYQDhoNEkecml2AuF4nZ9VNbfMpJtdRu0vPZmw67F/m7WRidm7T+ZqdEydDPJkb0ZomjrxTlfi8UcJVYftY1p6wz1Z89I/4OwPlemFdvgC+1A+qy+n6Y+Y6SP/RX/WtkIy86XHjnS3pOlePOrI1eubXOi5FvBwAM/cnut6+8TpL04Jxh+PMa3v7ta36S1w7sOCFbetkfv74EfoSWI5614e0e2FejXMYXs9pZtdRu0vPTnbD9XFSdp+TdvvOffpKsTzNR0HMnioH7Luszy817P08T57ATm1b+qICYh7XPAVlXcjK19qH4e39Zcf6Qlhs+tqXFbebW+WcijQ4nrqLHABXUz5FHjOzCrDb34hX0YCUC5A9Z9pwb3FZe2LXF5q3kO3yuvHX4n+ns4OkM2lb1HXQepvVfmEesFNLHv+ec51bK5810hf/MoOE2C+oyNlXOS1VjF8vwu8Lf39xfWqxvVq8Nji69UM889NYcvVZ5+85xdvqLLB0ukdaTnTvEAZTvPluy3fY7kk3/3EBqn89k+ytV7bZNnl67pCFFyfC1BIGa55vxf6e3AJm2kMGOvgfygomtobXzG903XvZR1n9Rzf3PWMT+6dvoSlJxIOBdb1EC06ADuZD+CDfNTB5Mg4/6FHVjnNSNtWjG++EvaFGSLIrDvUgOFaLxLXZ7a1aIPKNnNB+DxB9QwmsG5Ke75gmXAjpAxuRI/gM3uXSUy1JVf6bgb196ZBw3OcH9sAMd1mMAl4uX4lx/qjx4ecdTWFaymdnpyXFdxSFm+xziv0QyUY13Yy1tu9vNIX56anTvgi3D1Se4ElSdtWIGe+TM8r+wM7uI3OtICbdYe+nMytx2qZpAPWfHHODgXy/LkfNbosvG4pzmZ7T6cfy8EykV4S39jxGefv1/T9nnufrkA4X/riR99KHP2BGgR6/Pmvp6jjfR47LMirP6sTYKwHSlxRebc88qWDk5PtqEfu804WNyTK37xWP/5VXZv0eGzKd6K2nXN7xZZPQedMjzK0ASh3a7H7IbZUT6eFJA9PM99LznuUDTRHe4N503cZmPPpaE59L+b8swvlHJXnGkmV4S/Vj+RvR/JlZHx6rehrreX5fBf4K6b+cL2qcL3qbRPXq7bn+pzAnbnGmL3TMNly9TkxXwWInMPV79lPPxzLF/8VBDBzng8XOCdM92mebfkcy2P56t9tg5ZuNCj++FrBtY2Hnb2uK0hx9XnV8pXhuvZ7sb93lrMlcwasgh2qJphYNZuecLfvNZnqvAl3S3bQ9hA3F8K8wKgeosUF6e2fJg8HVIiZbc1aZILkgSo3fT02t5d9+cguGKO3tXiDyhZzjSp5yzFRtSV67l8d0J8rtIxfGD+k0ZF+syIl0zi3yMS/+/JmksdpQ0hJD/kVnq14abYFenJyzqQnrVE/CiI/GEPMl5ZEb+GK+fSj+MRZbqzkP//JvoxTPzL+yl0o2bHg5t26WICZbTke+UpnW8Dn9lqaM96q/uJcV1B5rVwPgXm9rXJxYwinXqD5LJMkdb8vtk8t97ept5p6LBPJl7t11GssS3sxOXssajnWs+xx4X7cztbx6G2w9odsWqAhT949LH28e/DKe/DjI3bRn/tiv+DyCVvZOdMxwyPYYLIJUCUew2n12YNnPfT2kvNeFN0QoIcZUj8W5w4ZsVA5J5xXn2s56zIygdr4EC/+10jT8cf/Vb7SY8n/sBK6C2mF11oLyv4uCON6dTFcr0bswvWqG0s9qUHDnPO87zRcoj4vmi8foXO4HdM9nJ8caV7k2Inka8HymXcsO1/8KriLIN5YoKV8Ny31vZPwXfmSv3OXPq/mUFR99rKq+pPAa78vZzJU1yp+7yxgCxsDGtJJCMjbiXVFRrf+veO757oHe1JveLWN+HhDZqgbxafxwIzJHp4g1465Hw8ATyZvDQKjjY5cxSLE1ZNDlcLpEDvd66Gd0HXZ8ZA8tjVjJl/Z+yIYIug+YdZl07hgS3WW3tb+se1FvmPMPtT1bpm7A3SPfR2oVzU4PJl0hM8yc5hx/e04PwvccaLbPG7tsZWYx+LujAgEPfdmeySoH1LxycVMS64yp/HgU039eJ97Au7Kl39Qx3LsgnryYzSYQEaPDxwbe9SOlzftuWKGztDDLKRMfubFY1taer5UOSX82LQT/KgLB30LnCm3cMv+lGkpn3cs6y/OH6n16B+fOyaYzGep3lY6GBIEjJKGkNB8lpkjdb977NN5AYtPP9e3K6bfapq5zEy+3AVi+NjUyyTeGumWTfxx67+e9OPCx+/V8aHK6sduAktn5pxgLiATfgip49f+XZ68Z1s+Xz588l7URX+B5VPIOTMPOzapvjPiLz8O1YmItPrsw7MeenrJeY/6qe11nnGumxE+t6WMHb1IOSefV59nOdvjTpv9rvG6RlLHsu49Nxl/3M0f8Okn7yd5LOxaqyiZ3wUhXK8m4Hp1Ec/+enVSn+Pnn9/Yc96cyYiTLFSfl8iXH3cO//pUHa8lW49DfNOc+zslIV9e2/I8lqfU98cvgt/qcxp/51zPL/q9k/Rd+ZK/cxfJ++KKqc9+VlN/kvns9+V8d+zyU9DvwWVtYWNAV84vRd4Hw824R7PyaIYxyRfztJMC90a6QSC8viO5i6+oe6dOA8r4XhLi2jEDubkfS3jCXT15b3soke3YNIfGhe+ey6W8D6UjYRndg18Pw5Mwb0Cu9gGfbc2I5yt7X5ghguaVWVCmifS2REol99KTnZxWp0NPOq3eCJXTsu0nhZlzd8DsBMLRNEcmNG5W5NGMxx/tse+zTLaGnJqJhdvewwLN0sdWrJ42D+W+HdwRot4vdIfosQt1jx99keFuBzaPv5Wv4hdtbib65F4k2T2Z9WQy/+cP6mQd2s7//uRR/eAPjbOpfpB+pY6vaToSltG9KPQtX+oLKrycfsz8IEzjs63MfKny+7WoL5poOux6/sFcOKT2vAnKNJH+4lR//0P30pO+wLfp0JNSqjdC5ZSrfFZpTm+r6fiZ00c4zfoiYvKZugh/ZW4DjAaMfJbJlr7fffbptDdFeDK637nxwePpyV4mK1+291DoOP6X1/LlnFsjZ5bV23Q/TvzWk328TyQcp5OLWD1EwW9Hkf0+ewzqH0IJ56ij/55cmPukeXpcuLE19cV08HrywyxHvpblkXfTWBtKZ/iR51jOUzdSFXLOzMdOPKbMO96UtPrsxase+ni5eQ8fX/bRlE/f6N7F03NUeBkdiNYdHCbpdkFK86PbPIueE8PL+Jezz7n3udUxa5Jm9WtgJkCRdY2kfxy7IZjCQZqZziFFXWsVJvu7YILr1QRcry7kmV+vamYyzyLOP571uYh8+V2zWeZ8+MOyfP/DBc6Hht93Sma+fLbldSzHqWPX3D2gv9OijaGp303e3ztZ35Uv+Ts3O+956qqP5euzv2Lqjx+f/b6smfws+nunAK8ODg4+7+3tydPTk3sLXlyvbB2MXTieuo12NV+Adqwn+pPEL/1nbVfzhXQF7Xd9gWgvnOavx2eZrcPxvgZ6mIt/ku+/VT+mYkMDffq5/sExVj8OF7sgX6miy9D1vpM/tPP1MN+El5z3dfIo51znVcr5ZeH7C7uE/b68F1yGXt+VL/k7l+OrOC/sWst22EB+rve394TGz8Wu5gvQwwGsaWKd9drVfCEd+z0dx/tafP3X8ln9l9QbyUykuZWKL0N7+3zOoWY24iXnfZ0oZyyD7y/sEvb78ijDdC/5O5e6UaSXdq3FnQEAALxgO3tnANZgzp0BrmfNp4Q7BnaO6ZFVli9/a4eweFFect4L4H1epZwBAC9UUb9B+M5Fqhe437kzAAAAAAvQ87n8x+ycAe4W211uCNA/Kk1eX+APxpec93WinAEAWA++c1+ml7zfuTMAAAAAAAAAAIAdx50BAAAAAAAAAADsOBoDAAAAAAAAAADYcTQGAAAAAAAAAACw42gMAAAAAAAAAABgx9EYgC3yU/n+l7+T//nVb+T7r9XL43+zM3v/8pf2YwAAAAAAAADAQmgMWLuGfPer38lffvZT9/o52FCa/99HW0H//CfzEgAAAAAAAACwGBoDsEV+L6/+rP9/lC+/MW8AAAAAAAAAAApAYwC21zd/klfqvy/+fG9fAwAAAAAAAAAW8urg4ODz3t6ePD09ubdW6/PPfiP/+/W9/J9f/Em+/9U/yffu/S/+0Ja/+vXv3Svl61/KX/6lIp/cS5GxfPXv/xztMT6zTCC8rB6Hvinf/dB8oIQ+M39/KF/8+418/hedFvvZq9rv5C8/Vp9/O5Qf/OIX5q9S16Nk5ct8/pOSe3fWTP4z6aF7ptuJpEePtf+P5cR1fvq5zttIfvDzf3XvzF9PvjQXVc4AAAAAAAAAgKJtpjHABJhng9df/vYf5KtbvVRDvvvlX8tXoQCxDWLHA8wVkUlAOghGJwS6//gf8oNfdc07dvti1yM2SC3finzx60uRnzXlk0rXpz/fyA/u/lalad9tL2M9kcB5Wr40u67PuYP/YbPpiZaZKwuJB9njf5e1noBdbn6aZ9ezWDmbPwUAAAAAAAAAFGxjwwR9+dtQ8Pf2v+VL9d/n/xtMUNuNBaNVQvtDldiSfPo7u8znvzuUTzIKBad/L1/+50j9X5bvju07n392It+rZaaBbpFXv76Ur74tyXe1hntHrfPPN5O0fPrhY2j5knz+G9/1WOn5KsjXfy2f1X9f3k3TEy2z38sX34xFfngo33/t3tKO/9b2yu+7v8tcj5+iyhkAAAAAAAAAsBobagwYhXrKe3Ljxwc+/2je8DVjefX/9P8/lU9fq2X++N/m3Sk3Se2P/tq+VCLB8G8/uifWV7f+61koX4twZfH9P/5u0vAR9+q/7iONJ9qno7LK3/20scJjPdmKKWcAAAAAAAAAwOps7QTCepiZ//nV70KPf5LpuPbBnQJl+cvPgmD3T+X7vw8Huw/lsx6//sf/FFuPG6feW1HrKVJXvvp5W7761gbybXp+E70L4JtfyJd/FPn09Yl7oyGfVHq//M9wr3+P9WTaxvIBAAAAAAAAAIRtZWNAMP6+Hmv/Bz8PHv9hhtyZ+JvXZuLgTz9puuBzfIz8e3n1rfpPj2M/WUfo4T0UTlHrKdrv5ctfuDT8ux1C6bt/iQbyv7gbTYcKMkMEJd25kL2edNtaPgAAAAAAAACAwBY2BrhhZ74dpgy54+4CiAegI4HnpGF88vvuuJj1TNng+acfHbrXBfjmF/JXLpAfGXv/9tqM26+HCjJDBM0M5RMzbz2paS66fAAAAAAAAAAARdvCxgAXXA5Pfvv1L+UvkWGC/ALQZiihH1bkf34eneQ3r6LWY7m0//gk53A8Icf/FhoeybITKgfzJQTsRML67om//Dg0cXAgx3rS0lxs+QAAAAAAAAAAiraVwwR98Ss9jr0ersaNP/8vr+XL2DBBX/xKvdYB6NAY9cFjMhmu7umu/y5hPPtcE+YWtR5nJn/qEQ/Kp7r9V/lK3kfS8b8/eZQf/Pyfp5MDO3YiYSU8cXAgx3pS01xw+QAAAAAAAAAAivXq4ODg897enjw9Pbm3noOGfKfvFPg2PEeA9enneuLasXz177MB7RdJ31XxLxWRP7Tlr379e/cmAAAAAAAAAOAl2co7AzJ9/dfyWf33xTc39nXIqz+P3TNodtifEQ0BAAAAAAAAAPCCPc/GgG/+JK/Uf5++PrGvA1//Ur77iZ58OGFInJfo+N/kf1V5fPnbf3VvAAAAAAAAAABeomc6TJDmhgpyrwJfMByOfP7Zb0wjgPblb/9Bvro1TwEAAAAAAAAAL9QzbgwAAAAAAAAAAAA+nucwQQAAAAAAAAAAwBuNAQAAAAAAAAAA7DgaAwAAAAAAAAAA2HE0BgAAAAAAAAAAsONoDEBUtSVX/b50Gu414K0qrau+XLWq7vWmNKSj6nC/31HPVswdL8tva41p3jYFlGGjo/6ekxYAAAAAAECqZ94YYANomw8+wg/7a5c1Ok2plEZyezFw72C9dX5Xj6/sfHWvhzIu1zm3AAAAAAAApFh/Y0CjI/2+7gU6+6BjJ7JUW1eJdUc/bP2xgcOZz69aQphwdfR+qZfHMmyfS9e9tzkf5ONY/Tf+qJ6t2OBCzmo1qdWWzfca07xtiihDvY7eSEqV5nq+RyZ3M1wJ7Q8AAAAAAOC52NidAaOeDv5EH+ebjyJiyw0uzlx9actQB09HvcT6Mx62J++bZaUiTQJ3K9KQ00pJlfmlcFMANqZ7Lr2RSLm+yqGW7FBY/fcit+YEBAAAAAAA8Hy8Ojg4+Ly3tydPT0/urRXTdwbUy6YxYF7wX/cybh7eS/vsQU77dSm793WA9+xiYD+vlNy7s4LlLB280cOXuJeiey+fTYOWJj375r2H076opDkj6eXtqap7izYrMk1ZbFsesvJueKdZ95KfriM5PfFlrGD/2LJ+TFzvfqScFbdvJ3SgXq0k3/7y5fbro93G1Jy0BfkcD1XZXoj/1jLKsKD647XftbQ6Zj47lPv2rbxu6nXYzybpiuQ947jIIbmOhK2nDP2l5T1Ia7w8Yu9LbD/E6tVq6nyyfNvK2Bfe4uuxcp034nW5iDJ061SZmlO+Lt25zwOWnpvg+KNdt02f3tQi5QcAAAAAALB+2ztnQEn35D6Wj23Xuzs0BMS0d3hPRmpRHRSa9gKvxQJfLmDsPmsPRSrNeA/xknqvL3UJltO9zstSzzW0jNrWe5FLtx396I30ehfojW7yXhcJ7p5IHP4iI806wOoCb0F6bN5DwzHpwFlsmZpaaJH+rmYCz7pt5Jms6+4o5/5apa5c6568pUM58d0fPmVoFFF/lJQ6b/nVscP3eh06DSX1/MqmS3eZnuTd97jwUZWTw5LI6C45aL/uMsyUlfeunJtjQKXndJrARifWQDAZ2kbvA7tM2DrrvPe2vPdFhqLOG6sow8GN3JvD/CS53jSObANGnvNASPd8XecrAAAAAACA4m31BMKjXqjHZffOBIT23/hHcKqtYymrv+qFeo4PLi5NkDQc6NNMoGmy3EBuTETptbxz72Trynmsp6mZ1FJKcrhA1Cly50T3WqVZpHzkl+aBVKV1XNYriQSubN7Veo5tgLVxWpHSeCiXywa3qi2xm4vd7dE9n3v3x+aU5LXXTvUrw8Dy9cdKr/M+dawkpcfbyTpKpcdQ/bd5z3NcZKqeiG0LSNrRmynDNF55d+PPS7lug+SNjrlbIbJvnp18+yJNYeeNlcioN+6YkvG93DzbfQkAAAAAALCYjTUGlOtuYtfJI94reSSJ8UVv83osD+ThUf23/yYS/Hp8iEaGbK/UJYcoGTyI3lR+8bznS3MQoB1/jE9FGm4waMhRWcfEbtTz5VRPDqW09P5avYEpRE8eZRgONhZTfxYow4Q6FgnMxyakPe/mOy4yvXut9v1YZopJ20gZpsmR98n48/aOFx1ED7UfPD8598V8xZ03VsUe5/uS3G7clXN9Z8ECQwQBAAAAAAA8d1s0gXDRvW7fyeuS+q9cjzU6hMckL5YeQzq6rdkxtdcpHlyd2nf/F+OdLuhY0HkbVd/kz3daGea4SaUwy9ex9R8X21OG+fLePbfD06izVeROguds2+ozAAAAAAAA1merhwlazgf5OFb/jaZjg0ceBfcMDSa7jDZyBMHEbZOjh7yHD7qgvXsWb45ptCjsDoZHmRtXXZFi6th6j4t06y7DPHnXkwzriWZHMlrJ3AXbZv31GQAAAAAAAOv1zBsDbHCvlDgI/ILDnizEDT8yHsr1SjoQ5xyaw02iGZ9jYJLO0Z16nlx2Zjxw93yuYBJOxw7LUZaZzc1I218r5uY1mB0iZg6PMlxvX/Fi6linUfBx8eGjmbMg+RDctjL0z3u19V4qpbEML8/l/HakKm1F3uefXVlZZ51P2VZh+6K484a/fGVo7wCa17ihJ5DuS3/nG3cAAAAAAABmPfPGABfcKx/H5huwzOSqpYo0zSygq+TSUTqUyTyu1ZZcFTRMUKOj1zOSW+9xlAZyoQOYwQSoziTAaaLJbqzwUNnpnuf1/bGodydmAv2Njh1DPSyY4Lgem/dBLRst+vT9tTJ6XzR1sDLPcC8+ZbhOxdWxQo+LuUFmbdvK0DPvqt7qOzDGw0s7dJmbP6BUeb9AvV1nnU/bVlH7osDzhrc8ZRg0ms0ZtixokAgfRwAAAAAAAC/Eq4ODg897e3vy9PTk3lqxlKCQHv5Ex2rtcCiP0otMHqp7dNZlf9iWs0hQXA/n0ZRKqFvqOLKM/bv4FoNtBemZvF5YPB0jlf47OUpM83zBUDAR46G0w0OY+KZ5pqx1mqITsjY6ofHS9fAp52LKSy04WXc0TXod1/JG5fXwPpqvyLo0s754ArP2V7rE8nFseWTs77yyyrCg+uNX5zPq2M2JafR4NGlxy4qrOzPpLK6cktMesqYy9JeS9w+hhqOEfVGWsQzbZ3JzMr8eztbn5ep8PhnbytoXnmbOG9dvQnXPvp113kg7lhcuQ9fwF05HlNuP8XOqp7Q0qwQttE4AAAAAAIB1WX9jAFJlBlaBreMCrImNP3gRMoPw62EaKfYJygMAAAAAACTZ4QmEAaxHV67tOFGxYaGANWp0zN0Ko1saAgAAAAAAAJLQGABgaYOLMzOu/sy8EcA66DsT6mUzdBA3pwAAAAAAACSjMQBAIbrnbRmOS3LIzKxYs8ZpRUqj3ormYQAAAAAAANgNzBkAAAAAAAAAAMCO484AAAAAAAAAAAB2HI0BAAAAAAAAAADsOBoDAAAAAAAAAADYcTQGAAAAAAAAAACw415eY0C1JVf9vnQa7jXyowwBAAAAAAAA4FnhzoBCNaTT78tVq+peIz/KEAAAAAAAAACKtvbGgEanL/1+/HElxH79UYaeGh3KBgAAAAAAAACUzdwZMB5Ku1aTmnv0RiWpNOkNngtlmKlxVBYZDWU4LsnhCeUCAAAAAAAA4OV6dXBw8Hlvb0+enp7cW6ule7XX94fSPruQgXtPpCqtq6ZUSiPp1c6lq3t01/dl2D6Th1O1fNktJu5z90qtTTr9ukw+lrH5m4vpipX4MtaoV5NztaJq60qalcfE9e4P23IWXplJV2hNo57U1ErsOkruzVnj+HqCNOmAfqQc/FCGPuz2VaLk+o1a9+H9QmUNAAAAAAAAALtgS+YMGMjDo3s6YXu616Xner+3ZTguS/2qJaaPtxkCxgabg97x7aGYv5lMbGsmuo0uU1MLjd3HeZiheeplEwCfrOvuyGxrcHHm3uvJSC2rA9eTZdRjJojdOLKB9dKhFNdh/YWVYRZTxiO566p139zLuNCyBgAAAAAAAIDnZUsaA6ryZl/9N/4oH+wbhgkI667nxkBu7scipdfqWVVax2XTqzwcJB5cXMpQLVI+tsHuxmlFSuOhXOYNJMdVW2I3Z3vCT3TPo699de9MwFvG93JTWFf1F1aGGewQQXf2ToXBgzwKQwUBAAAAAAAAeLm2ojGg0dHD24xleBkdxuXxIRqAtr3Hz0WqJ3JY0nHvcNhbCwe7G6LjweP7m8g6F1E9OZSS62VejK6c6x7vBQ5b8/LKMI1N92iysa7cjVSWDk9MAwcAAAAAAAAAvDSbaQwoVaTZ70vfPcz497X4OPXZ4oHuKd1FvjjvXpuoeaTH/cZRhvOZIYLGEm7n6JrWgIqcBsMfAQAAAAAAAMALspnGAD1xbmg8+CJ7yFszg+cv5cNH21P+nXu9FSjDucwQQW6+hKCxJJi0uHxEawAAAAAAAACAl2dL5gzIaXAjeiSb2cBuVU702DejO/X8g9j4czT8bMbAd8/nCib4dQZmZt6yZMeRk7c5qyEdHaAOJvLdhGdfhvO4oY1iExDrR09P1FA+UksAAAAAAAAAwMvyPBsDZCAXtyORcl06ochutfXejpt/rceKd2Pfl4+l5SLu1daV1PfHot6dmAlSNzqTXuQT3Ws7qW79arIuQy0b3r7epl3ddJuJgkB56VA2N6ftMy/DedwQQfcJMzOboYK8GiQAAAAAAAAAYLc808YApXsutd5IyvXpUDDNyqP0QuPm68lye6PpcDHN17dSO7uNDoCj1tMejqfrqYtaR9sErqcGcnGme5bHhp45upPz2IS43XP9t9HlruJR7e6d6LC0jO8lIWa9Ps+5DOcwQwTNK1dX7gwVBAAAAAAAAOCleXVwcPB5b29Pnp6e3FsAAAAAAAAAAGCXPN87AwAAAAAAAAAAgBcaAwAAAAAAAAAA2HE0BgAAAAAAAAAAsONoDAAAAAAAAAAAYMfRGAAAAAAAAAAAwI6jMQAAAAAAAAAAgB1HYwAAAAAAAAAAADuOxgAAAAAAAAAAAHYcjQFI1+hIv38lrap7DQAAAAAAAAB4dmgMKFRDOv2+XK0lcr7ObQEAAAAAAAAAnrONNQZUW1fS7/dDj4403GcvXrUlV5GyeSE9881dCOF8B4943bANIdPPuXMBAAAAAAAAANJsoDGgKq2rvjQrIsN2TWq14HEnRx2aA0xA3BZOqGwuRd6/lMaScaxe6Me5dN2ntqGkLuVRb/J5b1SSSpMGAQAAAAAAAACY59XBwcHnvb09eXp6cm+tlr4jwMa6z+Ri4N6Mscs8Si8cBDa9weuyP2zLmf5DHTSv75v1PJz2pV52i8lo+nc+yxi6gaIplZJ7aQLS0/SZ9BzeS/vsQU51INq+LWOXFpveyR/PCJbL5tIhQ7WtC0n6i3zbsmU2yXYsXxOmnKZLiQ60n7vSCZVhpDxMGuLl6LY3np/+VAnbimt01H7cj6/fldtjKN0AAAAAAAAAgIk13xlQlZPDksj4Xm5yR4qT6B7hfalL0Eu8LcNxWepXLbWlQNYyOoDtAsmup3l7KLM9zUsVafaP5WPQa703Um81Rd/MMLg4c3/bk5FaVAfkg3Xph19DQEjptbxzT+O8t6UD667xJPjM5qtv0hzQwXXdEDDqTddRuzuKLBMWNATY7YYbApTGkW14KB3KyUp66TfkSG1gfH8TbWhonNqGnPKRWgIAAAAAAAAAELfexoDqidi2gFgwdwkmKD3pDT6Qm/vxTDA9bZlq61jKuod7qEf54OJShuOSVE6joeVRL9RjvXtngvH7b4qMeg/k4lavtSx1PRb+wsMmVaV1XDY9/MMNETZfau3HriGk2hK7WE0iHeq759HXgUZn0hCQ2MDhymS5xh7beJM4X0D1jeyr/x4fpivXjRP9ukivZ/aGFLo7AAAAAAAAAGBHbGwC4aKEA8Oa7Tkf7bE+fxl3p8LoLtrDXQby8Kj+238TusNgJHdJAfKidc9V2vTdC+p5uT4bEPcRNLp8/ODeCMQaQk4OpeSbrxM7lNDchgCjK+f6zoJFhgjSTN5DdygEd3EkThDs5p54fauWi92hAAAAAAAAAACIePaNAct5J6/N8DJB0H36CA+hv34DuThzAXHT493eKZD3RoF4I8iU7UH/Tmd+/FHiTQazSlKp2AKZv85VUOVwOZSx2v5hZNwhO7TT4X34jg8AAAAAAAAAwDzrbQwYPIjucF86PAn1uN+kD/JR98DXE+ZGeqS7x6I93Itkesvb+QEmw/ss7VF0TP+DznzK/ARTeuLhmuh2iXI9f6PEUoI681ql0j0v1/W4QNG5GKpvzABCJl8AAAAAAAAAgKg13xnQlTsd1V5kgtlgctpCJQ0HtAzbuGAC1yuXsq3BjejRgMpH8ah9dFikgcl8WWYWm6N7bocvKteThu3RdI/9vvQjEzgvye33kRnLyNWf8VCuIzcEzBvuCQAAAAAAAACgrX2YoO657uWuJ4mNB5Qb0nFdzmeC1A07Xv0qdK+HMi5VpFlId3fXuFA+nhMsz6LKICGQbic5Fhndhu9USNuWm4i4XI/04q+23kulNJZhEEnvXicH91V5JxeHHr4o2H8J8xgEDTaLNPYkqbbkSu/3UW8yoXGwv96HEtzoNFW+opNAAwAAAAAAAACmXh0cHHze29uTp6cn99Z6NDrxcflH0gtNBFttXUmzogf01/Rn1/Lmyo4Tb4aHcQ0Eo15tEiie4bOMoXu0120gOyT4O5uWx0j6gr/Zn5lQV09sq4PT7qWSPulujA6ANysS+nMlWjZTGduaaURJXs/MvtDDJgUFZtaxL8P2mUyyMEmjHj4o9H5QjuOhtBcYYim6z63EfTdTRvPKBwAAAAAAAACgbawxAAAAAAAAAAAArMfahwkCAAAAAAAAAADrRWMAAAAAAAAAAAA7jsYAAAAAAAAAAAB2HI0BAAAAAAAAAADsOBoDAAAAAAAAAADYcTQGAAAAAAAAAACw42gMAAAAAAAAAABgx9EYAAAAAAAAAADAjqMx4DmotuSq35dOw71eVFHr2Tbbki+Xjv7kcSWtqvvspdjVOvbSTOpyR9iVz1yjU8y5KH5+u2rJRk9v25YeAAAAAACeARoDgCLowFSzIqVRT2q1mnucycXAfY4CNKTT78vVi2th2Ubsi+U9szIcXMiZO7f1Ru69Tdq29AAAAAAA8AysvTGg2rqa9uSbPF5gD2rslOrJoZRkLMPrrntnMxqd+LHF8ZXI9JZecdlMthF6JPZetkHh6XJbsL8mgdZz2WyNzjItu/jdKOZYoLc4ihK/E0E9ZhtytvBYBgAAAAAgZEN3Boyk53r01WptGY5LUmnyoxnP3aM8bMOdAOOhtCfHl+41q48venGHNY7K6jQ0NOeew5MVlUv3fLIP7KMno1JFmuEAtQkw1qUcuqPE7i/Oh7mMx7J/TOAfK6Ib9poVeeyFjufeSEqV5vS8yrEMAAAAAHgGXh0cHHze29uTp6cn99Zq6TsDmpVH6YV7nOof2vWyjIdtOZuMq1KV1lVTKiX3Uve6bicMu+L+dkL/ED8P92XVPfXUD3T3KrIeM7TLody3b+V1Uy9jP3s47YtZ5XgotUvJXKZ9diE2WelpNnk/vFfLP8hpKE3RfGvxNFujXk2mWfMpH5/1ZDDlux/Ns6EbdMK9hhdJT2wZ720VUD7e2/KTWK8jisp7Ot0bur4frpNaUBZuXQuXc/46llwu9m/24/XepCu0Jncs23VMduSM2eMni92+SpRcvwmOyXB5BVzeIsf4cuLlkbq/HuPnsvl8ytksk3X+CYa7sq/0h5G05dsX8bqRVH+W5bahG3b2D0Uup+ufLdv554Tk/RCIlqOf+XlfSRnOOXaM0PEe/N00DYud79LLK+Xc6+qXemOmLG2a9EdBOjPO4SHp6dFcOS54LPscpz7LAAAAAACwaVs1Z8DjpFu1/uHufkC7Hnbtocz0sNM/vnUARAceg+Vqd0fT4SJ0EMQFcaLriQ4pcfj+WD627R0Kh++vpC5qu3oQ4tKhWyJ9Gdux2C/NonsG9/W6XHpd78JJelzvwnCaa2pFY/ex5bEtr/X4sj3LTZ7NunQ5lKU+6eHskR7PfZG5raLKx8jKVwaTJzschA2sqb8NDxERZKyovC9sIA+P7ulExrZ80lxgHUs7lgcXZ+69nuihwXWwdLKMevgHaJ3GkdpTI7nrqnXf3Mt4cgzHmOWUeZ8vrSH6BoXx/U00ONk4tQHQ8pFaomBZ55+Mcdj994U+BnWQfnoM1mq38vr9snV5ngdRu1Iqp/NKLP2c8OGjqrWl1/LOLZ1k+v2UJT3v3mXoed7I/B6MCRoC7HbzNwSkyzj3Dm7kXhf14UmsHlTl5FBV+tGtC/b7nsM9FXEsz9SPd/JaJXn88YN6voFjGQAAAACABWxBY4D60W96NNrgnFZtHZtgXS/Uk25wcSlmOKEg2FNtybH6s2hvcKV77l5XpWUXiAQL7XrUb/PjlnunJKXHIAChXpUeQ9vVv+Lt/2nLvH7nmWZn1Av1buzemYDQ/hsboWicVqQ0HsplKM1xPtvyWU8eJnA02d5AbkxExwZHstOTvS/C8Zm0bRVVPoG0bWUKDQPT1hnR23SvzcOst7i8L64qb/bVf+OPosNWgXnbGnimubA6lnksF8sOEXRng6CDB3lUx3DiUEHu2JTxvdwsmUVD5fO9CcJe221X34jeLeEgsw7U9vVNCyYSvy/utFCotPNPYVzeRsFJ3ejK+QK9sn0NLm5lNCfomnVOGERay3Rv7lBjnsnLWEzM10chefc8b+Q9dhqdSUNAeL1FyT73BueZWFC+eiKmLcCVWZ5zuJclj+XuuW640Y29QWOEa/AJzn8bOpYBAAAAAMhrQ40B4R7UQQ/KoIdi0EPQBesmXO/m/TcmCGInbJ02IMxwwQXbay9sGvQMRII2sYBpIG2Z865fmq2UNM/rXRiRvS2/9eQT7xVre7fqfeaRHo99EQ52z99WMeUTjsnM31ZBCsv74hqdplRKYxleRoOR87blk+ZBgXUs81gulE339Hjuyt1IxybjPZW1rpzrRp1lAtjm7gl3rtPD78SCu1M2AN18fVts/ZuxpnI2jSzqTF+P3/2ySl25Hu7LcazruG7cyjxHffgo40nA1vb4nvTmfvda1c8cisi753kj17Fz0jF3EKyqIUDXYZ9zr2m0iTXARfOR7xzuZ9lj2f59MP/K5LolcX3rOpYBAAAAAMhvwxMI66FJ1MvycejW/yAQU3eNBdOHuYHAeWfvz08M3IfFA55Tuh9fUfzSXIx1bsuHf3rS9kVxvSa3rXys9eTdMUPBhPKtx7GuJY+1nWY9x47/sVwIM1xItJd317QGVGSRDseZQsPu6EdPdL2MD3Vih0Q5vA/fqfHc6eCpPb/roLitiwsO8ZKDHvZJKqc2iD/hcU5wd4jou7xMHTGTS4ePzTyTgxeX96zzhv+xU5JKxWZ2/jqX5XvujTfA2eD/5I6ZrTyH62NUb99du+jh0Ez6XsKxDAAAAADYJRseJmggF5d6jPHwrf8fRA/frIdHmAy3En64nng+Yzyn010Mi+KX5mJkb2u9ikhPnkBblnXuiyIUmXdnrIP/q8xzkcdOEceyPzNEkD7fmN697uEijOWjVbQGRNnhRlyv6EkPcjuZcbi3dtWM67SCurFW6vx+5uqgDp6acl9xg8DgQm5HZYnuSv9zlB4uSZf96O5CHh7tfjL7Indj1arzbuuG/7GjJ9+180Cs7m4N/3OvbYBzQwWZuyDGcj8Zv2fbzuG6p3/dDlsU9PQ3jXz2WK68b72AYxkAAAAAsCs2P2eACd6o/yd3B/gNBWDHeI4HfULcRIWzAb7pEARF6TSWGb4gzAZBSqZ76pQZm9099ysfn/UUxSM9HvvCrw9lUeWzRoXlfY28jp0l6lgwmaeTeSxPJG/TnxvaSM+VEAswmmG9Z8abt72B+0tP4DyP7SGtG2+uI5WgoLoRK+di5dwXOnjqguIzfzIZSqkTK//F6EBzuO5Wc5wzda/0k0Mxd47o9eje6ya5jw9qLQuam/eUMvQ8b/gfO1b3PLhjYRWNMjnOvd1rlQ7X2KKHCIqM5b+Kc/gyx7K7U2GmQcjVmdJrtfYVH8sAAAAAABRkCyYQ1nGB6N0B5rUe6iSt+6IJJiQENRod1+txIBe6laFcj/SCrLbe2/HTo7/Yl+aV5kxuPOjQsEl6EsL6/liVz1T2tvzWUxSf9BSzL4oqn3Vabz0shk+a/fbFTLBSHZ9BT/yJzGM54IKEoW3m4oYImvZAnjI9leNB1SCYHp/sdGHTHsa3rudwUFffhzJk53iITp6axaucC5WxL9T2r2If2HHhZyfite9r/kHtVLo+7R/LcWg0K59zlM5PqVKXirjAtJ50Vv1NXU+4OzN2fwrvvKeVoed5w/vYCaj1nrke7c1iGl/C/M+99vxROjyV08OSjG6jvf0LP4cvdSy7QL9KT2Qoscap2hfqfxfoL+pYBgAAAABglV4dHBx83tvbk6enJ/fWaumAYbPyOL3d3ml09Hi8Yxm2g7HNdU8+HTiLGvVqEv5dbf/OvdD00ALRBWJBsdCt/rpHarMij2adOlCnfrjLUNp6GAL3d3qIh6xlpmlKT3Ny3u3f7IcmdYzkyeRHzDJ6+IFp1rLLx289GWbyOI/H/krbF5rntgopH+98+ZlXrycKynsWUzZ6joC0oTR8t5WVZsVnX9iyseFeu45reaOOIz2udng4jci6tPixbLhjMFid4jshanrZuPoS2aZ7Tw+7tMDQJNF8W4lpdeeh6ZKz5ewjq5x9zj9JaQ7Mpj19X8yua06+JvlfJN9J+y207ci+Sz8nBH8TzkNQJ/Mel955z6rPHseglnrsmHXsh75blUmZh79z0/nXjfRynsjc7377K8lsXXXrWvBY1mbKWJnZTkHHMgAAAAAAq7L2xgAAAAAAAAAAALBeWzFMEAAAAAAAAAAAWB0aAwAAAAAAAAAA2HE0BgAAAAAAAAAAsOOYMwAAAAAAAAAAgGfs7du37tl83BkAAAAAAAAAAMCOozEAAAAAAAAAAIAdR2MAAAAAAAAAAAA7jsYAAAAAAAAAAAB2HI0BiKq25Krfl07DvQa8VaV11ZerVtW93pSGdFQd7vc76tmKueNl+W2tMc3bpoAybHTU33PSAgAAAAAASPXMGwNsAG3zwUf4YX/tskanKZXSSG4vBu4drLfO7+rxlZ2v7vVQxuU65xYAAAAAAIAU628MaHSk39e9QGcfdOxElmrrKrHu6IetPzZwOPP5VUsIE66O3i/18liG7XPpuvc254N8HKv/xh/VsxUbXMhZrSa12rL5XmOat00RZajX0RtJqdJc+ffIzDmIcwsAAAAAAHgmNnZnwKingz/Rx/nmo4jYcoOLM1df2jLUwdNRL7H+jIftyftmWalIs38ldBxehYacVkqqzC+FmwKwMd1z6Y1EyvXVDbWkGwKah/fSnpxbejIqqXMLDQIAAAAAAOAZeHVwcPB5b29Pnp6e3Fsrpu8MqJdNY8C84P8k4HL2IKf9upTd+zrAe3YxsJ9XSu7dWcFylh7HXA9f4l6K7r18Ng1amvTsm/ceTvuikuaMpJe3p6oe+7pZkWnKYtvykJV3wzvNupf8dB3J6YkvYwX7x5b1Y+J69yPlrLh9O6ED9Wol+faXL7dfH+02puakLcjneKjK9kL8t5ZRhgXVH6/9rqXVMfPZody3b+V1U6/DfjZJVyTvGcdFDsl1JGw9ZegvLe9BWuPlEXtfYvshVq9WU+eT5dtWxr7wFl+Pleu8Ea/LRZShW6fK1JzydenOfR6Yz6ZTb3KRcgQAAAAAACjG27dv3bP5tnfOAN3bsn8sH9uuB2ZoCIhp7/CejNSiOig07QVeiwW+XMDYfdYeilSa8R7iJfVeX+oSLKd7nZelnqu3p9rWe5FLtx396I30ehfojW7yXhcJ7p5IHP4iI806wOoCb0F6bN5DwzHpwFlsmZpaSHe4z8tM4Fm3jTyTdd0d5dxfq9SVa30rQelQTnz3h08ZGkXUHyWlzlt+dezwvV6HTkNJPb+y6dJdpid59z0ufFTl5LAkMrpLDtqvuwwzZeW9K+fmGFDpOZ0msNGJNRBMhrbR+8AuE7bOOu+9Le99kaGo88YqynBwI/fmMD9JrjeNI9uAkec8AAAAAAAAsCO2egLhUS/U07J7ZwJC+2/8IzjV1rGU1V/1Qj3HBxeXJkgaDvRpJtA0WW4gNyai9FreuXeydeU81tPUTGopJTlcIOoUuXOie63SLFI+8kvzQKrSOi7rlUQCZjbvaj3HNsDaOK1IaTyUy2UDk9WW2M3F7vbons+9+2NzSvLaa6f6lWFg+fpjpdd5nzpWktLj7WQdpdJjqP7bvOc5LjJVT8S2BSTt6M2UYRqvvLvx56Vct0HyRsfcrRDZN89Ovn2RprDzxkpk1Bt3TMn4Xm4KSv671/ruhUd5eLZ1AwAAAAAAvBQbawwo10MTMJpHvFfySBLji97m9VgeyMOj+m//TST49RiL5NheqUsOUTJ4EL2p/OJ5z5fmIEA7/hifijTcYNCQo7KOid2o58upnhxKaen9tXoDU4iePMowHGwspv4sUIYJdSwSmI9NSHvezXdcZHr3Wu37scwUk7aRMkyTI++T8eftHS86iB5qP3h+cu6L+Yo7b6yKPc73JbnduCvn+s6CgoYIChqKZusUAAAAAADA9tmiCYSL7nX7TkyHzXI91ugQHpO8WHrs6Oi2ZsfUXqd4cHVq3/1fDNMzNhZ03kbVN/nznVaGOW5SKczydWz9x8X2lGG+vHfP7fA06mwVuZPgOdu2+vys6WGXdMXR8w/sSP0AAAAAAAC7bauHCVrOB/k4Vv+NpmODRx5F9Qx1gskuo40cQTBx2+ToIe/hgy5o757Fm2OH8yjqDob1DwtSTB1b73GRbt1lmCfvepJhPdHsSEYrmbtg2zDMTS563gR7S4D01nrMAAAAAAAALO6ZNwbY4F4pcRD4BYc9WYgbfmQ8lOuVdBDNOTSHm0QzPsfAJJ2jO/U8uezMeODu+VzBJJyOHZajLDObm5G2v1bMzWvgPZyHRxmuty9wMXWs0yj4uPjw0cxZkHwIblsZ+ue92novldJYhpfncn47UpW2Iu/zz66srLPOp2yrsH1R3HnDX74ytHcAzWvc0BNI96W/TOOObgho6vyOpFfoMFYAAAAAAACr9cwbA1xwr3wcm2/AMpOrlirSNLOArpJLR+lQJvO46oBRQcMENTp6PSO59R5HaSAXOoAZTIDqTAKcJprsxgoPlZ3ueV7fH4t6d2Im0B8MjREWTHBcj837oJaNFn36/lqZcPDOezgPnzJcp+LqWKHHxdwgs7ZtZeiZd1Vv9R0Y4+GlHbrMzR9QqrxfoN6us86nbauofVHgecNbnjIMGs3mDFsWNEiEj6M8aAgAAAAAAADP2KuDg4PPe3t78vT05N5asZSgkB7+RMdq7XAoj7Fgi+7RWZf9YVvOIkFxPZxHUyqhbqnjyDL27+JbDLYVpGfyemHxdOhg0Z0cJaZ5vmAomAg9JnV4KArfNM+U9WwAq9EJjZeuh085F1NeasHJuqNp0uu4ljcqr4f30XxF1qWZ9cUTmLW/0iWWj2PLI2N/55VVhgXVH786n1HHbk5MoPLRpMUtK67uzKSzuHJKTnvImsrQX0reP8wL9gZ/M5Zh+0xuTubXw9n6vFydzydjW1n7wtPMeeP6Taju2bezzhtpx/LCZeiC9eF0RLn9GD+nepo5x4UtuE4AAAAAAIAivH371j2bb/2NAUiVGVgFto4LsCY2/uBFyAzCr4cJ1u8TlAcAAAAAAC+PT2PADk8gDGA9unJtx4mKDQsFrFGjY3rtj25pCAAAAAAAAEhCYwCApQ0uzsy4+jPzRgDroO9MqJfN0EHcnAIAAAAAAJCMxgAAheiet2U4LsnhQjOzAotrnFakNOqtaB4GAAAAAACA3cCcAQAAAAAAAAAAPGPMGQAAAAAAAAAAAGgMAAAAAAAAAABg19EYAAAAAAAAAADAjqMxAAAAAAAAAACAHffyGgOqLbnq96XTcK+RH2UIAAAAAAAAAM8KdwYUqiGdfl+uWlX3GvlRhgAAAAAAAABQtLU3BjQ6fen3448rIfbrjzJMR/kAAAAAAAAAQNRm7gwYD6Vdq0nNPXqjklSa9AbPhTJMl1g+NAgAAAAAAAAAeJleHRwcfN7b25Onpyf31mrpXtv1/aG0zy5k4N4TqUrrqimV0kh6tXPpNjrSr+/LsH0mD6dq+bJbTNzn7pUdUqYuk49lbP7mYrpiJb6MNerV5FytqNq6kmblMXG9+8O2nIVXZtIVWtOoJzW1EruOkntz1ji+niBNOmAdKQc/lGG6xPLR8xw0K/Lo0gwAAAAAAAAAu+Lt27fu2XxbMmfAQB4e3dMJ29O9Lj3Xu7stw3FZ6lctMZ27dVDZBZuD3t/toZi/mUxsaya6jS5TUwuN3cd5mKFn6mUTAJ+s6+7IbGtwcebe68lILasD15Nl1GMmiN04soH10qGcFNZT/YWVIQAAAAAAAADA25Y0BlTlzb76b/xRPtg3DBMQnnTjHsjN/Vik9Fo9q0rruGx6lYeDxIOLSxmqRcrHNtjdOK1IaTyUy2UDydWW2M3FepV3zxfrZd69MwFvGd/LTWEx7hdWhrmovL63+bhe+bYAAAAAAAAAYPtsRWNAo6OHtxnL8DI6ZM7jQzQAbXuPn4tUT+SwpOPe4bC3Fg52N+SorOPtN5F1LqJ6ciglGcldYYHkrpzrHu8LDBE0z8srwwylijQnkwe74ZMKLG8AAAAAAAAAeE420xgQCdS68d1r8XHqs8UD3VO6i3xx3r02UfNIj/uNowzTxSYQbg/3pa7KaTL8EQAAAAAAAAC8IJtpDIgFaovsIW/NDJ6/lA8fbU/5d+71VqAMc4kPfwQAAAAAAAAAL8mWzBmQ0+BG9Eg25aN4N++qnOixb0Z36vkHsfHnaPjZjIHvns8VTPDrDMzMvGWZ2dyM5G3OakhH9+gPJvLdhGdfhgt6fGCoIAAAAAAAAAAvzvNsDJCBXNyORMr1yLAv1dZ7O26+mSXWjX1fPpaWi7hXW1dS3x+LendiJkjd6Ei/Hg5jK91r26u8fjVZl6GWjQ47MxC7uuk2EwWB8tKhnGyuNeB5l2FONl+6jYMZhAEAAAAAAAC8PK8ODg4+7+3tydPTk3trtRodN7592rA2Lpg86tXkPC12OxN0Hkmvdi7hPzHbCxYZ9UTPndvp10UtOFm3DnA3daTY0Ou4ljdXTTm8b8tZaBD+yLo0s754AqvSUn87WZ0yHkbXo9Zk0lDWQ/0sMLwPZZhuZhvGbL4AAAAAAAAAYBe8ffvWPZtv7Y0BAAAAAAAAAACgOD6NAc90mCAAAAAAAAAAAOCLxgAAAAAAAAAAAHYcjQEAAAAAAAAAAOw4GgMAAAAAAAAAANhxNAYAAAAAAAAAALDjaAwAAAAAAAAAAGDH0RgAAAAAAAAAAMCOozEAAAAAAAAAAIAdR2MA0jU60u9fSavqXgMAAAAAAAAAnh0aAwrVkE6/L1driZyvc1sAAAAAAAAAgOdsY40B1daV9Pv90KMjDffZi1dtyVWkbF5Yz/xJ/hPybe5UCJdN8KD+AAAAAAAAAMA8G2gMqErrqi/NisiwXZNaLXjcyVGHcK4JdtvCCZXNpcj7lxDstnWj/17kdjh27yUZx+qOfpxL130KAAAAAAAAAIh6dXBw8Hlvb0+enp7cW6ul7wiwse4zuRi4N2PsMo/SiwR49bA4ddkftuVM/6EOmtf3zXoeTvtSL7vFZDT9O59lDB2Ebkql5F6aYPM0fSY9h/fSPnuQU5WGYDVjlxab3skfzwiWy+bSIUO1rQtJ+ot827JlNsl2LF8TppymS8moJ7VzVzqhMoyUh0lDvBzd9sbz05+m0enL8cdwmSbUk4T0AAAAAAAAAMBL9vbtW/dsvjXfGVCVk8OSyPhebgoJ5Jak0uxLXXqud3hbhuOy1K9aakuBrGV0ALsplcfg85q0h6L+JjZETakizf6xfAx6pPdG6q2m6JsZBhdn7m97MlKL6oB8sC798GsICCm9lnfuaZz3tnTQ3DWeBJ/ZfPVNmgM6AK8bAka96Tpqd0eRZcKChgC73Vhv/MaRbXgoHcrJAsMadc8XKCsAAAAAAAAAQKb1NgZUT8S2Bdzk7jU+jwlKB73Y1Vpv7sczwfS0ZaqtYynrHu6Tz3XA/VKG45JUTqMR8VEv1Bu9e2eC8ftvFoh6zzWQi1u91rLU9Tj4Cw+bVJXWcdn08A8H122+1NqPXUNItSV2sZqEsq+j8tHXgUZn0hCQGLR3ZVJcY888toGH+QIAAAAAAAAAwM/GJhAuyuNDNOpse85He6zPX8bdqTC6i/Zwl4E8PKr/9t+E7jAYyV1SgLxo3XOVNn33gnperi8W7A4aXT5+cG8EYg0hJ4dS8s3XiR1KaG5DgNGVc31nwQJDBHkz5RO6iyG40+OlTbIMAAAAAAAAADk8+8aA5byT13ro+0nQffoID6G/fgO5OHPB7t70ToG8NwrEG0Gm9kXf0PBOZ378UeJNBrNKUqnYApm/zk1RZXU5lLFK4+EiYxMBAAAAAAAAwAuw3saAwYPoDvelw5NQj/tN+iAfdQ98PWFupLe5e6yyh7sv0xPezg8wGd5naY+iY/ofdOZT5ieY0hMP10S3S5Tr+RslVi6oV6+zcwIAAAAAAAAAL9Ga7wzoyp2Oai8ywWwwOW2hkoYDWoZtXFhPUDplW4Mb0aMBlY/iUfvosEgDk/myzCw2R/fcDl9Urs8bkkdPxtyXfmQC5zVwdWO0lnGcAAAAAAAAAOD5WfswQd1z3ctdTwAbDyg3pOO6nM8EqRt2vPpV6F4PZVyqSLOQ7u6ucaF8vOD49aoMEgLpdpJjkdFt+E6FtG25iYjL9Ugv/mrrvVRKYxleu6B59zo5uK/KO7k49PBFwf5LmMcgaLBZpLFnUdWWXOm6MeolT3oMAAAAAAAAAJBXBwcHn/f29uTp6cm9tR6NTnxc/pH0QhP/VltX0qzoAf01/dm1vLlqyuG9m8DWNRCMerX5QWCfZQzdo71uA9khwd/ZtDxG0hf8zf7MhLpVaal0TpKupE+6G6OD282KhP5ciZbNVMa2ZhpRktczsy/0sElBgZl17MuwfSaTLEzSqIcPCr0flON4KO0FhliK7vMYt06V4ZllsvcvAAAAAAAAAOyut2/fumfzbawxAAAAAAAAAAAALM+nMWDtwwQBAAAAAAAAAID1ojEAAAAAAAAAAIAdR2MAAAAAAAAAAAA7jsYAAAAAAAAAAAB2HI0BAAAAAAAAAADsOBoDAAAAAAAAAADYcTQGAAAAAAAAAACw42gMAAAAAAAAAABgx9EY8BxUW3LV70un4V4vqqj1bJttyZdLR3/yuJJW1X32UuxqHXtpJnW5I+zKZ67RKeZcFD+/XbVko6e3bUsPAAAAAADPAI0BQBF0YKpZkdKoJ7VazT3O5GLgPkcBGtLp9+XqxbWwbCP2xfKeWRkOLuTMndt6I/feJm1begAAAAAAeAbW3hhQbV1Ne/JNHi+wBzV2SvXkUEoyluF1172zGY1O/Nji+Apbd/nMnO/ivZdNr+3Q55PHhnvkTwKt57LZGp3FBtR1mcXvRjH7mt7iKNy0zs025Ew/sw/OvQAAAACA7bKhOwNG0nM9+mq1tgzHJak0+dGM5+5RHrbhToDxUNqT40v3mtXHF724JxLLp/jzj24IaB7eh7bVk1GpIs2ZAPVYhu1peuxj24PwW2Y8lv1jAv9YvUanLmX3PMIMW6Q+C90dtqpzCwAAAAAAi3p1cHDweW9vT56entxbq2UCZJVH6YWDXbp3bL0s42FbzibjqlSlddWUSsm9NAGzhGFX3N9O6B/i5+Ewmu6pF/7xHlqPGdrlUO7bt/K6qZexnz2c9sWscjyU2qVkLtM+uxCbrPQ0T4KDZw9yGkpTNN9aPM3WqFeTadZ8ysdnPRlM+e5H82zoBp1wwHKR9MSW8d5WAeXjvS0/ifU6oqi8p9O9oev74TqpBWXh1rVwOeevY8nlYv9mP17vTbpCa3LHsl3HZEfOmD1+5kssHzfE0+PMceHyFjnGl2PzItNyDO0Lzywk8ilns0zW+ScY7sq+0h9G8p5vX/jUn2W5bYyGMtw/FLmcrn92X88/JyQfN4E59TXV/LyvpAznHDtGQh2bpmGx8116eaWce139Um/MlKVNU+jY8PpOsdLTo7lyXPZYnpwreiL1aJ1IToPLw2P8ugQAAAAAgOK9ffvWPZtvq+YMeJx0q9Y/3N0PaNfDrj2UmR52+se3DoDowGOwXO3uaDpchA6CuCBOdD3RISUO3x/Lx7a9Q+Hw/ZXURW1XD0JcOnRLpC9zYtLkl2bRPYP7el0uvWodpUpzmh4dbIiluaZWNHYfWx7b8lqPL9uz3OTZrEuXQ1nqkx7OHunx3BeZ2yqqfIysfGUwebLDQdjAmvrb8BARQcaKyvvCBvLw6J5OZGzLJ80F1rG0Y3lwcebe64keGlwHSyfLqId/gDanxpENwk6O8R2Qdf7JGIfdf1/oY1AH6afHYK12K6/fL1uX53mQm3tVP08jB1RI+jnhw0dVa0uv5Z1bOsn0+ylLet69y9DzvJH5PRgTNATY7eZvCEiXce4d3Mi9LurDk1g9qMrJoTqHjm5dsN/3HO6pkGO5Kq33dl6Y2bh+Q47UBsb3N9GGhsapbcwoH6klAAAAAADYvC1oDFA/+k2PxpHcuR/Y1dax+uE+kl7oF/fg4lLMcEJBsKfakmP1Z9He4Er33L1WP9ztApFgoV2P+m1+3HLvlKT0GAQg1KvSY2i7QZfE9GVev/NMszPqhXo3du9MQGj/jY1QNE4rUhoP5TKU5jifbfmsJw8TOJpsbyA3JqJjg2fZ6cneF+H4TNq2iiqfQNq2Mqm6Ng1Uqb/T23SvzcOst7i8L64qb/bVf+OP8sG+Yczb1sAzzYXVscxjeZVcgE/lY2a6B3dsyvhebpbMYuDda31OiQ8npeplM9SItOL5AtLOP4WpvhFd5UbBSd3oyvkyvbIzDC5uZTQn6Jp1ThhEWstUnbhS+yGIppu8jOVj+OBJU0jePc8beY+dRmfSEBBeb1Gyz73BeSYWlK+eiGkLcGWW5xzupYBjudp6b++uSipYt8/DDUa60aVfF+mZVrV9KfoQAwAAAABgERtqDAj3oA56UAY9FIMegnexHouud/P+GxMEsRO2ThsQZrjgwngmgjMNegYiQZtYwDSQtsx51y/NVkqa5/UujMjelt968on3irW9W/U+80iPx74IB7vnb6uY8gnHZOZvqyCF5X1xjU5TKqWxDC+jwch52/JJ86DAOpZ5LBfN9I4Pzj+6bEbSSwzUduVcN+oUFcBudOyQTOG6GWpQsg93h8bKJh5dUzkPHkQfbuV6/O6XVerK9XBfjmMFpxu3Ms9RHz7KeBKwfSemzSZoWHj3WtXPHIrIu+d5I9exc9IxdxCsqiFApcbr3GsabVSqD0OtAdF85DuH+1n2WG7IqWlEuY6lKYltTGq+vjXnU59dAwAAAADAumx4AmEd+FIvy8ehwFcQiKm7YN30YQJpjulhOydwHxYPeE7pfnxF8UtzMda5LR/+6UnbF8X1mty28rHWk3cnEuxW+dbjWNeSx9pOs55jx/9YLsxYl8c0AN8e7pvGyZUGrfWQL7oC6m0ndtkODOTiUg+1FA2WPj86+GrP7zoobuviqho4pgZ2rCAbxJ/wOCeYAL69y8sMKaPnIBiHj808k4MXl/es84b/sVOSSsVmdv46l+V77u3K3UilaDJUkA3+TwPt23cON5MGe90FZYc3OrwP33UFAAAAAMD22PAwQdPA1/TW/w+ih2/WwyNEe8y6h+vZ5zPGczrdxbAofmkuRva21quI9OQJtGVZ574oQpF5d2LB7uLzXOSxU8SxvJyZoVeKpudWMFHMeXcgxLie5SUTmX7O1Pn9zNVBM5eEOs8vOua7r8GF3I7KchRpDfA/R+nhkqpv9mV0dyEPj7ZBRr/O31i16rzb84b/saMn37XzQKzubg3/c2/XtgbYoYLMXRBjuZ+M37Nl53BzR8/snVURk7tB9LhA0XlMTP1ZxXkeAAAAAIAFbH7OABO8Uf9P7g7wGwrAjvEcD/qEuIkKyzMLTIcgKEqnsczwBWE2CBIPApqx2d1zv/LxWU9RPNLjsS/8+lAWVT5rVFje18jr2FmijgWTeTqZx/JE8jYL8/gQC/bpXr596S8zgbNuCGjqMtF3Q3kOGeLKJzrm/AJi5VysnPtCT0zsguIzf6LLyPT8LmauBB1oDtfdao5zpu6VfnIoZn4AvR7de90kd6Zu5DA37yll6Hne8D92rO55cMfCKhplcpx7u9cqHa6xRQ8RFBnLfxXn8MWP5YYeD03tu+i8HnVzbOnJt/Xrq9YHc7eDboiNzj2yxed5AAAAAMCLtPnGAKV7Hb07wLzWQ52kdV80wYSEoEaj43o9DuRCtzKU65FekHYSwLEMZ2YLXY5XmjO58aBDwybpSQjr+2NVPlPZ2/JbT1F80lPMviiqfNZpvfWwGD5p9tsXM8HKYLicsMxjOeCChKFtFsHmKyH4HgTT45Od+lqkISC4i2DUyzV5slc5FypjX6jtX8U+sOPCz07Ea9/X/IPaqXR92j+W49BoVj7nKJ2fUqUuFXGBaT3prPqbuh4rfmbs/hTeeU8rQ8/zhvexE1DrPeupGqmD28VPVO1/7rXnj9LhqZweqiPkNtrrvvBz+BLHcvc84e6Emi5DHftvm9f6ToAgze9DO8LO16KOf4YMAgAAAABsiVcHBwef9/b25Onpyb21Wjpg2Kw8zgTHGh09HvBYhu1gbHPdk8/2vgsb9WqRIJn9O/dC00MLRBeIBcVCgTkXrHs069ST/qkf7jKUth6GwP2dHuIha5lpmtLTnJx3+zf7oUkdI3ky+RGzjPrDUN6zy8dvPRlm8jiPx/5K2xea57YKKR/vfPmZV68nCsp7FlM2eo6AtKE0fLeVlWbFZ1/YsgnuF9DruJY36jjS42qHh9OIrEuLH8uGOwaD1Sl5JkSd2YYxmy/L1SE97NICQ5Mkb8tx61SZCZWNtWgdyCpnn/NPdB1Rs+Wcvi9m1zWnnBdpNJlw+yhWVybbjuy79HNC8DfhPAT7MO8+8c57Vn32OAa11GPHrGM/9N2qTMo8/J2bzr9uZJx7A5n73W9/JZmtq25dCx7Ls+z6wt/bxiRPgUXqNAAAAAAAi3n79q17Nt/aGwMAAAAAAAAAAEBxfBoDtmKYIAAAAAAAAAAAsDo0BgAAAAAAAAAAsONoDAAAAAAAAAAAYMfRGAAAAAAAAAAAwI6jMQAAAAAAAAAAgB1HYwAAAAAAAAAAADuOxgAAAAAAAAAAAHYcjQEAAAAAAAAAAOw4GgMQVW3JVb8vnYZ7DXirSuuqL1etqnu9KQ3pqDrc73fUsxVzx8vy21pjmrdNAWXY6Ki/56QFAAAAAACQ6pk3BtgA2uaDj/DD/tpljU5TKqWR3F4M3DtYb53f1eMrO1/d66GMy3XOLQAAAAAAACnW3xjQ6Ei/r3uBzj7o2Iks1dZVYt3RD1t/bOBw5vOrlhAmXB29X+rlsQzb59J1723OB/k4Vv+NP6pnKza4kLNaTWq1ZfO9xjRvmyLKUK+jN5JSpbna75Gk7y/OLQAAAAAA4JnY2J0Bo54O/kQf55uPImLLDS7OXH1py1AHT0e9xPozHrYn75tlpSLN/pXQcXgVGnJaKakyvxRuCsDGdM+lNxIp11c41JLaxvS8oh89GZXUuYUGAQAAAAAA8Ay8Ojg4+Ly3tydPT0/urRXTPSvrZdMYMC/4r3sZNw/vpX32IKf9upTd+zrAe3YxsJ9XSu7dWcFylh7HXA9f4l6K7r18Ng1amvTsm/ceTvuikuaMpJe3p6oe+7pZkWnKYtvykJV3wzvNupf8dB3J6YkvYwX7x5b1Y+J69yPlrLh9O6ED9Wol+faXL7dfH+02puakLcjneKjK9kL8t5ZRhgXVH6/9rqXVMfPZody3b+V1U6/DfjZJVyTvGcdFDsl1JGw9ZegvLe9BWuPlEXtfYvshVq9WU+eT5dtWxr7wFl+Pleu8Ea/LRZShW6fK1JzydenOfR6YL7v+AwAAAAAArN7bt2/ds/m2d84A3duyfywf264HZmgIiGnv8J6M1KI6KBTurRkNfLmAsfusPRSpNOM9xEvqvb7UJVhO9zovSz1Xb0+1rfcil247+tEb6fUu0Bvd5L0uEtw9kTj8RUaadYDVBd6C9Ni8h4Zj0oGz2DI1tZDucJ+XmcCzbht5Juu6O8q5v1apK9f6VoLSoZz47g+fMjSKqD9KSp23/OrY4Xu9Dp2Gknp+ZdOlu0xP8u57XPioyslhSWR0lxwIXXcZZsrKe1fOzTGg0nM6TWCjE2sgmAxto/eBXSZsnXXee1ve+yJDUeeNVZTh4EbuzWF+klxvGke2ASPPeQAAAAAAAGBHbPUEwqNeqMdq984EhPbf+Edwqq1jKau/6oV6jg8uLk2QNBzo00ygabLcQG5MROm1vHPvZOvKeaynqZnUUkpyuEDUKXLnRPdapVmkfOSX5oFUpXVc1iuJBMxs3tV6jm2AtXFakdJ4KJfLBiarLbGbi93t0T2fe/fH5pTktddO9SvDwPL1x0qv8z51rCSlx9vJOkqlx1D9t3nPc1xkqp6IbQtI2tGbKcM0Xnl3489LuW6D5I2OuVshsm+enXz7Ik1h542VyKg37piS8b3cFJF8de57X9FDZF0nN4YBAAAAAABskY01BpTrsUkYZ8ZzH0lifNHbvB7LA3l4VP/tv4kEvx4fopEh2yt1yWEfBg+iN5VfPO/50hwEaMcf41ORhhsMGnJU1jGxG/V8OdWTQyktvb9Wb2AK0ZNHGYaDjcXUnwXKMKGORQLzsQlpz7v5jotM716rfT+WmWLSNlKGaXLkfTL+vL3jRQfRQ+0Hz0/OfTFfceeNVbHH+b4ktxt35VzfWbDMEEHmzgj3vaWHOYo1sAAAAAAAAGyrLZpAuOhet+/kdUn9V67HGh3CY5IXS48dHd3W7Jja6xQPrk7tu/+L8U4XdCzovI2qb/LnO60Mc9ykUpjl69j6j4vtKcN8ee+e2+Fp1NkqcifBc7Zt9flZCg1vpB890fVpkSG2AAAAAAAA1murhwlazgf5OFb/jaZjg0ceBU0eGQgmu4w2cgTBxG2To4e8hw+6oL17Fm+OabQo7A6GR5kbV12RYurYeo+LdOsuwzx515MM64lmRzJaydwF22b99XlX2EajxYaDAwAAAAAAWKdn3hhgg3ulxEHgFxz2ZCFu+JHxUK5X0oE459AcbhLN+BwDk3SO7tTz5LIz44G753MFk3A6dliOssxsbkba/loxN6/B7BAxc3iU4Xr7ihdTxzqNgo+LDx/NnAXJh+C2laF/3qut91IpjWV4eS7ntyNVaSvyfqGu3+us8ynbKmxfFHfe8JevDO0dQPMaN/QE0n3p73zjDgAAAAAAwKxn3hjggnvl48QhGszkqqWKNM0soKvk0lE6lEnnUDOudDHDBDU6ej0jufUeR2kgFzqAGUyA6kwCnCaa7MYKD5Wd7nle3x+LendiJtDf6Ngx1MOCCY7rsaEy1LLRok/fXyuj94Ue21uVof9wLz5luE7F1bFCj4u5QWZt28rQM++q3uo7MMbDSzt0mZs/oFR5v0C9XWedT9tWUfuiwPOGtzxlGDSazRm2LGiQCB9HS3F3kOQ6PwMAAAAAAGzGq4ODg897e3vy9PTk3lqxlKCQHv5Ex2rtcCiP0otMHqp7dNZlf9iOTdaogzFNqYS6pY4jy9i/i28x2FaQnsnrhcXTMVLpv5OjxDTPFwwFEzEeSjs8hIlvmmfKWqcpOiFroxMaL10Pn3IuprzUgpN1R9Ok13Etb1ReD++j+YqsSzPriycwa3+lSywfx5ZHxv7OK6sMC6o/fnU+o47dnJhGj0eTFresuLozk87iyik57SFrKkN/KXn/EGo4StgXZRnLsH0mNyfz6+FsfV6uzueTsa2sfeFp5rxx/SZU9+zbWeeNtGN54TJ0DX/hdES5/Rg/p3pKSvPq9iUAAAAAAIC/t2/fumfzrb8xAKkyA6vA1nEB1sTGH7wImUH49TCNFPuLBfoBAAAAAACeM5/GgB2eQBjAenTl2o4TFRsWClijRsfcrTC6pSEAAAAAAAAgCY0BAJY2uDgz4+rPzBsBrIO+M6FeNkP2cHMKAAAAAABAMhoDABSie96W4bgkh8XMzAp4a5xWpDTqMXY/AAAAAABACuYMAAAAAAAAAADgGWPOAAAAAAAAAAAAQGMAAAAAAAAAAAC7jsYAAAAAAAAAAAB2HI0BAAAAAAAAAADsuJfXGFBtyVW/L52Gew1/ruz6k8eVtKrus01inwIAAAAAAABAKu4MKFRDOv2+XG1FhFwrMD064N6sSGnUk1qt5h5ncjFwnwMAAAAAAAAAttbaGwManXDP8i3rYY65qieHUpKxDK+77h0AAAAAAAAAwHOxmTsDxkNpT3qX16Q3KkmluU096pHsUR64EwAAAAAAAAAAnp1XBwcHn/f29uTp6cm9tVr6zoD6/lDaZxcyjStXpXXVlEppJL3auXQbHenX92XYPpOHU7V82S0m7nP3yg6DU5fJx7rnuvqb6NA18WWsUa8m52pF1daVNCuPievdH7blLLwyk67QmvSQOWoldh0l9+ascXw9Kcy6Du9V+TzIaSjds+uYn/ci0xNILqew9H3hU86L590K9ikAAAAAAAAAvCRv3751z+bbkjkDBvLw6J5O2LsF6hKMUd+W4bgs9auWmPsHdGDeBZKDOwzaQzF/M5lI1kwsG12mphYau4/zMMMb1csm4DxZ192R2dbg4sy915ORWlYHryfLqEfewLuUKtLsH8vHtltHb6Teak7zlZH3wtJjtmOHcrKNC6r8w8M7BQny2Re+svJe4D4FAAAAAAAAgJdiSxoDqvJmX/03/igf7BuGCWJPunoP5OZ+LFJ6rZ5VpXVcNj3zw4HtwcWlDNUi5WPbYNA4rUhpPJTLvMH4uGpL7OZiPc+75yvriT7qhe5w6N6ZoP7+G50rv7wXQuVvGtzX4XZ9Z4YLwOuHyXzx6Zmf9wL3KQAAAAAAAAC8IFvRGNDo6CGCxjK8DA8dJPIYG6De9ng/F6meyGFJtx2Emw60cINBQ47Kapn7m8g6F2Enzx3J3dqGoEnZlkfe37l31qLw9KSVc3H7FAAAAAAAAABeks00BpihYKbDzZg5BGrxsf6zxRsLpvRtBsV599pEuyN3LWxaWt5dJ/q12rb0AAAAAAAAAACmNtMYMNbB/9BwM5HJhIswMwHBUj583ECP+4U9yty4/EZsW3oAAAAAAAAA4OXZkjkDchrciB6BpnwUn522Kid6zJrRnXr+QWwMPxrCN2POu+dzNY6k7J5qAzO7cVlmNjcjeZuF8sj7dJSdbUtPTKycs+Xcp2ayYX33SUcydx0AAAAAAAAA7LDn2RggA7m4HYmU69IJRXmrrfd27oFrHX52Y9aXj6Xlhqmptq6kvj8W9e7ETKC/0ZF+PRai7l7byXDrV5N1GWrZ8Pb1Nu3qptssnk/eA9uTHq9yzuS3TwN2rgfNpyEHAAAAAAAAAHbXM20MULrnUuuNpFyfzj3QrDxKLzT3gJ5wuDcqSaXpPn99K7Wz2+ggQmo97eF4up66qHW0TfB/aiAXZ7XIuszj6E7OY93eu+f6b6PLXRUdiffIe2Br0uNVztm89qkzuLl3jQTrnPwZAAAAAAAAALbPq4ODg897e3vy9PTk3gIAAAAAAAAAAM/F27dv3bP5nu+dAQAAAAAAAAAAwAuNAQAAAAAAAAAA7DgaAwAAAAAAAAAA2HE0BgAAAAAAAAAAsONoDAAAAAAAAAAAYMfRGAAAAAAAAAAAwI6jMQAAAAAAAAAAgB1HYwAAAAAAAAAAADuOxgBEVVty1e9Lp+FeA96q0rrqy1Wr6l5vSkM6qg73+x31bMXc8bL8ttaY5m1TQBk2OurvOWkBAAAAAACkeuaNATaAtvngI/ywv3ZZo9OUSmkktxcD9w7WW+d39fjKzlf3eijjcp1zCwAAAAAAQIr1NwY0OtLv616gsw86diJLtXWVWHf0w9YfGzic+fyqJYQJV0fvl3p5LMP2uXTde5vzQT6O1X/jj+rZig0u5KxWk1pt2XyvMc3bpogy1OvojaRUaa7xe2R6rqERAgAAAAAAPAcbuzNg1NPBn+jjfPNRRGy5wcWZqy9tGerg6aiXWH/Gw/bkfbOsVKTZvxJidqvQkNNKSZX5pXBTADamey69kUi5vp6hlhqdupTdcwAAAAAAgOfg1cHBwee9vT15enpyb62YvjOgXjaNAfOC/7qXcfPwXtpnD3LanwZcdID37GJgP6+U3LuzguUsPY65Hr7EvRTde/lsGrQ06dk37z2c9kUlzRlJL29PVT32dbMi05TFtuUhK++Gd5p1z9VwwCopPfFlrGD/2LJ+TFzvfqScFbdvJ3SgXq0k3/7y5fbro93G1Jy0BfkcD1XZXoj/1jLKsKD647XftbQ6Zj47lPv2rbxu6nXYzybpiuQ947jIIbmOhK2nDP2l5T1Ia7w8Yu9LbD/E6tVq6nyyfNvK2Bfe4uuxcp034nW5iDJ061SZmlO+Lt25zwMxbjuPvZ5IPel8AwAAAAAAsF5v3751z+bb3jkDSron97F8bLve3aEhIKa9w3syUovqoNC0F3gtFvhyAWP3WXsoUmnGe4iX1Ht9qUuwnO51XpZ6rqFl1Lbei1y67ehHb6TXu0BvdJP3ukhw90Ti8BcZadYBVhd4C9Jj8x4ajkkHtGLL1NRCusN9XmYCz7pt5Jms6+4o5/5apa5c61sJSody4rs/fMrQKKL+KCl13vKrY4fv9Tp0Gkrq+ZVNl+4yPcm773HhoyonhyWR0V1y0H7dZZgpK+9dOTfHgErP6TSBthd4KHA+GdpG7wO7TNg667z3trz3RYaizhurKMPBjdybw/wkud40jmwDRp7zwIyqtN5XpDTqcTcbAAAAAAB4VrZ6AuFRL9RjtXtnAkL7b/wjONXWsZTVX/VCEZvBxaUJkoYDfZoJNE2WG8iNiSi9lnfunWxdOY/1NDWTWkpJDheIOkXunOheqzSLlI/80jzQwarjsl5JJGBm867Wc2wDrI3TipTGQ7lcNjBZbYndXOxuj+75FgbLSvLaa6f6lWFg+fpjpdd5nzpWktLj7WQdpdJjqP7bvOc5LjJVT8S2BSTt6M2UYRqvvLvx56Vct0HyRsfcrRDZN89Ovn2RprDzxkpk1Bt3TMn4Xm4WTH619d5MlB2uQwAAAAAAAM/BxhoDyvXQ5K7mEe+VPJLE+KK3eT2WB/LwqP7bfxMJfj0+RCNDtlfqkkOUDB5Ebyq/eN7zpTkI0I4/xqciDTcYNOSorGNiN+r5cqonh1Jaen+t3sAUoiePMgwHG4upPwuUYUIdiwTmYxPSnnfzHReZ3r1W+34sM8WkbaQM0+TI+2T8eXvHiw6iP+vYb859MV9x541Vscf5viS3G3flXN9ZsPAQQcH8GNcF1ksAAAAAAID12KIJhIvudftOXpfUf+V6rNEhPCZ5sfQY19FtzY6pvU7x4OrUvvu/GO90QceCztuo+iZ/vtPKMMdNKoVZvo6t/7jYnjLMl/fuuR2eRp2tdqYX+LbV5+fGDBe1tXdFAAAAAAAApNvqYYKW80E+jtV/o+nY4JHHMpNHJggmu4w2cgTBxG2To4e8hw+6oL17Fm+OabQo7A6GR5kbV12RYurYeo+LdOsuwzx5r0rrSgd+RzJaydwF22b99fnZMcNFjWV4uc5jBAAAAAAAoDjPvDHABvdKiYPALzjsyULc8CPjoVyvpANxzqE53CSa8TkGJukc3annyWVnxgN3z+cKJuF07LAcZZnZ3Iy0/bVibl6D2SFi5vAow/X2FS+mjnUaBR8XHz6aOQuSD8FtK0P/vNtx4XXg91zOb0eq0lbkff7ZlZV11vmUbRW2L4o7b/jLV4b2DqB5jRt6Aum+9Bdo3Gnok7DKpZ5weXpXib0zR0/0rV9fLVRHAAAAAAAA1uOZNwa44F75ODbfgGUmVy1VpGlmAV0ll47SoUzmca225KqgYYLM0BQyklvvoSkGcqEDmMEEqM4kwGmiyW6s8FDZ6Z7n9f2xqHcnZgL9jY4dQz0smOC4Hpv3QS0bLfr0/bUyel80dbAyz3AvPmW4TsXVsUKPi7lBZm3bytAz76re6jswxsNLO3SZmz+gVHm/QL1dZ51P21ZR+6LA84a3PGUYNJrNGbYsaJAIH0eeuucJd5O4O3PM5NfqdXhyZgAAAAAAgG3z6uDg4PPe3p48PT25t1YsJSikhz/RsVo7HMqj9CKTh+oenXXZH7ZjARc9nEdTKqFuqTowM13G/l18i8G2gvRMXi8sno6RSv+dHCWmeb5gKJiI8VDa4SFMfNM8U9Y6TdEJWRud0HjpeviUczHlpRacrDuaJr2Oa3mj8np4H81XZF2aWV88gVn7K11i+Ti2PDL2d15ZZVhQ/fGr8xl17ObENHo8mrS4ZcXVnZl0FldOyWkPWVMZ+kvJ+4dQw1HCvijLWIbtM7k5mV8PZ+vzcnU+n4xtZe0LTzPnjes3obpn3846b6QdywuXoWv4C6cjyu3H+Dl1YfFjFAAAAAAAYDPevn3rns23/sYApMoMrAJbxwVYExt/8CJkBuHXwzRS7BcV6AcAAAAAAHg+fBoDdngCYQDr0ZVrO05UbFgoYI0aeoJfkdEtDQEAAAAAAABJaAwAsLTBxZkZV39m3ghgHfSdCfWyGTqIm1MAAAAAAACS0RgAoBDd87YMxyU5zDszK7CkxmlFSqMe4/YDAAAAAACkYM4AAAAAAAAAAACeMeYMAAAAAAAAAAAANAYAAAAAAAAAALDraAwAAAAAAAAAAGDH0RgAAAAAAAAAAMCOe3mNAdWWXPX70mm41/Dnyq4/eVxJq+o+2yT2KQAAAAAAAACk4s6AQjWk0+/L1VZEyLUC06MD7s2KlEY9qdVq7nEmFwP3OQAAAAAAAABga629MaDRCfcs37Ie5pirenIoJRnL8Lrr3gEAAAAAAAAAPBebuTNgPJT2pHd5TXqjklSa29SjHske5YE7AQAAAAAAAADg2Xl1cHDweW9vT56entxbq6XvDKjvD6V9diHTuHJVWldNqZRG0qudS7fRkX59X4btM3k4VcuX3WLiPnev7DA4dZl8rHuuq7+JDl0TX8Ya9WpyrlZUbV1Js/KYuN79YVvOwisz6QqtSQ+Zo1Zi11Fyb84ax9eTwqzr8F6Vz4OchtI9u475eS8yPYHkcgpL3xc+5bx43q1gnwIAAAAAAADAS/L27Vv3bL4tmTNgIA+P7umEvVugLsEY9W0ZjstSv2qJuX9AB+ZdIDm4w6A9FPM3k4lkzcSy0WVqaqGx+zgPM7xRvWwCzpN13R2ZbQ0uztx7PRmpZXXwerKMeuQNvEupIs3+sXxsu3X0Ruqt5jRfGXkvLD1mO3YoJ9u4oMo/PLxTkCCffeErK+8F7lMAAAAAAAAAeCm2pDGgKm/21X/jj/LBvmGYIPakq/dAbu7HIqXX6llVWsdl0zM/HNgeXFzKUC1SPrYNBo3TipTGQ7nMG4yPq7bEbi7W87x7vrKe6KNe6A6H7p0J6u+/0bnyy3shVP6mwX0dbtd3ZrgAvH6YzBefnvl5L3CfAgAAAAAAAMALshWNAY2OHiJoLMPL8NBBIo+xAeptj/dzkeqJHJZ020G46UALNxg05Kislrm/iaxzEXby3JHcrW0ImpRteeT9nXtnLQpPT1o5F7dPAQAAAAAAAOAl2UxjgBkKZjrcjJlDoBYf6z9bvLFgSt9mUJx3r020O3LXwqal5d11ol+rbUsPAAAAAAAAAGBqM40BYx38Dw03E5lMuAgzExAs5cPHDfS4X9ijzI3Lb8S2pQcAAAAAAAAAXp4tmTMgp8GN6BFoykfx2WmrcqLHrBndqecfxMbwoyF8M+a8ez5X40jK7qk2MLMbl2VmczOSt1koj7xPR9nZtvTExMo5W859aiYb1nefdCRz1wEAAAAAAADADnuejQEykIvbkUi5Lp1QlLfaem/nHrjW4Wc3Zn35WFpumJpq60rq+2NR707MBPobHenXYyHq7rWdDLd+NVmXoZYNb19v065uus3i+eQ9sD3p8SrnTH77NGDnetB8GnIAAAAAAAAAYHc908YApXsutd5IyvXp3APNyqP0QnMP6AmHe6OSVJru89e3Uju7jQ4ipNbTHo6n66mLWkfbBP+nBnJxVousyzyO7uQ81u29e67/NrrcVdGReI+8B7YmPV7lnM1rnzqDm3vXSLDOyZ8BAAAAAAAAYPu8Ojg4+Ly3tydPT0/uLQAAAAAAAAAA8Fy8ffvWPZvv+d4ZAAAAAAAAAAAAvNAYAAAAAAAAAADAjqMxAAAAAAAAAACAHcecAQAAZNATlmep1WruGQAAAAAAwHoxZwAAAAAAAAAAAKAxAAAAAAAAAACAXUdjAAAAAAAAAAAAO03k/wctr0YuJW9rLAAAAABJRU5ErkJggg==)**

# Problem 3: Real-Time Traffic Monitoring System

**Scenario:**

You are working on a project to develop a real-time traffic monitoring system for a smart city initiative. The system should provide real-time traffic updates and suggest alternative routes.

**Tasks:**

1. Model the data flow for fetching real-time traffic information from an external API and displaying it to the user.
2. Implement a Python application that integrates with a traffic monitoring API (e.g., Google Maps Traffic API) to fetch real-time traffic data.
3. Display current traffic conditions, estimated travel time, and any incidents or delays.
4. Allow users to input a starting point and destination to receive traffic updates and alternative routes**.**

**Deliverables:**

* Data flow diagram illustrating the interaction between the application and the API.
* Pseudocode and implementation of the traffic monitoring system.
* Documentation of the API integration and the methods used to fetch and display traffic data.
* Explanation of any assumptions made and potential improvements.

**Approach:**

1. Data Flow Diagram

Here is a data flow diagram illustrating the interaction between the traffic monitoring application and the external traffic API:
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The key steps in the data flow are:

* The user inputs their starting point and destination into the traffic monitoring application.
* The application sends a request to the external traffic API to fetch real-time traffic data and route options.
* The traffic API provides the requested data, which the application stores in a local database.
* The application processes the traffic data and displays the current conditions, estimated travel time, and alternative route suggestions to the user.
* The application may also send notifications to the user about any significant traffic incidents or delays.

**Pseudocode:**

BEGIN

DEFINE function fetch\_traffic\_data(start, destination):

API\_KEY = "your\_api\_key"

BASE\_URL = "https://maps.googleapis.com/maps/api/directions/json"

response = send\_get\_request(BASE\_URL, params={origin: start, destination: destination, key: API\_KEY})

IF response.status\_code == 200:

data = parse\_response(response)

RETURN data

ELSE:

RETURN error\_message

DEFINE function display\_traffic\_data(traffic\_data):

PRINT "Route: " + traffic\_data['routes'][0]['summary']

PRINT "Estimated Travel Time: " + traffic\_data['routes'][0]['legs'][0]['duration']['text']

PRINT "Traffic Conditions: " + traffic\_data['routes'][0]['legs'][0]['traffic\_condition']

PRINT "Incidents: " + traffic\_data['routes'][0]['legs'][0]['incidents']

DEFINE function suggest\_alternative\_routes(start, destination):

# Fetch and display alternative routes

traffic\_data = fetch\_traffic\_data(start, destination)

IF traffic\_data != error\_message:

FOR route IN traffic\_data['routes']:

display\_traffic\_data(route)

ELSE:

PRINT "Error fetching traffic data. Please try again."

DEFINE function main():

start = GET\_USER\_INPUT("Enter the starting point: ")

destination = GET\_USER\_INPUT("Enter the destination: ")

traffic\_data = fetch\_traffic\_data(start, destination)

IF traffic\_data != error\_message:

display\_traffic\_data(traffic\_data)

PRINT "Alternative Routes:"

suggest\_alternative\_routes(start, destination)

ELSE:

PRINT "Error fetching traffic data. Please try again."

**END**

**Detailed explanation of the actual code:**

1. To retrieve real-time traffic data, the program interfaces with the Google Maps Directions API.Using the user's starting point and destination as input, the get\_traffic\_data() method creates the API request URL and submits a GET request to the API.  
2. The following data is then extracted by parsing the API response:  
3. Present traffic circumstances: information["paths"]["legs"][ "duration\_in\_traffic" ]["text"]  
4. Approximate journey time: information["paths"]["legs"][ "duration" ]["text"]  
5. Other route possibilities, including information on each route's length, distance, and traffic time The display\_traffic\_info() method then receives this data and displays it to the user.

.

**Assumptions made (if any):**

1.The user has a valid API key for the Google Maps Directions API.

2.The API provides accurate and up-to-date traffic information.

3.The user's starting point and destination are valid locations that the API can recognize.

**Limitations:**

1. \*\*API Rate Limits\*\*: If you make too many queries, you may be refused service if the allotted amount is exhausted.

2. \*\*Dependency on External Service\*\*: Functionality is impacted by any outages or performance problems with the traffic API.

3. \*\*Data correctness and Coverage\*\*: The techniques and coverage of the API determine the traffic data's availability and correctness.

4. \*\*Real-Time changes\*\*: The system might not deliver changes instantly, resulting in traffic data that is a little out of date**.**

**Code:**

import socket

import time

import json

def get\_user\_input():

start\_point = input("Enter starting point: ")

destination = input("Enter destination: ")

return start\_point, destination

def send\_api\_request(start\_point, destination, api\_key):

sock = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)

sock.connect(("maps.googleapis.com", 443))

request = f"GET /maps/api/directions/json?origin={start\_point}&destination={destination}&key={api\_key}&traffic\_model=best\_guess HTTP/1.1\r\nHost: maps.googleapis.com\r\n\r\n"

sock.sendall(request.encode())

response = b""

while True:

data = sock.recv(1024)

if not data:

break

response += data

sock.close()

# Split the response into headers and body

response\_parts = response.decode().split("\r\n\r\n", 1)

# Check the response status code

status\_code = int(response\_parts[0].split("\r\n")[0].split(" ")[1])

if status\_code == 200:

return json.loads(response\_parts[1])

else:

raise Exception(f"API request failed with status code {status\_code}")

def display\_traffic\_data(traffic\_data):

if "routes" in traffic\_data:

for route in traffic\_data["routes"]:

for leg in route["legs"]:

print(f"Route: {leg['start\_address']} to {leg['end\_address']}")

print(f"Estimated Travel Time: {leg['duration']['text']}")

for step in leg["steps"]:

print(f"Step: {step['html\_instructions']}")

if "traffic\_speed\_entry" in step:

print(f"Traffic Speed: {step['traffic\_speed\_entry']['speed']} km/h")

if step['traffic\_speed\_entry']['congestion'] == True:

print("Congestion Detected")

print()

else:

print("Error: Unable to fetch traffic data.")

def main():

api\_key = "YOUR\_API\_KEY"

while True:

start\_point, destination = get\_user\_input()

try:

traffic\_data = send\_api\_request(start\_point, destination, api\_key)

display\_traffic\_data(traffic\_data)

except Exception as e:

print(f"Error: {e}")

print(f"Last updated: {time.strftime('%Y-%m-%d %H:%M:%S')}")

print()

input("Press Enter to continue...")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Sample Output / Screen Shots**
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# Problem 4: Real-Time COVID-19 Statistics Tracker

**Scenario:**

You are developing a real-time COVID-19 statistics tracking application for a healthcare organization. The application should provide up-to-date information on COVID-19 cases, recoveries, and deaths for a specified region.

**Tasks:**

1. Model the data flow for fetching COVID-19 statistics from an external API and displaying it to the user.
2. Implement a Python application that integrates with a COVID-19 statistics API (e.g., disease.sh) to fetch real-time data.
3. Display the current number of cases, recoveries, and deaths for a specified region.
4. Allow users to input a region (country, state, or city) and display the corresponding COVID-19 statistics.

**Deliverables:**

* Data flow diagram illustrating the interaction between the application and the API.
* Pseudocode and implementation of the COVID-19 statistics tracking application.
* Documentation of the API integration and the methods used to fetch and display COVID-19 data.
* Explanation of any assumptions made and potential improvements.

**Approach:**

**+-------------------------+**

**| User Interface (UI) |**

**+-----------+-------------+**

**|**

**v**

**+-----------+-------------+**

**| User Input Handler |**

**+-----------+-------------+**

**|**

**v**

**+-----------+-------------+**

**| COVID-19 API Request Handler |**

**+-----------+-------------+**

**|**

**v**

**+-----------+-------------+**

**| External COVID-19 API |**

**+-----------+-------------+**

**|**

**v**

**+-----------+-------------+**

**| COVID-19 API Response Handler |**

**+-----------+-------------+**

**|**

**v**

**+-----------+-------------+**

**| User Interface (UI) |**

**+-------------------------+The key steps are:**

1. The user inputs a region (country, state, or city) into the application.
2. The application sends a request to the COVID-19 API to fetch the real-time statistics for the specified region.
3. The COVID-19 API processes the request and returns the current case, recovery, and death data.
4. The application receives the COVID-19 statistics and displays the information to the user.

**Pseudocode:**

BEGIN

DEFINE function fetch\_covid\_data(region):

API\_URL = "https://disease.sh/v3/covid-19/"

response = send\_get\_request(API\_URL + "all" IF region IS "global" ELSE API\_URL + "countries/" + region)

IF response.status\_code == 200:

data = parse\_response(response)

RETURN data

ELSE:

RETURN error\_message

DEFINE function display\_covid\_data(covid\_data):

PRINT "Region: " + covid\_data['country']

PRINT "Total Cases: " + covid\_data['cases']

PRINT "Recovered: " + covid\_data['recovered']

PRINT "Deaths: " + covid\_data['deaths']

DEFINE function main():

region = GET\_USER\_INPUT("Enter the region (country, state, or city): ")

covid\_data = fetch\_covid\_data(region)

IF covid\_data != error\_message:

display\_covid\_data(covid\_data)

ELSE:

PRINT "Error fetching COVID-19 data. Please try again."

END

**Detailed explanation of the actual code:**

1.The program makes HTTP requests to the COVID-19 API offered by disease.sh using the requests library. The current number of cases, recoveries, and deaths for a region (country, state, or city) can be obtained by using the get\_covid\_stats function.

2.The function display\_covid\_stats is accountable for producing user-friendly formatting and printing of the COVID-19 statistics. It receives the data on cases, recoveries, and deaths as input and outputs it with the proper formatting (for example, commas are added to big numbers).

3.The primary purpose is to serve as the application's entry point. After asking the user to select a region, it calls the get\_covid\_stats function to retrieve the information, passing the results to the display\_covid\_stats function to show the data.  
  
**Assumptions made (if any):**

1.The disease.sh API must be accessible and provide correct real-time COVID-19 data in order for the application to function.The software anticipates that the user will enter a legitimate territory (a nation, a state, or a city) that the API is able to identify.  
Prospective Enhancements:

2.To handle API failures or incorrect user input appropriately, incorporate error handling into the program.

3.Offer other features, including the capacity to show trending, historical COVID-19 data, or infographics.

4.To enhance the user experience, integrate the program with a user interface (such as a web application or a mobile app).

5.Permit users to choose from a variety of areas and view the COVID-19 statistics side by side.  
Give users the option to configure alerts or notifications for noteworthy alterations in COVI19 data

**Limitations:**

1. \*\*API Rate Limits\*\*: Service limitations may result from frequent queries that surpass the API's rate limits.  
2. \*\*Data correctness and Latency\*\*: Updates could not happen instantly, and data correctness varies depending on the API provider.  
3. \*\*Geographic Limitations\*\*: There may be little to no data coverage in some areas.  
4. \*\*Error Handling\*\*: Not all API failures or invalid inputs will be gracefully handled by the system.

.

**Code:**

import urllib.request

import json

# Function to get COVID-19 statistics from disease.sh API

def get\_covid\_data(location):

# Set the API endpoint and parameters

url = f"https://disease.sh/v3/covid-19/countries/{location}"

# Send a GET request to the API

with urllib.request.urlopen(url) as response:

# Load the JSON response

data = json.load(response)

# Extract the relevant COVID-19 data

cases = data["cases"]

recoveries = data["recovered"]

deaths = data["deaths"]

# Return the COVID-19 data as a dictionary

return {"cases": cases, "recoveries": recoveries, "deaths": deaths}

# Function to display the COVID-19 statistics

def display\_covid\_data(covid\_data):

# Print the COVID-19 data in a readable format

print("Current COVID-19 Statistics:")

print(f"Cases: {covid\_data['cases']}")

print(f"Recoveries: {covid\_data['recoveries']}")

print(f"Deaths: {covid\_data['deaths']}")

# Main function to run the program

def main():

# Get the location from the user

location = input("Enter the country, state, or city: ")

# Get the COVID-19 data

try:

covid\_data = get\_covid\_data(location)

except urllib.error.HTTPError:

print("Failed to retrieve COVID-19 data. Please check the location and try again.")

return

# Display the COVID-19 data

display\_covid\_data(covid\_data)

# Run the main function

if \_\_name\_\_ == "\_\_main\_\_":

main()

**Sample Output / Screen Shots**
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