part-3.R

sansk

2022-03-29

source('part-2.R')

## [1] "hey this is part 1"

## Loading required package: Hmisc

## Loading required package: lattice

## Loading required package: survival

## Loading required package: Formula

## Loading required package: ggplot2

##   
## Attaching package: 'Hmisc'

## The following objects are masked from 'package:base':  
##   
## format.pval, units

## funModeling v.1.9.4 :)  
## Examples and tutorials at livebook.datascienceheroes.com  
## / Now in Spanish: librovivodecienciadedatos.ai

## 'data.frame': 1460 obs. of 51 variables:  
## $ Id : int 1 2 3 4 5 6 7 8 9 10 ...  
## $ LotFrontage : int 65 80 68 60 84 85 75 NA 51 50 ...  
## $ LotArea : int 8450 9600 11250 9550 14260 14115 10084 10382 6120 7420 ...  
## $ Street : chr "Pave" "Pave" "Pave" "Pave" ...  
## $ Alley : chr NA NA NA NA ...  
## $ Utilities : chr "AllPub" "AllPub" "AllPub" "AllPub" ...  
## $ LotConfig : chr "Inside" "FR2" "Inside" "Corner" ...  
## $ Neighborhood : chr "CollgCr" "Veenker" "CollgCr" "Crawfor" ...  
## $ Condition1 : chr "Norm" "Feedr" "Norm" "Norm" ...  
## $ Condition2 : chr "Norm" "Norm" "Norm" "Norm" ...  
## $ BldgType : chr "1Fam" "1Fam" "1Fam" "1Fam" ...  
## $ HouseStyle : chr "2Story" "1Story" "2Story" "2Story" ...  
## $ OverallQual : int 7 6 7 7 8 5 8 7 7 5 ...  
## $ OverallCond : int 5 8 5 5 5 5 5 6 5 6 ...  
## $ YearBuilt : int 2003 1976 2001 1915 2000 1993 2004 1973 1931 1939 ...  
## $ RoofStyle : chr "Gable" "Gable" "Gable" "Gable" ...  
## $ RoofMatl : chr "CompShg" "CompShg" "CompShg" "CompShg" ...  
## $ Exterior1st : chr "VinylSd" "MetalSd" "VinylSd" "Wd Sdng" ...  
## $ MasVnrArea : int 196 0 162 0 350 0 186 240 0 0 ...  
## $ ExterQual : chr "Gd" "TA" "Gd" "TA" ...  
## $ ExterCond : chr "TA" "TA" "TA" "TA" ...  
## $ Foundation : chr "PConc" "CBlock" "PConc" "BrkTil" ...  
## $ BsmtQual : chr "Gd" "Gd" "Gd" "TA" ...  
## $ BsmtCond : chr "TA" "TA" "TA" "Gd" ...  
## $ TotalBsmtSF : int 856 1262 920 756 1145 796 1686 1107 952 991 ...  
## $ Heating : chr "GasA" "GasA" "GasA" "GasA" ...  
## $ X1stFlrSF : int 856 1262 920 961 1145 796 1694 1107 1022 1077 ...  
## $ X2ndFlrSF : int 854 0 866 756 1053 566 0 983 752 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 1710 1262 1786 1717 2198 1362 1694 2090 1774 1077 ...  
## $ FullBath : int 2 2 2 1 2 1 2 2 2 1 ...  
## $ BedroomAbvGr : int 3 3 3 3 4 1 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 2 2 ...  
## $ KitchenQual : chr "Gd" "TA" "Gd" "Gd" ...  
## $ TotRmsAbvGrd : int 8 6 6 7 9 5 7 7 8 5 ...  
## $ Functional : chr "Typ" "Typ" "Typ" "Typ" ...  
## $ Fireplaces : int 0 1 1 1 1 0 1 2 2 2 ...  
## $ GarageType : chr "Attchd" "Attchd" "Attchd" "Detchd" ...  
## $ GarageArea : int 548 460 608 642 836 480 636 484 468 205 ...  
## $ GarageCond : chr "TA" "TA" "TA" "TA" ...  
## $ PavedDrive : chr "Y" "Y" "Y" "Y" ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolQC : chr NA NA NA NA ...  
## $ Fence : chr NA NA NA NA ...  
## $ MiscFeature : chr NA NA NA NA ...  
## $ MiscVal : int 0 0 0 0 0 700 0 350 0 0 ...  
## $ MoSold : int 2 5 9 2 12 10 8 11 4 1 ...  
## $ YrSold : int 2008 2007 2008 2006 2008 2009 2007 2009 2008 2008 ...  
## $ SaleType : chr "WD" "WD" "WD" "WD" ...  
## $ SaleCondition: chr "Normal" "Normal" "Normal" "Abnorml" ...  
## $ SalePrice : int 208500 181500 223500 140000 250000 143000 307000 200000 129900 118000 ...

## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> = "none")` instead.  
## `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> = "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAABqlBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZpAAZrYAujgAv8QVFRUVFUUVFW8VRUUVRZUVb7kzMzM6AAA6ADo6AGY6Ojo6OmY6OpA6ZmY6ZpA6ZrY6kJA6kNtFFRVFFUVFFW9FRZVFb7lFld1NTU1NTW5NTY5Nbm5NbqtNjshhnP9mAABmADpmOgBmOjpmZmZmZpBmkJBmtrZmtttmtv9uTU1uTW5ubk1ubm5ubqtuq+RvFRVvFUVvFW9vRZVvb0VvlZVvuf+OTU2OTW6Ojm6Oq6uOyMiOyP+QOgCQOjqQZjqQZmaQZraQkGaQtpCQttuQ27aQ2/+VRRWVRUWVRW+V3f+rbk2rq46ryKur5Mir5P+2ZgC2Zjq2kGa2tma2tpC2tra225C229u22/+2/9u2//+3nwC5bxW5b0W5/7m5///Ijk3IyI7I5KvI///bkDrbtmbbtpDbtrbb27bb29vb2//b///dlUXd3ZXd///kq27kyI7k///1ZOP4dm3/tmb/uW//yI7/yMj/25D/27b/29v/3ZX/3d3/5Kv//7b//7n//8j//9v//93//+T///9XCdcOAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAS/0lEQVR4nO2dC3sbRxWG5dBgcC+pCy0Fh6RRQkxKKSUO4KaUOLR2gVLc1g7E3KEojWgNFGKshtrC1PUl8f5n5pw5M7uru1YajX30vQ/R7uqyo87ruezqYb5SAlRTiv0FQFggWDkQrBwIVg4EKweClRNL8JMgMLEFRyp3bIBg5UCwciBYORCsHAhWDgQrJ7rg/4wNkSpYthAcnEgVLFsIDk6kCpYtBAcnUgXLFoKDE6mCZQvBwYlUwbKF4OBEqmDZQnBwIlWwbCE4OJEqWLYQHJxIFSxbCA5OpAqWLQQHJ1IFyxaCgxOpgmULwcGJVMGyheDgRKpg2UJwcCJVsGwhODiRKli2EBycSBUsWwgOTqQKli0EBydSBct2aIKr5Xne1hftP+FwYTHzpvrF26782NU+OoZVw/0xbMF713586cPECs1KhWAlgmuXPpgjlRDcBP/3bkxNnaGHqakLyfbU1A1bCxsXksrU1GN36dE+lTl8+Lb5SLJh/h38cLNvIUMWfLQ6a/5nGvJcmbl8P6mZzawR/Jp5iiSb44u3xlXw7vnNh2+Twt1zdw+ur5hHfva55OE7K2Zn+4lNu5M93D5jHg5eoXduX+jbyJAFU9OskT3fgunocGH+cEFeqZoevF4eZ8HsrnIj3U/urCRWtWnJ/C93yIIrrPbhu3f7NTJkwVXTZI3OVDAfJInd7s0t7nEHXh1Xwcnu2UfJqZGbbJ9hz6bnNa1z+/GzpiOmJvs2qcweUhdN7yc2bvRrZLiC9+ZIJzVSJ9gKlTHYPNR5Cja2YzArM5KoQXrBbO+zTbJXmXr0VW6rDYeVG5WpJzaleffFcAXX7MhbXkwFX7MqneDaeAvesGJ5RPVdtG+e4lKqJnO4e/7f5zdpL7Jgnl+Rx1m04GboP9e0YGq9rNRPsriLponyDfNon8ofmr+DXSu4EreLdt7MZKp5DLaCrfDauAqmC58z1l+SXiaZSRa9cCGx10UkPHMonTl10bEnWTTFIsxQTGJZLrk0LdsJ5uPxnUW3xlwm9UbkyyTXHfM0q2qugavZ62ARPN7XwW3ocWg9Bjc6+i8/drWPjkgVLFsIDk6kCpYtBAcnUgXLFoKDE6mCZQvBwYlUwbKF4OBEqmDZQnBwIlWwbCE4OJEqWLYQHJxIFSxbCA5OpAqWLQQHJ1IFyxaCgxOpgmULwcGJVMGyheDgRKpg2UJwcCJVsGwhODiRKli2EBycSBUsW6z4rhQIVg4EKweClQPByoku+JsjItJ/X3QgWDkQrBwIVg4EKweClQPByoFg5UCwciBYORCsHAhWDgQrB4KVA8HKgWDlQLByIFg5EKwcCFbOsARX3TrCWXpJXYHgsAxNMK9Dujc3m3mup1AOCA7LcAVnzCXHULBdnTcbfEJs0KL5HGzCj4mLPOFlfQeLPDkGDFmwXRKcFpid5+SV7qkrIxRsl1rPBp/QN9h9jvyZp/wLEpVx8PJjtFD3IJEnx4AhC+YtLQlN6Q09pa6MULBBBLvgE+IO2zTt2K/pa80/fPf9V0Rw4ciTY8CwBdcufWgXea/TTg+pKyMVvEFddCb4JElsfAJvKj86a7toG3mS+C66eOTJMSCAYDvAGpM9ZTaMVDA122zwSeI8H1xfSSqUp8AObeSJcz9A5MkxIEAXXXfRKz2lroxYsO2JXfBJIoJ3v75iu2zvkHbkLQNEnhwDAkyyvL3j1oJtUFE2+CSxFtOkk4rLwEhb8CCRJ8eAAJdJ/oqop9SVEQpOo0x88EnCk6yKvWbaoIc08kQEDxJ5cgwY9o0O0sn6qhSt00PqyigFtyRk5MkxIMitSrr0pa64l9SV6IJDRp4cA/Bjg3IgWDkQrBwIVg4EKweClQPByoFg5UCwciBYORCsHAhWDgQrB4KVA8HKgWDlQLByoguOVO7YAMHKgWDlQLByIFg50QV/sTWRvo4+IFg5EKwcCFYOBCsHgpUDwcqBYOVAsHIgWDkQrBwIVg4EKweClQPByoFg5UCwciBYORCsHAhWztAF2zUNG6Mb6F99MR/pYMuH4LAMXzCvSlprMGkEs2MIHjWBBLtVhB2FBG/ks1Bo1VB/sM0BKhyjcuKDUYISTPCiX2DW7lPoyuWPaY3h1xcyAVodBNsUFJ+FQuv++oOD6yu75+7ahdtPfDBKUEJ10bNJg2DXgn38ipTfWTCvti4xN3dW0pV//bNO8EkORglKoEkWLRTdTrCNX3Hld+iibTyKhKTYpdh9MIosv78hXfSJDkYJSqAWXM+sAd4o2K0MbstvL9jGo7iQFA5Z8MEoPl/BP57gYJSgBBJM+VeDCrbxKBKSIoJd9knaccvhSQ5GCUoowbXBBdt4FAlJsV20b7h+ksWHJzwYJSjBWvDl+260LSpY4lEq7sqIMuh8MIq/TCL3JzwYJSjBxuDF5Gj18v2j1XIqeL5PwQ30EI+Cy6QmQt6qPDQXvK/7LpoyWD4eRHD3ARY3OprBjw3KgWDlQLByIFg5EKwcCFZOa8H/+NfIyofgsLQUvH/l1HujKh+CwwLBymndRW9Nf35EnTQEB6Z1C35humQJ3pIhODAtBT/46beFF++FLh+Cw4LLJOVAsHLaCf7n74nfvYgx+ITTWvAOJllaaC14rfT09MRXXihNLAcvH4LD0uZGx8TympG7XpoZVfkgEG3vZK2Xrpqe+nTwy6TA5x972greMq13BLcsITgwbcbgieWd6UnTgiH4pNPmXnTp1J+XSl9bKk2OqnwQiDbXwX/70ns73yqVHgn+oxIEB6bTnaxPR/CL0pNfaEX4cseG6LcqITgsbWbRj7w1qvIhOCytfy789XSp9OwfR1I+BIelXRf90U9KpYmvhh+EITgwHcbgv5tp9Ong18EQHJZOk6yP3hjBr0kQHJa2gv9HffSzfwpePgSHpbXgT39jZllPvzWK8iE4LG0uk0qf+27o35GkfAgOS2vBPxvd/3UFgsOCO1nKgWDlQLByIFg5EKwcCFYOBCsHgpUDwcrpV/DR6qUPaSuLyjpoWcpy/qkey4fgsPQvuDxL27zgGqVsOPf9lQ/BYelf8Deu0UqyOcESwXC0Ott/+W0FS4KOjVNJeK3ZytTUY3xkd/gRoTqd6V/wLCWqWMF10y/PJ6ntGnmm9YRpxeCbt8qmRcsRP33xFq0yXJMPSfntBEuCzsHLVimtFi2L+CeyYx8RqtOZAoJ5sWdySqt+Hy7MmucyKVjVWZt7drhA1t0RZTiY90uizt6c/0BHwe+sPHz3fWnBd1aS3XPSmO2OfUSoTmcKCE5qRl2VVnMnTW4Rd+Hw5m3bZfOC/v7IduJVSdVJ6n60bt9FS5yOdNG8jP/jLlSHd+wjQnU6U0QwmTWCrTQJZbBds/VWL5cX00Xd+cgaNX8MNtwuk5vUTrCL0xHB7PCzTXFod/whQnXaU0Qw6fKCJY2BIY1miL30wZwT7I5qXrDNzSp3FezidLKCk4xDu4NQnW4UEpxU57Mt2E+yjGB+cs8J9kcNLThTfocWzHE62S76jPTCdscdIlSnE8UE7137XmYM9j2u0cgm666L9kf2HbX8eM3ltx2DK/nLJArVqbhQHRung1CdHigmmBJU0lk09cR8tVSelcZrDn0L5qP8LJpmW678toIbQKhOMQoKthdBdX9Jy7cquRuuUaZO1TVVd8RzsEt/pXfU/GSMy+9VMEJ1ijHSHxvqzfcycasyMCMSzGNwYyw4lw/BYRlVC65nr42y5UNwWPB7sHIgWDkQrBwIVg4EKweClQPByoFg5UCwciBYORCsHAhWDgQrB4KVE11wpHLHBghWDgQrB4KVA8HKiS74L4ZIZY8FEKwcCFYOBCsHgpUDwcqBYOVAsHIgWDkQrBwIVg4EKweClQPByoFg5UCwciBYORCsHAhWDgQrZxDBVV4YuGH52J6o+xWzIDgwAwnmVYRr/RvOLDkLwYEZXHCrBQq70FIwrxtcmZqSNZ830rWi7bOIVynEMARnslaSvTne2Zt7faFcnqcjWXSWlqU9XKBnF+lZl8rjBXO8Cq3jb6NVaPVgl7iyfYZUI16lEEPoonkJeElX4UVH6+SQloamZYNpMX+XtHK4YBeMbtGCbbwKNVu7bPCdlSRNXEm8YMSr9MvgkyxqjD5dxS0YzME58rDok1Z4x6d42PJzXTQncVxIXOechmJJF414lb4ZvAXXbdady1qxhn1YAz34pBUWyyke7cfgR1+1ORubSUawi2NAvErfDC6YV+t36SqUbVh2GQ1esEta6S44EZVNghGvUpAhCK5lslbs8xdvt2jBiczHOgk20ymbZ5brojl1A/EqxRhGC75836erMMZfTrD32UsXLZdJd1zqWRqygniVIgxjDF5M01W4sdYbWrBPWkkFp9mFbW50dAxZwWVS7wzpVqVPV6nbZ/KCXdKKE2xTeWz57e5kdRhmcaOjD/Bjg3IgWDkQrBwIVg4EKweClQPByoFg5UCwciBYORCsHAhWDgQrB4KVA8HKgWDlQLByoguOVO7YAMHKgWDlQLByIFg50QV/8sknkYoeDyBYORCsHAhWDgQrB4KVA8HKgWDlQLByIFg5EKwcCFYOBCsHgpUDwcqBYOVAsHIgWDkQrBwIVk4BwbxiMC3fLqsEyxrgze9xyxVmkDXEZ9PyITgs/Qs+WuXV+tnR3rXWiSt1Smig5UcbX3AxD949BAemf8F2Wegat9s2gmXl6KPVpjYsKxD7FaRTwW41YZvDkQtd2eY1hhG9UoiiY7As08+CKZEjqc3uXfvlHIerJDUR+1/6I5A8lsObt0xnLoL92uFeMCesSOJKkg9dObi+snvuLqJXilFUcDXTgmk58KNVSstZ5NWjj1ZnM2+UPBbbLbdrwTZhxa72TmRDV3bPS9YOolcKUFCwHWRFMK0AbfY4ZIVabzYqy+ex2CfdGOz/AnJd9PbjZ6kHbrOiP6JXilBMsEtakTHYtFLj1fa7dVrYfb7h3ZzH4vKzbEiWKz83Bn+2abXlMjmcYESvFKGQ4LozJIJNH12dd/31xdu5LtrlsYjgxmlXXnDi41Uygn0XjeiVAhQRXPMtUAQf3vyV6Ym9YD/J4gi0RddFdxdMbZVbcK6L9pMsRK8UoIDgWtlnpojgo9XvG3F2DK7ynr9M8nksPbVgiVdpCF3xl0mIXumfItfB6QjqroO5TXNeoc3W4T6c74j4PJZugvN0DF2x4DKpJ/oXXCunYStOMG/35l6TsNHE3se02ZWSx9Kf4O4DLG509MZwfmzY+8H97N2LfsrHrcqwDEdwjXptCD6ODEPw3hx3vBB8HMHvwcqBYOVAsHIgWDkQrBwIVg4EKweClQPByoFg5UCwciBYORCsHAhWTnTBkcodGyBYORCsHAhWDgQrB4KVA8HKgWDlRBcMAhNZMBgREKwcCFYOBCsHgpUDwcqBYOVAsHIgWDkQrBwIVg4EKweClQPByoFg5UCwciBYORCsHC2C10qWq0M5284z93j7YOmqO/Nk75/e6v4ldqZLp+/Z8yfJ/vPLBb9nD6gRfPreEM+2JTrXJ92Z96/0XMD+la6CHyzNPFia9OVsDfXL54HglmeziliVnHlrotdm1oPgnaeWk/XT9x68Yc9pG3IY1Anef/7N0qn3knXTq87QsdmZ+PlTy1zr/CCv7F956Yrt0de5A16jxrRuW5Sr+C1zInfmnenMZ9MyJpPGM5rel7rfNTdemJ2JN+mvw38lL9h1FLQfqmL0Cea+dN3U6M60qc41I2KrNJEKdq/sXzE76/Jv/8oMyXQtyQ3BLD3TgtPPujLMB5vOaNv9pH2D/wLpV0qki55xf0f9dA99o1DwjDxQA+R252vdPPhXeMe8bJ+w8qlhEdKy7EtuDJ5M8p9NP9h0xqt23kSF2y+wRl9A3sYf4kmWb8DyriCoEewm0WzStghTbbZCd9Iu2r/invB1a9qc6ymzQ7A780zmrPyC+2DTGd0YvEVfx34B8x7/Nv+VTQPev1Li190fSwDUCE5b8FWuW+t7vUmwe8ULllZLKtakA5WuU1qfHx/zn/XNvfGMbqQ/9Qfz+XUvuOk6bosHfj49BHelQbAb06TdNLZg975sC95//hdyPeqGYGnBqeDcZ/MtOHNG7uyn5R0NLTgDN+AZ+wYI7kpesL9SsTvrMgS6fjT7Pl+3D5a+LOdwY2N2DE5Pln52puWzXARr2yq5MdhNArJs2UGd34kxuCt5wTKB9XPXieUHS+ayc6l01b+Sm1bzXYd1dxGz5mo7O4tOMmdNy6APNp6RtJExM8DONMyi+StZeBxwXTRm0V1pEMwXnbZ3NDvfeYouaEqll9x1sHklf2FMJt2gmrl6yVwHJ5mzZsqYTJrPuGZmyHT5vcw6zSTt1G/pRP4r2VNN8pe1z+A6eDD8RKrzu55prOUe7kn1xlYqthVDK6cFEOxZb57orPfxE0Oboqevdp9D4V70gPQieGe6RS0P4SbxVvffuPBrEigOBCsHgpUDwcqBYOVAsHIgWDn/BxgKIYUiL0TeAAAAAElFTkSuQmCC)

## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## Warning: `guides(<scale> = FALSE)` is deprecated. Please use `guides(<scale> =  
## "none")` instead.
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## [1] "yo wassup, this part two"

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:Hmisc':  
##   
## src, summarize

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

##   
## Attaching package: 'caret'

## The following object is masked from 'package:survival':  
##   
## cluster

## randomForest 4.7-1

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

## The following object is masked from 'package:ggplot2':  
##   
## margin

## For binary classification, the first factor level is assumed to be the event.  
## Use the argument `event\_level = "second"` to alter this as needed.

##   
## Attaching package: 'yardstick'

## The following objects are masked from 'package:caret':  
##   
## precision, recall, sensitivity, specificity

## The following object is masked from 'package:readr':  
##   
## spec

## # weights: 42 (26 variable)  
## initial value 1284.277765   
## iter 10 value 609.446760  
## iter 20 value 603.876680  
## iter 30 value 603.764077  
## final value 603.763392   
## converged  
## # weights: 402 (266 variable)  
## initial value 1284.277765   
## iter 10 value 534.153613  
## iter 20 value 338.183216  
## iter 30 value 298.317505  
## iter 40 value 283.312614  
## iter 50 value 275.331318  
## iter 60 value 271.121151  
## iter 70 value 268.363024  
## iter 80 value 266.696211  
## iter 90 value 265.485806  
## iter 100 value 264.639428  
## final value 264.639428   
## stopped after 100 iterations

## Warning in sqrt(diag(vc)): NaNs produced

## Warning in sqrt(diag(vc)): NaNs produced
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##   
## Call:  
## randomForest(x = xtrain, y = ytrain, importance = T, method = "class")   
## Type of random forest: classification  
## Number of trees: 500  
## No. of variables tried at each split: 6  
##   
## OOB estimate of error rate: 19.42%  
## Confusion matrix:  
## Average Good Poor class.error  
## Average 854 50 0 0.05530973  
## Good 154 86 0 0.64166667  
## Poor 21 2 2 0.92000000
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library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v tibble 3.1.6 v stringr 1.4.0  
## v purrr 0.3.4 v forcats 0.5.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x randomForest::combine() masks dplyr::combine()  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## x purrr::lift() masks caret::lift()  
## x randomForest::margin() masks ggplot2::margin()  
## x yardstick::spec() masks readr::spec()  
## x dplyr::src() masks Hmisc::src()  
## x dplyr::summarize() masks Hmisc::summarize()

library(ggplot2)  
library(caret)  
library(randomForest)  
library(broom)  
  
summary(house.data)

## LotFrontage LotArea Alley LotConfig   
## Min. :-1.6623 Min. :-0.9234 Grvl : 50 Corner : 263   
## 1st Qu.:-0.4507 1st Qu.:-0.2969 NoAlley:1369 CulDSac: 94   
## Median : 0.1551 Median :-0.1040 Pave : 41 FR2&3 : 51   
## Mean : 0.0000 Mean : 0.0000 Inside :1052   
## 3rd Qu.: 0.6167 3rd Qu.: 0.1087   
## Max. : 7.3671 Max. :20.5112   
##   
## Neighborhood Condition1 Condition2 BldgType HouseStyle   
## NAmes :225 Artery: 48 Not-Norm: 15 1Fam :1220 1.5Fin:154   
## CollgCr:150 Feedr : 81 Norm :1445 2fmCon: 31 1.5Unf: 14   
## OldTown:113 Norm :1260 Duplex: 52 1Story:726   
## Edwards:100 PosC : 27 Twnhs : 43 2.5All: 19   
## Somerst: 86 RRCe : 13 TwnhsE: 114 2Story:445   
## Gilbert: 79 RRCn : 31 SFoyer: 37   
## (Other):707 SLvl : 65   
## OverallQual OverallCond YearBuilt RoofStyle   
## 5 :397 Average:1130 Min. :-3.28670 Flat : 13   
## 6 :374 Good : 299 1st Qu.:-0.57173 Gable:1141   
## 7 :319 Poor : 31 Median : 0.05735 Other: 20   
## 8 :168 Mean : 0.00000 Hip : 286   
## 4 :116 3rd Qu.: 0.95131   
## 9 : 43 Max. : 1.28240   
## (Other): 43   
## RoofMatl Exterior1st MasVnrArea ExterQual ExterCond   
## Not-CompShg: 26 VinylSd:515 Min. :-0.5706 Ex: 52 Ex&Gd: 149   
## CompShg :1434 HdBoard:222 1st Qu.:-0.5706 Fa: 14 Fa&Po: 29   
## MetalSd:220 Median :-0.5706 Gd:488 TA :1282   
## Wd Sdng:206 Mean : 0.0000 TA:906   
## Plywood:108 3rd Qu.: 0.3383   
## CemntBd: 61 Max. : 8.2824   
## (Other):128   
## Foundation BsmtQual BsmtCond Heating X1stFlrSF   
## BrkTil :146 Ex :121 Fa&Po : 47 Other: 14 Min. :-2.1434   
## CBlock :634 Fa : 35 Gd : 65 GasA :1428 1st Qu.:-0.7259   
## PConc :647 Gd :618 NoBsmt: 37 GasW : 18 Median :-0.1956   
## SlaStnWood: 33 NoBsmt: 37 TA :1311 Mean : 0.0000   
## TA :649 3rd Qu.: 0.5914   
## Max. : 9.1296   
##   
## X2ndFlrSF LowQualFinSF FullBath BedroomAbvGr  
## Min. :-0.7949 Min. :-0.1202 Min. :-2.8408 0 : 6   
## 1st Qu.:-0.7949 1st Qu.:-0.1202 1st Qu.:-1.0257 1 : 50   
## Median :-0.7949 Median :-0.1202 Median : 0.7895 2 :358   
## Mean : 0.0000 Mean : 0.0000 Mean : 0.0000 3 :804   
## 3rd Qu.: 0.8728 3rd Qu.:-0.1202 3rd Qu.: 0.7895 4 :213   
## Max. : 3.9356 Max. :11.6438 Max. : 2.6046 >=5: 29   
##   
## KitchenAbvGr KitchenQual TotRmsAbvGrd Functional Fireplaces  
## Min. :-4.7499 Ex:100 Min. :-2.7795 Maj1-2+Sev: 20 0 :690   
## 1st Qu.:-0.2114 Fa: 39 1st Qu.:-0.9338 Min1 : 31 1 :650   
## Median :-0.2114 Gd:586 Median :-0.3186 Min2 : 34 >=2:120   
## Mean : 0.0000 TA:735 Mean : 0.0000 Mod : 15   
## 3rd Qu.:-0.2114 3rd Qu.: 0.2967 Typ :1360   
## Max. : 8.8656 Max. : 4.6033   
##   
## GarageType GarageArea GarageCond PavedDrive Fence   
## 2TypCarP: 15 Min. :-2.21220 Ex&Gd : 11 N: 90 GdPrv : 59   
## Attchd :870 1st Qu.:-0.64769 Fa&Po : 42 P: 30 GdWo : 54   
## Basment : 19 Median : 0.03283 NoGarage: 81 Y:1340 MnPrv : 157   
## BuiltIn : 88 Mean : 0.00000 TA :1326 MnWw : 11   
## Detchd :387 3rd Qu.: 0.48184 NoFence:1179   
## NoGarage: 81 Max. : 4.42001   
##   
## MiscFeature MiscVal MoSold YrSold   
## MiscF : 54 Min. :-0.08766 Min. :-1.9684 Min. :-1.3672   
## NoMiscF:1406 1st Qu.:-0.08766 1st Qu.:-0.4889 1st Qu.:-0.6142   
## Median :-0.08766 Median :-0.1191 Median : 0.1387   
## Mean : 0.00000 Mean : 0.0000 Mean : 0.0000   
## 3rd Qu.:-0.08766 3rd Qu.: 0.6207 3rd Qu.: 0.8917   
## Max. :31.15459 Max. : 2.1002 Max. : 1.6446   
##   
## SaleType SaleCondition SalePrice   
## COD: 43 Abnorml : 101 Min. :-1.8381   
## Oth: 28 AdjL&Alloca: 16 1st Qu.:-0.6413   
## New: 122 Family : 20 Median :-0.2256   
## WD :1267 Normal :1198 Mean : 0.0000   
## Partial : 125 3rd Qu.: 0.4164   
## Max. : 7.2263   
##

# partitioning the model for training and testing set (80/20 split)  
samp <- createDataPartition(house.data$SalePrice, p = 0.8, list = FALSE)  
training <- house.data[samp,]  
testing <- house.data[-samp,]  
x\_test <- testing[,1:43]  
y\_test <- testing[,44]  
  
set.seed(16)  
  
# linear regression model using all the variables (regression based)  
lm\_full\_model <- train(SalePrice~., data = training, method = "lm")
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# random forest model using all the variables (tree based)  
rf\_full\_model <- train(SalePrice~., data = training, method = "rf")  
  
# checking most important variables for the linear regression model  
lm\_imp<- varImp(lm\_full\_model, xlim = c(50, 100))  
ggplot(lm\_imp)
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plot(lm\_imp, top = 10)
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lm\_imp

## lm variable importance  
##   
## only 20 most important variables shown (out of 131)  
##   
## Overall  
## X1stFlrSF 100.00  
## X2ndFlrSF 64.53  
## OverallQual10 58.50  
## LotArea 37.98  
## OverallCondGood 36.51  
## OverallQual9 36.12  
## YearBuilt 34.24  
## BsmtQualGd 30.89  
## FunctionalTyp 29.45  
## `Fireplaces>=2` 24.97  
## GarageArea 24.02  
## BsmtQualTA 23.20  
## KitchenQualTA 22.75  
## NeighborhoodStoneBr 22.44  
## SaleConditionNormal 22.14  
## KitchenQualGd 22.07  
## OverallQual8 21.16  
## BldgTypeTwnhsE 20.67  
## NeighborhoodNoRidge 19.08  
## KitchenQualFa 17.70

# checking most important variables for the random forest model  
rf\_imp <- varImp(rf\_full\_model, xlim = c(20,100))  
ggplot(rf\_imp)
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plot(rf\_imp, top = 10)
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rf\_imp

## rf variable importance  
##   
## only 20 most important variables shown (out of 133)  
##   
## Overall  
## GarageArea 100.000  
## ExterQualTA 94.248  
## X1stFlrSF 91.282  
## YearBuilt 48.931  
## X2ndFlrSF 35.664  
## LotArea 23.625  
## FullBath 17.161  
## TotRmsAbvGrd 16.537  
## MasVnrArea 11.770  
## OverallQual10 9.052  
## KitchenQualTA 6.892  
## LotFrontage 5.897  
## ExterQualGd 5.810  
## OverallQual8 5.096  
## OverallQual7 4.591  
## BsmtQualGd 4.336  
## OverallQual9 3.377  
## KitchenQualGd 3.259  
## MoSold 3.018  
## HouseStyle2Story 2.711

# Now that we know what the most important variables are with respect to the dataset,  
# we can model accordingly to get the most accurate model using both, a refression   
# model and a tree based model.  
  
# linear regression model using the most important variables out of all of them (regression based)  
lm\_selected\_model <- train(SalePrice~OverallQual+X2ndFlrSF+OverallCond+X1stFlrSF+Fireplaces+BsmtQual+KitchenQual+Neighborhood+BldgType,   
 data = training, method = "lm")  
  
# random forest model using the most important variables out of all of them (tree based)  
rf\_selected\_model <- train(SalePrice~OverallQual+X2ndFlrSF+OverallCond+X1stFlrSF+Fireplaces+BsmtQual+KitchenQual+Neighborhood,  
 data = training, method = "rf")  
  
# getting the insight about the model  
lm\_full\_model$finalModel

##   
## Call:  
## lm(formula = .outcome ~ ., data = dat)  
##   
## Coefficients:  
## (Intercept) LotFrontage   
## -1.0756864 0.0153552   
## LotArea AlleyNoAlley   
## 0.0886103 -0.0282978   
## AlleyPave LotConfigCulDSac   
## 0.0863652 0.1072903   
## `LotConfigFR2&3` LotConfigInside   
## -0.0565867 0.0062295   
## NeighborhoodOther NeighborhoodBrDale   
## 0.2816249 0.1031370   
## NeighborhoodBrkSide NeighborhoodClearCr   
## 0.1504605 0.1211713   
## NeighborhoodCollgCr NeighborhoodCrawfor   
## 0.0018864 0.3395720   
## NeighborhoodEdwards NeighborhoodGilbert   
## -0.0333434 -0.0451761   
## NeighborhoodIDOTRR NeighborhoodMeadowV   
## -0.0172552 -0.1196621   
## NeighborhoodMitchel NeighborhoodNAmes   
## -0.0332177 0.0072154   
## NeighborhoodNoRidge NeighborhoodNridgHt   
## 0.3866488 0.1942477   
## NeighborhoodNWAmes NeighborhoodOldTown   
## -0.0350189 -0.0693635   
## NeighborhoodSawyer NeighborhoodSawyerW   
## 0.0304457 0.0531730   
## NeighborhoodSomerst NeighborhoodStoneBr   
## -0.0041897 0.4683259   
## NeighborhoodSWISU NeighborhoodTimber   
## 0.0120209 -0.0488130   
## NeighborhoodVeenker Condition1Feedr   
## 0.3193864 0.0583605   
## Condition1Norm Condition1PosC   
## 0.1199457 -0.0011934   
## Condition1RRCe Condition1RRCn   
## -0.0604030 0.1638443   
## Condition2Norm BldgType2fmCon   
## 0.2612612 0.0082351   
## BldgTypeDuplex BldgTypeTwnhs   
## -0.0880595 -0.2402344   
## BldgTypeTwnhsE HouseStyle1.5Unf   
## -0.1985892 0.1749238   
## HouseStyle1Story HouseStyle2.5All   
## 0.1218396 -0.0309541   
## HouseStyle2Story HouseStyleSFoyer   
## 0.0364307 0.1863216   
## HouseStyleSLvl OverallQual4   
## 0.1648459 -0.0120780   
## OverallQual5 OverallQual6   
## 0.0476522 0.0478927   
## OverallQual7 OverallQual8   
## 0.1131251 0.3703949   
## OverallQual9 OverallQual10   
## 0.7940862 1.5601441   
## OverallCondGood OverallCondPoor   
## 0.1857577 -0.2292345   
## YearBuilt RoofStyleGable   
## 0.1765387 0.1297719   
## RoofStyleOther RoofStyleHip   
## 0.1869068 0.1467736   
## RoofMatlCompShg Exterior1stBrkCinStone   
## -0.2138212 0.3023592   
## Exterior1stCemntBd Exterior1stHdBoard   
## 0.2220435 0.1528011   
## Exterior1stAllStucc Exterior1stMetalSd   
## 0.1872625 0.1835556   
## Exterior1stPlywood Exterior1stVinylSd   
## 0.1396672 0.1680389   
## `Exterior1stWd Sdng` Exterior1stWdShing   
## 0.1667142 0.1083198   
## MasVnrArea ExterQualFa   
## 0.0212408 -0.1751994   
## ExterQualGd ExterQualTA   
## -0.0150297 -0.0712017   
## `ExterCondFa&Po` ExterCondTA   
## 0.1509851 0.0301496   
## FoundationCBlock FoundationPConc   
## -0.0167573 0.0373874   
## FoundationSlaStnWood BsmtQualFa   
## -0.0849404 -0.1875111   
## BsmtQualGd BsmtQualNoBsmt   
## -0.2655883 -0.2771031   
## BsmtQualTA BsmtCondGd   
## -0.2428472 0.0837852   
## BsmtCondNoBsmt BsmtCondTA   
## NA 0.0947539   
## HeatingGasA HeatingGasW   
## -0.0207251 -0.0666124   
## X1stFlrSF X2ndFlrSF   
## 0.4029046 0.3882671   
## LowQualFinSF FullBath   
## 0.0216076 0.0220647   
## BedroomAbvGr1 BedroomAbvGr2   
## -0.0404122 -0.1876817   
## BedroomAbvGr3 BedroomAbvGr4   
## -0.2485698 -0.2770207   
## `BedroomAbvGr>=5` KitchenAbvGr   
## -0.5041930 -0.0522207   
## KitchenQualFa KitchenQualGd   
## -0.2825729 -0.2057238   
## KitchenQualTA TotRmsAbvGrd   
## -0.2326936 -0.0292018   
## FunctionalMin1 FunctionalMin2   
## 0.3067338 0.2888030   
## FunctionalMod FunctionalTyp   
## 0.2492319 0.5277140   
## Fireplaces1 `Fireplaces>=2`   
## 0.0190270 0.1919106   
## GarageTypeAttchd GarageTypeBasment   
## 0.2176155 0.0594469   
## GarageTypeBuiltIn GarageTypeDetchd   
## 0.1873305 0.2150889   
## GarageTypeNoGarage GarageArea   
## 0.2953481 0.0691614   
## `GarageCondFa&Po` GarageCondNoGarage   
## -0.0253264 NA   
## GarageCondTA PavedDriveP   
## 0.0061046 -0.1245109   
## PavedDriveY FenceGdWo   
## -0.0341927 -0.0008382   
## FenceMnPrv FenceMnWw   
## 0.0470944 0.0024378   
## FenceNoFence MiscFeatureNoMiscF   
## 0.0105150 0.0179886   
## MiscVal MoSold   
## 0.0140057 -0.0107385   
## YrSold SaleTypeOth   
## -0.0028115 0.1956765   
## SaleTypeNew SaleTypeWD   
## 0.3722281 0.0852728   
## `SaleConditionAdjL&Alloca` SaleConditionFamily   
## 0.1363768 0.0553005   
## SaleConditionNormal SaleConditionPartial   
## 0.1521872 0.0980828

lm\_selected\_model$finalModel

##   
## Call:  
## lm(formula = .outcome ~ ., data = dat)  
##   
## Coefficients:  
## (Intercept) OverallQual4 OverallQual5   
## 0.605501 -0.027427 0.011787   
## OverallQual6 OverallQual7 OverallQual8   
## 0.089599 0.241631 0.541637   
## OverallQual9 OverallQual10 X2ndFlrSF   
## 0.966814 1.843094 0.265418   
## OverallCondGood OverallCondPoor X1stFlrSF   
## 0.131174 -0.396244 0.374296   
## Fireplaces1 `Fireplaces>=2` BsmtQualFa   
## 0.027832 0.225429 -0.592385   
## BsmtQualGd BsmtQualNoBsmt BsmtQualTA   
## -0.399769 -0.653763 -0.540622   
## KitchenQualFa KitchenQualGd KitchenQualTA   
## -0.441229 -0.232698 -0.330460   
## NeighborhoodOther NeighborhoodBrDale NeighborhoodBrkSide   
## 0.044751 -0.007974 -0.251781   
## NeighborhoodClearCr NeighborhoodCollgCr NeighborhoodCrawfor   
## 0.084808 0.020723 0.040590   
## NeighborhoodEdwards NeighborhoodGilbert NeighborhoodIDOTRR   
## -0.258514 -0.022424 -0.404864   
## NeighborhoodMeadowV NeighborhoodMitchel NeighborhoodNAmes   
## -0.204438 -0.094940 -0.176168   
## NeighborhoodNoRidge NeighborhoodNridgHt NeighborhoodNWAmes   
## 0.514582 0.270066 -0.166230   
## NeighborhoodOldTown NeighborhoodSawyer NeighborhoodSawyerW   
## -0.496597 -0.145191 -0.057807   
## NeighborhoodSomerst NeighborhoodStoneBr NeighborhoodSWISU   
## 0.139254 0.512227 -0.408256   
## NeighborhoodTimber NeighborhoodVeenker BldgType2fmCon   
## -0.005654 0.373527 -0.142690   
## BldgTypeDuplex BldgTypeTwnhs BldgTypeTwnhsE   
## -0.304840 -0.362489 -0.218419

rf\_full\_model$finalModel

##   
## Call:  
## randomForest(x = x, y = y, mtry = min(param$mtry, ncol(x)))   
## Type of random forest: regression  
## Number of trees: 500  
## No. of variables tried at each split: 67  
##   
## Mean of squared residuals: 0.1428324  
## % Var explained: 86.15

rf\_selected\_model$finalModel

##   
## Call:  
## randomForest(x = x, y = y, mtry = min(param$mtry, ncol(x)))   
## Type of random forest: regression  
## Number of trees: 500  
## No. of variables tried at each split: 22  
##   
## Mean of squared residuals: 0.1438133  
## % Var explained: 86.05

# evaluating the model based just on the metrics  
lm\_selected\_model$results

## intercept RMSE Rsquared MAE RMSESD RsquaredSD MAESD  
## 1 TRUE 0.3604262 0.8731112 0.2477793 0.01711603 0.01343138 0.01028351

rf\_selected\_model$results

## mtry RMSE Rsquared MAE RMSESD RsquaredSD MAESD  
## 1 2 0.5079719 0.8171572 0.3338935 0.05174938 0.01375752 0.02238036  
## 2 22 0.3981829 0.8482190 0.2650656 0.03430726 0.01428344 0.01336203  
## 3 43 0.4207101 0.8289842 0.2780323 0.03253927 0.01747963 0.01262551

# listing models to compare them agaisnt each other  
model\_list <- list(lm = lm\_selected\_model, rf = rf\_selected\_model)  
res <- resamples(model\_list)  
summary(res)

##   
## Call:  
## summary.resamples(object = res)  
##   
## Models: lm, rf   
## Number of resamples: 25   
##   
## MAE   
## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  
## lm 0.2255518 0.2403104 0.247853 0.2477793 0.2579752 0.2666405 0  
## rf 0.2427198 0.2547127 0.267209 0.2650656 0.2722505 0.2930186 0  
##   
## RMSE   
## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  
## lm 0.3314462 0.3489387 0.3580303 0.3604262 0.3689908 0.4107310 0  
## rf 0.3540637 0.3754993 0.3909601 0.3981829 0.4160422 0.5112252 0  
##   
## Rsquared   
## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's  
## lm 0.8392397 0.8674143 0.8720572 0.8731112 0.8818620 0.9014462 0  
## rf 0.8114172 0.8426254 0.8499553 0.8482190 0.8578693 0.8721466 0

compare\_models(lm\_selected\_model, rf\_selected\_model)

##   
## One Sample t-test  
##   
## data: x  
## t = -4.9648, df = 24, p-value = 0.00004544  
## alternative hypothesis: true mean is not equal to 0  
## 95 percent confidence interval:  
## -0.05345221 -0.02206112  
## sample estimates:  
## mean of x   
## -0.03775667

# making predictions for SalePrice based on the train/test data  
pred\_lm <- as.data.frame(predict(lm\_selected\_model, x\_test))  
names(pred\_lm)[1] = "fit"  
pred\_lm$real = y\_test  
pred\_lm$error = pred\_lm$fit - pred\_lm$real  
mean(pred\_lm$error^2)

## [1] 0.337847

# [1] 0.1344096  
  
pred\_rf <- as.data.frame(predict(rf\_selected\_model, x\_test))  
names(pred\_rf)[1] = "fit"  
pred\_rf$real = y\_test  
pred\_rf$error = pred\_rf$fit - pred\_rf$real  
mean(pred\_rf$error^2)

## [1] 0.2593682

# [1] 0.1318999  
  
print("Section 3b")

## [1] "Section 3b"

#Leave-One-Out Cross-Validation  
  
#defines the cross-validation method  
cvmethod <- trainControl(method = 'LOOCV')  
  
#creates a linear regression model and performs the LOOCV method  
modelloocv1 <- train(SalePrice ~ Fireplaces+TotRmsAbvGrd+Foundation+X1stFlrSF, data=house.data, method= 'lm', trControl=cvmethod, na.action=na.exclude)  
modelloocv2 <- train(SalePrice ~., data=house.data, method= 'lm', trControl=cvmethod, na.action=na.exclude)
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#shows the results of the LOOCV  
print(modelloocv1)

## Linear Regression   
##   
## 1460 samples  
## 4 predictor  
##   
## No pre-processing  
## Resampling: Leave-One-Out Cross-Validation   
## Summary of sample sizes: 1459, 1459, 1459, 1459, 1459, 1459, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.6179808 0.6178828 0.4242605  
##   
## Tuning parameter 'intercept' was held constant at a value of TRUE

print(modelloocv2)

## Linear Regression   
##   
## 1460 samples  
## 43 predictor  
##   
## No pre-processing  
## Resampling: Leave-One-Out Cross-Validation   
## Summary of sample sizes: 1459, 1459, 1459, 1459, 1459, 1459, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.4123231 0.8310898 0.2374757  
##   
## Tuning parameter 'intercept' was held constant at a value of TRUE

#K-Fold Cross Validation  
  
#defines the cross-validation method  
cvmethod <- trainControl(method = 'cv', number=10)  
  
#creates a linear regression model and performs the k-fold classification method  
modelkfold1 <- train(SalePrice ~Fireplaces+TotRmsAbvGrd+Foundation+X1stFlrSF, data=house.data, method= 'lm', trControl=cvmethod, na.action=na.exclude)  
modelkfold2 <- train(SalePrice ~., data=house.data, method= 'lm', trControl=cvmethod, na.action=na.exclude)
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#shows the predictions made across each fold from 1 to 10  
modelkfold1$resample

## RMSE Rsquared MAE Resample  
## 1 0.5332476 0.6868895 0.4037268 Fold01  
## 2 0.6408002 0.5643944 0.4587518 Fold02  
## 3 0.6584262 0.6438834 0.4344046 Fold03  
## 4 0.6408110 0.5068296 0.3892195 Fold04  
## 5 0.6040510 0.6481513 0.4482527 Fold05  
## 6 0.6341468 0.6424809 0.4459544 Fold06  
## 7 0.5878069 0.6970724 0.4102499 Fold07  
## 8 0.5718683 0.6978947 0.4049309 Fold08  
## 9 0.7473684 0.6040416 0.4290349 Fold09  
## 10 0.5441525 0.5977238 0.4225755 Fold10

modelkfold2$resample

## RMSE Rsquared MAE Resample  
## 1 0.3615720 0.8626621 0.2586580 Fold01  
## 2 0.2867372 0.9048592 0.2064905 Fold02  
## 3 0.2910050 0.9141712 0.2070025 Fold03  
## 4 0.3974669 0.8723243 0.2450635 Fold04  
## 5 0.3457786 0.8235453 0.2312958 Fold05  
## 6 0.6732605 0.6775563 0.2857059 Fold06  
## 7 0.3477162 0.8309890 0.2398935 Fold07  
## 8 0.4044089 0.8947382 0.2368847 Fold08  
## 9 0.3703106 0.9002311 0.2670339 Fold09  
## 10 0.5072087 0.7878676 0.2539735 Fold10

#shows the results of the k-fold classification method  
print(modelkfold1)

## Linear Regression   
##   
## 1460 samples  
## 4 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1314, 1314, 1314, 1315, 1312, 1314, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.6162679 0.6289362 0.4247101  
##   
## Tuning parameter 'intercept' was held constant at a value of TRUE

print(modelkfold2)

## Linear Regression   
##   
## 1460 samples  
## 43 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1316, 1313, 1314, 1313, 1315, 1315, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 0.3985465 0.8468944 0.2432002  
##   
## Tuning parameter 'intercept' was held constant at a value of TRUE

# cleaning the environment  
rm(lm\_imp,  
 model\_list,  
 predictions\_rf,  
 res,  
 rf\_imp,  
 samp,  
 testing,  
 training,  
 x\_test,  
 y\_test,  
 pred\_lm  
 )

## Warning in rm(lm\_imp, model\_list, predictions\_rf, res, rf\_imp, samp, testing, :  
## object 'predictions\_rf' not found