**Laboratorio 2**

*Hecho por:*

*Jose Miguel Armas*

*Santiago Zapata*

1. Si, en la captura de wireshark es posible ver el contenido del mensaje enviado (y recibido).
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![](data:image/png;base64,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)

1. Wireshark muestra el checksum como "unverified" porque muchas veces el sistema operativo usa una técnica llamada *checksum offloading*, donde la verificación del checksum se delega al hardware de red (tarjeta de red) y no se incluye en la captura. Esto es común cuando Wireshark corre en el equipo emisor o receptor, por lo que el paquete capturado puede no tener un checksum visible para el programa, aunque en realidad sí se haya enviado correctamente.
2. En el desarrollo de un programa basado en red como este, se pueden aplicar varios patrones de diseño y arquitectura para mejorar la organización del código y su mantenibilidad. En primer lugar, la arquitectura cliente-servidor permite una clara separación de responsabilidades entre los componentes que envían y reciben datos. El patrón Singleton es útil para manejar la instancia de la conexión de red, asegurando un acceso centralizado. El patrón Observer facilita la notificación automática a otros componentes cuando se reciben mensajes. Además, el patrón Strategy permite cambiar dinámicamente el protocolo o la lógica de comunicación sin alterar el resto del sistema. Finalmente, un patrón Facade puede abstraer las operaciones complejas de red detrás de una interfaz simple, como la clase UDPConnection, facilitando su reutilización y comprensión.
3. En la implementación propuesta ya se establece esto. Mientras el código se este ejecutando, estará abierto a recibir mensajes. Esto se da por la implementación de la estructura while(true) dentro del método run(), lo que permite que el socket siga esperando datagramas de forma indefinida sin finalizar tras recibir el primer mensaje.
4. Se modificó el código para que la lógica de transmisión de paquetes se ejecute en un hilo dedicado y persistente, separado del hilo principal. Para ello, se utilizó una cola (BlockingQueue) que almacena los mensajes a enviar. El nuevo hilo toma los mensajes de la cola y los transmite, permitiendo así una gestión más eficiente y ordenada de los envíos sin crear un nuevo hilo por cada mensaje.

package util;

import java.io.IOException;

import java.net.\*;

import java.util.concurrent.BlockingQueue;

import java.util.concurrent.LinkedBlockingQueue;

public class UDPConnection extends Thread {

private DatagramSocket socket;

private int port;

private BlockingQueue<Message> messageQueue;

private volatile boolean running;

public UDPConnection(int port) {

this.port = port;

this.messageQueue = new LinkedBlockingQueue<>();

this.running = true;

try {

this.socket = new DatagramSocket(port);

} catch (SocketException e) {

e.printStackTrace();

}

// Inicia el hilo de transmisión

Thread senderThread = new Thread(this::handleSending);

senderThread.start();

}

public void close() {

running = false;

socket.close();

}

@Override

public void run() {

try {

byte[] buffer = new byte[1024];

DatagramPacket packet = new DatagramPacket(buffer, buffer.length);

System.out.println("Esperando mensajes en puerto " + port + "...");

while (running) {

socket.receive(packet);

String msg = new String(packet.getData(), 0, packet.getLength());

System.out.println("Mensaje recibido de " + packet.getAddress() + ": " + msg);

}

} catch (IOException e) {

if (running) e.printStackTrace(); // Evita mostrar errores al cerrar intencionalmente

}

}

public void sendDatagram(String msg, String ipDest, int portDest) {

messageQueue.offer(new Message(msg, ipDest, portDest));

}

private void handleSending() {

while (running) {

try {

Message m = messageQueue.take();

InetAddress ip = InetAddress.getByName(m.ipDest);

byte[] data = m.msg.getBytes();

DatagramPacket packet = new DatagramPacket(data, data.length, ip, m.portDest);

socket.send(packet);

System.out.println("Mensaje enviado a " + m.ipDest + ":" + m.portDest);

} catch (InterruptedException | IOException e) {

if (running) e.printStackTrace();

}

}

}

private static class Message {

String msg;

String ipDest;

int portDest;

Message(String msg, String ipDest, int portDest) {

this.msg = msg;

this.ipDest = ipDest;

this.portDest = portDest;

}

}

}

1. Para poder cambiar la estructura del código y que funcione con TCP en lugar de UDP se deben hacer los siguientes cambios:

* En vez de usar DatagramSocket, se debe utilizar un ServerSocket para escuchar conexiones entrantes y un Socket para enviar y recibir datos.
* Se debe cambiar el método run() para poder aceptar conexiones TCP. Ya que en USP solo se escucha los mensajes sin conexión, pero en TCP se debe aceptar conexiones primero. Cuando un cliente se conecta, se obtiene un Socket para la comunicación.
* Se modifica el método sendDatagram() a sendMessage() para usar TCP. En lugar de un datagrama, se debe abrir un Socket al destino y enviar el mensaje por un OutputStream.
* En PeerA y PeerB se asegura que el método de envío ha cambiado de sendDatagram a sendMessage.
* Por ultimo se debe cerrar los streams y los sockets para liberar los recursos.

1. Para evitar conexiones no deseadas se usaría una lista de IPs permitidas (un filtro de IPs) . Es decir, cuando un cliente envía un datagrama al servidor, este lo recibe sin verificar previamente si el cliente está autorizado. El filtrado de IPs en UDP ocurre después de recibir el datagrama, no antes, porque el servidor solo conoce la IP del emisor al momento de recibir el paquete.

import java.io.IOException;

import java.net.DatagramPacket;

import java.net.DatagramSocket;

import java.net.InetAddress;

import java.net.SocketException;

import java.util.Set;

public class UDPConnection extends Thread {

private DatagramSocket socket;

private int port;

// Lista blanca de IPs permitidas

private static final Set<String> ALLOWED\_IPS = Set.of("172.20.10.3", "172.30.188.93");

public UDPConnection(int port) {

this.port = port;

try {

this.socket = new DatagramSocket(port);

} catch (SocketException e) {

e.printStackTrace();

}

}

public void close() {

socket.close();

}

@Override

public void run() {

try {

byte[] buffer = new byte[1024];

DatagramPacket packet = new DatagramPacket(buffer, buffer.length);

System.out.println("Esperando mensajes en puerto " + port + "...");

while (true) {

socket.receive(packet); // Se recibe un datagrama

InetAddress senderAddress = packet.getAddress();

String senderIP = senderAddress.getHostAddress();

// Se hace la verificación de IP en la whitelist

if (ALLOWED\_IPS.contains(senderIP)) {

String msg = new String(packet.getData(), 0, packet.getLength());

System.out.println("Mensaje recibido de " + senderIP + ": " + msg);

} else {

System.out.println("Paquete descartado de IP no autorizada: " + senderIP);

}

}

} catch (IOException e) {

e.printStackTrace();

}

}

public void sendDatagram(String msg, String ipDest, int portDest) {

new Thread(() -> {

try {

InetAddress ip = InetAddress.getByName(ipDest);

byte[] data = msg.getBytes();

DatagramPacket packet = new DatagramPacket(data, data.length, ip, portDest);

socket.send(packet);

System.out.println("Mensaje enviado a " + ipDest + ":" + portDest);

} catch (IOException e) {

e.printStackTrace();

}

}).start();

}

}