**Web Services II**

**Objetivos**

* Publicar e pesquisar *Web Services* no servidor de nomes jUDDI
* Ver exemplo de *Web Service* em Java construído com a abordagem *implementation-first*

**Projeto:**

* Modificar o fornecedor da parte 1 para usar UDDI
* Concretizar a operação ping do mediator-ws para contactar todos os fornecedores que encontrar

**UDDI**

Para a publicação e pesquisa de *Web Services* usa-se um servidor de nomes que implementa a norma UDDI (*Universal Description, Discovery and Integration*).

Comparando com as outras tecnologias de chamada remota: no Sun RPC usa-se o rpcbind, no Java RMI usa-se o rmiregistry, nos Web Services usa-se o UDDI.

Mais informação: [UDDI](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/06-ws2/uddi/index.html)

**JAX-R**

Para comunicar com servidores UDDI, existe a biblioteca JAX-R (Java API for XML Registries), que permite publicar, pesquisar e eliminar registos de *Web Services*.

O esquema de dados do UDDI é consideravelmente mais rico do que o habitual num servidor de nomes, com diversas entidades e relações, que permitem guardar informação de negócio sobre a organização e os seus serviços. Como consequência, o JAX-R é uma biblioteca verbosa, que obriga a escrever muitas linhas de código para realizar as tarefas mais habituais de registo e de pesquisa.

Mais informação: [JAX-R](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/06-ws2/jaxr/index.html)

**UDDI Naming**

Para tornar a utilização do UDDI mais simples foi criada a biblioteca UDDINaming que simplifica o esquema de dados para suportar apenas: 1 organização, 1 serviço e 1 implementação.  
Esta biblioteca, cujo código está disponível para consulta e modificação, torna o registo e pesquisa de serviços mais sucinto.

Mais informação: [UDDINaming JavaDoc](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/06-ws2/uddi-naming/apidocs/index.html)

**Exemplo**

O exemplo seguinte é um *Web Service* que se regista no UDDI:

* [Web Service [![ZIP](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAPCAMAAADeWG8gAAAAt1BMVEX/8Jn/15n/25n/3pn/2Zn/35n/3Jn/3Zn/4Jn/1Zn/55n/5Zn/2Jn/5Jn/1Jn/4pn/2pn/+5n/9Jn/8Zn/45n/7pn/7Zn/5pn/8pn/6Jn/+Jn/0pn/0Zn/1pn/6pn/85n/75n/65n//Jn/6Zn/+pn/95n/05n//Zn/4Zn/0Jn/9pn//pkICAj/7Jn/+Zn/9Zn/zpn/zZn/z5n/+/CGhob4+PjAwMD//5kAAAAzMwCZmQDMzGb///+wucAUAAAAAXRSTlMAQObYZgAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB9cDBxYXFvBkKlsAAADJSURBVHjaXc7bDoIwEATQrSAgKModEQEBuaiIJk0p5f//y23ig3EeT2Y2CwBC5gE/EdNE2TT9mFgWShlbFvGNLLUlkusVYRb5naI9QNxLh15ZXASZuevWmjqDaJ0al14wVJFvKNoWqawTzlkxyJKuqwTJed54zMLsaOGhFdkg1cmIw4uJM/2gnm2kZMw551W065TVltipJDfmjB6tvYGHNo2kMfeQrL0sne20R3K9AMk38CXSnPoXUlyESJ2iH4h9Sl/vGWD+C3wAWSoh+Ljt+zQAAAAASUVORK5CYII=)](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/06-ws2/hello-ws_juddi.zip)](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/06-ws2/hello-ws_juddi.zip)
* [client [![ZIP](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAPCAMAAADeWG8gAAAAt1BMVEX/8Jn/15n/25n/3pn/2Zn/35n/3Jn/3Zn/4Jn/1Zn/55n/5Zn/2Jn/5Jn/1Jn/4pn/2pn/+5n/9Jn/8Zn/45n/7pn/7Zn/5pn/8pn/6Jn/+Jn/0pn/0Zn/1pn/6pn/85n/75n/65n//Jn/6Zn/+pn/95n/05n//Zn/4Zn/0Jn/9pn//pkICAj/7Jn/+Zn/9Zn/zpn/zZn/z5n/+/CGhob4+PjAwMD//5kAAAAzMwCZmQDMzGb///+wucAUAAAAAXRSTlMAQObYZgAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB9cDBxYXFvBkKlsAAADJSURBVHjaXc7bDoIwEATQrSAgKModEQEBuaiIJk0p5f//y23ig3EeT2Y2CwBC5gE/EdNE2TT9mFgWShlbFvGNLLUlkusVYRb5naI9QNxLh15ZXASZuevWmjqDaJ0al14wVJFvKNoWqawTzlkxyJKuqwTJed54zMLsaOGhFdkg1cmIw4uJM/2gnm2kZMw551W065TVltipJDfmjB6tvYGHNo2kMfeQrL0sne20R3K9AMk38CXSnPoXUlyESJ2iH4h9Sl/vGWD+C3wAWSoh+Ljt+zQAAAAASUVORK5CYII=)](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/06-ws2/hello-ws-cli_juddi.zip)](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/06-ws2/hello-ws-cli_juddi.zip)

**Nota:** na aula passada vimos *Web Services* construídos a partir do contrato WSDL, mas os serviços podem também ser construídos a partir de código Java já existente, numa abordagem que se designa por *implementation-first*.  
No exemplo acima segue-se esta abordagem: a interface Hello foi anotada com @WebService e o WSDL é depois gerado automaticamente quando o servidor é lançado.

Seguem-se instruções detalhadas para construir e executar o exemplo.

**jUDDI (*Java UDDI*)**

1. O servidor de nomes a utilizar é o jUDDI alojado na RNL.
   * Para usar basta configurar a propriedade uddi.url com o seguinte valor: http://user:pass@uddi.sd.rnl.tecnico.ulisboa.pt:9090/
   * Os valores de *user* e *pass* para acesso ao UDDI devem ser pedidos ao professor no laboratório.
2. Para que a configuração seja feita para todos os exemplos, pode-se criar um perfil Maven que sobrepõe o valor da propriedade para todos os projetos do utilizador. Para isso, criar um ficheiro [settings.xml](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/06-ws2/settings.xml) na pasta .m2 da *home* do utilizador.

* Em alternativa ao jUDDI da RNL, pode-se usar um jUDDI local:
  + O pacote de instalação pode ser encontrado na lista de [software](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/software/index.html) que se pediu para instalar.
  + Para lançar o servidor, basta executar o seguinte comando na pasta juddi-.../bin:
    - startup.sh (Linux e Mac)
    - startup.bat (Windows)
    - juddi-startup / juddi-shutdown (laboratórios das aulas)

**UDDINaming**

1. Obter o código da biblioteca UDDINaming:
   * [Biblioteca uddi-naming [![ZIP](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAPCAMAAADeWG8gAAAAt1BMVEX/8Jn/15n/25n/3pn/2Zn/35n/3Jn/3Zn/4Jn/1Zn/55n/5Zn/2Jn/5Jn/1Jn/4pn/2pn/+5n/9Jn/8Zn/45n/7pn/7Zn/5pn/8pn/6Jn/+Jn/0pn/0Zn/1pn/6pn/85n/75n/65n//Jn/6Zn/+pn/95n/05n//Zn/4Zn/0Jn/9pn//pkICAj/7Jn/+Zn/9Zn/zpn/zZn/z5n/+/CGhob4+PjAwMD//5kAAAAzMwCZmQDMzGb///+wucAUAAAAAXRSTlMAQObYZgAAAAlwSFlzAAALEwAACxMBAJqcGAAAAAd0SU1FB9cDBxYXFvBkKlsAAADJSURBVHjaXc7bDoIwEATQrSAgKModEQEBuaiIJk0p5f//y23ig3EeT2Y2CwBC5gE/EdNE2TT9mFgWShlbFvGNLLUlkusVYRb5naI9QNxLh15ZXASZuevWmjqDaJ0al14wVJFvKNoWqawTzlkxyJKuqwTJed54zMLsaOGhFdkg1cmIw4uJM/2gnm2kZMw551W065TVltipJDfmjB6tvYGHNo2kMfeQrL0sne20R3K9AMk38CXSnPoXUlyESJ2iH4h9Sl/vGWD+C3wAWSoh+Ljt+zQAAAAASUVORK5CYII=)](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/06-ws2/uddi-naming.zip)](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/06-ws2/uddi-naming.zip)
2. Instalar o módulo no repositório Maven local:
   * cd uddi-naming
   * mvn install
   * A biblioteca inclui testes de integração (IT - *Integration Tests*)  
     que verificam o funcionamento correto do jUDDI antes de instalar o módulo.
   * Uma vez instalado o módulo no repositório Maven local, a biblioteca pode ser usada como dependência em qualquer pom.xml.

**Servidor JAX-WS**

1. Construir e executar o servidor:
   * cd hello-ws\_juddi
   * mvn compile exec:java  
     O nome da classe a executar e os argumentos estão definidos no pom.xml  
     O servidor deve executar sem erros, disponibilizando o *endpoint address* e registando-se no UDDI.
2. Confirmar que o servidor está à espera de pedidos,  
   consultando o contrato que é gerado automaticamente:
   * <http://localhost:8080/hello-ws/endpoint?wsdl>
   * <http://localhost:8080/hello-ws/endpoint?xsd=1>

**Cliente JAX-WS**

1. Construir o cliente:
   * cd hello-ws-cli\_juddi
   * mvn compile  
     Executa previamente generate-sources onde o cliente obtém o contrato WSDL a partir do servidor e  
     usa a ferramenta wsimport para gerar as classes de invocação do serviço (em target/)
2. Executar o cliente:
   * mvn exec:java  
     O cliente deve executar sem erros, consultando o UDDI para descobrir o endereço do servidor,  
     e fazendo uma invocação remota.

Resumindo:  
primeiro foi configurado o servidor de nomes jUDDI da RNL.  
Depois foi instalada a biblioteca UDDINaming no repositório Maven local, que testa também o funcionamento do servidor jUDDI.  
Em seguida, foi construído e iniciado o servidor, que se regista no jUDDI e fica à espera de pedidos no *endpoint address*.  
Finalmente, o cliente obtém o WSDL a partir do servidor e gera o código de invocação que permite depois fazer invocações remotas.

Visão global do exemplo Hello World: [![UML](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAUCAYAAACEYr13AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAAsTAAALEwEAmpwYAAAAB3RJTUUH4QMKFioim3GqPQAAAzRJREFUOMuNk11sFGUUhp/vm9mZ3e3W3XbbJVowDSChWGpLsdaomKiFhKBoghdVgnqhiQYSNYGoFyYYGnuhIRHjvxdcUIwhYhAtRDAmdU39rbUmbdMgVtu021r6sw67OzszxwsoWmwTn9vvvO85Oe/5DBahXIfVhlDF9XtL65/fHqluDSn1+4A3k1msVrE4oY5kyxdJbd9eFJ+i+PR70++2zfW86Ig3AQTzhcZVZgrgWiPKYWew86J4564zo3UxZcXj2mq8x656ZI15DV+7E9/MmxiAfjK2vulAvPn9HSWr7w8pPZQujGeAbL833XMiN3ysTFsqZUTWWUqXp3Sk5VYrdXfazRwrEhTU0dSWFxqMyjZXAopcGre7kDn49ExXGzANiEbZJqr5vfJNp0TEzotX2Dv7bc2cFM/rm46eue/jVekf827gqcsr2WhVPtNZuW2wPdH8HFASIGpn9IY6jQppFCO+k3bEuwCgMn0MpVKsPn6cXyb33+HeGKQ2IIKLjyc+2cD9y5cgbChl5sWjr3jhk/Zs71MKRgVEA1CABzZTa+7uOnnnxEfbxgJnWAQJQCxlRA2lVcbPjz870/1Qe7b3UWBEQADMKxkINKxlRUONdNQdOJ195eXE673fJb5X9oh70X1wqymNDRm6OoGZf+dtoiBfwA8rjLI4q9ZWc/OaFdS+c2im9tdzc+nHdr1hR6RsY4E/R7jcdYGBAqZncRNhQlpRtetediKAB5Vx3RTWMQq+z1KYAhgaP+vg2RbLbqtn+ZL3uQgaUErj5fLMLUsSi0aw+4aYWnCjSxAmFdcAWuFPTjE6/3C6m170kjplUZZcztY91ez4QStQWiM/D/ATGoKAIDPF4BJiayWtT6xjz0A59a8JEtU9fZxBUB9+RhoFInhOnt/++W9XGscbeOlsksa3NKEKgDyTn5tbWtkHHAQEH2YdJnM5xq+WG9ilNuXrfXIUccb6ObTbwzlrArPAHBB7+wNerarATpRSWGx+wWeUU/vH+PKw4P9xKeyFRICSx7fTIl8h2ZNmcXPoSHETR6SWfZ8CtwDh/xNvSVMNrec7zOG7rDdHSln5MFCm0P+5kL8BsjtIyG0ruqkAAAAASUVORK5CYII=)](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/05-ws1/ping/uml_full.png)

**Exercício**

**Segunda parte do Projeto**

Nesta parte devem surgir múltiplos fornecedores e aparece também o serviço mediator-ws que os vai pesquisar e depois consultar. Assim sendo, o UDDI torna-se útil e necessário.

O [ponto de continuação](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/proj/P2_continue.zip) contém novos ficheiros (serão disponibilizados após a primeira entrega). Editar os pom.xml para substituir CXX pelo identificador do grupo.

Pretende-se agora modificar supplier-ws para se registar no UDDI.

1. Adicionar a dependência para a biblioteca UDDINaming:
2. ...
3. <!-- UDDI Naming -->
4. <dependency>
5. <groupId>pt.ulisboa.tecnico.sdis</groupId>
6. <artifactId>uddi-naming</artifactId>
7. <version>1.2</version>
8. </dependency>

...

1. A SupplierApp deverá receber o endereço do UDDI e o nome do serviço como argumento.
2. O SupplierEndpointManager deverá ter um novo construtor que recebe o endereço do UDDI e o nome do serviço, e que efetua o registo (e apaga quando o serviço termina).
3. Feitas as alterações, o servidor deverá iniciar-se, registar-se no UDDI e depois ficar à espera de pedidos.

"Multiplicar" o supplier-ws.

1. A forma mais simples de permitir múltiplas instâncias do fornecedor é parametrizar as propriedades de configuração com um número de instância.
2. Adicionar as seguintes definições ao pom.xml (substituir CXX pelo identificador do grupo):
3. ...
4. <ws.i>1</ws.i>
5. <ws.host>localhost</ws.host>
6. <ws.port>808${ws.i}</ws.port>
7. <ws.url>http://${ws.host}:${ws.port}/supplier-ws/endpoint</ws.url>
9. <ws.name>CXX\_Supplier${ws.i}</ws.name>

...

1. Para lançar um fornecedor:
   * mvn compile
   * mvn exec:java  
     Por omissão, será a instância 1, que fica à escuta de pedidos no porto 8081 e que se regista com o nome CXX\_Supplier1.
2. Para lançar outro fornecedor:
   * mvn exec:java **-Dws.i=2**  
     A instância **2** fica à escuta de pedidos no porto 808**2** e regista-se com o nome CXX\_Supplier**2**.

Pretende-se agora modificar supplier-ws-cli para pesquisar no UDDI.

1. Adicionar a dependência para a biblioteca UDDINaming.
2. O SupplierClient deverá ter um novo construtor que recebe o endereço do UDDI e o nome do serviço a contactar, e que efetua a pesquisa para localizar o servidor.
3. A SupplierClientApp deverá receber o endereço do UDDI e o nome do serviço como argumento.

Vamos construir uma operação simples do servidor mediator-ws que contacta os fornecedores.

1. O mediator-ws vai ser cliente de supplier-ws.  
   Em vez de repetir código, vamos usar o objeto SupplierClient, já desenvolvido e testado.  
   1. Em primeiro lugar, instalar o módulo do cliente do fornecedor:  
      cd supplier-ws-cli  
      mvn install
   2. Depois, acrescentar a dependência Maven no mediator-ws/pom.xml (substituir CXX pelo identificador do grupo):
   3. ...
   4. <dependency>
   5. <groupId>org.komparator.CXX</groupId>
   6. <artifactId>supplier-ws-cli</artifactId>
   7. <version>1.0-SNAPSHOT</version>
   8. </dependency>

...

O sistema em funcionamento terá três processos:

* + - O cliente de testes do mediator;
    - O mediator (que engloba o código dos módulos mediator-ws e supplier-ws-cli);
    - O(s) servidor(es) do(s) fornecedor(es).

[![UML](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAUCAYAAACEYr13AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAAsTAAALEwEAmpwYAAAAB3RJTUUH4QMKFioim3GqPQAAAzRJREFUOMuNk11sFGUUhp/vm9mZ3e3W3XbbJVowDSChWGpLsdaomKiFhKBoghdVgnqhiQYSNYGoFyYYGnuhIRHjvxdcUIwhYhAtRDAmdU39rbUmbdMgVtu021r6sw67OzszxwsoWmwTn9vvvO85Oe/5DBahXIfVhlDF9XtL65/fHqluDSn1+4A3k1msVrE4oY5kyxdJbd9eFJ+i+PR70++2zfW86Ig3AQTzhcZVZgrgWiPKYWew86J4564zo3UxZcXj2mq8x656ZI15DV+7E9/MmxiAfjK2vulAvPn9HSWr7w8pPZQujGeAbL833XMiN3ysTFsqZUTWWUqXp3Sk5VYrdXfazRwrEhTU0dSWFxqMyjZXAopcGre7kDn49ExXGzANiEbZJqr5vfJNp0TEzotX2Dv7bc2cFM/rm46eue/jVekf827gqcsr2WhVPtNZuW2wPdH8HFASIGpn9IY6jQppFCO+k3bEuwCgMn0MpVKsPn6cXyb33+HeGKQ2IIKLjyc+2cD9y5cgbChl5sWjr3jhk/Zs71MKRgVEA1CABzZTa+7uOnnnxEfbxgJnWAQJQCxlRA2lVcbPjz870/1Qe7b3UWBEQADMKxkINKxlRUONdNQdOJ195eXE673fJb5X9oh70X1wqymNDRm6OoGZf+dtoiBfwA8rjLI4q9ZWc/OaFdS+c2im9tdzc+nHdr1hR6RsY4E/R7jcdYGBAqZncRNhQlpRtetediKAB5Vx3RTWMQq+z1KYAhgaP+vg2RbLbqtn+ZL3uQgaUErj5fLMLUsSi0aw+4aYWnCjSxAmFdcAWuFPTjE6/3C6m170kjplUZZcztY91ez4QStQWiM/D/ATGoKAIDPF4BJiayWtT6xjz0A59a8JEtU9fZxBUB9+RhoFInhOnt/++W9XGscbeOlsksa3NKEKgDyTn5tbWtkHHAQEH2YdJnM5xq+WG9ilNuXrfXIUccb6ObTbwzlrArPAHBB7+wNerarATpRSWGx+wWeUU/vH+PKw4P9xKeyFRICSx7fTIl8h2ZNmcXPoSHETR6SWfZ8CtwDh/xNvSVMNrec7zOG7rDdHSln5MFCm0P+5kL8BsjtIyG0ruqkAAAAASUVORK5CYII=)](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/proj/uml_deployment.png)

1. Concretizar a operação ping do mediador.
   1. Consultar o UDDI para pesquisar fornecedores.
   2. Criar um SupplierClient para cada fornecedor encontrado.
   3. Chamar a operação ping de cada um.
   4. Juntar as respostas e devolver como resultado.

Finalmente, usar o mediator-ws-cli para chamar o ping que vai tocar o mediador e todos os fornecedores.

* Abrir consola para Fornecedor 1:
  + cd supplier-ws
  + mvn compile exec:java
* Abrir consola para Fornecedor 2:
  + cd supplier-ws
  + mvn compile exec:java -Dws.i=2
* Abrir consola para Mediador:
  + cd mediator-ws
  + mvn compile exec:java
* Finalmente, na consola para o cliente do Mediador:
  + cd mediator-ws-cli
  + mvn compile exec:java  
    O resultado final do ping deverá ser impresso nesta consola.

**O que falta fazer?**

* No mediator-ws:
  + Implementar todas as operações de acordo com o enunciado
  + Fazer um bom tratamento de [exceções](http://disciplinas.tecnico.ulisboa.pt/leic-sod/2016-2017/labs/01-tools/exceptions/index.html)
  + Não esquecer também que o servidor é multi-tarefa (*thread*) e que os acessos a dados partilhados devem ser devidamente sincronizados
* No mediator-ws-cli:
  + Fazer testes de integração das operações principais
    - Testar casos mais importantes
    - Não esquecer os casos com entradas incorretas: null, "", valores inesperados, etc
  + Os testes de integração correm com mvn verify

**Continuação de bom trabalho!**