***CSC 3020***

***Java Programming***

**Assignment 03**

**50 points**

**Due 03/02/2021 (11:45 A.M.)**

Assignment Objectives:

■■ To demonstrate how to define classes and create objects.

■■ To use UML graphical notation to describe classes and objects.

■■ To distinguish between object reference variables and primitive-datatype variables.

■■ To distinguish between instance and static variables and methods.

■■ To define private data fields with appropriate getter and setter methods.

■■ To create immutable objects from immutable classes to protect the contents of objects.

■■ To use the keyword **this** to refer to the calling object itself.

**Solution to this assignment will not be posted on Canvas; however, any question can be discussed in the class upon request of a student.**

All assignments must be submitted by the Canvas. **No email or hard copy** is accepted. You must follow the following format:

1. For non-programming questions, use a word file to type your answers. Don’t use the text box on the Canvas to answer the questions or to write comments, we will not read it.
2. State your answer clearly.
3. For programming questions, include only the source file for each problem.
4. Submit your file to the Canvas. You must submit your assignment on time; otherwise, you will receive zero. In addition, you cannot submit your file more than one time.
5. There will be several folders on the Canvas. You need to upload your file(s) using the correct folder on the Canvas.
6. Name each file: “Assignment Number(Question number(s))”.
7. To upload your file(s):

* In Course Navigation, click the Assignments link.
* Click the title of the assignment.
* Click the **Submit** Assignment button.
* Add **File**. ...
* Add Another **File**. ...
* **Submit** Assignment. ...
* View **Submission**.

**It is your responsibility to make sure that each file is uploaded correctly. If you uploaded a wrong file, you receive zero; files will not be accepted after due date even if you have a prove that the file is created before the due date.**

**Make sure you review the Cheating & Plagiarism policy on Canvas.**

**Answer questions 1 to 3 on a word file; write a program for each of Q.4 - Q.7.**

**Q01. (10 points - 1 point each)**

1. When will a class have a default constructor?

A class will have a default constructor only if no constructors are explicitly defined in the class.

1. What is an anonymous object?

An anonymous object is an object that is only used once and has no reference.

1. What is NullPointerException?

A runtime error that occurs when invoking a method on a reference variable that has a null value.

1. What is wrong in the following code?

1 **class** Test {

2 **public** **static** **void** main(String[] args) {

3 A a = **new** A();

4 a.print();

5 }

6 }

7

8 **class** A {

9 String s;

10

11 A(String newS) {

12 s = newS;

13 }

14

15 **public** **void** print() {

16 System.out.print(s);

17 }

18 }

On line 3 no string is being placed into the object. Which means line 11 will not be called and it can not print anything.

1. What is the output of the following code?

**public** **class** A {

**boolean** x;

**public** **static** **void** main(String[] args) {

A a = **new** A();

System.out.println(a.x);

}

}

The output of the code will be false as the default value of the boolean is false.

1. a. Can you invoke an instance method or use an instance variable from a static method?

No because, static methods cannot invoke or access instance methods or data fields.  
b. Can you invoke a static method or use a static variable from an instance method?   
Yes, static methods and variables can be invoked/accessed from an instance method.

1. In the following code, radius is private in the Circle class, and myCircle is an object of the Circle class. Does the code cause any problems? If so, explain why.

**public** **class** Circle {

**private** **double** radius = 1;

/\*\* Find the area of this circle \*/

**public** **double** getArea() {

**return** radius \* radius \* Math.PI;

}

**public** **static** **void** main(String[] args) {

Circle myCircle = **new** Circle();

System.out.println("Radius is " + myCircle.radius);

}

}

No because private variables can still be accessed from within the same class.

1. Describe the difference between passing a parameter of a primitive type and passing a parameter of a reference type. Show the output of the following programs:

**public** **class** Test {

**public** **static** **void** main(String[] args) {

Count myCount = **new** Count();

**int** times = 0;

**for** (**int** i = 0; i < 100; i++)

increment(myCount, times);

System.out.println("count is " + myCount.count);

System.out.println("times is " + times);

}

**public** **static** **void** increment(Count c, **int** times) {

c.count++;

times++;

}

}

**class** Count {

**public** **int** count;

**public** Count(**int** c) {

count = c;

}

**public** Count() {

count = 1;

}

}

Passing a parameter of a primitive type involves the passing of the value to the parameter. Passing a parameter of a reference type passes a reference to the value.

Output:

count is 101

times is 0

1. Is the following class immutable?

**public** **class** A {

**private** **int**[] values;

**public** **int**[] getValues() {

**return** values;

}

}

Yes, because all data fields are private their are no mutator methods and their are no accessor methods that return a reference to a mutable object.

1. What is wrong in the following code? Corrected.

1 **public** **class** C {

2 **private** **int** p;

3

4 **public** C() {

5 System.out.println("C's no-arg constructor

invoked");

6 **this**(0);

7 }

8

9 **public** C(**int** p) {

10 p = p;

11 }

12

13 **public** **void** setP(**int** p) {

14 p = p;

15 }

16 }

The statement this(0); on line 6 must be first in the constructor.

**Q02. (4 points)**

Suppose that the class F is defined in (a). Let f be an instance of F.

Which of the statements in (b) are correct?

(a)

**public** **class** F {

**int** i;

**static** String s;

**void** imethod() {

}

**static** **void** smethod() {

}

}

(b)

System.out.println(f.i); **Correct**

System.out.println(f.s); **Correct**

f.imethod(); **Correct**

f.smethod(); **Correct**

System.out.println(F.i);

System.out.println(F.s); **Correct**

F.imethod();

F.smethod(); **Correct**

Instance methods cannot be accessed without a reference variable.

**Q03. (4 points)**

Show the output of the following code:

(a)

**public** **class** Test {

**public** **static** **void** main(String[] args) {

**int**[] a = {1, 2};

swap(a[0], a[1]);

System.out.println("a[1] = " + a[1]

+ " a[0] = " + a[0]);

}

**public** **static** **void** swap(**int** n1, **int** n2) {

**int** temp = n1;

n1 = n2;

n2 = temp;

}

}

**Output: a[1] = 2 a[0] = 1**

(b)

**public** **class** Test {

**public** **static** **void** main(String[] args) {

**int**[] a = {1, 2};

swap(a);

System.out.println("a[1] = " + a[1]

+ " a[0] = " + a[0]);

}

**public** **static** **void** swap(**int**[] a) {

**int** temp = a[0];

a[0] = a[1];

a[1] = temp;

}

}

**Output: a[1] = 1 a[0] = 2**

(c)

**public** **class** Test {

**public** **static** **void** main(String[] args) {

T t = **new** T();

swap(t);

System.out.println("e1 = " + t.e1

+ " e2 = " + t.e2);

}

**public** **static** **void** swap(T t) {

**int** temp = t.e1;

t.e1 = t.e2;

t.e2 = temp;

}

}

**class** T {

**int** e1 = 1;

**int** e2 = 2;

}

**e1 = 2 e2 = 1**

(d)

**public** **class** Test {

**public** **static** **void** main(String[] args) {

T t1 = **new** T();

T t2 = **new** T();

System.out.println("t1's i = " +

t1.i + " and j = " + t1.j);

System.out.println("t2's i = " +

t2.i + " and j = " + t2.j);

}

}

**class** T {

**static** **int** i = 1;

**int** j = 1;

T() {

i++;

j = 1;

}

}

**t1’s i = 3 and j = 1**

**t2’s i = 3 and j = 1**

**Programming Questions**

**Q04. (8 points)**

In an *n*-sided regular polygon, all sides have the same length and all angles have the same degree. Design a class named **RegularPolygon** that contains:

* A private **int** data field named **n** that defines the number of sides in the polygon with default value **3**.
* A private **double** data field named **side** that stores the length of the side with default value **1**.
* A private **double** data field named **x** that defines the *x*-coordinate of the polygon’s center with default value **0**.
* A private **double** data field named **y** that defines the *y*-coordinate of the polygon’s center with default value **0**.
* A no-arg constructor that creates a regular polygon with default values.
* A constructor that creates a regular polygon with the specified number of sides and length of side, centered at (**0**, **0**).
* A constructor that creates a regular polygon with the specified number of sides, length of side, and *x*- and *y*-coordinates.
* The accessor and mutator methods for all data fields.
* The method **getPerimeter()** that returns the perimeter of the polygon.
* The method **getArea()** that returns the area of the polygon. The formula for computing the area of a regular polygon is

![](data:image/png;base64,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)

.

Draw the UML diagram for the class then implement the class. Write a test program that creates three **RegularPolygon** objects, created using the no-arg constructor, using **RegularPolygon(6, 4)**, and using **RegularPolygon(10, 4,** **5.6, 7.8)**. For each object, display its perimeter and area.

|  |
| --- |
| **RegularPolygon** |
| n: int  side: double  x: double  y: double |
| RegularPolygon()  RegularPolygon(numSides: int, sideLength: double)  RegularPolygon(numSides: int, sideLength: double, xCord: double, yCord:double)  setN(numSides: int): void  setSide(sideLength: double): void  setX(xCord: double): void  setY(yCord: double): void  getN(): int  getSide(): double  getX(): double  getY(): double  getPerimeter(pObj: RegularPolygon): double  getArea(aObj: RegularPolygon): double |

**Q05. (8 points)**

Design a class named **Time**. The class contains:

* The data fields **hour**, **minute**, and **second** that represent a time.
* A no-arg constructor that creates a **Time** object for the current time. (The values of the data fields will represent the current time.)
* A constructor that constructs a **Time** object with a specified elapsed time since midnight, January 1, 1970, in milliseconds. (The values of the data fields will represent this time.)
* A constructor that constructs a **Time** object with the specified hour, minute, and second.
* Three getter methods for the data fields **hour**, **minute**, and **second**, respectively.
* A method named **setTime(long elapseTime)** that sets a new time for the object using the elapsed time. For example, if the elapsed time is **555550000** milliseconds, the hour is **10**, the minute is **19**, and the second is **10**.

Draw the UML diagram for the class then implement the class. Write a test program that creates three **Time** objects (using **new Time()**, **new** **Time(555550000)**, and **new Time(5, 23, 55)**) and displays their hour, minute, and second in the format hour:minute:second.

(*Hint*: The first two constructors will extract the hour, minute, and second from the elapsed time. For the no-arg constructor, the current time can be obtained using **System.currentTimeMillis().**

The currentTimeMillis method in the System class returns the current time in milliseconds elapsed since the time midnight, January 1, 1970 GMT (Assume the time is in GMT) .

|  |
| --- |
| **Time** |
| hour: long  minute: long  seconds: long |
| Time()  Time(time: long)  Time(h: long, m:long, s:long)  getHour(): long  getMinute(): long  getSeconds(): long  setTime(elapseTime: long): void |

**Q06. (8 points)**

Design a class named **MyInteger**. The class contains:

* An **int** data field named **value** that stores the **int** value represented by this object.
* A constructor that creates a **MyInteger** object for the specified **int** value.
* A getter method that returns the **int** value.
* The methods **isEven()**, **isOdd()**, and **isPrime()** that return **true** if the value in this object is even, odd, or prime, respectively.
* The static methods **isEven(int)**, **isOdd(int)**, and **isPrime(int)** that return **true** if the specified value is even, odd, or prime, respectively.
* The static methods **isEven(MyInteger)**, **isOdd(MyInteger)**, and **isPrime(MyInteger)** that return **true** if the specified value is even, odd, or prime, respectively.
* The methods **equals(int)** and **equals(MyInteger)** that return **true** if the value in this object is equal to the specified value.
* A static method **parseInt(char[])** that converts an array of numeric characters to an **int** value.
* A static method **parseInt(String)** that converts a string into an **int** value.

Draw the UML diagram for the class then implement the class. Write a client

program that tests all methods in the class.

|  |
| --- |
| **MyInteger** |
| value: int |
| MyInteger(v: int):  getValue(): int  isEven(): boolean  isOdd(): boolean  isPrime(): boolean  isEven(v: int): static boolean  isOdd(v: int): static boolean  isPrime(v: int): static boolean  isEven(eObj: MyInteger): static boolean  isOdd(oObj: MyInteger): static boolean  isPrime(pObj: MyInteger): static boolean  equals(v: int): boolean  equals(eqObj: MyInteger): boolean  parseInt(arr: char[]): static int  parseInt(Str: String): static int |

**Q 07. (8 points)**

Design a class named Queue for storing integers. Like a stack, a queue holds elements. In a stack, the elements are retrieved in a last-in first-out fashion. In a queue, the elements are

retrieved in a first-in first-out fashion. The class contains:

* An int[] data field named elements that stores the int values in the queue.
* A data field named size that stores the number of elements in the queue.
* A constructor that creates a Queue object with default capacity 8.
* The method enqueue(int v) that adds v into the queue.
* The method dequeue() that removes and returns the element from the queue.
* The method empty() that returns true if the queue is empty.
* The method getSize() that returns the size of the queue.

Implement the class with the initial array size set to 8. The array size will be doubled once the number of the elements exceeds the size. After an element is removed from the beginning of the array, you need to shift all elements in the array one position the left.

Write a test program that adds 20 numbers from 1 to 20 into the queue then removes these

numbers and displays them.