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В данном графе построить остов минимальной стоимости.

Задание 1 Реализовать алгоритм построения остовного дерева минимальной стоимости. Создать тесты и отладить.

|  |
| --- |
| import os.path as osp  def load\_graph(file,is\_bin=False):      if is\_bin:          graph=open(file,'rb')          fsize=osp.getsize(file)          reblist=[]          for e in range(int(fsize/12)):              temp=[]              for k in range(3):                  temp.append(int.from\_bytes(graph.read(4),'little'))              reblist.append(temp)      else:          graph=open(file,'r')          reblist=[[int(k) for k in e.split()] for e in graph.readlines()]      graph.close()      return reblist  def save\_graph(graph,file\_name,is\_bin=False):      if is\_bin:          newf=open(file\_name,'wb') |

Задание 2 Использовать алгоритм построения остова минимальной стоимости для вывода графа в виде XML-документа. Использовать атрибуты спецификации XLINK для представления ребер графа не вошедших в остов. Создать тесты и отладить. Оформить в библиотеку. Сравнить по используемой памяти и времени работы с реализованными в первой лабораторной работе способами вывода графа.

|  |
| --- |
| import os.path as osp  def load\_graph(file,is\_bin=False):      if is\_bin:          graph=open(file,'rb')          fsize=osp.getsize(file)          reblist=[]          for e in range(int(fsize/12)):              temp=[]              for k in range(3):                  temp.append(int.from\_bytes(graph.read(4),'little'))              reblist.append(temp)      else:          graph=open(file,'r')          reblist=[[int(k) for k in e.split()] for e in graph.readlines()]      graph.close()      return reblist  def save\_graph(graph,file\_name,is\_bin=False):      if is\_bin:          newf=open(file\_name,'wb')          for e in graph:              newf.write(e[0].to\_bytes(4, byteorder='little'))              newf.write(e[1].to\_bytes(4, byteorder='little'))              newf.write(e[2].to\_bytes(4, byteorder='little'))      else:          newf=open(file\_name,'w')          for e in graph:              newf.write('{} {} {}\n'.format(e[0],e[1],e[2]))      newf.close() |

Задание 3 Реализовать ввод графа из XML-документа. Создать тесты и отладить. Оформить в библиотеку. Сравнить по используемой памяти и времени работы с реализованными в первой лабораторной работе способами ввода графа.

|  |
| --- |
| from sys import argv  import lib2 as gr  if len(argv)>1:      if argv[1]!='/?':          filename=argv[1]      else:          print('Поиск в графе кратчайшего пути между заданными вершинами.\nlaba1.py [имя\_файла\_графа] (тип\_файла /n -небинарный) (номер\_начальной\_вершины) (номер\_конечной\_вершины)')          exit()      if len(argv)>4:          if argv[2]=='/b':              is\_bin=True          else:              is\_bin=False          start=int(argv[3])          fin=int(argv[4])      else:          is\_bin=False          start=0          fin=3  else:      is\_bin=False      start=0      fin=3      filename='input.txt'  def graph\_short\_path\_find(cpoint,tpoint,rebrs,length=0,dellst=[],lens=[],path=''):      if length==0:          lens=[]      path+=str(cpoint)+'-'      if cpoint==tpoint:          lens.append(length)          #print('Найден путь ',path[:-1],':',length)          return None      for num in dellst:          rebrs.pop(num)      dellst=[]      for c,d in enumerate(rebrs):          if (cpoint in rebrs[c]):              dellst.append(c)      dellst.reverse()      for num in dellst:          if rebrs[num][0]!=cpoint:              nextp=rebrs[num][0]          else:              nextp=rebrs[num][1]          graph\_short\_path\_find(nextp,tpoint,rebrs[:],length+rebrs[num][2],dellst,lens,path)      if not lens:          otv='{} {} -1'.format(cpoint,tpoint)      else:          otv=min(lens)      lens=''      return otv  graph=gr.load\_graph(filename,is\_bin)  length=graph\_short\_path\_find(start,fin,graph)  print(length) |

![](data:image/png;base64,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)

Задание 4 Реализовать алгоритм Прима. Создать тесты и отладить.

|  |
| --- |
| class TestShortPath(unittest.TestCase):      def test\_1(self):          self.assertEqual(graph\_short\_path\_find(0,3,graph), 20)      def test\_2(self):          self.assertEqual(graph\_short\_path\_find(2,3,graph), 11)      def test\_3(self):          self.assertEqual(graph\_short\_path\_find(3,0,graph), 20)      def test\_4(self):          self.assertEqual(graph\_short\_path\_find(3,2,graph), 11)      def test\_5(self):          self.assertEqual(graph\_short\_path\_find(2,4,graph), '2 4 -1')      def test\_6(self):          self.assertEqual(graph\_short\_path\_find(4,2,graph), '4 2 -1')      def test\_7(self):          self.assertEqual(graph\_short\_path\_find(5,6,graph), '5 6 -1')      def test\_8(self):          self.assertEqual(graph\_short\_path\_find(6,5,graph), '6 5 -1')      def test\_9(self):          self.assertEqual(graph\_short\_path\_find(1,3,graph), 15)      def test\_10(self):          self.assertEqual(graph\_short\_path\_find(3,1,graph), 15)  if \_\_name\_\_ == "\_\_main\_\_":      graph=gr.load\_graph(filename,is\_bin)      unittest.main() |

Задание 5 Реализовать алгоритм Крускала. Создать тесты и отладить.

|  |
| --- |
| dellst=[]      for c,d in enumerate(rebrs):          if (cpoint in rebrs[c]):              dellst.append(c)      dellst.reverse()      for num in dellst:          if rebrs[num][0]!=cpoint:              nextp=rebrs[num][0]          else:    self.assertEqual(graph\_short\_path\_find(4,2,graph), '4 2 -1')      def test\_7(self):          self.assertEqual(graph\_short\_path\_find(5,6,graph), '5 6 -1')      def test\_8(self):          self.assertEqual(graph\_short\_path\_find(6,5,graph), '6 5 -1')      def test\_9(self):          self.assertEqual(graph\_short\_path\_find(1,3,graph), 15)      def test\_10(self):          self.assertEqual(graph\_short\_path\_find(3,1,graph), 15)  if \_\_name\_\_ == "\_\_main\_\_":      graph=gr.load\_graph(filename,is\_bin)      unittest.main() |