**Architectural Support for Cloud Computing – Project Report**

**Packages are needed to be used in project development**

1. python = "^3.10"
2. pygame = "^2.1.2"
3. scipy = "^1.9.3"
4. numpy = "^1.23.5"

**Modules:**

We must first mathematically model a transportation system before we can examine and optimize it. On the basis of input data (road network geometry, vehicles per minute, vehicle speed, etc.), such a model should accurately depict traffic flow.

According to the operating level, traffic system models are typically divided into three categories:

**Microscopic models:** depict each vehicle independently and try to mimic the actions of the drivers.

**Macroscopic models:** depict the overall movement of cars in terms of traffic density (number of vehicles per km) and traffic flow (vehicles per minute). They frequently resemble fluid flow.

**Mesoscopic models:** Modeling flow as "packets" of moving vehicles, mesoscopic models are hybrid models that combine aspects of microscopic and macroscopic models.

I'm going to use a microscopic model in this project.

**Vehicle Generator**

We have two choices for adding automobiles to our simulation:

Create a new instance of the Vehicle class and add it to the list of vehicles to manually add each vehicle to the simulation.

Stochastically add automobiles with predetermined probability.

We need to define a stochastic vehicle generator for the second choice.

Two restrictions serve as the definition of a stochastic vehicle generator:

Vehicle generation rate (vgr): (in vpm) specifies the average number of vehicles that should be added to the simulation each minute.

Vehicle configuration list(L): A list of tuples with a list item for each vehicle's configuration and probability.

L = [p1, v1, p2, v2, p3, v3,...]

**Traffic Light**

Placed at vertices, traffic signals have two distinct zones:

**Slow down zone:** A zone where cars reduce their top speed by employing the slow down factor is identified by a slow down distance and a slow down factor.

**Stop zone:** a space where cars stop that is identified by a stop distance. Through the use of a damping force.

**Simulation**

We'll take an object-oriented strategy. Every route and vehicle will have a class defined for them.

The following \_\_init\_\_ function will be utilized frequently in a variety of upcoming classes. Through the function set default config, the default configuration of the current class is set. and anticipates a dictionary, setting each entry's property as a property of the current class instance. In this manner, we can avoid worrying about future changes or modifying the \_\_init\_\_ procedures of various classes.

**Data migrations strategies**

Basic idea - We can create a flagged variable (migrate is the variable used in the implementation), which is a boolean variable. It can be set as “true” or “false” depending on the status of the job, if it needs migration or not.

When migrate = false, the process continues or the job is terminated. This is happens when there are no other available cars or if the data of the job is lost.

When migrate = true, then the car ID is changed to another car ID that is available.

* Before leaving the signal, the departing car can migrate the job to the data center controller (DC), and the DC chooses which car should be given the incomplete task that is being considered.
* The simplest approach is to assign the job that needs to be completed to the automobile that arrives closest to the departure time of the leaving car.
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