**1. Aim:- Write a python program to find the best fit straight line and draw the scatter plot.**

**Source code:-**

import numpy as np

import matplotlib.pyplot as plt

def mean(x):

    len=0

    sum=0

    for i in x:

        len+=1

        sum+=i

    return sum/len

x=np.array(list(map(float, input("Enter x values : ").split(","))))

y=np.array(list(map(float, input("Enter y values : ").split(","))))

x\_bar=mean(x)

y\_bar=mean(y)

num=0

den=0

length=len(x)

for i in range(length):

    num+=((x[i]-x\_bar)\*(y[i]-y\_bar))

    den+=(x[i]-x\_bar)\*\*2

slope=num/den

slope=slope.round(4)

print(f"slope={slope}")

y\_intercept=y\_bar-(slope\*x\_bar)

y\_intercept=y\_intercept.round(4)

print(f"y\_intercept={y\_intercept}")

print(f"the required line is y={slope}x+{y\_intercept}")

y1=[]

for i in range(len(x)):

  y1.append(slope\*x[i] + y\_intercept)

plt.scatter(y,x)

plt.scatter(y1,x)

plt.xlabel("X-axis")

plt.ylabel("y-axis")

plt.title("linear regression")

plt.plot(y,x)

plt.plot(y1,x,'r')

plt.show()

sse=0

sst=0

ssr=0

for i in range(length):

    sse=sse+(y[i]-(slope\*x[i]+y\_intercept))\*\*2

    sst+=(y\_bar-y[i])\*\*2

    ssr+=((slope\*x[i]+y\_intercept)-y\_bar)\*\*2

print("y = ",y)

for i in range(length):

    print(slope\*x[i]+y\_intercept)

sse=sse.round(4)

ssr=ssr.round(4)

r\_square=1-(sse/sst)

r\_square=r\_square.round(4)

print(f"cost function of the line is {sse}")

print(f"The regression is {ssr}")

print(f"total error is {sst}")

print(f"The Goodness of fit model {r\_square}")

**Output 1:-**

Enter x values : 1,2,3,4,6,8

Enter y values : 2.4,3,3.6,4,5,6

slope=0.5059

y\_intercept=1.9764

the required line is y=0.5059x+1.9764

![](data:image/png;base64,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)

y = [2.4 3. 3.6 4. 5. 6. ]

2.4823

2.9882

3.4941

4.0

5.0118

6.0236

cost function of the line is 0.0188

The regression is 8.7018

total error is 8.72

The Goodness of fit model 0.9978

**Output 2:-**

Enter x values : 0,1,3,6,8

Enter y values : 1,3,2,5,4

slope=0.3761

y\_intercept=1.646

the required line is y=0.3761x+1.646
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y = [1. 3. 2. 5. 4.]

1.646

2.0221

2.7742999999999998

3.9025999999999996

4.6548

cost function of the line is 3.6062

The regression is 6.3936

total error is 10.0

The Goodness of fit model 0.6394

**2. Aim:- Write a python program to fit a second degree parabola of the form y=a+bx+cx2 and draw the scatter plot.**

**Source code:-**

import numpy as np

import matplotlib.pyplot as plt

x=list(map(float, input().split(",")))

y=list(map(float, input().split(",")))

def mean(x):

    len=0

    sum=0

    for i in x:

        len+=1

        sum+=i

    return sum/len

xy=[]

x2y=[]

x2=[]

x3=[]

x4=[]

for i in range(len(x)):

  xy.append(x[i]\*y[i])

  x2y.append(x[i]\*x[i]\*y[i])

  x2.append(x[i]\*x[i])

  x3.append(x2[i]\*x[i])

  x4.append(x2[i]\*x2[i])

#print(x,y,xy,x2y,x2,x3,x4)

print("Equations to be solved are : ")

print("{} = {}a + {}b + {}c".format(sum(y),len(x),sum(x),sum(x2)))

print("{} = {}a + {}b + {}c".format(sum(xy),sum(x),sum(x2),sum(x3)))

print("{} = {}a + {}b + {}c".format(sum(x2y),sum(x2),sum(x3),sum(x4)))

def getMinor(m,i,j):

  return [p[:j]+p[j+1:] for p in m[:i]+m[i+1:]]

def getDeterminant(a):

  if len(a)==1:

    return a[0][0]

  if len(a)==2:

    return a[0][0]\*a[1][1]-a[0][1]\*a[1][0]

  det=0

  for c in range(len(a)):

    det+=(-1)\*\*c\*a[0][c]\*getDeterminant(getMinor(a,0,c))

  return det

d=[[len(x),sum(x),sum(x2)],[sum(x),sum(x2),sum(x3)],[sum(x2),sum(x3),sum(x4)]]

d1=[[sum(y),sum(xy),sum(x2y)],[sum(x),sum(x2),sum(x3)],[sum(x2),sum(x3),sum(x4)]]

d2=[[len(x),sum(x),sum(x2)],[sum(y),sum(xy),sum(x2y)],[sum(x2),sum(x3),sum(x4)]]

d3=[[len(x),sum(x),sum(x2)],[sum(x),sum(x2),sum(x3)],[sum(y),sum(xy),sum(x2y)]]

a=getDeterminant(d1)/getDeterminant(d)

b=getDeterminant(d2)/getDeterminant(d)

c=getDeterminant(d3)/getDeterminant(d)

print()

print('a = {},b = {},c = {}'.format(a,b,c))

print('final equation is :')

print('y = {} + {}x + {}x^2'.format(a,b,c))

print()

y1=[]

for i in range(len(y)):

  y1.append(a + b\*x[i] + c\*x[i]\*x[i])

plt.xlabel('x')

plt.ylabel('y')

plt.plot(y,x)

plt.plot(y1,x,'r')

plt.show()

**Output 1:-**

0,1,2,3,4

1,1.8,1.3,2.5,6.3

Equations to be solved are :

12.899999999999999 = 5a + 10.0b + 30.0c

37.1 = 10.0a + 30.0b + 100.0c

130.3 = 30.0a + 100.0b + 354.0c

a = 1.4200000000000026,b = -1.0700000000000116,c = 0.5500000000000025

final equation is :

y = 1.4200000000000026 + -1.0700000000000116x + 0.5500000000000025x^2
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**Output 2:-**

2,4,6,8,10

3.07,12.85,31.47,57.38,91.29

Equations to be solved are :

196.06 = 5a + 30.0b + 220.0c

1618.3000000000002 = 30.0a + 220.0b + 1800.0c

14152.12 = 220.0a + 1800.0b + 15664.0c

a = 0.6959999999996008,b = -0.8550714285710326,c = 0.9919642857143065

final equation is :

y = 0.6959999999996008 + -0.8550714285710326x + 0.9919642857143065x^2
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**3. Aim:- Write a python program to find Karl Pearson’s correlation coefficient.**

**Source code:-**

import numpy as np

import statistics as st

import math

x\_input=list(map(int,input("enter x values:").split()))

y\_input=list(map(int,input("enter y values:").split()))

x=np.array(x\_input)

y=np.array(y\_input)

print(x)

print(y)

xsum=sum(x)

ysum=sum(y)

xy=x\*y

xysum=sum(xy)

xsquare=x\*\*2

ysquare=y\*\*2

xsquaresum=sum(xsquare)

ysquaresum=sum(ysquare)

xbar=st.mean(x\_input)

ybar=st.mean(y\_input)

cov\_xy=(xysum/np.size(x))-(xbar\*ybar)

sigma\_x=math.sqrt((xsquaresum/np.size(x))-(xbar\*\*2))

sigma\_y=math.sqrt((ysquaresum/np.size(y))-(ybar\*\*2))

r=round(cov\_xy/(sigma\_x\*sigma\_y),4)

r=round(cov\_xy/(sigma\_x\*sigma\_y),4)

print('the correlation coefficient  of given data is:',r)

r\_builtin=np.corrcoef(x, y)

print('the correlation coefficient  of given data by builtin function is:',round(r\_builtin[1,0],4))

**Output 1:-**

enter x values:3 7 4 2 0 4 1 2

enter y values:11 18 9 4 7 6 3 8

[3 7 4 2 0 4 1 2]

[11 18 9 4 7 6 3 8]

the correlation coefficient of given data is: 0.7867

the correlation coefficient of given data by builtin function is: 0.7867

**Output 2:-**

enter x values:35 39 45 53 63 75 89 105 117

enter y values:181 151 126 106 91 81 76 68 65

[ 35 39 45 53 63 75 89 105 117]

[181 151 126 106 91 81 76 68 65]

the correlation coefficient of given data is: -0.8834

the correlation coefficient of given data by builtin function is: -0.8834

**4. Aim:- Write a python program to find the Spearman’s correlation coefficient between x and y variables.**

**Source code:-**

import numpy as np

cf=[]

def find\_rank(l):

    r={}

    s=list(set(l))

    w=l.copy()

    s.sort(reverse=True)

    w.sort(reverse=True)

    a=1

    for i in s:

        m=l.count(i)

        if m==1:

            r[i]=a

            a+=1

        else:

            q=0

            for j in range(m):

                q+=a

                a+=1

            r[i]=q/m

            cf.append(m\*(m\*\*2-1)/12)

    return r

x=list(map(int, input().split(",")))

y=list(map(int, input().split(",")))

x\_rank=find\_rank(x)

y\_rank=find\_rank(y)

n=len(x)

d=[]

for i in range(n):

    d.append(x\_rank[x[i]]-y\_rank[y[i]])

d\_2=[i\*i for i in d]

if len(cf)!=0:

    sum\_d\_2=sum(d\_2)+sum(cf)

else:

    sum\_d\_2=sum(d\_2)

print(d)

print(d\_2)

print(x\_rank)

print(cf)

print(sum\_d\_2)

num=6\*sum\_d\_2

den=n\*(n\*\*2 - 1)

print(num)

print(den)

rankcorelation=1 - num/den

print("Rank corelation is {:.5f}".format(rankcorelation))

**Output 1:-**

81,78,73,73,69,68,62,58

10,12,18,18,18,22,20,24

[-7, -5, -1.5, -1.5, 0.0, 4, 4, 7]

[49, 25, 2.25, 2.25, 0.0, 16, 16, 49]

{81: 1, 78: 2, 73: 3.5, 69: 5, 68: 6, 62: 7, 58: 8}

[0.5, 2.0]

162.0

972.0

504

Rank corelation is -0.92857

**Output 2:-**

68,64,75,50,64,80,75,40,55,64

62,58,68,45,81,60,68,48,50,70

[-1, -1.0, -1.0, -1, 5.0, -5, -1.0, 1, 0, 4.0]

[1, 1.0, 1.0, 1, 25.0, 25, 1.0, 1, 0, 16.0]

{80: 1, 75: 2.5, 68: 4, 64: 6.0, 55: 8, 50: 9, 40: 10}

[0.5, 2.0, 0.5]

75.0

450.0

990

Rank corelation is 0.54545

**5. Aim:- Write a python program to classify the data based on one-way Anova.**

**Source code:-**

import numpy as np

import pandas as pd

import matplotlib.pyplot as plt

%matplotlib inline

import scipy.stats as s

print("ANOVA ONE WAY CLASSIFICATION")

deg=float(input("Enter the degrees of freedom:"))

tn=int(input("Enter the no.of Treatments: "))

f\_list=[]

d=[]

for i in range(tn):

  l=[float(j) for j in input().split()]

  d.append(len(l))

  f\_list.append(l)

#print(f\_list)

ti=[]

for i in f\_list:

  ti.append(sum(i))

#print(ti)

ti\_sum=sum(ti)

#print(ti\_sum)

ti2\_ni=[]

for i in range(len(ti)):

  ti2\_ni.append((ti[i]\*\*2)/d[i])

#print(ti2\_ni)

#print(sum(ti2\_ni))

rss=0.0

for i in f\_list:

  for j in range(len(i)):

    rss+=(i[j]\*\*2)

cf=(ti\_sum\*\*2)/sum(d)

sst=rss-cf

sstr=sum(ti2\_ni)-cf

sse=sst-sstr

print("The row sum of squares: ",rss)

print("The correction factor:",cf)

print("sum of squares due to total:",sst)

print("sum of squares due to treatments:",sstr)

print("sum of squares due to error:",sse)

#print("sst:{},sstr:{},sse:{}".format(sst,sstr,sse));

#Constructing a dataframe

df=pd.DataFrame()

df["source of variation"]=["treatments","errors","total"]

df["sum of squares"]=[sstr,sse,sst]

x=(tn-1)

y=sum(d)-tn

z=sum(d)-1

df["Degrees of freedom"]=[x,y,z]

x1=sstr/x

y1=sse/y

df["Mean sum of Squares"]=[x1,y1,"\*"]

f=x1/y1

df["Variance ratio"]=["\*",f,"\*"]

print(df)

if f<1:

  f=1/f

  tv=s.f.ppf(1-deg,y,x)

else:

  tv=s.f.ppf(1-deg,x,y)

print("f is :",f)

print("The table value is:",tv)

#Inference or decision

if f>=tv:

  print("Reject the Null Hypothesis")

else:

  print("Accept the NUll Hypothesis")

**Output 1:-**

ANOVA ONE WAY CLASSIFICATION

Enter the degrees of freedom:0.05

Enter the no.of Treatments: 3

13 10 8 11 8

13 11 14 14

4 1 3 4 2 4

The row sum of squares: 1262.0

The correction factor: 960.0

sum of squares due to total: 302.0

sum of squares due to treatments: 270.0

sum of squares due to error: 32.0

source of variation sum of squares Degrees of freedom Mean sum of Squares \

0 treatments 270.0 2 135.0

1 errors 32.0 12 2.666667

2 total 302.0 14 \*

Variance ratio

0 \*

1 50.625

2 \*

f is : 50.625

The table value is: 3.8852938346523933

Reject the Null Hypothesis

**Output 2:-**

ANOVA ONE WAY CLASSIFICATION

Enter the degrees of freedom:0.05

Enter the no.of Treatments: 3

90 82 79 98 83 91

105 89 93 104 89 95 86

83 89 80 94

The row sum of squares: 138638.0

The correction factor: 137700.0

sum of squares due to total: 938.0

sum of squares due to treatments: 234.4523809523671

sum of squares due to error: 703.5476190476329

source of variation sum of squares Degrees of freedom Mean sum of Squares \

0 treatments 234.452381 2 117.22619

1 errors 703.547619 14 50.253401

2 total 938.000000 16 \*

Variance ratio

0 \*

1 2.332702

2 \*

f is : 2.3327016142676427

The table value is: 3.738891832440735

Accept the NUll Hypothesis

**6. Aim:- Write a python program to classify the data based on two-way Anova.**

**Source code:-**

import scipy.stats as stats

print("Enter level of significance")

alpha=float(input())

print("Enter number of treatments")

t=int(input())

print("Enter number of blocks")

b=int(input())

l=[]

ti=[]

ti2ni=[]

for i in range(t):

    p=list(map(int,input().split()))

    ti.append(sum(p))

    ti2ni.append(sum(p)\*\*2)

    l.append(p)

sti2=sum(ti2ni)

blocks=[]

squared\_blocks=[]

for i in range(b):

  s=0

  for k in range(t):

    s+=l[k][i]

  blocks.append(s)

  squared\_blocks.append(s\*\*2)

G=sum(blocks)

sbi2=sum(squared\_blocks)

m=[]

for i in l:

  m.extend(i)

rss=0

for i in m:

  rss+=i\*\*2

cf=(G\*\*2) / len(m)

st2=rss-cf

str2=(sti2/b) - cf

sb2=(sbi2/t) - cf

se2=st2 - str2 - sb2

dft=t-1

dfb=b-1

dfe=dft\*dfb

mst2=str2/dft

msb2=sb2/dfb

mse2=se2/dfe

ftr=mst2/mse2

fb=msb2/mse2

print("rss : {} ,cf : {} ,st2 : {} ,str2 : {} ,sb2 : {} ,se2 : {} ,ftr : {} ,fb : {}".format(rss,cf,st2,str2,sb2,se2,ftr,fb))

if ftr<1.0:

  ftr=(1.0/ftr)

  t\_ftr=stats.f.ppf(1-alpha,dfe,dft)

  print("table value for treatments")

  print(t\_ftr)

  if ftr>t\_ftr:

    print("we reject treatments")

  else:

    print("we accept treatments")

else:

  t\_ftr=stats.f.ppf(1-alpha,dft,dfe)

  print("table value for treatments")

  print(t\_ftr)

  if ftr>t\_ftr:

    print("we reject treatments")

  else:

    print("we accept treatments")

if fb<1.0:

  fb=(1.0/fb)

  t\_fb=stats.f.ppf(1-alpha,dfe,dfb)

  print("Table value for blocks")

  print(t\_fb)

  if fb>t\_fb:

    print("we reject blocks")

  else:

    print("we accept blocks")

else:

  print("Table value for blocks")

  t\_fb=stats.f.ppf(1-alpha,dfb,dfe)

  print(t\_fb)

  if fb>t\_fb:

    print("we reject blocks")

  else:

    print("we accept blocks")

**Output 1:-**

Enter level of significance

0.05

Enter number of treatments

3

Enter number of blocks

4

13 7 9 3

6 6 3 1

11 5 15 5

rss : 786 ,cf : 588.0 ,st2 : 198.0 ,str2 : 56.0 ,sb2 : 90.0 ,se2 : 52.0 ,ftr : 3.230769230769231 ,fb : 3.4615384615384617

table value for treatments

5.143252849784718

we accept treatments

Table value for blocks

4.757062663089414

we accept blocks

**Output 2:-**

Enter level of significance

0.01

Enter number of treatments

4

Enter number of blocks

3

45 43 51

47 46 52

48 50 55

42 37 49

rss : 26867 ,cf : 26602.083333333332 ,st2 : 264.9166666666679 ,str2 : 110.91666666666788 ,sb2 : 135.16666666666788 ,se2 : 18.83333333333212 ,ftr : 11.77876106194779 ,fb : 21.530973451329015

table value for treatments

9.779538240923273

we reject treatments

Table value for blocks

10.92476650083833

we reject blocks

**7. Aim:- Write a python program to fit a multiple regression model for any given data.**

**Source code:-**

import scipy.stats as stats

def transportMatrix(a):

  res = [[a[j][i] for j in range(len(a))] for i in range(len(a[0]))]

  return res

import numpy as np

no\_ind=int(input("Enter no of independent variables"))

indep=[]

for i in range(no\_ind):

  print(f"Enter the values for independent variable {i+1}")

  li=[float(x) for x in input().split()]

  indep.append(li)

print("Enter the values of output")

y=[float(x) for x in input().split()]

alpha=float(input("Enter level of significance"))

x\_trans=[]

x\_trans.append(np.ones(len(indep[0])))

for i in range(len(indep)):

  x\_trans.append(indep[i])

s1=np.dot(x\_trans,transportMatrix(x\_trans))

s2=np.linalg.inv(s1)

s3=np.dot(x\_trans,y)

s4=np.dot(s2,s3)

s4=s4.round(4)

y\_equ=[x.round(4) for x in s4]

y\_equ=str(s4[0])

for i in range(1,no\_ind+1):

    y\_equ+='+'+str(s4[i])+'x'+str(i)

print()

print(f"The required multi linear regression is y={y\_equ}")

print()

y\_fit=[float(0) for i in range(len(indep[0]))]

for i in range(len(indep[0])):

    y\_fit[i]=s4[0]

    k=0

    for j in range(1,no\_ind+1):

        y\_fit[i]+=s4[j]\*indep[k][i]

        k+=1

y\_fit=[x.round(4) for x in y\_fit]

print("Fitted values are")

print(y\_fit)

print()

sse=0

for i in range(len(y\_fit)):

    sse+=(y[i]-(y\_fit[i]))\*\*2

sse=sse.round(4)

print(f"The sum of squares due to error is {sse}")

y\_mean=np.mean(y).round(4)

sst=0

for i in range(len(y\_fit)):

    sst+=(y[i]-y\_mean)\*\*2

sst=sst.round(4)

print(f"The sum of squares due to total is {sst}")

ssr=sst-sse

print(f"The sum of squares due to total is {ssr}")

print()

r\_square=(ssr/sst).round(4)

print(f"The R^2 value is {r\_square}")

print()

print("By using R^2 test")

if(r\_square>=0.90):

    print("We accept the model")

else:

    print("We reject the model")

print()

m\_ssr=(ssr/no\_ind).round(4)

m\_sse=(sse/(len(y\_fit)-no\_ind-1))

f\_cal=(m\_ssr/m\_sse).round(4)

dfe=len(y\_fit)-no\_ind-1

print(f"The calucalted value of F is {f\_cal}")

f\_tab=stats.f.ppf(1-alpha,no\_ind,dfe).round(4)

print(f"The table value of F is {f\_tab}")

print()

print("By using ANOVA test")

if(f\_cal>f\_tab):

    print("We accept the model")

else:

    print("We reject the model")

print()

param\_value=[]

for i in range(no\_ind+1):

    temp=(s4[i]/((m\_sse\*s2[i][i])\*\*0.5)).round(4)

    param\_value.append(temp)

print("t values parameters are :")

print(param\_value)

t\_table=stats.t.ppf(1-alpha/2,len(y\_fit)-no\_ind-1)

print(f"The table value of t : {t\_table}")

i=0

for a in param\_value:

    if(abs(a))>t\_table:

        print("Beta"+str(i)+" is contributing to the model")

    else:

        print("Beta"+str(i)+" is not contributing to the model")

    i+=1

**Output 1:-**

Enter no of independent variables2

Enter the values for independent variable 1

9 8 7 14 12 10 7 4 6 5 7 6

Enter the values for independent variable 2

62 58 64 60 63 57 55 56 59 61 57 60

Enter the values of output

100 110 105 94 95 99 104 108 105 98 105 110

Enter level of significance.05

The required multi linear regression is y=133.4605+-1.2485x1+-0.351x2

Fitted values are

[100.462, 103.1145, 102.257, 94.9215, 96.3655, 100.9685, 105.416, 108.8105, 105.2605, 105.807, 104.714, 104.9095]

The sum of squares due to error is 151.4104

The sum of squares due to total is 330.25

The sum of squares due to total is 178.8396

The R^2 value is 0.5415

By using R^2 test

We reject the model

The calucalted value of F is 5.3152

The table value of F is 4.2565

By using ANOVA test

We accept the model

t values parameters are :

[5.0882, -2.8079, -0.7711]

The table value of t : 2.2621571627409915

Beta0 is contributing to the model

Beta1 is contributing to the model

Beta2 is not contributing to the model

**Output 2:-**

Enter no of independent variables2

Enter the values for independent variable 1

-5 -4 -1 2 2 3 3

Enter the values for independent variable 2

5 4 1 -3 -2 -2 -3

Enter the values of output

11 11 8 2 5 5 4

Enter level of significance0.05

The required multi linear regression is y=6.5714+1.0x1+2.0x2

Fitted values are

[11.5714, 10.5714, 7.5714, 2.5714, 4.5714, 5.5714, 3.5714]

The sum of squares due to error is 1.7143

The sum of squares due to total is 73.7143

The sum of squares due to total is 72.0

The R^2 value is 0.9767

By using R^2 test

We accept the model

The calucalted value of F is 83.9993

The table value of F is 6.9443

By using ANOVA test

We accept the model

t values parameters are :

[26.5579, 2.1523, 4.3046]

The table value of t : 2.7764451051977987

Beta0 is contributing to the model

Beta1 is not contributing to the model

Beta2 is contributing to the model

**8. Aim:- Write a python program to fit a multivariate regression model for any given data.**

**Source code:-**

import numpy as np

q=int(input('Enter no. of dependent variables:'))

yt=[]

for i in range(q):

  print('Enter y'+str(i+1),'data')

  yt.append([float(j) for j in input().split()])

n=len(yt[0])

p=int(input('Enter no. of independent variables:'))

xt=[]

xt.append([1]\*n)

for i in range(p):

  print('Enter x'+str(i+1),'data')

  xt.append([float(j) for j in input().split()])

p=p+1

g=float(input('Enter level of  significance: '))

def transpose(m):

    return [[m[j][i] for j in range(len(m))] for i in range(len(m[0]))]

def getMinor(m,i,j):

  return [p[:j]+p[j+1:] for p in m[:i]+m[i+1:]]

def getDeterminant(a):

  if len(a)==1:

    return a[0][0]

  if len(a)==2:

    return a[0][0]\*a[1][1]-a[0][1]\*a[1][0]

  det=0

  for c in range(len(a)):

    det+=(-1)\*\*c\*a[0][c]\*getDeterminant(getMinor(a,0,c))

  return det

def coFactor(m):

  return [[(-1)\*\*(i+j)\*getDeterminant(getMinor(m,i,j))for j in range(len(m))] for i in range(len(m))]

def Inverse(m):

  det=getDeterminant(m)

  if det==0: print('det=0,Inverse not posssible');exit()

  adj=transpose(coFactor(m))

  return [[adj[i][j]/det for j in range(len(adj[0]))] for i in range(len(adj))]

def Multiply(a,b):

    r1,c1,r2,c2=len(a),len(a[0]),len(b),len(b[0])

    if c1!=r2: print('Multiplication not possible');exit()

    mm=[]

    for i in range(0,r1):

        c=[]

        for j in range(0,c2):

            p=0

            for k in range(0,c1):

                p=p+(a[i][k]\*b[k][j])

            c.append(p)

        mm.append(c)

    return mm

x=transpose(xt)

y=transpose(yt)

xtxi=Inverse(Multiply(xt,x))

xty=Multiply(xt,y)

b=Multiply(xtxi,xty)

yt=np.array(yt)

xt=np.array(xt)

for i in range(q):

  print('\nFOR THE EQUATION y'+str(i+1),':')

  ye='y'+str(i+1)+' = '

  ye=ye+str('%.3f'%b[0][i])+' + '

  y1=np.array(b[0][i]\*xt[0])

  f=0

  for j in range(1,p):

      ye=ye+str('(%.3f)'%b[j][i])+'x'+str(j);y1=y1+(b[j][i]\*xt[j])

      if j!=p-1:ye=ye+' + '

  print('Model fit equation is ',ye)

  sse=np.sum((yt[i]-y1)\*\*2)

  sst=np.sum((yt[i]-np.mean(yt[i]))\*\*2)

  ssr=sst-sse

  print('\nUsing Coefficient of Determination Method: ')

  r2=ssr/sst

  print('R^2 = %.5f'%(r2))

  if(r2>0.90):print('Model fits good (R^2>0.90)')

  else:print('Model does not fit good (R^2<=0.90)')

  print('\nUSing ANOVA Test:')

  mssr=ssr/(p-1)

  msse=sse/(n-p)

  f=mssr/msse

  import scipy.stats as s

  if f>=1: ft=s.f.ppf(1-g,p-1,n-p)

  else: f=1/f;ft=s.f.ppf(1-g,n-p,p-1)

  print('Calculated value of f is %.5f'%(f))

  print('Table value of f is %.5f'%(ft))

  if f>ft: print('Model fits good')

  else: print('Model does not fit good')

  print('\nTest of Individual Parameters:')

  cjj=[xtxi[j][j] for j in range(len(xtxi))]

  tt=s.t.ppf(1-g/2,n-p)

  print('Table value of t is %.5f'%(tt))

  for j in range(p):

      e=np.sqrt(msse\*cjj[j])

      t=b[j][i]/e

      q='b['+str(j)+']'

      print('t(cal) for',q,'is %.5f'%(t))

      if abs(t)>tt: print(q,'is contributing to the model')

      else: print(q,'is not contributing to the model')

**Output 1:-**

Enter no. of dependent variables:2

Enter y1 data

10 12 11 9 9 10 11 12 11 10 11 12

Enter y2 data

100 110 105 94 95 99 104 108 105 98 103 110

Enter no. of independent variables:3

Enter x1 data

9 8 7 14 12 10 7 4 6 5 7 6

Enter x2 data

62 58 64 60 63 57 55 56 59 61 57 60

Enter x3 data

1 1.3 1.2 0.8 0.8 0.9 1 1.2 1.1 1.0 1.2 1.2

Enter level of significance: 0.05

FOR THE EQUATION y1 :

Model fit equation is y1 = 10.897 + (-0.045)x1 + (-0.088)x2 + (5.035)x3

Using Coefficient of Determination Method:

R^2 = 0.92380

Model fits good (R^2>0.90)

USing ANOVA Test:

Calculated value of f is 32.32738

Table value of f is 4.06618

Model fits good

Test of Individual Parameters:

Table value of t is 2.30600

t(cal) for b[0] is 4.23735

b[0] is contributing to the model

t(cal) for b[1] is -0.82835

b[1] is not contributing to the model

t(cal) for b[2] is -2.27524

b[2] is not contributing to the model

t(cal) for b[3] is 5.46181

b[3] is contributing to the model

FOR THE EQUATION y2 :

Model fit equation is y2 = 91.097 + (-0.064)x1 + (-0.294)x2 + (27.835)x3

Using Coefficient of Determination Method:

R^2 = 0.86551

Model does not fit good (R^2<=0.90)

USing ANOVA Test:

Calculated value of f is 17.16130

Table value of f is 4.06618

Model fits good

Test of Individual Parameters:

Table value of t is 2.30600

t(cal) for b[0] is 5.26478

b[0] is contributing to the model

t(cal) for b[1] is -0.17534

b[1] is not contributing to the model

t(cal) for b[2] is -1.13500

b[2] is not contributing to the model

t(cal) for b[3] is 4.48725

b[3] is contributing to the model

**9. Aim:- Write a python program to classify the treatments based on MANOVA Test.**

**Source code:-**

import numpy as np

import scipy.stats as s

k = int(input("Enter no.of treatments : "))

p = int(input("Enter no.of observations in each subgroup : "))

T = []

n = []

alp = float(input('Enter level of significance : '))

for i in range(k):

    n.append(int(input("Enter no.of sub groups in treatment :")))

    t = []

    for j in range(n[i]):

        a = list(map(int, input("Enter rowwise: ").split()))

        a = np.matrix(a).reshape(p,1)

        t.append(a)

    T.append(t)

print()

for i in range(k):

    print()

    print("Treatment ",i+1)

    print(T[i])

print()

yi\_ = []

y\_\_ = 0

for i in range(k):

    yi\_.append(sum(T[i])/n[i])

    y\_\_ += sum(T[i])

y\_\_ = y\_\_/sum(n)

print("yi\_ = ",yi\_)

print()

print("y\_\_ = ",y\_\_)

print()

# For y1

ssey1 = 0

ssty1 = 0

for i in range(k):

    for j in range(n[i]):

        ssey1 = ssey1 + (float(T[i][j][0])-float(yi\_[i][0]))\*\*2

        ssty1 = ssty1 + (float(T[i][j][0])-float(y\_\_[0]))\*\*2

ssry1 = ssty1-ssey1

print("ssey1 = ",ssey1)

print("ssty1 = ",ssty1)

print("ssrt1 = ",ssry1)

print()

# For y2

ssey2 = 0

ssty2 = 0

for i in range(k):

    for j in range(n[i]):

        ssey2 = ssey2 + (float(T[i][j][1])-float(yi\_[i][1]))\*\*2

        ssty2 = ssty2 + (float(T[i][j][1])-float(y\_\_[1]))\*\*2

ssry2 = ssty2-ssey2

print("ssey2 = ",ssey2)

print("ssty2 = ",ssty2)

print("ssry2 = ",ssry2)

print()

# For y1 and y2

ssey12 = 0

ssty12 = 0

for i in range(k):

    for j in range(n[i]):

        ssey12 = ssey12 + float((T[i][j][0]\*T[i][j][1]) - (yi\_[i][0]\*yi\_[i][1]))

        ssty12 = ssty12 + float((T[i][j][0]\*T[i][j][1]) - (y\_\_[0]\*y\_\_[1]))

ssry12 = ssty12-ssey12

print("ssey12 = ",ssey12)

print("ssty12 = ",ssty12)

print("ssry12 = ",ssry12)

print()

B = np.matrix([[ssry1, ssry12],[ssry12, ssry2]])

W = np.matrix([[ssey1, ssey12],[ssey12, ssey2]])

T = np.matrix([[ssty1, ssty12],[ssty12, ssty2]])

print("B = ",B)

print()

print("W = ",W)

print()

print("T = ",T)

print()

def determinent(matrix):

    no\_rows=len(matrix)

    for row in matrix:

        if len(row)!=no\_rows:

            print("not a square matrix")

            return None

    if len(matrix)==2:

        simple\_det=(matrix[0][0]\*matrix[1][1])-(matrix[1][0]\*matrix[0][1])

        return simple\_det

    else:

        #cofactor expression

        answer=0

        no\_columns=no\_rows

        for j in range(no\_columns):

            cofactor=((-1) \*\* (0+j) \* matrix[0][j]) \* (determinent(smallermatrix(matrix,0,j)))

            answer+=cofactor

        return answer

det\_w = determinent(np.array(W))

det\_t = determinent(np.array(T))

LAMBDA = float(det\_w/det\_t)

print("LAMBDA\*=",LAMBDA)

F = ((sum(n)-k-1)/(k-1))\*((1-(LAMBDA)\*\*.5)/(LAMBDA\*\*.5))

alp = .05

cou = 0

if F<1:

    cou=1

    F=1/F

print("F cal=",F)

if cou==1:

    Ft=s.f.ppf(1-alp,p\*(sum(n)-k-1),p\*(k-1))

else:

    Ft=s.f.ppf(1-alp,p\*(k-1),p\*(sum(n)-k-1))

print("F t.v=",Ft)

if F>Ft:

    print("We reject Ho")

    print("There is no homoginity among the table")

    print("We reject the model")

else:

    print("We accept Ho")

    print("There is homoginity among the table")

    print("We accept the model")

**Output 1:-**

Enter no.of treatments : 3

Enter no.of observations in each subgroup : 2

Enter level of significance : 0.05

Enter no.of sub groups in treatment :4

Enter rowwise: 2 3

Enter rowwise: 3 4

Enter rowwise: 5 4

Enter rowwise: 2 5

Enter no.of sub groups in treatment :3

Enter rowwise: 4 8

Enter rowwise: 5 6

Enter rowwise: 6 7

Enter no.of sub groups in treatment :5

Enter rowwise: 7 6

Enter rowwise: 8 7

Enter rowwise: 10 8

Enter rowwise: 9 5

Enter rowwise: 7 6

Treatment 1

[matrix([[2],

[3]]), matrix([[3],

[4]]), matrix([[5],

[4]]), matrix([[2],

[5]])]

Treatment 2

[matrix([[4],

[8]]), matrix([[5],

[6]]), matrix([[6],

[7]])]

Treatment 3

[matrix([[7],

[6]]), matrix([[8],

[7]]), matrix([[10],

[ 8]]), matrix([[9],

[5]]), matrix([[7],

[6]])]

yi\_ = [matrix([[3.],

[4.]]), matrix([[5.],

[7.]]), matrix([[8.2],

[6.4]])]

y\_\_ = [[5.66666667]

[5.75 ]]

ssey1 = 14.799999999999997

ssty1 = 76.66666666666667

ssrt1 = 61.866666666666674

ssey2 = 9.2

ssty2 = 28.25

ssry2 = 19.05

ssey12 = 1.6000000000000156

ssty12 = 25.999999999999943

ssry12 = 24.399999999999928

B = [[61.86666667 24.4 ]

[24.4 19.05 ]]

W = [[14.8 1.6]

[ 1.6 9.2]]

T = [[76.66666667 26. ]

[26. 28.25 ]]

LAMBDA\*= 0.08967446023045059

F cal= 9.357513005519227

F t.v= 3.0069172799243438

We reject Ho

There is no homoginity among the table

We reject the model

**Output 2:-**

Enter no.of treatments : 3

Enter no.of observations in each subgroup : 2

Enter level of significance : 0.05

Enter no.of sub groups in treatment :3

Enter rowwise: 9 3

Enter rowwise: 6 2

Enter rowwise: 9 7

Enter no.of sub groups in treatment :2

Enter rowwise: 0 4

Enter rowwise: 2 0

Enter no.of sub groups in treatment :3

Enter rowwise: 3 8

Enter rowwise: 1 9

Enter rowwise: 2 7

Treatment 1

[matrix([[9],

[3]]), matrix([[6],

[2]]), matrix([[9],

[7]])]

Treatment 2

[matrix([[0],

[4]]), matrix([[2],

[0]])]

Treatment 3

[matrix([[3],

[8]]), matrix([[1],

[9]]), matrix([[2],

[7]])]

yi\_ = [matrix([[8.],

[4.]]), matrix([[1.],

[2.]]), matrix([[2.],

[8.]])]

y\_\_ = [[4.]

[5.]]

ssey1 = 10.0

ssty1 = 88.0

ssrt1 = 78.0

ssey2 = 24.0

ssty2 = 72.0

ssry2 = 48.0

ssey12 = 1.0

ssty12 = -11.0

ssry12 = -12.0

B = [[ 78. -12.]

[-12. 48.]]

W = [[10. 1.]

[ 1. 24.]]

T = [[ 88. -11.]

[-11. 72.]]

LAMBDA\*= 0.03845534995977474

F cal= 8.198859563778374

F t.v= 3.837853354555897

We reject Ho

There is no homoginity among the table

We reject the model

**10. Aim:- Write a python program to classify the given observations using Linear Discriminant Analysis.**

**Source code:-**

import numpy as np

import math

#l1=[2.95,2.53,3.57,3.16,2.58,2.16,3.27]

#l2=[6.63,7.79,5.65,5.47,4.46,6.22,3.52]

k=[[2.81,5.46]]

l1=[1300,1260,1220,1180,1060,1140,1100,1020,980,940]

l2=[2.7,3.7,2.9,2.5,3.9,2.1,3.5,3.3,2.3,3.1]

x=[]

for i in range(len(l1)):

  x.append([l1[i],l2[i]])

print("x=",x)

x1=[]

x2=[]

#y=[1,1,1,1,0,0,0]

y=[1,1,1,1,1,0,0,0,0,0]

for i in range(len(y)):

  if(y[i]==y[0]):

    x1.append([l1[i],l2[i]])

  else:

    x2.append([l1[i],l2[i]])

print("x1=",x1)

print("x2=",x2)

mu=[]

sum1=0

sum2=0

for i in range(len(l1)):

  sum1=sum1+l1[i]

  sum2=sum2+l2[i]

mu.append([(sum1/len(l1)),(sum2/len(l2))])

print("Mean of x=",mu)

mu1=[]

sum3=0

sum4=0

for i in range(len(x1)):

  sum3=sum3+x1[i][0]

  sum4=sum4+x1[i][1]

mu1.append([(sum3/len(x1)),(sum4/len(x1))])

print("Mean of x1=",mu1)

mu2=[]

sum5=0

sum6=0

for i in range(len(x2)):

  sum5=sum5+x2[i][0]

  sum6=sum6+x2[i][1]

mu2.append([(sum5/len(x2)),(sum6/len(x2))])

print("Mean of x2=",mu2)

def transpose(x):

    xt=[[0 for i in range(len(x))] for j in range(len(x[0]))]

    for i in range(len(x)):

        for j in range(len(x[0])):

             xt[j][i]=x[i][j]

    return xt

def mul(x,y):

    res =  [[0 for i in range(len(y[0]))] for j in range(len(x))]

    for i in range(len(x)):

        for j in range(len(y[0])):

            for k in range(len(y)):

                res[i][j]+=x[i][k]\*y[k][j]

    return res

a=[]

for i in range(len(x)):

  a.append([x[i][0]-mu[0][0],x[i][1]-mu[0][1]])

print("x-mu=",a)

for i in range(len(a)):

  c=mul(transpose(a),a)

for i in range(len(c)):

  for j in range(len(a[0])):

    c[i][j]=c[i][j]/len(a)

print("c=",c)

cin=np.linalg.inv(c)

print("c inverse=",cin)

f1=0

f2=0

f1=mul(mul(mu1,cin),transpose(k))[0][0]-((mul(mul(mu1,cin),transpose(mu1))[0][0])\*0.5)+math.log(len(x1)/len(x))

print("F1=",f1)

f2=mul(mul(mu2,cin),transpose(k))[0][0]-((mul(mul(mu2,cin),transpose(mu2))[0][0])\*0.5)+math.log(len(x2)/len(x))

print("F2=",f2)

if(f1>f2):

  print('The new observation is kept into first category i.e,passed category')

else:

  print('The new observation is kept into second category')

**Output 1:-**

x= [[2.95, 6.63], [2.53, 7.79], [3.57, 5.65], [3.16, 5.47], [2.58, 4.46], [2.16, 6.22], [3.27, 3.52]]

x1= [[2.95, 6.63], [2.53, 7.79], [3.57, 5.65], [3.16, 5.47]]

x2= [[2.58, 4.46], [2.16, 6.22], [3.27, 3.52]]

Mean of x= [[2.888571428571429, 5.677142857142857]]

Mean of x1= [[3.0525, 6.385]]

Mean of x2= [[2.67, 4.733333333333333]]

x-mu= [[0.06142857142857139, 0.9528571428571428], [-0.358571428571429, 2.112857142857143], [0.681428571428571, -0.02714285714285669], [0.27142857142857135, -0.2071428571428573], [-0.3085714285714287, -1.217142857142857], [-0.7285714285714286, 0.5428571428571427], [0.38142857142857123, -2.157142857142857]]

c= [[0.2059836734693877, -0.23093265306122449], [-0.23093265306122449, 1.6921632653061225]]

c inverse= [[5.73171449 0.78221769]

[0.78221769 0.69771022]]

F1= 43.82818099216788

F2= 43.86302017821443

The new observation is kept into second category

**Output 2:-**

x= [[1300, 2.7], [1260, 3.7], [1220, 2.9], [1180, 2.5], [1060, 3.9], [1140, 2.1], [1100, 3.5], [1020, 3.3], [980, 2.3], [940, 3.1]]

x1= [[1300, 2.7], [1260, 3.7], [1220, 2.9], [1180, 2.5], [1060, 3.9]]

x2= [[1140, 2.1], [1100, 3.5], [1020, 3.3], [980, 2.3], [940, 3.1]]

Mean of x= [[1120.0, 3.0000000000000004]]

Mean of x1= [[1204.0, 3.14]]

Mean of x2= [[1036.0, 2.86]]

x-mu= [[180.0, -0.30000000000000027], [140.0, 0.6999999999999997], [100.0, -0.10000000000000053], [60.0, -0.5000000000000004], [-60.0, 0.8999999999999995], [20.0, -0.9000000000000004], [-20.0, 0.49999999999999956], [-100.0, 0.2999999999999994], [-140.0, -0.7000000000000006], [-180.0, 0.09999999999999964]]

c= [[13200.0, -2.799999999999991], [-2.799999999999991, 0.32999999999999996]]

c inverse= [[7.58941713e-05 6.43950545e-04]

[6.43950545e-04 3.03576685e+00]]

F1= -16.559987701607927

F2= -4.471300403992386

The new observation is kept into second category

**11. Aim:- Write a python program to find Principle components for the given variables.**

**Source code:-**

import numpy as np

import pandas as pd

import scipy.stats as st

import copy

xn=int(input('Enter number of components='))

x=[]

n=int(input("Enter no of observations="))

for i in range(xn):

    l=list(map(float,input().split()))

    x.append(l)

x\_copy=np.transpose(x)

print("x=",x\_copy)

def mu\_cal(x):

  n=len(x)

  l=len(x[0])

  mu=[]

  for i in range(l):

    s=0

    for j in range(n):

      s+=x[j][i]

    s=s/n

    mu.append(s)

  return mu

mu\_x=(mu\_cal(x\_copy))

print("Mean of x=",mu\_x)

xsubm=np.subtract(x\_copy,mu\_x)

print("\nx-mu=",xsubm)

#calculating pooled variance c\_inverse

pooled\_matrix=(np.dot(np.transpose(xsubm),xsubm))/n

print("pooled matrix=",pooled\_matrix)

# pooled\_matrix\_inv=np.linalg.inv(pooled\_matrix)

# print("pooled matrix inverse is:",pooled\_matrix\_inv)

eig\_value,eig\_vector=np.linalg.eig(pooled\_matrix)

eig\_value=np.sort(eig\_value)[::-1]

print("Eigen values=",eig\_value)

df=pd.DataFrame()

df['pricipal components']=[i+1 for i in range(len(eig\_value))]

df['variance explained']=[i for i in eig\_value]

sum=0

tot\_sum=np.sum(eig\_value)

l=[]

for i in eig\_value:

  sum+=i

  l.append((sum/tot\_sum)\*100)

df['cumulative tot var']=l

print(df)

thres\_value=float(input("Enter The Threshold Value For Principal Component Analysis="))

l=0

#del df['cumulative tot var']

for i in df['cumulative tot var']:

  if i>=thres\_value:

    break

  else:

    l+=1

df=df.loc[0:l]

print(df)

eig\_values=list(df['variance explained'])

print("Eigen values taken for to retain the principal components[based on the thershold is fixed]=",eig\_values)

co\_related\_coeff=[]

for m in eig\_values:

  l=copy.copy(pooled\_matrix)

  for i in range(len(l)):

    for j in range(len(l[0])):

      if i==j:

        l[i][j]-=m

  co\_related\_coeff.append(l)

co\_related\_coeff

def normalization(x):

  if len(x)==2:

    total=(x[0][0])\*\*2+(x[0][1])\*\*2

    total=total\*\*0.5

   # print(total)

   # l=[]

    l=[-x[0][1]/total,x[0][0]/total]

   # l=list(-x[0][1]/total,x[0][0]/total)

    return l

  else:

    l=[]

    copy1=list(copy.copy(x[0]))

    copy2=list(copy.copy(x[1]))

    copy1.append(x[0][0])

    copy1.append(x[0][1])

    copy2.append(x[1][0])

    copy2.append(x[1][1])

    for i in range(1,len(copy1)-1):

      l.append(copy1[i]\*copy2[i+1]-copy1[i+1]\*copy2[i])

    sum=0

    for i in range(len(l)):

      sum+=l[i]\*\*2

    sum=(sum\*\*0.5)\*\*-1

    l=[i\*sum for i in l]

    return l

z=[normalization(i) for i in co\_related\_coeff]

print("The eigen vectors of z1 and z2 are:",z)

print("The Principal component equation are:")

for i in range(len(z)):

  print("\nZ",i+1,"=",end='')

  for j in range(len(z[0])):

    if j==len(z[0])-1:

      print(z[i][j],'X',j+1)

    else:

      print(z[i][j],"X",j+1,"+",end='')

corelated\_data=[]

for i in z:

  l=[]

  for j in range(len(x\_copy)):

    sum=0

    for k in range(len(x\_copy[j])):

      sum+=x\_copy[j][k]\*i[k]

    l.append(sum)

  corelated\_data.append(l)

corelated\_data

corelated\_data\_df=pd.DataFrame()

for i in range(len(corelated\_data)):

  corelated\_data\_df[f'Z{i+1}']=corelated\_data[i]

corelated\_data\_df

**Output 1:-**

Enter number of components=2

Enter no of observations=4

2 1 0 -1

4 3 1 0.5

x= [[ 2. 4. ]

[ 1. 3. ]

[ 0. 1. ]

[-1. 0.5]]

Mean of x= [0.5, 2.125]

x-mu= [[ 1.5 1.875]

[ 0.5 0.875]

[-0.5 -1.125]

[-1.5 -1.625]]

pooled matrix= [[1.25 1.5625 ]

[1.5625 2.046875]]

Eigen values= [3.26093826 0.03593674]

pricipal components variance explained cumulative tot var

0 1 3.260938 98.909976

1 2 0.035937 100.000000

Enter The Threshold Value For Principal Component Analysis=99

pricipal components variance explained cumulative tot var

0 1 3.260938 98.909976

1 2 0.035937 100.000000

Eigen values taken for to retain the principal components[based on the thershold is fixed]= [3.2609382570250163, 0.03593674297498417]

The eigen vectors of z1 and z2 are: [[-0.6135581035026774, -0.789649576474399], [-0.7896495764743992, 0.6135581035026774]]

The Principal component equation are:

Z 1 =-0.6135581035026774 X 1 +-0.789649576474399 X 2

Z 2 =-0.7896495764743992 X 1 +0.6135581035026774 X 2

|  | **Z1** | **Z2** |
| --- | --- | --- |
| **0** | -4.385715 | 0.874933 |
| **1** | -2.982507 | 1.051025 |
| **2** | -0.789650 | 0.613558 |
| **3** | 0.218733 | 1.096429 |

**Output 2:-**

Enter number of components=3

Enter no of observations=5

90 90 60 60 30

60 90 60 60 30

90 30 60 90 30

x= [[90. 60. 90.]

[90. 90. 30.]

[60. 60. 60.]

[60. 60. 90.]

[30. 30. 30.]]

Mean of x= [66.0, 60.0, 60.0]

x-mu= [[ 24. 0. 30.]

[ 24. 30. -30.]

[ -6. 0. 0.]

[ -6. 0. 30.]

[-36. -30. -30.]]

pooled matrix= [[504. 360. 180.]

[360. 360. 0.]

[180. 0. 720.]]

Eigen values= [910.06995304 629.11038668 44.81966028]

pricipal components variance explained cumulative tot var

0 1 910.069953 57.453911

1 2 629.110387 97.170476

2 3 44.819660 100.000000

Enter The Threshold Value For Principal Component Analysis=95

pricipal components variance explained cumulative tot var

0 1 910.069953 57.453911

1 2 629.110387 97.170476

Eigen values taken for to retain the principal components[based on the thershold is fixed]= [910.0699530410365, 629.1103866763252]

The eigen vectors of z1 and z2 are: [[0.6558022549801461, 0.42919779654868706, 0.6210576895914801], [0.38599879538810006, 0.5163664177215531, -0.7644413990675454]]

The Principal component equation are:

Z 1 =0.6558022549801461 X 1 +0.42919779654868706 X 2 +0.6210576895914801 X 3

Z 2 =0.38599879538810006 X 1 +0.5163664177215531 X 2 +-0.7644413990675454 X 3

|  | **Z1** | **Z2** |
| --- | --- | --- |
| **0** | 140.669263 | -3.077849 |
| **1** | 116.281735 | 58.279627 |
| **2** | 102.363464 | 8.275429 |
| **3** | 120.995195 | -14.657813 |
| **4** | 51.181732 | 4.137714 |

**12. Aim:- Write a python program to group the given variables using Factor Analysis.**

**Source code:-**

import numpy as np

n=int(input("enter no of variables"))

x=[]

for i in range(n):

  p=[int(x) for x in input().split(" ")]

  x.append(p)

print(x)

mu=[]

for i in range(n):

  mu.append(np.mean(x[i],axis=0))

print(mu)

from math import sqrt

from statistics import mean

n1=len(x[0])

si=[]

x=np.array(x)

for i in range(n):

  k=sum((x[i]-mu[i])\*\*2)

  si.append(round(sqrt(k/(n1-1)),4))

print(si)

a=[]

for i in range(n):

  a.append((x[i]-mu[i])/si[i])

print(a)

A=np.transpose(a)

#variance covariance matrix

VarCov=np.dot(np.transpose(A),A)/n1

print('\nVariance Covariance Matrix is :\n {}'.format(VarCov))

#calculating eigen values and vectors

eigenValues, eigenVectors = np.linalg.eig(VarCov)

idx = eigenValues.argsort()[::-1]

eigenValues = eigenValues[idx]

eigenVectors = eigenVectors[:,idx]

print('\nEigen Values are {}'.format(eigenValues))

print('\nEigen Vectors are {}'.format(eigenVectors))

#no of principal components to be retained

k=int(input("enter threshold limit :"))

s=sum(eigenValues)

t=[]

stoppoint=1

for i in range(len(eigenValues)):

    numerator=sum(eigenValues[0:i+1])

    z=(numerator/s)\*100

    if z<=k:

        stoppoint=stoppoint+1

    t.append(z)

print('\nThreshold Table :\n{}'.format(t))

eigenValues=eigenValues[0:stoppoint]

eigenVectors=eigenVectors[:,0:stoppoint]

#retaining eigen values and vectors

print('\nRetained Eigen Values :\n{}'.format(eigenValues))

print('\nRetained Eigen Vectors: \n{}'.format(eigenVectors))

egv=np.transpose(eigenVectors)

f=[]

for i in range(len(egv)):

  o=[]

  for j in range(n):

    k=sqrt(eigenValues[i])\*egv[i][j]

    o.append(k)

  f.append(o)

print(f)

h=[]

for i in range(len(f[0])):

  h.append(f[0][i]\*2+f[1][i]\*2)

print(h)

print(“Variance:”)

sumh=sum(h)

print(sumh)

pve=[]

for i in range(len(eigenValues)):

  pve.append((eigenValues[i]/sumh)\*100)

print(pve)

**Output 1:-**

enter no of variables3

3 7 10 3 10

6 3 9 9 6

5 3 8 7 5

[[3, 7, 10, 3, 10], [6, 3, 9, 9, 6], [5, 3, 8, 7, 5]]

[6.6, 6.6, 5.6]

[3.5071, 2.51, 1.9494]

[array([-1.02648912, 0.11405435, 0.96946195, -1.02648912, 0.96946195]), array([-0.23904382, -1.43426295, 0.9561753 , 0.9561753 , -0.23904382]), array([-0.30778701, -1.33374372, 1.23114805, 0.71816969, -0.30778701])]

Variance Covariance Matrix is :

[[ 0.80001623 -0.04089598 0.06435815]

[-0.04089598 0.7999873 0.78479557]

[ 0.06435815 0.78479557 0.79996624]]

Eigen Values are [1.58512447 0.80666111 0.0081842 ]

Eigen Vectors are [[ 0.02122114 -0.99538368 -0.09360014]

[ 0.70624057 0.0811911 -0.70330098]

[ 0.70765382 -0.05117936 0.7047033 ]]

enter threshold limit :99

Threshold Table :

[66.04768471804098, 99.65898746868129, 100.0]

Retained Eigen Values :

[1.58512447 0.80666111]

Retained Eigen Vectors:

[[ 0.02122114 -0.99538368]

[ 0.70624057 0.0811911 ]

[ 0.70765382 -0.05117936]]

[[0.026717780654088277, 0.8891690658976457, 0.8909483734282817], [-0.8939970315309378, 0.07292122996398519, -0.04596639553844041]]

[-1.734558501753699, 1.9241805917232617, 1.6899639557796826]

Variance:

1.8795860457492453

[84.33370077691795, 42.916955545008435]