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Git Commands

* Some Linux command used in it git for directory manipulation
  + **pwm:** present working directory; shows in which directory we are in.
  + **ls:** list the content of the directory we are in.
  + **cd:** change the directory
  + **touch <file name>:** to create a file.
* **git status:** shows the status of the directory we are in.
* **‘git add .’ / ‘git add - - a’:** to add files in the staging area.
* **git commit -m “message”:** commit the file with message to git
* **git commit:** This will take us to the editor in which we will write the commit messge and then commit the file.
* **git commit –a –m “message”:** It will stage all the tracked modified files and commit them. But untracked files will not get commit we have to first track them.
* **git commit --amend:** The command is used to make changes to the most recent commit in your Git repository. It allows you to combine staged changes with the previous commit, effectively modifying the commit message or the content of the commit itself.
* When we enter this command git take us in the editor where we have to first press **‘I’** to insert message and then press **‘Esc’** and then press **‘shift+:’** to enter incommand mode in editor and them press **‘wq’** to save the changes and exit the editor

**Restore and Reset git -:**

* **git checkout -- <file name >:** This command is used to revert back the changes made in a tracked file to the most recent commit. Already staged file can’t be revert back to most recent commit ; it also act like a safety feature for scenarios like in which we accidently revert back a file.
* **git checkout -f:** This is used to revert back the whole working directory back to most recent commit of the working directory.
* **git restore --stage <file name>/** **git reset HEAD <file name>:** To unstage the already staged file.
* **git reset HEAD~n:** It is used to revert back the entire project from the latest commit to the older commits. Like for reverting project by one commit we will write 1 inplace of 'n' and by 2 commits we replace 'n' by 2 and so on.
* **git reset --hard HEAD~n:** It works same as this command **git reset HEAD~n** but it will also **delete any changes** added to the project since the n commit.
  + We can also Reset to a specific commit using its hash too. Like this **git reset --hard <commit hash>.**
  + We can also reset the entire branch to the state of the specified branch. Like **git reset --hard <branchname>**.
* **git diff:** It will compare the current working directory to the current staging area.
* **git diff --staged:** It will compare the previous commit to the current staging area.

**Remove and rename -:**

* **Rm -rf .git:** to remove the directory from git.
* **git rm <filename>:** Deletes the file from the working directory. But if we want to delete a file in staging area we have to write command as **git rm <filename> -f** .
* **git rm –cached <file name>:** The file get untracked . But it will still show as it get deleted in git, but actually it still in directory just isn’t getting tacked by git.
* **git mv <old file name> <new file name>:** It is used to rename a file, but what it actually does is that it moves old file content to new file so it is used for both rename and move one file content to another. It will directly add the file to staging area.
* **Q :** by clicking Q we can exit from different options.

**git log and its filter -:**

* **git log:** Shows all the commits done in the working directory.
* **git log –p:** Willshow all the difference/changes too with the commits. To see only specific commits like last 2 commits etc. what we’ll do is we write command as **git log –p -2** and git show only last 2 commits done in the directory. We can see as many commit we want we just have to write that specific no.in the **git log –p –n** command.
* **git log --stat:** It will show all the changes and commits in short summary..
* **git log --since=<time>:**It will show all the commits done in specific time period like 2 days, 2 months, 2 weeks etc. to see the commits we have to write 2.days in place of time in command for 2 days and git will show all the commits happen in this time period
* **git log --pretty=<format>:** Shows the commit log in the format we want to, by just writing that format in command like these formats also called filters:
  + **git log --pretty=oneline:** It will show each commit log in single line which makes it easy to copy and so on.
  + **git log --pretty=short:** It will show commit log with some exempt information.Like it will only show author name..It can make searching a specific commit easy.
  + **git log --pretty=full:** It will show more info like author name, message ,and committer name.

**Author is who created the file first and committer is who make that change in the file.**

* + **git log –pretty-format:”%h -- %an”:** It will show the git log in specific way like this db66c2a – Saurabh where %h is short hash commit and %an is author name and these are known as placeholder. We can write any placeholders in the string like %ae: author email etc. .{ *There are many formats we can write but we can remember as they are obscurely used tedious to remember so we refer this git site* [**https://git-scm.com/docs/git-log**](https://git-scm.com/docs/git-log)*to see the commands as we needed*.}
  + All these commands are used very rarely mostly in complex workflows normally we work with these commands mostly **git log, git log –p –n.** If we have to work with these we can also refer the git site too.

**Remote repository -:**

* **git clone <url name> <file Name>:**clones a remote git repository.
* **git remote:** Shows the added remote repository in working tree.
* **git remote add <repository name> <url of repository>:** It adds the remote repository url to the working tree. We can give any name to the remote repository but we normally give origin name to it like; <https://github.com/Saurab-h/git-prcatice.git> .
* **git remote -v:** It will show the both pull and push remote repositories like below

$ git remote -v

origin https://github.com/Saurab-h/git-prcatice.git (fetch)

origin https://github.com/Saurab-h/git-prcatice.git (push)

In this case both pull and push remote repository are same but they can be different too.

* **Git push -u < repository name > <branch name>:** It pushes all the changes and tracling files of working tree to the remote repository.
* **'-u'** sets the upstream tracking branch, which means that in the future, you can simply use '**git push'** without specifying the remote and branch names.
* To push the changes to the repository we had to have the permission (To protect the repository from unwanted manipulation by others).
* To get the permission we have go to the settings of the site we have made the remote repository .
* Then go in the SSH and GPG keys option and clicl new SSH key
* Fill the title and key box.

In the key box we have to fill the SSH key associated with our git account.

* To generate the SSH key go to this site [**https://rb.gy/u6wtz**](https://rb.gy/u6wtz) **(**a shortlink of github generate ssh key**)** and follow all the steps mention in it and your key will get generated.
* **git config --global alias.<new command> <'old command'>:** It help us giving a command an alias name so that instead command we can use alias command for the easiness of writing commands. Like:

**git config --global alias.unstage 'restore --staged --' =>** Thorugh this we have changed the **restore --staged --**  to unstage so that we can unstage a file by git unstage <file name> and don't have write the whole command . But still we can use old too , so both command is valid for unstaing the file. (The -- is used in Git to separate the end of the options from the beginning of the filenames. In this case, it is necessary to ensure that if a filename starts with a hyphen (-), it won't be mistaken for an option. Including -- after --staged is a best practice to handle filenames with leading hyphens properly).

**Branches -:**

* **git checkout -b <new branch name>:** It will create the new brach and take us to the same branch.
  + Here **'-b'** instructs Git to create a new branch with the specified name.
* **git checkout <branch name>:** Takes us to the branch we mentioned in the command e.g. **git checkout master** will take us to master branch and so on.
  + The files in .**gitignore** will get ignored by git will not have any effect of changing branches and will stay in every one until we take them out from **.gitignore**.
* **git branch:** Will show every branch in working tree and show the current branch we are in like this **\* sample branch .**
* **git merge <branch name>:** It will merge the mentioned branch into the branch we are working in.
  + When we change the same the thing in both the branches we want to merge the git will show us the **Merge Conflict** message and ask us to choose which we want to keep by editing back the change we don’t want from one of the branches(VS code gives us a feature to easily resolve ths conflict directly in the VS code editor). After resolving the conflict we will go to bash and stage & commit the change in the branch and merge will be completed.
  + This merge conflict because git thinks both changes are equally important and can't choose which change to choose so it asks us to choose the change we want to keep.
* **git branch -v:** It shows all the branaches with there respective branch hash and last commit of each branch in the working tree.
* **git branch --merged:** It will show all the already merged branches.
* **git branch --no-merged:** It will show all the branches which are not yet merged.
* **git branch -d <branch name>:** With it we can delete the branch which is mentioned in the command.
  + But when we try to delete a branch which is not yet been merged and have changes in it the git will show us an error to prevent the accidental loss of data, but if we still want to delete the branch we can do se by typing this command **git branch -D <branch name>** and git will delete the branch.
* **Terminal shortcuts:**
* **Ctrl insert:** Copies the selected content.
* **Shift insert:** pastes the selected content.
* **Tab:** Auto completes the file name if same name doesn’t exist anywhere in directory.

Ignore file**:** To ignore files/directories in git we just have to create a “**.gitignore**” file and write the name of those file and directories in it to ignore.

* To ignore multiple files of same type we should write \*.extension to ignore all of them for e.g. To ignore all .txt files we just write “\*.txt in **“.gitignore”** file.
* We can ignore the whole path, single directory or multiple directory of same name or a specific file from the multiple files of same name.
* To ignore all the files with the same name have write file name like this (dir/) in “**.gitignore**”, so to ignore a file of a same name as other we have to specify the path of the file to ignore it.(for outer: /dir/, for inner e.g. static/dir)
* Git already ignores the blank folder automatically and if we put an ignored file/folder in it, it will still ignore it. If we add a file in blank folder git will recognize it but still ignore the ignored file.
* The **.gitignore** file allows more complex patterns, such as using wildcards, negation, and comments. Feel free to explore these possibilities for more fine-grained control over what to ignore.

Remember, the **.gitignore** file is an essential tool to keep your repository clean and avoid tracking unnecessary files. While the above tips cover most common use cases, you can tailor it to suit your specific project needs.

By following these guidelines, you can efficiently manage your Git repository and focus on tracking only the essential files while leaving out the temporary and generated files, build artifacts, and other non-essential elements.

Note: If we ignore already tracking file it will still be get tracked by git, to ignore the file first we have explicitly make it untracked with the help of **git rm –cached <file name>** command.

Git File status

![The Git Lifecycle | Learn to Code in Boston with Launch Academy](data:image/png;base64,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)

**File status life cycle:** When we track the untracked files first time instead of saying that they are in staged we say they got unmodified (just for the first time), after that whenever we modify these files they will become modified, after which whenever we track these file again they will go to staged and then when we commit the files they will become unmodified again.

* And when we modify a file which is still in the staging area (the area in which ready to commit files are placed.) then it will be present in both staging area and modified area, but in staged the version of file is before it get modified which is ready to get commit and in modified area new modified file is present.

When we commit the file, the file in staging will get committed not the modified one and we will still have the both version of the file (that’s why staging area is used to avoid these kind of situations).

But if we add the modified file in staging area it will merge with the already existing one in the staging area and will become the only version of file present in git.