**STRUCTURED QUERY LANGUAGE (SQL)**

**Introduction.**

* The **Oracle RDBMS** is available on many different operating system platforms including **Windows** and **UNIX**.
* Oracle is a **relational** DBMS - even the data dictionary is simply a collection of tables of data along with indexes and other objects such as sequences and triggers.
* **SQL** has a basic grammar and syntax.
* The functionally of the SQL language is virtually identical across these operating system platforms.
* Using SQL does not require programming experience, but programming experience can help you conceptualize what a particular SQL command will accomplish.
* The keywords for SQL queries that retrieve data are **SELECT**, **FROM**, **WHERE**, and **ORDER BY**.  Other command options also exist, but these are the basic ones.

**Connecting to the ORACLE Database.**

* Directions for connecting to the **ORACLE** database are given in the web handout, [Getting Started with Oracle](http://www.siue.edu/~dbock/cis564/ostart.htm) that is available on the course web site.

**Naming Difficulties.**

* When building a **schema** (meaning the definition of the tables, indexes, and other objects that comprise a database), it is important to name objects like tables, columns, indexes with **meaningful names**.  A failure to follow this naming rule can result in difficulties for users when they are creating queries.
* Oracle allows object names to be up to 30 characters long.  Make use of this capability.
* Here are some rules to follow.
  + **Don't abbreviate** unless it is necessary. Example, it is better to name a column **WorkerName** than **Wname**.
  + Be **consistent** when abbreviating. Don't use **EmpNo** in one table and **Eno** in another table and **EmpNumber** in still another table.
  + The **Purpose** or **Meaning** of a column or table must be apparent from the name.  What would be the meaning of a table named **Scde** (Storage Code)? A better name would be **STORAGECODE**.
  + If you use **Underscores** as part of a naming convention, then be consistent.  If you are not consistent, then no one can remember when to use them and when not to use them.
  + Be consistent in using **Plurals**.  Is the name of that table "EMP" or "EMPS"?  Is it "NOTE" or "NOTES"?

**SQL BASIC INFORMATION**

**SQL and UNIX Syntax.**

* The **SQL syntax** used in these notes complies with Oracle’s SQL\*PLUS product.
* UNIX syntax used in these notes complies with most UNIX operating systems.
* The American National Standards Institute (ANSI) first published **ANSI SQL standards** in 1986.
* Oracle Corporation - provides **SQL\*PLUS** (an enhanced version of SQL) as part of the Oracle RDBMS product.  This means that SQL\*PLUS has some non-ANSI standard SQL commands that will not run on other RDBMS platforms.
* Microsoft Corporation - provides the SQL Server RDBMS software -- a competitor with Oracle Corporation.

**SQL Standards - Their Characteristics and Benefits.**

* The ANSI SQL Standard provides:
  + Specific syntax and semantics of **SQL data definition** and **datamanipulation languages**.
  + Basic data structures and operations for designing, assessing, maintaining, controlling, and protecting an SQL database.
  + **Portability** of applications and database definition.  Easy to move applications from one machine to another.
  + Minimal standards for adoption among products claiming to be SQL compatible.
  + **Reduced training costs** - IS professionals share a common language.
  + **Productivity** - IS professionals can become proficient in its use.
  + **Application longevity** - A language tends to remain standard for a long time.
  + **Reduced dependence** on a single vendor.

**SQL Data Types.**

* Data stored in a relational database can be stored using a variety of **data types**. The primary ORACLE data types are **NUMBER**, **VARCHAR**, and **CHAR** for storing numbers anda text data; however, there are additional data types that are supported to support backward compatability with products.given below:

|  |  |
| --- | --- |
| **KEY DATA TYPES** |  |
| CHAR(*size*) | Fixed-length character data, *size* characters long. Maximum size=255; default=1 byte. Padded on right with blanks to full length of *size*. |
| DATE | Valid dates range from Jan 1, 4712 B.C. to Dec 31, 4712 A.D. |
| NUMBER | For NUMBER column with space for 40 digits, plus space for a decimal point and sign. Numbers may be expressed in two ways: first, with numbers 0 to 9, the signs + and -, and a decimal point(.); second, in scientific notation, e.g. 1.85E3 for 1850. Valid values are 0 and positive and negative numbers from 1.0E-130 to 9.99…E125. |
| VARCHAR2(*size*) | Variable length character string, maximum *size* up to 2000 bytes. |
| **MISCELLANEOUS DATA TYPES AND VARIATIONS** |  |
| DECIMAL | Same as NUMBER. |
| FLOAT | Same as NUMBER. |
| INTEGER | Same as NUMBER. |
| INTEGER(*size*) | Integer of specified *size* digits wide; same as NUMBER(*size*) of specific size digits wide. |
| LONG | Character data of variable size up to 2Gb in length. **Only one LONG column may be defined per table.** LONG columns may not be used in subqueries, functions, expressions, where clauses, or indexes. A table containing LONG data may not be clustered. |
| LONG RAW | Raw binary data; otherwise the same as LONG (used for images). |
| LONG VARCHAR | Same as LONG |
| NUMBER(*size*) | For NUMBER column of specified *size* in digits. |
| NUMBER(*size,d*) | For NUMBER column of specified *size* with *d* digits after the decimal point, e.g. NUMBER(5,2) could contain nothing larger than 999.99 without an error being generated. |
| NUMBER(\*) | Same as NUMBER. |
| SMALLINT | Same as NUMBER. |
| RAW(*size*) | Raw binary data, *size* bytes long, maximum *size*=255 bytes. |
| ROWID | A value that uniquely identifies a row in an Oracle database - it is returned by the pseudo-column ROWID. Table columns may not be assigned this type. |
| VARCHAR(*size*) | Same as VARCHAR2.  Always use VARCHAR2. |

   
**SQL and SQLPLUS Basics and Error Messages.**

* We have already seen that SQL can be used to **select** data.
* SQL is used for data manipulation in terms of adding, updating, or deleting data.
* The primary verbs for data manipulation are **insert, update**, or **delete**data.
* Taken together, these are the four primary verbs you use in SQL.
* We will start learning to write SQL commands by connecting through a **telnet** session to connect to the **ORACLE**database,  and then by using the SQLPLUS command to enter the **SQLPLUS environment**.
* Start using **SQLPLUS** by typing the command at the prompt SQLPLUS (or by using the appropriate graphical user interface if it is provided). The typical prompt you receive is: **SQL >**
* Sometimes your connection will fail and you will receive an **error message**.
  + If you get the following errors, it may be that access to the **ORACLE** binary files is not available because the **PATH**command for your account is incorrectly established - see your instructor to correct this.
  + The problem could also be that the database has been shutdown and so ORACLE is not running.
  + **ERROR: ORA-1017:**invalid username/password; logon denied.  Unable to CONNECT to ORACLE after 3 attempts, exiting SQL\*Plus
* When you are finished with your work, you quit SQLPLUS with the **QUIT** or **EXIT** command.

**Case in Names and Data.**

* Oracle ignores **case** (upper versus lower case letters) when you type table and column names.  It converts table and column names to uppercase when you type a query and checks the query's validity in the data dictionary.

Data, however, may be stored as a combination of upper and lower case.  You can use Oracle functions to convert data between upper and lower case if that becomes necessary as part of a programming application.

* Case matters only if SQLPLUS is checking a value for equality in the database. For example, the following conditions are **not** identical.
  + **Where Section = 'f'**
  + **Where Section = 'F'**
* Here the values "f"  and "F" inside quotes are called literals, meaning literal values.

**SELECT QUERIES**

**SQL Query Suntax.**

* This section teaches you to write a number of different types of SQL queries.
* SQL is based on the data transform language first named **SEQUEL**.
* This is a relational calculus type of language which provides three capabilities in a very simple syntax.
* The basic syntax as we have already seen is:

**SELECT (column list)**   
**FROM (table list)**   
**WHERE (condition clause)**

**A Sample Query.**

* This result comes from the **ORACLE** database which is in use at SIUE.  This database contains all tables given in the ***Oracle Press: The Complete Reference***, but you do not need to have this book in order to use this set of notes.

**SQL> Select City, Temperature, Humidity from WEATHER**   
**2 where Temperature > 80 and Humidity < 90**   
**3 order by Temperature ;**

**CITY        TEMPERATURE HUMIDITY**   
**----------- ----------- ----------**   
**PARIS       81          62**   
**ATHENS      97          89** 

**Describing a Table.**

* Often it is useful to be able to describe the structure of a table because you may not be familiar with a particular table.
* The **Describe** command is used to accomplish this.  This example gives the description of the **WEATHER** and **LOCATION** tables in the **ORACLE** database.

**SQL> describe weather;**   
**Name            Null?    Type**   
**--------------- -------- ----**   
**CITY                     VARCHAR2(11)**   
**TEMPERATURE              NUMBER**   
**HUMIDITY                 NUMBER**   
**CONDITION                VARCHAR2(9)**

**SQL> describe location;**   
**Name            Null?    Type**   
**--------------- -------- ----**   
**CITY                     VARCHAR2(25)**   
**COUNTRY                  VARCHAR2(25)**   
**CONTINENT                VARCHAR2(25)**   
**LATITUDE                 NUMBER**   
**NORTHSOUTH               CHAR(1)**   
**LONGITUDE                NUMBER**   
**EASTWEST                 CHAR(1)** 

**Result of a SELECT Command.**

* The **SELECT** command produces a **"virtual table"**  -- this is a combination of columns and rows from one or more selected tables given in the query.  This normally produces a subset of the columns and rows that comprise the tables in the query.
* The **virtual table** produced by a query is stored on disk in a **Temporary** tablespace area or in **RAM** that is sometimes called a "**scratch**" space because it is used over and over.  The actual location of the virtual table is a function of the size of the table.
* When the virtual table is no longer needed, Oracle disposes of it.
* The basic operation of each of the three components of the SELECT command are explained below.

|  |  |
| --- | --- |
| SELECT | List the columns including expressions involving columns from base tables or views to be projected into the table that will be the result of the command. |
| FROM | Identifies the tables or views from which columns will be chosen to appear in the result table. This must also list the tables or views needed to join tables to process the query. |
| WHERE | Includes conditions that restrict the rows selected as well as the conditions for joining two or more tables or views. |

**THE COMMUNITY HOSPITAL**   
**EXAMPLE DATABASE**

* The table examples given below assume the database schema represented by the ER diagram given here.  The ER diagram only shows primary key attributes.

![http://www.siue.edu/~dbock/cmis450/sqlnotes1.gif](data:image/gif;base64,R0lGODdh3QG+AfcAAAAAAAAAVQAAqgAA/wAkAAAkVQAkqgAk/wBJAABJVQBJqgBJ/wBtAABtVQBtqgBt/wCSAACSVQCSqgCS/wC2AAC2VQC2qgC2/wDbAADbVQDbqgDb/wD/AAD/VQD/qgD//yQAACQAVSQAqiQA/yQkACQkVSQkqiQk/yRJACRJVSRJqiRJ/yRtACRtVSRtqiRt/ySSACSSVSSSqiSS/yS2ACS2VSS2qiS2/yTbACTbVSTbqiTb/yT/ACT/VST/qiT//0kAAEkAVUkAqkkA/0kkAEkkVUkkqkkk/0lJAElJVUlJqklJ/0ltAEltVUltqklt/0mSAEmSVUmSqkmS/0m2AEm2VUm2qkm2/0nbAEnbVUnbqknb/0n/AEn/VUn/qkn//20AAG0AVW0Aqm0A/20kAG0kVW0kqm0k/21JAG1JVW1Jqm1J/21tAG1tVW1tqm1t/22SAG2SVW2Sqm2S/222AG22VW22qm22/23bAG3bVW3bqm3b/23/AG3/VW3/qm3//5IAAJIAVZIAqpIA/5IkAJIkVZIkqpIk/5JJAJJJVZJJqpJJ/5JtAJJtVZJtqpJt/5KSAJKSVZKSqpKS/5K2AJK2VZK2qpK2/5LbAJLbVZLbqpLb/5L/AJL/VZL/qpL//7YAALYAVbYAqrYA/7YkALYkVbYkqrYk/7ZJALZJVbZJqrZJ/7ZtALZtVbZtqrZt/7aSALaSVbaSqraS/7a2ALa2Vba2qra2/7bbALbbVbbbqrbb/7b/ALb/Vbb/qrb//9sAANsAVdsAqtsA/9skANskVdskqtsk/9tJANtJVdtJqttJ/9ttANttVdttqttt/9uSANuSVduSqtuS/9u2ANu2Vdu2qtu2/9vbANvbVdvbqtvb/9v/ANv/Vdv/qtv///8AAP8AVf8Aqv8A//8kAP8kVf8kqv8k//9JAP9JVf9Jqv9J//9tAP9tVf9tqv9t//+SAP+SVf+Sqv+S//+2AP+2Vf+2qv+2///bAP/bVf/bqv/b////AP//Vf//qv///yH5BAAAAAAALAAAAADdAb4BQAj/AP8JHEiwoMGDCBMqXMiwocOHECNKnEixosWLGDNq3Mixo8ePIEOKHEmypMmTKFOqXMmypcuXMGPKnEmzps2XAHIWzAlgIM+fPX0CDfpvKE+hPYcKNIr04NGdOpcqLQpUalWrU7E+1RqVK1GoXw1utepUZ1ezZ5kizaqWatibcOO6HOt27U+CbY2mDXpVL1mxesP6dRt1cGC8ebMSpmt36ti7gIlundx2MWTLkrvK3cy5s+fPoEOLHk26tOnTqFOrXs26tevXsGPLnk2bYmDGtTkObrg7t+/fGd8mxYh7J2/Wb4v6VL6U+fDmkpmLdS5dOPDr2JNv1q76sknv2MOLx08IPmT58RW5o9++fH1nze5pqo+vcj5C+/Q74s8fdz//9CP5B9dtBBZo4IEIJthbfgLG1mB9Mz3YkoSuUUibhcghVhdYIGE4IUmMofWVh9391xxxV1EllIYrqggVYSxOZB93JJK4GHTOpSXdRTa25xRDPZI34pCAKZdUkNOZiGRpS2rUpH7srfdkalOGVqVHV5I3WpaecWniQ1N6GVOQYn5ppmkiGmcbX4KNN1+ZZ8b52oh4bQSnnHjmuVpxPOrp559x3tkUoIT/FjqboHbCZyiPiAbX6KIS4fdofXz+p12bJxqppo/PaZrpfThGpyWkLC056XaK5paqlacS+mirW/ooJ6ykAsgZrWPKqCeutX46naieaspmdcQOmymwozoYoJ+8QtoskMrK9GxE00L4J6zVBhdrrlJ162t42VppXm01ykqZkWyW++FCgmXmrYsuaqajooW5662O8LaY74691glRuCKlCjDAoMZo8F7CQeYYeCnKe+RlKcraL7v8BrwqiBfrai2V7hE8p51JnnjUU5VGl25TJM/rr63ayuYxiBODCTLHWFIc882twVmpxbi+jPPP1AJtm9BED5icz24WrfSmSc+69NJIZY/rNIsZP82sbhHDCNaQmT0ZdalWF40kvvESCW+aVQ/9Xsdhw/b1Ry+/XXPbFbK9NpD2kg0xvca+2C3C+9pM96JyS8v2zoPb3W/hujmZtsQlMf6b5LcqaPnlmGeOeOMhHws5p50e/534j6OX3tiMiu1KeVmmt86gQqKavBxf3/IrO44q0n57xbW77rulWaOU+u/EF2/88cgnr/zyzDfv/PPQR/8efJujSCdvAi94HPanEujVxVkHD+bj1UtPabsnD4qZ+humzPXDf3EoP4zuI5bmhvHfRVnD2uNf1vD2+1v6HlMvrn0vfeYDTvkSyMAGOvCBEIygBCdIwQpasEKPM08GUbPB76zugn0CVbrMIjLSrSx0N0oWB5n2t9z9xWSiaw9dPghCRtlPczhsV55oWMNomY6HbhOc64BIrtKRSWgdRKLibrWStxFRY5ZaYr3W1Z8x9Y1313liy2z4Lv91cYrycxjLVDbIQihaRCnDQeEVz8g5E5IRS2brIla0Brcv2YhvfstXAVOmr8DJbHxh2hbP/rXE10kpSty6G3r/tEicQnZpWWhyZNjA+DmHjAxTkzNjD323wD8esnebHOLKsKjJUJqSZnA8pSpRWZPzRE98cHPlKn31xE7iyTqgjBQXSVlG81mIkYA05E0AaEnoeQmYHUoiB20JR2UWr1nIbCTsdhXKwkXTjSHcYQRxKcO9iCyN3XQXsnbGSERdc2YPzFY5ETlMtFRSgYRLyTqzWZjZ2ZNYbKTiG7NzszuKx4mGE6JlGtNHShrsXZTcI9m21jklFkxVEurZac4pUKjFEjTOHGUd6/bJSW5xU7RzIT5NCKznkLBYcuSlJwk5S4+m8jMZhSJFWyqXmVaRpkA7j00xilOxOW+nIARqQ+3YFtOcSTKKGmJmUeeCtRaJUY/DSqPXHtn40aWO8Z9UXaRVs9k0JlZ1q5HKoVjHisOswu5o9kqpU9d4r4XFb3tgvSmphNrLyESOmDdU6jN/RleNajCGwgop70z6Vr+2rq+mFBRiradXxsY0rqdUz/X2B53iJKxrKDup+2gE2Z4+tj+L7axoR0va0pr2tKhNrWpXy9rWuva1sI2tbGdL2zWh73yWzN5huJfb7t3mgLrdn14319i4es9/9ftfANu3KoXp1q6RQSBDkRvcwqoPN78F7n3Qdj8CSje5zA1tr2ZYwOVC17sv9GZ60Xrb/JXXvd99rxcHRdyMCXe7Ixygw+IrXfPW9q//DbCAB0zgAhv4wAj/TrCCF8zgBjv4wRAOanH/J94Id7WVvpFlMj9r4aBR+IV07OW5+ltX0mASsHDNo2Q73CEtCZawWNydSVG4T9GgGKXB8tylQgW5CksQabW8El4PyuIA8YrDVKoMu5Rc5MoxObqwdFYDfQxTTj7vxsSjsk20HKGVDg7JbeNyE7lKNDGbmG5TjZmZwfZVr0aOSUdtMz/dzOYqyznOmRzQMBV5YWFe+JJjNmsT3fnOPCNVq2v93BHzqeOK6nJuIL1ilkRUlYVhtsVKcpS+CF1QtuovjmElq+XQKawcj9RRos6ckQ/WF3CCGZv0uSN7vfNUPFL3qg81rNrgDGldl9hxrC4SG6Axfeg+w8Rn6sSzsee85y3zGauZvjOGmcpTafIj+tqCDhivsc2gVHv72/3L9kebHMQ1yXGmHlrza4dd6CV7Uaj+UbdsDapSXGcR1uQuoudIbe18u4yFPZK3v1XFqTYO3KqBPPhWj/lqhRtTWg33JYJii+yI42zCG/ZsvbuEcW3uqYacdZnF4RmyIzUad546Kbr2bRzdvVPg4p5mdkZeImwaEL4riuqOLOsvcjLQn91GLM3nAvNmbzRQQwdt3JJuUeERjq7H7W24t5nIqf2aP0X/mJ6L7WiibjJqQidzoCa44zIhq5gE77XVfSmkGapJjfcsOMtn5EOYUfPnjmO6r1dI7Ykq++9VN6qzUYVQwP/Hetpaf3aE4JfLDBfqVXV/tIeddGxo9fuWby63NE+N43YDEtw5NLzH+X0hv+PE8pvum0HpnVJ8uT5vl63xXO2d4U7R+dnZS7Tu85h6hKqerbzfuJRRX/sUd/nMl58YJs839dPpFOj63PayfWoxo41b2xlKfj+buhbZb61BdPejlymv+emXmfxMG2GO+FRS52pWfxJTF+1zBvr6fxvN6Gfl5onv8JoDm0lChm/953/JZH11NoCRN2i7dVYLWFMIWH5G9IA2hmWHJYHTI4BWZoHVxjxZZ1od2Hca6H2Ot3YhiIGGdiYfmDyhJXC3pXcBtoKYRzUpODpjA3syKIOUdnQQKFiCMvd/C7V6OmdyaidX5tKnWjCoeMwGW0d4e+AyW0vITtBGcaJ3enize5yWOzboe1B1cx00g1g3hSDYdufyRZeVhX7zeiHGfxbohZKCVp32fZ3GR9QjhOKXaw/ohZ6nb/NTZHh4dWkXataTcQnUhyY4gs00VAozefVGiJl3cWDIaNMVOzHGY73DiEPIg3Y4fvOXOJZ4ZTTXca4yapgIQaAoPC44ivFxKRomeWrzIJ2Iim8ydzgmWBq1O93ncigXcqhYKxT1irvYdltyir+YU6I4jMZ4jMiYjMq4jMzYjM74jND/GI3SOI3UWI3WeI3YmI3auI3c2I13OIcMl1ZLNmtDViS8RXS7lV1QBoe2dY5OCI7TxY5kQWuUhjA3t4fvtjf6uF9pmEJ59WH4xYD4OI/iBI6zlo/8SFtRB16UpTUNOYbrpVxhxIU/uEfutVwNeTbBxRbwaFfzol7oRUcgKYw9dFwhmTonKV9eYV3z5V3u930q6ZKbZZDio47qOJFlw19vNZMvqZAdGZIERV36dWnhJZEYOZJECV5FWViW5o4SKUtyOJRHSZGq6Itu0pFLiT+bhXNaaZHzhRn6OEddqX4OiZQI9JAb2ZTsY14ZqZRbGZFf6VrkhT7kGED02DWXdknkM/h8Q5mX3MU3Z8mXNJJdcxl7XNl90YWQ94iApeiNy9OYjhmZkjmZlFmZlnmZmJmZmrmZnNvZmZ75maAZmqI5mqRZmiXYgPhVjqYZiqe4iquJdUdmZhNnmSQZVgrkmjKCm8ooOunWbvtRTthilXv1Iy8mUlh2OyqniwToSrRYY9dTiKPIWc0ZUscZd7bXg6Z3QgQ5Y+qHXdTRkrvpYgNUQgF5kSTmh0i4j9RRaXH3dsHCTcdIJlG2f9kZfy30np0XaZwnnKKEhHxndM9YLdekUPY3h9gImf9Sm62km9TCoNbooFIHKLP5mlD2ZDlFoQkagWzHn1JTgQ+3d/05nI8pgl/GoflnPJKSgc1jopsInQ7/9Uq/80uTxKJ2p6Fi54hU92VQgqMURKNDRXqGoqCzUqBEKlY21oiCVIRK+of+2aHion33BqVUGGgbuKRNKKUHGH1QeKVcx6UAGnhEGIVfWFWs53Rbd2yS9ohMKqbsJk9NehJt+oR+xqaMZ6Z2Vip1KnyH4nXYBoR9dH0JSjKm9qMsdVFk+EVqqodnFD72OGxuJUCqSai+Bn1j5GrmCaiQ6IeTBmqAuZYGN6fmpoUGunv0BWqKWIgYEnB14mrw13iFeqMguqnBxlAQ+qqgmpu9N6pt5Vwr96e2Kqmuip2QaKnIuWj0Cax6GqqH+iJS5aS3apvmCFU3eIZPVUqSSqnSZoepi7hqb8isV7ijXYqrwVeRrSeOMfWb4qitTJgovpqJ+sGprfZNznp4WApJd4p4VpqEYhpQWyofiVp69fodYfqlXvqsJHem/NqvURquCzuwVPqmhjim3OawAvukE5uK//qwSFql+8ZKrxersOCapB2LsQELpkDKKkWaspijgsT2b5+KoehprRC4a69Jb7+0RjYlozBbF9STHt8KVOC3sznXs+bmdgXrrhhqsz57bh+brELrtJrYsFALsyQUcRV2nU+Lnc8ZajeZtWayfFProl4rsbR0omMbg59irGfLLM36smt7d5f4tmgbsnILt7Hko5+pMwhat/+Jp3gbmdAkpE8TddzTfAjnZK+0t4H6t+uKKozbWxz3uP46UYIrJZRTuWGWhxiFuRfyPm77qqj/E1RiG4yWCFjgNJbXdbqlFpcwVjI92nX0l4JVWZwopxWdFzo6RYm8JLnzSqIYJG87pp25OIszNlKmS2NI+6GneptcFk28S7eseJWcm7DApbLFGLPIo7axNr1hWJ9sF7fbC7Ryw72zh323pLhGI6DkO15w+njrC6e1alvvq2YaezXNO6Et1T3Xgr0l+7rUy6fIarBfR7AeK6w7qEoDQ7bGd8Alea8ji3bne0EAdbQyC8DplLyjK0IMmrPQy8B4J0JsWU8uFJb3uXNpM6C9+7WD2IPmKmPF0qrGm4fzZK9zq7y1eLspB3e4cxZy57vI1752a8Mnq4OCV78mZr1IjL8KJhxz+pelIkvBAoyvRfy/HAvFSyzF2UfA8qF6GXuwk5t4Dpi+Z9PF/1LbvR9XxVaklWSsrxvDUQ3aSdpbZwm1xlZsvm68a9yZWef5q24KuyfoKkAMxiyDl93ZrhVcoz68p+WbwmdMTwWnc5x3yDRshxzJMCHifjMZIwQalP6ouTVstgn4xH0srGjYVtMafBqphakcOPZFv6AMsKLcxpRshn7qR49aNlaYX3iZwUEcvWUMsl+ae6tsytHae6ucUJJFtDzKxxAFolQMhcJ8zHH0rbisyqWsyWC7fRA8OSuGsGj8y9qcyN0hINAUSf0robzsQV07PpnqxEd6zoAcrFiDvuw5xIhszk37ooNkRapqp03MxkpTJfPLOrDawd5bxxdq0I0bteqKz3P56srXd3aePLXhJ88YLMkHDdDUd6w7N4sv51TW+Z05zL/pXNIW+9DKh6l0gpxwdXYsLbzOrIYMXbMqTUC96rppqzLypXITbcB+TKH9nCjx284FHdM0/crvDL7Pi1NNQshJfL3OutQaV4CE56ZSXVThCHH6rcu3Rv2u9DzUkyy3A0O42bq2V93TeVsgNPi2Zx3AnOmdKFqadNjV+EeaAjOionnXHJi0PwXUfR2fTx3YqGnBuyinhA2LdKzIxmjYHaPW0ZnYLrvYkB15Zdp/jM11bXqHkw2B97OGmy3Ile1wNWjMtZaUI8eCyDjaxLzaOfkwaeZkgh3b6JtY8wyR1WzKbavQWKzRq6Xat/3bU5TZSL3b4Nzb3Od7gGk2wMfRWuzF9Ov22USM0Kh12YOXz6lF3cTt3HIJ3eD7x9sNz4GM0qOF3V/MgBB5hQoVh0A4zeTshNyt26SdhWU63wVZqsxs3OBdse62q+qJmKydq+JUhyZtXO/9uag8zOLHR7b8e7t634z5eNhD0NIa3wC+L5zWhTyIhyvY1lcTT2Q60AvHi3g223izzhLMvlIK1sCIajmK4tZd4uKKMd+b0vntX8Vsile2zA8s1LVjixEerBzu0y4u3kT9wsP7K0fu1pyozzsetydWuz2HnwN+fuHZUCWlQnsc5CQdgkn0Pl2o5XRd2E49VobsoQcKZiQu4pXp2GjG5os72Fx/3blpLr9gvoYgDohxfoEil+fNvbVFvcAOzuf+TGHFCUMifcPDy9IufNGCfs8ld3Ip1+MgZTv3pMOkVOcOppyBSZ093pNduXLjKemNvnh/Nec3Pupb7OWyfTmoPoGmzrWYvptu/nlw3uq2fuu4nuu6vuu83uu+/uvAHuzCvpoBAQA7)

|  |  |
| --- | --- |
| **BILLED** |  |
| **BILL\_NO** | **NUMBER(5) - PRI KEY** |
| **PATIENT\_NO** | **NUMBER(9)** |
| **ITEM\_CODE** | **NUMBER(5)** |
| **CHARGE** | **NUMBER(7,2)** |

|  |  |
| --- | --- |
| **TREATS** |  |
| **PHY\_ID** | **NUMBER(4) - PRI KEY** |
| **PATIENT\_NO** | **NUMBER(4) - PRI KEY** |
| **PROCEDURE\_NO** | **NUMBER(4) - PRI KEY** |
| **DATE\_TREATED** | **DATE - PRI KEY** |
| **TREAT\_RESULT** | **VARCHAR2(50)** |

|  |  |
| --- | --- |
| **ITEM** |  |
| **ITEM\_CODE** | **NUMBER(4) - PRI KEY** |
| **DESCRIPTION** | **VARCHAR2(50)** |
| **NORMAL\_CHARGE** | **NUMBER(7,2)** |

|  |  |
| --- | --- |
| **PHYSICIANS** |  |
| **PHY\_ID** | **NUMBER(4) - PRI KEY** |
| **PHY\_PHONE** | **CHAR(8)** |
| **PHY\_NAME** | **VARCHAR2(50)** |

|  |  |
| --- | --- |
| **PATIENT** |  |
| **PATIENT\_NO** | **NUMBER(4) - PRI KEY** |
| **DATE\_LAST\_TREATED** | **DATE** |
| **PAT\_NAME** | **VARCHAR2(50)** |
| **ROOM\_LOCATION** | **CHAR(4)** |

|  |  |
| --- | --- |
| **ROOM** |  |
| **ROOM\_LOCATION** | **CHAR(4) - PRI KEY** |
| **ROOM\_ACCOMODATION** | **CHAR(2)** |
| **ROOM\_EXTENSION** | **NUMBER(4)** |

|  |  |
| --- | --- |
| **PROCEDURES** |  |
| **PROCEDURE\_NO** | **NUMBER(4) - PRI KEY** |
| **PROC\_DESCRIPTION** | **VARCHAR2(50)** |

**EXAMPLE #1 – SIMPLE SELECT TO RETURN A SET OF ROWS BASED ON A SIMPLE SINGLE VALUE IN THE WHERE CLAUSE.**

* Consider the table named **BILLED** as defined above. The command to select the **PATIENT\_NO**, **ITEM\_CODE**, and **CHARGE** and from the **BILLED** table for a specific **PATIENT\_NO** is:

**SELECT patient\_no, item\_code, charge**   
**FROM billed**   
**WHERE patient\_no = 1117;**

**PATIENT\_NO  ITEM\_CODE     CHARGE**   
**---------- ---------- ----------**   
**1117       2222       7.54**   
**1117       2255         25**

* Notice the **SELECT** clause always ends in the semi-colon.

**EXAMPLE #2 – ELIMINATE DUPLICATE ROWS.**

* To eliminate duplicate rows in order to display just distinct rows, the **SELECT DISTINCT** command may be used.  This gives all of the different charges that are stored to the table.

**SELECT DISTINCT charge**   
**FROM billed;**

**CHARGE**   
**----------**   
**2.21**   
**4.56**   
**6.68**   
**7.54**   
**7.75**   
**25**   
**...not all rows are displayed here.**

**EXAMPLE #3 – SIMPLEST QUERY DISPLAYS ALL COLUMNS IN A TABLE.**

* To display all columns from the **BILLED** table use the wildcard **\***.

**SELECT \***   
**FROM billed**   
**WHERE patient\_no = 1116;**

**PATIENT\_NO  ITEM\_CODE     CHARGE**   
**---------- ---------- ----------**   
**1116       2242       4.56**   
**1116       2243       6.68**

**EXAMPLE #4 – QUERY DISPLAYS ALL COLUMNS AND ROWS.**

* To display all columns and all rows from the **BILLED** table eliminate the **WHERE** clause.

**SELECT \***   
**FROM billed ;**

**PATIENT\_NO  ITEM\_CODE     CHARGE**   
**---------- ---------- ----------**   
**1117       2222       7.54**   
**1113       2233       2.21**   
**1117       2255         25**   
**1113       2222       7.75**   
**1115       2245        175**   
**...not all rows are displayed here.**

**ARITHMETIC, LOGICAL, AND OTHER OPERATORS.**

* The various arithmetic, logical, and additional operators are shown in the table below.
* Examples using some of the operators are provided after the table.
* Arithmetic operators are used to qualify expressions in **WHERE** clauses.
* There are operators such as **LIKE** for performing character string pattern matching.
* The **IS NULL** and **IS NOT NULL** operators are used to see if data exists in a row - a column that is completely empty is **NULL**. The word **IS** is required.
* The logical operators **AND**, **OR**, and **NOT** may be used to create complicated **WHERE** clauses. You may use parentheses to group logical operators properly.

|  |  |
| --- | --- |
| **ARITHMETIC OPERATORS** | |
| Page = 6 | Page is equal to 6 |
| Page > 6 | Page is greater than 6 |
| Page >= 6 | Page is greater than or equal to 6 |
| Page < 6 | Page is less than 6 |
| Page <= 6 | Page is less than or equal to 6 |
| Page != 6 or Page ^= 6  or Page <> 6 | Page is not equal to 6 |

|  |  |
| --- | --- |
| **USING THE LIKE OPERATOR** | |
| Feature LIKE ‘Mo%’ | Feature begins with the letters Mo. Note the % wildcard represents any number of spaces or characters. |
| Feature LIKE ‘\_ \_I%’ | Feature has the letter I in the third position. Note the underline (\_) represents one space. |

|  |  |
| --- | --- |
| **USING THE IS NULL and IS NOT NULL OPERATORS** | |
| Precipitation IS NULL | The column named Precipitation contains no value or is unknown. |
| Precipitation IS NOT NULL | The column named Precipitation contains some value or is known. |

|  |  |
| --- | --- |
| **USING THE IN and BETWEEN OPERATORS** | |
| Page IN (1,2,3)Page is in the list (1,2,3) |  |
| Page BETWEEN 6 AND 10 | Page is equal to 6, 10, or anything in between. |
| Section IN (‘A’, ‘B’, ‘F’) | Section is in the list (A, B, or F ) Note use of ‘’ quotes. |

|  |  |
| --- | --- |
| **USING LOGICAL OPERATORS – OR, AND, NOT** | |
| Section = ‘A’ OR Section = ‘B’ | The value of the column Section is either A or B for this to evaluate to TRUE. |
| Section = ‘A’ AND Page > 2 | The value of the column Section must be A and the value of the column Page must be greater than 2 for this to evaluate to TRUE. |
| NOT Section = ‘A’ | Section must have some value other than A for this to evaluate to TRUE. |

**EXAMPLE #5  USES LOGICAL AND OPERATOR.**

* To display all **charges** greater than **$5.00** for the **PATIENT\_NO 1116**.

**SELECT charge**   
**FROM billed**   
**WHERE patient\_no = 1116 AND charge > 5.00;**

**CHARGE**   
**----------**   
**6.68**

**EXAMPLE #6 – USES LOGICAL OR OPERATOR.**

* To display all **charges** for either patient 1116 or patient 1117.

**SELECT patient\_no, charge**   
**FROM billed**   
**WHERE patient\_no = 1116 OR patient\_no = 1117;**

**PATIENT\_NO     CHARGE**   
**---------- ----------**   
**1117       7.54**   
**1117         25**   
**1116       4.56**   
**1116       6.68**   
**1117     167.67**   
**1117     222.21**   
**1117       4.92**

**EXAMPLE #7 – USES COUNT FUNCTION.**

* SQL provides many **built-in functions** (such as **COUNT**, **MAX**, **MIN**, **SUM**, and **AVG**) to be used as operators for columns.
* An example of counting the number of times patient 1116 has been charged for items. This counts the number of rows for the patient.

**SELECT COUNT(\*)**   
**FROM billed**   
**WHERE patient\_no = 1116;**

**COUNT(\*)**   
**---------**   
**2**

**EXAMPLE #8 – DISPLAYS DISTINCT ROWS – ELIMINATES DUPLICATE ROWS ON THE OUTPUT.**

* Suppose you want the number of **DISTINCT** procedures performed on a patient. This counts the number of distinct values that appear in the column named **PROCEDURE\_NO** for the patient.

**SELECT COUNT ( DISTINCT procedure\_no )**   
**FROM treats**   
**WHERE patient\_no = 1113;**

**COUNT(DISTINCTPROCEDURE\_NO)**   
**---------------------------**   
**2**

**EXAMPLE #9 – SPECIFY MEANINGFUL COLUMN NAMES.**

* To "jazz up" the output, you may specify creative **column names** to appear at the top of a column of output.
* The default is to list the column name above the column.

**SELECT COUNT (DISTINCT procedure\_no) AS "No. of Procedures"**   
**FROM treats**   
**WHERE patient\_no = 1113;**

**No. of Procedures**   
**-----------------**   
**2**

**DISPLAYING CONSTANTS AND CALCULATED VALUES**

* Before using data aggregate functions such as **COUNT** or **SUM**, you should understand that you **cannot** mix row-level data output in the same SELECT clause with data aggregate functions.

**EXAMPLE #10.**

* To display a calculated value such as the current charge and the amount that would be charged if the charge were increased by 6% for all rows in the **ITEM** table, the command is:

**SELECT normal\_charge, normal\_charge\*1.06**   
**FROM item;**

**NORMAL\_CHARGE NORMAL\_CHARGE\*1.06**   
**------------- ------------------**   
**7.54             7.9924**   
**2.21             2.3426**   
**4.5               4.77**   
**284.59           301.6654**   
**25               26.5**   
**...not all items are listed here.**

**EXAMPLE #11.**

* To compute how long a patient was in the hospital, you can perform arithmetic operations on both numeric as well as date type data.
* The example below shows the use of date type data to list all patients hospitalized more than 6 days. This also shows an example of using an arithmetic expression in a **WHERE** clause.

**SELECT patient\_no, date\_discharged, date\_admitted,**   
**(date\_discharged - date\_admitted + 1)**   
**As "No. of Days In"**   
**FROM patient**   
**WHERE (date\_discharged - date\_admitted + 1 ) > 6;**

**PATIENT\_NO DATE\_DISC DATE\_ADMI No. of Days In**   
**---------- --------- --------- --------------**   
**1117 22-DEC-01 16-DEC-01              7**   
**1114 24-DEC-01 15-DEC-01             10**   
**1115 25-DEC-01 15-DEC-01             11** 

**SORTING, GROUPING and the BETWEEN OPERATOR**

**EXAMPLE #12 – USING SORTING AND GROUPING.**

* The **ORDER BY** optional clause will sort results in either ascending or descending order.  The optional clause for descending is **DESC**.
* The **GROUP BY** optional clause is used to group rows with common values.
* The example below produces a list of the total charges per patient for expensive medical items (**CHARGE** greater than $100 for an item) where patients owe the hospital a  sum (total charges over $500).
* Also note that we can only include column data such as the **PATIENT\_NO** and aggregate data such as **SUM(CHARGE)**together in a query when we use the **GROUP BY** clause.
* The **BETWEEN** operator is used to simplify query writing for a range of qualifications, for example, when a value is BETWEEN *x* and *y*, using the BETWEEN *x* and *y* is equivalent to saying the value is >=*x* AND =<*y*.

**SELECT patient\_no, SUM(charge)**   
**FROM billed**   
**WHERE (patient\_no BETWEEN 1110 AND 1200) AND**   
**charge > 100**   
**GROUP BY patient\_no**   
**HAVING SUM(charge) > 200**   
**ORDER BY patient\_no;**

**PATIENT\_NO SUM(CHARGE)**   
**---------- -----------**   
**1112      782.55**   
**1117      389.88**

* The **GROUP BY**specifies control breaks for subtotals.
* The **HAVING** clause **must be used** because the group-level data is aggregated.
* The **HAVING** clause is like **WHERE** but must be used when the condition involves group-level data.

**EXAMPLE #13 – MAJOR AND MINOR SORTS.**

* You can sort by more than one variable (major and minor sort).
* The query below shows the results in descending total charge sequence (use of the **DESC** option since the default is ascending), then by ascending **PATIENT\_NO** as the minor sort variable.

**SELECT patient\_no, SUM(charge) total\_charge**   
**FROM billed**   
**WHERE (patient\_no BETWEEN 1110 AND 1200) AND**   
**charge > 100**   
**GROUP BY patient\_no**   
**HAVING SUM(charge) > 50**   
**ORDER BY total\_charge DESC, patient\_no;**

**PATIENT\_NO TOTAL\_CHARGE**   
**---------- ------------**   
**1112       782.55**   
**1117       389.88**   
**1115          175**

**EXAMPLE #14 – ANOTHER BETWEEN EXAMPLE**.

* This is another example of the **BETWEEN** operator and lists all patients who were charged between $160 and $170 for item 2245.
* The second query shows all charges for item 2245.

**SELECT patient\_no, charge**   
**FROM billed**   
**WHERE item\_code = 2245 AND**   
**charge BETWEEN 160 AND 170;**

**PATIENT\_NO     CHARGE**   
**---------- ----------**   
**1112     167.67**   
**1112     167.67**   
**1117     167.67**

**SELECT patient\_no, charge**   
**FROM billed**   
**WHERE item\_code = 2245;**

**PATIENT\_NO     CHARGE**   
**---------- ----------**   
**1115        175**   
**1112     167.67**   
**1112     167.67**   
**1117     167.67**

**THE IN OPERATOR**

* The **IN** operator may be used to replace the **OR** operator to simplify a query.
* Later you will see examples where **IN** must be used for complex queries.

**EXAMPLE #15 – USING THE IN OPERATOR.**

* This example lists the patients who had either Dr. Hawkeye Pierce or Dr. Trapper John or Dr. Jonas Salkman as a physician.

**SELECT DISTINCT patient\_no, phy\_id**   
**FROM treats**   
**WHERE phy\_id IN**   
**(8887, 8886, 8882);**

**PATIENT\_NO     PHY\_ID**   
**---------- ----------**   
**1112       8887**   
**1113       8882**   
**1113       8887**   
**1115       8886**   
**1116       8886**   
**1117       8887** 

* It would be nice to show the patient names (**PAT\_NAME** field) and associated physician names (**PHY\_NAME** field) along with the Patient information.  We shall see how to accomplish this in the next section.

**MULTIPLE TABLE QUERIES**

* SQL can produce data from several related tables by performing either a physical or virtual join of the tables. The default is a **virtual join**.
* The **WHERE** clause is most often used to perform the **JOIN** function where two or more tables have common columns such as is the case for the **PATIENT** and **BILLED** tables.

**EQUI-JOIN and NATURAL JOIN**

* The **Equi-Join** and **Natural Join** are equivalent except that duplicate columns are eliminated in the **Natural Join** that would otherwise appear in the **Equi-Join**.
* Recall the immediate example above where the query listed the **PATIENT\_NO** and **PHY\_ID**, but not the **PAT\_NAME** or **PHY\_NAME** fields.  This query joints the **PATIENT**, **PHYSICIAN**, and **TREATS** tables to produce the desired information.
* The query also demonstrates the use of an **ALIAS** for a table name - here we have three aliases (**PA**, **PH**, and **TR**), one for each table.
* When two or more tables have a column with the **same name**, the name can be **qualified** by using the table name combined with the period (.) in referring to the column, e.g. **billed.patient\_no**.  Note that columns with unique names do **not** have to be qualified by the table name.
* The **COLUMN** commands given prior to the **SELECT** are used to format the output.

**EXAMPLE #16a – JOIN THREE TABLES.**

**COLUMN pat\_name FORMAT A18;**   
**COLUMN phy\_name FORMAT A18;**   
**SELECT DISTINCT PA.patient\_no, pat\_name, PH.phy\_id, phy\_name**   
**FROM patient PA, physician PH, treats TR**   
**WHERE PA.patient\_no = TR.patient\_no AND**   
**PH.phy\_id = TR.phy\_id AND**   
**PH.phy\_id IN (8887, 8886, 8882);**

**PATIENT\_NO PAT\_NAME           PHY\_ID PHY\_NAME**   
**---------- ------------------ ------ ------------------**   
**1112 Eminem               8887 Dr. Hawkeye Pierce**   
**1113 George Marshall      8882 Dr. Jonas Salkman**   
**1113 George Marshall      8887 Dr. Hawkeye Pierce**   
**1115 Barbara Streisand    8886 Dr. Trapper John**   
**1116 G. W. Bush           8886 Dr. Trapper John**   
**1117 Sally Field          8887 Dr. Hawkeye Pierce**

* The next example below shows the **PATIENT\_NO** and **DATE\_DISCHARGED** from the **PATIENT** table and the associated **CHARGE** from the **BILLED** table.
* The sequence of table names in the FROM list is immaterial. If a column is indexed, the DBMS will automatically optimize the use of the index in parsing the query.

**EXAMPLE #16b – JOIN TWO TABLES.**

**SELECT billed.patient\_no, date\_discharged, charge**   
**FROM billed, patient**   
**WHERE patient.patient\_no = billed.patient\_no;**

**PATIENT\_NO DATE\_DISC     CHARGE**   
**---------- --------- ----------**   
**1117 22-DEC-01       7.54**   
**1113 21-DEC-01       2.21**   
**1117 22-DEC-01         25**   
**1113 21-DEC-01       7.75**   
**1115 25-DEC-01        175**   
**1116 22-DEC-01       4.56**   
**...not all of the rows are shown here.**

   
**OUTER JOIN and TABLE NAME ALIASES (ABBREVIATIONS)**

* There may be situations where a row in one table, such as a **PATIENT** table has no corresponding rows in another table such as the **CHARGE** table (the patient has not yet incurred any charges - a most unusual circumstance in any hospital).
* The **JOIN** of these tables will produce rows where some columns have **NULL** values. This is called the **Outer Join**. The Oracle RDBMS supports Outer Joins.

**EXAMPLE #17 – OUTER JOIN and USING ALIAS.**

* The following command might produce the sample table shown after the command.
* This example also shows another example of using "alias" names for tables in order to shorten the query that is written.
* Here the alias for **BILLED** has been shortened to the letter "**B**" and **PATIENT** to "**P**".
* Note the resulting **NULL** cells for some rows.
* The (**+**) for the table for which there will be **NULL** values in terms of matching the **P.PATIENT\_NO** to the **B.PATIENT\_NOis required**.

**SELECT p.patient\_no, b.charge**   
**FROM billed b, patient p**   
**WHERE p.patient\_no = b.patient\_no(+);**

**PATIENT\_NO     CHARGE**   
**---------- ----------**   
**1111**   
**1112        225**   
**1112     167.67**   
**1112     167.67**   
**1112       4.92**   
**1112     222.21**   
**1113       2.21**   
**1113       7.75**   
**1114**   
**1115        175**   
**1116       4.56**   
**...not all rows are shown here.**

* If we only want a list of patients who have no charges yet, the following query with a WHERE clause testing for NULL values will work.  Note that this result is a subset of the above result.

**SELECT p.patient\_no, b.charge**   
**FROM billed b, patient p**   
**WHERE p.patient\_no = b.patient\_no(+) AND**   
**b.charge IS NULL;**

**PATIENT\_NO     CHARGE**   
**---------- ----------**   
**1111**   
**1114** 

**SUBQUERIES**

* The object of a **WHERE** clause can be another **SELECT** query.
* Sometimes this makes it simpler to write a query that would otherwise have a **very complex** **WHERE** clause.
* The two queries shown in the example below are equivalent. Both queries produce a list of **ITEM\_CODEs** and the associated description of the items for a specific patient.  To produce the list the **ITEM** and **BILLED** tables must be joined.

**EXAMPLE #18 – A COMPLEX QUERY AND THE SUBQUERY.**

**SELECT item.item\_code, description**   
**FROM item, billed**   
**WHERE item.item\_code = billed.item\_code AND**   
**patient\_no = 1116;**

**ITEM\_CODE DESCRIPTION**   
**---------- ----------------**   
**2242 4 inch dressing**   
**2243 Syringe, 8 gauge** 

**SELECT item\_code, description**   
**FROM item**   
**WHERE item\_code IN**   
**(SELECT item\_code FROM billed**   
**WHERE patient\_no = 1116);**

**ITEM\_CODE DESCRIPTION**   
**--------- ----------------**   
**2242 4 inch dressing**   
**2243 Syringe, 8 gauge**

**EXAMPLE #19 – USING IN WITH THE SUBQUERY.**

* When an inner query (**subquery**) returns a set or list of values, we can use the **IN** operator to match on equality conditions.
* In fact, the **IN** operator was used for the above as shown here.

**SELECT item\_code, description**   
**FROM item**   
**WHERE item\_code IN**   
**(SELECT item\_code FROM billed**   
**WHERE patient\_no = 1116);**

* There are many other types of subqueries. You can spend many weeks studying the topic of SQL query writing.

**VIEW DEFINITION**

* A **VIEW** is a virtual table that does not exist in reality, but is a **logical definition** of a **set of related columns**, usually from **multiple tables**.
* A **VIEW** presents data to the end user of an application system the way that the end user is used to seeing the data.
  + For example, the **Customer Order Form** is a view of data from several different tables including **CUSTOMER**, **ORDERS**, **PRODUCT**, **ORDERLINE**, and **SALESPERSON**.
* A **VIEW** can also be used to simplify query generation and to add data security to a database by limiting the data that an end user can access.
* A **VIEW** **definition** is permanently stored as part of the database.
* The example below creates a view named **PATIENT\_BILL** that includes the **PATIENT\_NO**, **ITEM\_CODE** and **CHARGE**columns from the **BILLED** table and the **DESCRIPTION** column from the **ITEM** table, and the **DATE\_DISCHARGED** from the **PATIENT** table.

**EXAMPLE #20 – CREATE A VIEW.**   
   
**CREATE VIEW patient\_bill AS**   
**SELECT B.patient\_no, P.pat\_name,**   
**B.item\_code, charge,**   
**description, date\_discharged**   
**FROM patient P, billed B, item I**   
**WHERE P.patient\_no = B.patient\_no AND**   
**I.item\_code = B.item\_code;**   
   
**View created.** 

* Note that the relationship from **PATIENT** to **BILLED** is **1:N** and the relationship from **ITEM** to **BILLED** is **1:N**.
* In other words, the **BILLED** table is the intersection table linking **PATIENT** and **ITEM**.
* Now you can query the view PATIENT\_BILL just as you would a table.  When you execute the query, the view is generated by the DBMS and loaded with data, then your query is executed.

**Column Description Format A22;**   
**SELECT patient\_no, item\_code, charge,**   
**description**   
**FROM patient\_bill**   
**WHERE patient\_no = 1117;**   
   
**PATIENT\_NO ITEM\_CODE   CHARGE DESCRIPTION**   
**---------- --------- -------- ---------------------**   
**1117      2222     7.54 Syringe, 19 gauge**   
**1117      2255       25 Saline Soln, 1 liter**   
**1117      2245   167.67 Surgical Prep Pack #8**   
**1117      2224   222.21 Surgical Prep Pack #4**   
**1117      2267     4.92 Bed Pan** 

**DERIVED COLUMNS**

* A view may contain **derived** (or virtual) columns.
* For example, the total charges by patient for room and special items in a room (item codes between 2200 and 2250).
* A view for this aggregate data can be created from the **PATIENT\_BILL** view that was created in the example above.
* The new view (code shown below for this view of a view) named **ROOM\_CHARGE** has two virtual columns named **OCCUPANT** and **ROOM\_CHGS**.
* Note that **ROOM\_CHARGES** is the sum of the charges for an occupant of the room.

**EXAMPLE #21 – DERIVED COLUMNS.**   
   
**CREATE VIEW room\_charge (occupant, room\_chgs) AS**   
**SELECT pat\_name, sum(CHARGE)**   
**FROM patient\_bill**   
**WHERE item\_code BETWEEN 2200 AND 2250**   
**GROUP BY pat\_name;** 

**EXAMPLE #21 – SELECTING FROM A VIEW.**

* Now you can select charges for an occupant with the simple query given below.

**Column occupant Format A20;**   
**SELECT occupant, room\_chgs**   
**FROM room\_charge**   
**WHERE room\_chgs > 100;**   
   
**OCCUPANT              ROOM\_CHGS**   
**-------------------- ----------**   
**Barbara Streisand           175**   
**Eminem                   782.55**   
**Sally Field              397.42**

 which is equivalent to:

**SELECT pat\_name, SUM(charge)**   
**FROM patient\_bill**   
**WHERE item\_code BETWEEN 2200 AND 2250**   
**GROUP BY pat\_name**   
**HAVING SUM(charge) > 100;**

**PAT\_NAME             SUM(charge)**   
**-------------------- -----------**   
**Barbara Streisand            175**   
**Eminem                    782.55**   
**Sally Field               397.42**

Attached here is the Script file used to create and populate the tables used in this handout.  They files assume the existence of the DATA tablespace and the DATA\_INDEX tablespace for storage of tables and indexes.  The user account assumed is named DBOCK.  If you run the script to create the tables with data in your own Oracle account, replace the name of the user account with your own account name.  Do not attempt to create the PUBLIC SYNONYMS since these already exist for the DBOCK account.

REM  Table ROOM   
        drop table ROOM;   
        create table ROOM (   
          ROOM\_LOCATION  char(4)   
            constraint PK\_ROOM primary key   
              using index tablespace DATA\_INDEX   
              pctfree 5,   
          ROOM\_ACCOMMODATION  char(2)   
            constraint NN\_ACCOMMODATION NOT NULL,   
          ROOM\_EXTENSION      number(4) default NULL   
    )   
        tablespace DATA;

Insert into ROOM values ('GM01', 'P2', 1111);   
Insert into ROOM values ('GM02', 'P2', 1112);   
Insert into ROOM values ('GM03', 'P2', 1113);   
Insert into ROOM values ('GM04', 'P2', 1114);   
Insert into ROOM values ('IC01', 'P1', 2221);   
Insert into ROOM values ('IC02', 'P1', 2222);   
Insert into ROOM values ('IC03', 'P1', 2223);

REM  Table PATIENT   
        drop table PATIENT;   
        create table PATIENT (   
          PATIENT\_NO        number(4)   
            constraint PK\_PATIENT primary key   
              using index tablespace DATA\_INDEX   
              pctfree 5,   
          DATE\_ADMITTED     date  default sysdate   
            constraint NN\_DATE\_ADMITTED NOT NULL,   
          DATE\_DISCHARGED   date default NULL,   
          PAT\_NAME          varchar2(50)   
            constraint NN\_PAT\_NAME NOT NULL,   
          ROOM\_LOCATION     char(4)   
            constraint NN\_ROOM\_LOCATION NOT NULL,   
       constraint FK\_PATIENT\_ROOM foreign key (ROOM\_LOCATION)   
          references ROOM   
          on delete cascade   
    )   
        tablespace DATA;

Insert into PATIENT values (1111, '15-DEC-01', '20-DEC-01', 'Tom Thumb', 'GM03');   
Insert into PATIENT values (1117, '16-DEC-01', '22-DEC-01', 'Sally Field', 'GM01');   
Insert into PATIENT values (1113, '17-DEC-01', '21-DEC-01', 'George Marshall', 'GM03');   
Insert into PATIENT values (1114, '15-DEC-01', '24-DEC-01', 'William Clinton', 'GM02');   
Insert into PATIENT values (1116, '18-DEC-01', '22-DEC-01', 'G. W. Bush', 'IC01');   
Insert into PATIENT values (1115, '15-DEC-01', '25-DEC-01', 'Barbara Streisand', 'IC03');   
Insert into PATIENT values (1112, '18-DEC-01', '20-DEC-01', 'Eminem', 'GM01');

REM  Table ITEM   
        drop table ITEM;   
        create table ITEM (   
          ITEM\_CODE      number(4)   
            constraint PK\_ITEM primary key   
              using index tablespace DATA\_INDEX   
              pctfree 5,   
          DESCRIIPTION   varchar2(50) default NULL,   
          NORMAL\_CHARGE  number(7,2)   
    )   
        tablespace DATA;

Insert into ITEM values (2222, 'Syringe, 19 gauge', 7.54);   
Insert into ITEM values (2233, '9 inch gauze', 2.21);   
Insert into ITEM values (2244, 'Tylenol 800MG', 4.50);   
Insert into ITEM values (2223, 'Morphine Drip, 0.2 liter', 284.59);   
Insert into ITEM values (2255, 'Saline Soln, 1 liter', 25.00);   
Insert into ITEM values (2243, 'Syringe, 8 gauge', 6.68);   
Insert into ITEM values (2267, 'Bed Pan', 4.92);   
Insert into ITEM values (2266, 'Surgical Prep Pack #2', 195.95);   
Insert into ITEM values (2265, '4 inch gauze', 1.19);   
Insert into ITEM values (2245, 'Surgical Prep Pack #8', 167.67);   
Insert into ITEM values (2268, 'Bandaid, 3 inch', 0.76);   
Insert into ITEM values (2242, '4 inch dressing', 4.56);   
Insert into ITEM values (2224, 'Surgical Prep Pack #4', 222.21);

REM  Table PHYSICIAN   
        drop table PHYSICIAN;   
        create table PHYSICIAN (   
          PHY\_ID         number(4)   
            constraint PK\_PHYSICIAN primary key   
              using index tablespace DATA\_INDEX   
              pctfree 5,   
          PHY\_PHONE      char(8) default NULL,   
          PHY\_NAME       varchar2(50)   
            constraint NN\_PHY\_NAME NOT NULL   
    )   
        tablespace DATA;

Insert into PHYSICIAN values (8880, '888-0001', 'Dr. Oprah Heart');   
Insert into PHYSICIAN values (8887, '888-0007', 'Dr. Hawkeye Pierce');   
Insert into PHYSICIAN values (8882, '888-0002', 'Dr. Jonas Salkman');   
Insert into PHYSICIAN values (8884, '888-0004', 'Dr. Winifred Winfield');   
Insert into PHYSICIAN values (8886, '888-0006', 'Dr. Trapper John');

REM  Table PROCEDURES   
        drop table PROCEDURES;   
        create table PROCEDURES (   
          PROCEDURE\_NO       number(4)   
            constraint PK\_PROCEDURES primary key   
              using index tablespace DATA\_INDEX   
              pctfree 5,   
          PROC\_DESCRIPTION  varchar2(50)   
    )   
        tablespace DATA;

Insert into PROCEDURES values (3225, 'Appendectomy');   
Insert into PROCEDURES values (3233, 'Lobotomy');   
Insert into PROCEDURES values (3234, 'Thoracic Procedure');   
Insert into PROCEDURES values (3232, 'Cervical Disk');   
Insert into PROCEDURES values (3230, 'Hip Replacement');   
Insert into PROCEDURES values (3231, 'Arthroscopic Procedure');   
Insert into PROCEDURES values (3237, 'Ingrown Toenail');

REM  Table TREATS   
 drop table TREATS;   
  create table TREATS (   
    PHY\_ID       number(4),   
          PATIENT\_NO   number(4),   
    PROCEDURE\_NO number(5),   
    DATE\_TREATED date,   
          TREAT\_RESULT varchar2(50) default NULL,   
        constraint FK\_TREATS\_PATIENT foreign key (PATIENT\_NO)   
          references PATIENT   
          on delete cascade,   
        constraint FK\_TREATS\_PHYSICIAN foreign key (PHY\_ID)   
          references PHYSICIAN   
          on delete cascade,   
       constraint FK\_TREATS\_PROCEDURES foreign key (PROCEDURE\_NO)   
          references PROCEDURES   
          on delete cascade,   
        constraint PK\_TREATS   
          primary key (PHY\_ID, PATIENT\_NO, PROCEDURE\_NO, DATE\_TREATED)   
          using index tablespace DATA\_INDEX   
          pctfree 5   
   )   
        tablespace DATA;

Insert into TREATS values (8887, 1117, 3232, '17-DEC-01','Repaired Disk OK');   
Insert into TREATS values (8882, 1113, 3230, '18-DEC-01','Repaired Right Hip OK');   
Insert into TREATS values (8887, 1113, 3232, '17-DEC-01','Repaired Disk OK');   
Insert into TREATS values (8884, 1114, 3233, '15-DEC-01','Brain Partially Removed');   
Insert into TREATS values (8886, 1116, 3234, '19-DEC-01','Removed Left Lung');   
Insert into TREATS values (8880, 1111, 3237, '15-DEC-01','Removed toenail');   
Insert into TREATS values (8886, 1115, 3230, '17-DEC-01','Repaired Left Hip OK');   
Insert into TREATS values (8887, 1112, 3231, '18-DEC-01','Repaired Left Knee OK');   
Insert into TREATS values (8887, 1112, 3231, '19-DEC-01','Repaired Right Knee OK');

REM  Table BILLED   
 drop table BILLED;   
  create table BILLED (   
    BILL\_NO    number(5),   
          PATIENT\_NO number(4),   
    ITEM\_CODE  number(5),   
    CHARGE     number(7,2),   
        constraint FK\_BILLED\_PATIENT foreign key (PATIENT\_NO)   
          references PATIENT   
          on delete cascade,   
        constraint FK\_BILLED\_ITEM foreign key (ITEM\_CODE)   
          references ITEM   
          on delete cascade,   
        constraint PK\_BILLED   
          primary key (BILL\_NO)   
          using index tablespace DATA\_INDEX   
          pctfree 5   
   )   
        tablespace DATA;

Insert into BILLED values (00001, 1117, 2222, 7.54);   
Insert into BILLED values (00002, 1113, 2233, 2.21);   
Insert into BILLED values (00003, 1117, 2255, 25.00);   
Insert into BILLED values (00004, 1113, 2222, 7.75);   
Insert into BILLED values (00005, 1115, 2245, 175.00);   
Insert into BILLED values (00006, 1116, 2242, 4.56);   
Insert into BILLED values (00007, 1112, 2224, 225.00);   
Insert into BILLED values (00008, 1112, 2245, 167.67);   
Insert into BILLED values (00009, 1116, 2243, 6.68);   
Insert into BILLED values (00010, 1112, 2245, 167.67);   
Insert into BILLED values (00011, 1112, 2224, 222.21);   
Insert into BILLED values (00012, 1112, 2267, 4.92);   
Insert into BILLED values (00013, 1117, 2245, 167.67);   
Insert into BILLED values (00014, 1117, 2224, 222.21);   
Insert into BILLED values (00015, 1117, 2267, 4.92); 

REM End of Database Table and Data Insertion Code   
REM Now create the public synonyms to allow easy access   
REM by students to the tables.

drop public synonym BILLED;   
create public synonym BILLED for DBOCK.BILLED;   
drop public synonym ROOM;   
create public synonym ROOM for DBOCK.ROOM;   
drop public synonym PATIENT;   
create public synonym PATIENT for DBOCK.PATIENT;   
drop public synonym ITEM;   
create public synonym ITEM for DBOCK.ITEM;   
drop public synonym TREATS;   
create public synonym TREATS for DBOCK.TREATS;   
drop public synonym PHYSICIAN ;   
create public synonym PHYSICIAN for DBOCK.PHYSICIAN;   
drop public synonym PROCEDURES;   
create public synonym PROCEDURES for DBOCK.PROCEDURES; 

REM End of Script