**Experiment No. – 3.2**

**Aim**:

Write a program to find the shortest path in a graph using Dijkstra’s Algorithm.

1. **Problem Description:**

Find the shortest path in a graph using Dijkstra’s Algorithm and understand its time complexity.

1. **Algorithm:**

function dijkstra(G, S)

for each vertex V in G

distance[V] <- infinite

previous[V] <- NULL

If V != S, add V to Priority Queue Q

distance[S] <- 0

while Q IS NOT EMPTY

U <- Extract MIN from Q

for each unvisited neighbour V of U

tempDistance <- distance[U] + edge\_weight(U, V)

if tempDistance < distance[V]

distance[V] <- tempDistance

previous[V] <- U

return distance[], previous[]

1. **Complexity Analysis**

The time complexity of Dijkstra's algorithm is O(V2), where (V) is the number of vertices in the graph. This is because the algorithm requires O(V) time to find the unvisited vertex with the smallest path.

The time complexity can be reduced to O(V+Elog V) with a min-priority queue. The best case is identical to the worst case, but with a reduced number of logV operations.

1. **Pseudo Code**

Dijkstra(G, s)

for each vertex v in G

dist[v] = infinity

previous[v] = undefined

dist[s] = 0

Q = the set of all vertices in G

while Q is not empty

u = vertex in Q with smallest dist[]

remove u from Q

for each neighbor v of u

alt = dist[u] + length(u, v)

if alt < dist[v]

dist[v] = alt

previous[v] = u

return previous[]

1. **Source Code (C/C++):**

#include <iostream>

#include <vector>

#define INT\_MAX 10000000

using namespace std;

void DijkstrasTest();

int main() {

DijkstrasTest();

return 0;

}

class Node;

class Edge;

void Dijkstras();

vector<Node\*>\* AdjacentRemainingNodes(Node\* node);

Node\* ExtractSmallest(vector<Node\*>& nodes);

int Distance(Node\* node1, Node\* node2);

bool Contains(vector<Node\*>& nodes, Node\* node);

void PrintShortestRouteTo(Node\* destination);

vector<Node\*> nodes;

vector<Edge\*> edges;

class Node {

public:

Node(char id)

: id(id), previous(NULL), distanceFromStart(INT\_MAX) {

nodes.push\_back(this);

}

public:

char id;

Node\* previous;

int distanceFromStart;

};

class Edge {

public:

Edge(Node\* node1, Node\* node2, int distance)

: node1(node1), node2(node2), distance(distance) {

edges.push\_back(this);

}

bool Connects(Node\* node1, Node\* node2) {

return (

(node1 == this->node1 &&

node2 == this->node2) ||

(node1 == this->node2 &&

node2 == this->node1));

}

public:

Node\* node1;

Node\* node2;

int distance;

};

void DijkstrasTest() {

Node\* a = new Node('a');

Node\* b = new Node('b');

Node\* c = new Node('c');

Node\* d = new Node('d');

Node\* e = new Node('e');

Node\* f = new Node('f');

Node\* g = new Node('g');

Edge\* e1 = new Edge(a, c, 1);

Edge\* e2 = new Edge(a, d, 2);

Edge\* e3 = new Edge(b, c, 2);

Edge\* e4 = new Edge(c, d, 1);

Edge\* e5 = new Edge(b, f, 3);

Edge\* e6 = new Edge(c, e, 3);

Edge\* e7 = new Edge(e, f, 2);

Edge\* e8 = new Edge(d, g, 1);

Edge\* e9 = new Edge(g, f, 1);

a->distanceFromStart = 0; // set start node

Dijkstras();

PrintShortestRouteTo(f);

}

void Dijkstras() {

while (nodes.size() > 0) {

Node\* smallest = ExtractSmallest(nodes);

vector<Node\*>\* adjacentNodes =

AdjacentRemainingNodes(smallest);

const int size = adjacentNodes->size();

for (int i = 0; i < size; ++i) {

Node\* adjacent = adjacentNodes->at(i);

int distance = Distance(smallest, adjacent) +

smallest->distanceFromStart;

if (distance < adjacent->distanceFromStart) {

adjacent->distanceFromStart = distance;

adjacent->previous = smallest;

}

}

delete adjacentNodes;

}

}

// Find the node with the smallest distance,

// remove it, and return it.

Node\* ExtractSmallest(vector<Node\*>& nodes) {

int size = nodes.size();

if (size == 0) return NULL;

int smallestPosition = 0;

Node\* smallest = nodes.at(0);

for (int i = 1; i < size; ++i) {

Node\* current = nodes.at(i);

if (current->distanceFromStart <

smallest->distanceFromStart) {

smallest = current;

smallestPosition = i;

}

}

nodes.erase(nodes.begin() + smallestPosition);

return smallest;

}

// Return all nodes adjacent to 'node' which are still

// in the 'nodes' collection.

vector<Node\*>\* AdjacentRemainingNodes(Node\* node) {

vector<Node\*>\* adjacentNodes = new vector<Node\*>();

const int size = edges.size();

for (int i = 0; i < size; ++i) {

Edge\* edge = edges.at(i);

Node\* adjacent = NULL;

if (edge->node1 == node) {

adjacent = edge->node2;

} else if (edge->node2 == node) {

adjacent = edge->node1;

}

if (adjacent && Contains(nodes, adjacent)) {

adjacentNodes->push\_back(adjacent);

}

}

return adjacentNodes;

}

// Return distance between two connected nodes

int Distance(Node\* node1, Node\* node2) {

const int size = edges.size();

for (int i = 0; i < size; ++i) {

Edge\* edge = edges.at(i);

if (edge->Connects(node1, node2)) {

return edge->distance;

}

}

return -1; // should never happen

}

// Does the 'nodes' vector contain 'node'

bool Contains(vector<Node\*>& nodes, Node\* node) {

const int size = nodes.size();

for (int i = 0; i < size; ++i) {

if (node == nodes.at(i)) {

return true;

}

}

return false;

}

void PrintShortestRouteTo(Node\* destination) {

Node\* previous = destination;

cout << "Distance from start: "

<< destination->distanceFromStart << endl;

while (previous) {

cout << previous->id << " ";

previous = previous->previous;

}

cout << endl;

}

// these two not needed

vector<Edge\*>\* AdjacentEdges(vector<Edge\*>& Edges, Node\* node);

void RemoveEdge(vector<Edge\*>& Edges, Edge\* edge);

vector<Edge\*>\* AdjacentEdges(vector<Edge\*>& edges, Node\* node) {

vector<Edge\*>\* adjacentEdges = new vector<Edge\*>();

const int size = edges.size();

for (int i = 0; i < size; ++i) {

Edge\* edge = edges.at(i);

if (edge->node1 == node) {

cout << "adjacent: " << edge->node2->id << endl;

adjacentEdges->push\_back(edge);

} else if (edge->node2 == node) {

cout << "adjacent: " << edge->node1->id << endl;

adjacentEdges->push\_back(edge);

}

}

return adjacentEdges;

}

void RemoveEdge(vector<Edge\*>& edges, Edge\* edge) {

vector<Edge\*>::iterator it;

for (it = edges.begin(); it < edges.end(); ++it) {

if (\*it == edge) {

edges.erase(it);

return;

}

}

}

1. **Screenshot of Outputs:**
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1. **Learning Outcomes**
2. Learnt the implemented of Dijkstra’s Algorithm in finding the shortest path in a graph
3. Learned about the complexity of Dijkstra’s Algorithm.
4. Learned about graph and complexity.