Final Exam

Sean Wendlandt

## Instructions

Please complete the questions on this template and upload your solutions in a single knitted Word or pdf document. Please also upload your completed template.

In light of the exam context, the data sets for the questions have been generated clearly to satisfy or obviously to violate the requirements of the statistical procedures. If reasonable exploratory analysis is done, there should be little ambiguity as to whether the given data satisfy the requirements. This is unrealistic, but less stressful for students and graders alike. For consistency, the random number generation version is specified in the setup block above.

# Question 1, model selection for logistic regression

The data sets “dat1train”, “dat1valid”, and “dat1test”, loaded below, have explanatory variables “x1”, “x2”,…“x8”, and a binary outcome variable, “y”.

The data sets “dat1train.mm”, “dat1valid.mm”, and “dat1test.mm”, also loaded below, include the data in “dat1train”, “dat1valid”, and “dat1test” together with columns for all pairwise interactions of “x1”, “x2”,…“x8”.

The goal is to use the validation set to select a logistic regression model or penalized logistic regression model from among those fit on the training data, then to estimate the generalization error by applying the selected model to predict the outcomes on the test data.

The parts of this question fit a backward model, a forward model based on AIC, a forward model based on cross-validation, two cross-validated ridge models, and two cross-validated lasso models.

For these questions, the models, including the models fit using cross-validation, are fit on the training data because the validation data will be used to select among the fitted models.

(10 points each)

load("dat1train.RData")  
load("dat1valid.RData")  
load("dat1test.RData")  
  
load("dat1train\_mm.RData")  
load("dat1valid\_mm.RData")  
load("dat1test\_mm.RData")

## Question 1, part 1

The code below generates a plot of the training error and the validation error for models of “y” based on “x1”,“x2”,…“x8” and their pairwise interactions. The models are fit on subsets of the training data of sizes 350 to 600 by 10’s. The error is measured by the mean deviance. Based on these plots, is a training set of size 400 adequate to fit a good model for these data? Please answer yes or no. You may provide an explanation. Is a training set of size 600 adequate to fit a good model for these data? Please answer yes or no. You may provide an explanation.

# function to calculate mean deviance  
dev.mean.get<-function(m.this,dat.this.new){  
 pred<-predict(m.this,dat.this.new,type="response")  
 return(-2\*mean(dat.this.new$y\*log(pred)+(1-dat.this.new$y)\*log(1-pred)))  
}  
  
# formula for "y" in terms of "x1","x2",..."x8" and their pairwise interactions   
nam<-str\_c("x",1:8)  
fmla<-as.formula(str\_c("y~(",str\_c(nam,collapse = "+"),")^2"))  
  
# sizes of training sets  
size.mat<-matrix(seq(350,nrow(dat1train),by=10),ncol=1)  
  
# function to calculate training and validation mean deviances for the sizes of training set under consideration  
  
dev.by.size.get<-function(sz){  
 m.this<-glm(fmla,data=dat1train[1:sz,],family="binomial")  
 dev.train.this<-dev.mean.get(m.this,dat1train[1:sz,])  
 dev.valid.this<-dev.mean.get(m.this,dat1valid)  
 return(c(dev.train.this,dev.valid.this))  
}  
  
# matrix of training and validation mean deviances for the sizes of training set under consideration  
devs.mat<-apply(size.mat,1,dev.by.size.get)  
  
# data frame of training and validation mean deviances for the sizes of training set under consideration  
dat.devs<-data.frame(t(devs.mat))  
names(dat.devs)<-c("training","validation")  
dat.devs$size.train<-size.mat  
  
# data frame of training and validation mean deviances formatted for plotting  
dat.devs<-pivot\_longer(dat.devs,cols=training:validation,   
 names\_to = "data.set",values\_to = "mean.dev")  
ggplot(dat.devs,aes(x=size.train,y=mean.dev,color=data.set))+geom\_line()
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No, a training set of 400 would not be adequate in this case. Based on the graph above, with 400 samples the model hasn’t reached peak optimization as the training and validation data sets are still significantly reducing the deviance distance between the two sets of data.

Yes, a training set size of 600 demonstrates an healthy size of data for this model. As observed in the graph above, the mean deviance between the two data sets are becoming more parallel/horizontal indicating getting closer to a peak in optimization. While you could continue to add data, it is likely you wouldn’t see improvement past this. In a real world with limited data, I would argue data sets with a size of 550 would be fine as it also looks to reach this point. This may allow for better (larger) testing/validation data sets as the model is already trained adequately.

## Question 1, part 2

Below, a backward model for “y” based on “x1”,“x2”,…“x8” and their pairwise interactions is fit on “dat1train.mm”. This allows for interactions to be retained whether or not the interacting variables are retained. The stopping criterion used is AIC.

The deviance on the training data is verified. Please calculate and display the deviance on the validation set. Please begin the vector of model names and the vector of validation deviances to save the results of parts 2-6 for use in the overall model selection.

m2b<-glm(y~.,dat1train.mm,family="binomial")  
  
m.backward<-step(m2b,direction="backward",trace=0)  
summary(m.backward)

##   
## Call:  
## glm(formula = y ~ x1 + x4 + x8 + x1.x2 + x2.x7 + x2.x8 + x3.x5 +   
## x5.x6 + x5.x8 + x6.x7, family = "binomial", data = dat1train.mm)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.89610 -1.00492 0.02813 0.99952 2.26516   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.08818 0.10487 0.841 0.400417   
## x1 0.59187 0.10789 5.486 4.12e-08 \*\*\*  
## x4 -0.32843 0.10657 -3.082 0.002058 \*\*   
## x8 -0.35167 0.09631 -3.652 0.000261 \*\*\*  
## x1.x2 0.22714 0.09427 2.409 0.015976 \*   
## x2.x7 0.20609 0.10901 1.891 0.058674 .   
## x2.x8 -0.34267 0.11632 -2.946 0.003220 \*\*   
## x3.x5 -0.21556 0.10203 -2.113 0.034621 \*   
## x5.x6 0.81785 0.13176 6.207 5.41e-10 \*\*\*  
## x5.x8 0.23147 0.12015 1.926 0.054048 .   
## x6.x7 -0.21643 0.08830 -2.451 0.014241 \*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 831.78 on 599 degrees of freedom  
## Residual deviance: 693.56 on 589 degrees of freedom  
## AIC: 715.56  
##   
## Number of Fisher Scoring iterations: 4

dev.get<-function(model.this,dat.this){  
 pred<-predict(model.this,dat.this,type="response")  
 return(-2\*sum(dat.this$y\*log(pred)+(1-dat.this$y)\*log(1-pred)))  
}  
  
dev.get(m.backward,dat1train.mm)

## [1] 693.5614

# Calculating deviance on validation set  
validation.dev<-dev.get(m.backward, dat1valid.mm)  
  
# Displaying deviance on validation set  
validation.dev

## [1] 263.5624

# Please uncomment and run  
model.vec<-c()  
model.vec<-c(model.vec,"backward AIC")  
dev.vec<-c(validation.dev)

## Question 1, part 3

Below, a forward model for “y” based on “x1”,“x2”,…“x8” and their pairwise interactions is fit on “dat1train.mm” using AIC as a stopping criterion. Please calculate the deviance on the validation set. Please extend the vector of model names and the vector of validation deviances to save these results for use in the overall model selection.

m1<-glm(y~1,data=dat1train.mm,family="binomial")  
fmla.mm<-as.formula(str\_c("y~",  
 str\_c(names(dat1train.mm)[2:ncol(dat1train.mm)],collapse="+")))  
  
m.forward<-step(m1,scope=fmla.mm,direction="forward",trace=0)  
summary(m.forward)

##   
## Call:  
## glm(formula = y ~ x5.x6 + x1 + x8 + x4 + x2.x8 + x6.x7 + x5.x7 +   
## x1.x2 + x3.x5 + x1.x5, family = "binomial", data = dat1train.mm)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.92637 -0.98598 -0.01233 0.99592 2.16856   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.05431 0.10502 0.517 0.605064   
## x5.x6 0.86976 0.12893 6.746 1.52e-11 \*\*\*  
## x1 0.56318 0.10855 5.188 2.12e-07 \*\*\*  
## x8 -0.32595 0.09462 -3.445 0.000571 \*\*\*  
## x4 -0.33556 0.10664 -3.147 0.001652 \*\*   
## x2.x8 -0.20953 0.09946 -2.107 0.035156 \*   
## x6.x7 -0.21106 0.09050 -2.332 0.019691 \*   
## x5.x7 0.22942 0.11384 2.015 0.043868 \*   
## x1.x2 0.16200 0.10024 1.616 0.106057   
## x3.x5 -0.24495 0.10726 -2.284 0.022394 \*   
## x1.x5 0.18608 0.12038 1.546 0.122165   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 831.78 on 599 degrees of freedom  
## Residual deviance: 693.75 on 589 degrees of freedom  
## AIC: 715.75  
##   
## Number of Fisher Scoring iterations: 4

#Calculating validation deviance  
validation.dev<- dev.get(m.forward, dat1valid.mm)  
  
  
model.vec<-c(model.vec, "forward AIC")  
dev.vec<-c(dev.vec,validation.dev)

## Question 1, part 4

Below, a forward model for “y” based on “x1”,“x2”,…“x8” and their pairwise interactions is fit on “dat1train.mm”. The stopping criterion used is the optimal model size as indicated by the model size having the minimum cross-validated deviance.

Please calculate the deviance on the validation set. Please extend the vector of model names and the vector of validation deviances to save these results for use in the overall model selection.

# create a formula for "y" in terms of sequences of variables in "vars.add"  
  
fmla.add.fnc<-function(i,vars.add){  
 vars.in<-vars.add[1:i]  
 return(as.formula(str\_c("y~",str\_c(vars.in,collapse="+"))))  
   
}  
  
# function to calculate validation set deviance  
  
deviance.valid<-function(m,dat.valid){  
 pred.m<-predict(m,dat.valid, type="response")  
-2\*sum(dat.valid$y\*log(pred.m)+(1-dat.valid$y)\*log(1-pred.m))  
}  
  
# Code to extract the variables added in order in a call to "step" with  
# direction equal to "forward"  
  
vars.get<-function(model.forward){  
 vars.add<-model.forward$anova[,1]  
 vars.add<-str\_replace(vars.add,"\\+ ","")  
 vars.add[1]<-1  
 return(vars.add)  
}  
  
# function to fit a sequence forward models with scope "fmla.this  
# on the data set "dat.this" and  
# return the deviance for each model on "dat.valid.this".  
  
deviance.get<-function(dat.this,fmla.this,dat.valid.this){  
 m.forward<-step(glm(y~1,data=dat.this,family="binomial"),scope=fmla.this, k=0,direction="forward",trace=0)  
  
# Collect the variables used in the order in which they were added  
vars.add<-vars.get(m.forward)  
   
# Apply "fmla.add.fnc" to each value of "i". This  
# gives the formulas for the models generated initial sequences of the variables in vars.add  
# Note that the first formula is for the model with just the intercept.  
   
fmlas<-apply(matrix(1:length(vars.add),ncol=1),1,  
 fmla.add.fnc,vars.add=vars.add)  
   
# Make a list of models corresponding to these formulas.  
models<-  
 lapply(fmlas,function(x){glm(x,data=dat.this,family="binomial")})  
   
 return(sapply(models,deviance.valid,dat.valid=dat.valid.this))  
}  
  
# Note the function "createFolds" from "caret" to put  
# an approximately equal proportions of "chd"=1 and "chd"=2 cases   
# in each fold.  
# Please run this code to check that your function performs as required:  
set.seed(12345678)  
 ind <- createFolds(factor(dat1train.mm$y), k = 10, list = FALSE)  
  
deviance.wrapper<-function(i,dat.w,ind.w,fmla.w){  
 return(deviance.get(dat.w[ind.w!=i,],fmla.w,  
 dat.w[ind.w==i,]))  
}  
  
deviance.sums.xv<-function(dat.this,fmla.this){  
 ind <- createFolds(factor(dat.this$y), k = 10, list = FALSE)  
 xv.mat<-apply(matrix(1:8,ncol=1),1,deviance.wrapper,dat.w=dat.this,  
 ind.w=ind,  
 fmla.w=fmla.this)  
 return(apply(xv.mat,1,sum))  
}  
  
# Calculate selected model size  
set.seed(12345678)  
fmla.mm<-as.formula(str\_c("y~",str\_c(names(dat1train.mm)[-1],collapse="+")))  
fwd<-deviance.sums.xv(dat1train.mm,fmla.mm)  
  
(model.size<-which.min(fwd))

## [1] 5

plot(fwd)
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forward.model.xv<-step(glm(y~1,data=dat1train.mm,family="binomial"),scope=fmla.mm,  
 direction="forward",steps=model.size-1,k=0,trace=0)  
summary(forward.model.xv)

##   
## Call:  
## glm(formula = y ~ x5.x6 + x1 + x8 + x4, family = "binomial",   
## data = dat1train.mm)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.96162 -1.03332 -0.00548 1.04288 2.50704   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.01584 0.08992 0.176 0.860171   
## x5.x6 0.86011 0.11857 7.254 4.05e-13 \*\*\*  
## x1 0.55435 0.10448 5.306 1.12e-07 \*\*\*  
## x8 -0.32260 0.09158 -3.522 0.000428 \*\*\*  
## x4 -0.33809 0.10450 -3.235 0.001216 \*\*   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 831.78 on 599 degrees of freedom  
## Residual deviance: 717.11 on 595 degrees of freedom  
## AIC: 727.11  
##   
## Number of Fisher Scoring iterations: 4

## solution   
#calculating for deviance on validation dataset  
  
validation.dev<-deviance.valid(forward.model.xv, dat1valid.mm)  
model.vec<-c(model.vec, "forward xv")  
dev.vec<-c(dev.vec, validation.dev)

In this case, backward selection with stopping based on cross-validation produces the same model as forward selection with stopping based on cross-validation. The code is available on request.

## Question 1, part 5, ridge regression

The code below uses cross-validated ridge regression as in cv.glmnet to fit ridge-penalized linear models of “y” as a function of the remaining variables and their pairwise interactions on the training set. Please report the deviance on the validation set of the model corresponding to “lambda.1se”, “lambda.min”. Please extend the vector of model names and the vector of validation deviances to save these results for use in the overall model selection.

# Format data for glmnet.  
  
Xtrain<-as.matrix(dat1train.mm[,-1])  
Xvalid<-as.matrix(dat1valid.mm[,-1])  
Xtest<-as.matrix(dat1test.mm[,-1])  
  
ytrain<-dat1train.mm$y  
yvalid<-dat1valid.mm$y  
ytest<-dat1test.mm$y  
  
# Fit ridge-penalized models  
set.seed(5678)  
cvfit = cv.glmnet(x=Xtrain, y=ytrain,alpha=0,family="binomial")  
plot(cvfit)
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cvfit$lambda.min

## [1] 0.08590605

cvfit$lambda.1se

## [1] 0.3159951

# Calculate the mean squared error on the validation data for the "lambda.min" model and the "lambda.1se" model.  
  
cvpred<-predict(cvfit,Xvalid,c(cvfit$lambda.min,cvfit$lambda.1se),type="response")  
  
#model.vec<-c(model.vec,"ridge lambda.min")  
(validation.dev<-   
 -2\*sum(yvalid\*log(cvpred[,1])+(1-yvalid)\*log(1-cvpred[,1])))

## [1] 255.603

#dev.vec<-c(dev.vec,validation.dev)  
  
#model.vec<-c(model.vec,"ridge lambda.1se")  
  
# your code here  
#for lambda.min  
pred<-predict(cvfit,Xvalid,c(cvfit$lambda.min),type="response")  
  
dev.this<- -2\*sum(yvalid\*log(pred)+(1-yvalid)\*log(1-pred))  
(dev.vec<-c(dev.vec,dev.this))

## [1] 263.5624 253.4792 239.9764 255.6030

(model.vec<-c(model.vec,"lambda.min"))

## [1] "backward AIC" "forward AIC" "forward xv" "lambda.min"

summary(dev.this)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 255.6 255.6 255.6 255.6 255.6 255.6

# for lambda.1se  
  
pred1<-predict(cvfit,Xvalid,c(cvfit$lambda.1se),type="response")  
  
dev.this<- -2\*sum(yvalid\*log(pred1)+(1-yvalid)\*log(1-pred1))  
(dev.vec<-c(dev.vec,dev.this))

## [1] 263.5624 253.4792 239.9764 255.6030 258.1367

(model.vec<-c(model.vec,"lambda.1se"))

## [1] "backward AIC" "forward AIC" "forward xv" "lambda.min" "lambda.1se"

summary(dev.this)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 258.1 258.1 258.1 258.1 258.1 258.1

## Question 1, part 6

Please use cross-validated lasso regression as in cv.glmnet to fit lasso-penalized linear models of “y” as a function of the remaining variables and their pairwise interactions on the training set. Please report the deviance on the validation set of the models corresponding to “lambda.1se” and “lambda.min”. Please report the number of variables with non-zero coefficients for the models corresponding to “lambda.1se” and “lambda.min”. Please extend the vector of model names and the vector of validation deviances to save these results for use in the overall model selection.

set.seed(5678)  
  
#All the code below is mine  
   
fit.lasso<-cv.glmnet(x=Xtrain, y=ytrain, alpha=1, family="binomial")  
plot(fit.lasso)

![](data:image/png;base64,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)

# For lamda.min  
fit.lasso$lambda.min

## [1] 0.01432999

# coefficients for the model with lambda equal to "lambda.min"  
(coef.min<-coef(fit.lasso, s = "lambda.min"))

## 37 x 1 sparse Matrix of class "dgCMatrix"  
## s1  
## (Intercept) 0.0385002641  
## x1 0.4183623930  
## x2 .   
## x3 0.0005614567  
## x4 -0.1968855805  
## x5 .   
## x6 .   
## x7 -0.0141514356  
## x8 -0.2331991393  
## x1.x2 0.0745006300  
## x1.x3 .   
## x1.x4 0.0150062205  
## x1.x5 0.0724814863  
## x1.x6 .   
## x1.x7 0.0132317667  
## x1.x8 .   
## x2.x3 .   
## x2.x4 .   
## x2.x5 .   
## x2.x6 .   
## x2.x7 0.0227033553  
## x2.x8 -0.1359951670  
## x3.x4 .   
## x3.x5 -0.0956934082  
## x3.x6 .   
## x3.x7 .   
## x3.x8 .   
## x4.x5 .   
## x4.x6 .   
## x4.x7 .   
## x4.x8 0.0435595517  
## x5.x6 0.6970493158  
## x5.x7 0.1161961033  
## x5.x8 0.0250180730  
## x6.x7 -0.1135977368  
## x6.x8 .   
## x7.x8 .

# names of the variables dropped in this model  
row.names(coef.min)[which(coef.min==0)]

## [1] "x2" "x5" "x6" "x1.x3" "x1.x6" "x1.x8" "x2.x3" "x2.x4" "x2.x5"  
## [10] "x2.x6" "x3.x4" "x3.x6" "x3.x7" "x3.x8" "x4.x5" "x4.x6" "x4.x7" "x6.x8"  
## [19] "x7.x8"

pred<-predict(fit.lasso,Xvalid,c(fit.lasso$lambda.min),type="response")  
dev.this<- -2\*sum(yvalid\*log(pred)+(1-yvalid)\*log(1-pred))  
(dev.vec<-c(dev.vec,dev.this))

## [1] 263.5624 253.4792 239.9764 255.6030 258.1367 247.9584

(model.vec<-c(model.vec,"lasso.lambda.min"))

## [1] "backward AIC" "forward AIC" "forward xv" "lambda.min"   
## [5] "lambda.1se" "lasso.lambda.min"

# For lamda.1se  
fit.lasso$lambda.1se

## [1] 0.03987405

# coefficients for the model with lambda equal to "lambda.1se"  
(coef.min<-coef(fit.lasso, s = "lambda.1se"))

## 37 x 1 sparse Matrix of class "dgCMatrix"  
## s1  
## (Intercept) 0.016508731  
## x1 0.219365043  
## x2 .   
## x3 .   
## x4 -0.007439984  
## x5 .   
## x6 .   
## x7 .   
## x8 -0.103446782  
## x1.x2 .   
## x1.x3 .   
## x1.x4 .   
## x1.x5 .   
## x1.x6 .   
## x1.x7 .   
## x1.x8 .   
## x2.x3 .   
## x2.x4 .   
## x2.x5 .   
## x2.x6 .   
## x2.x7 .   
## x2.x8 .   
## x3.x4 .   
## x3.x5 .   
## x3.x6 .   
## x3.x7 .   
## x3.x8 .   
## x4.x5 .   
## x4.x6 .   
## x4.x7 .   
## x4.x8 .   
## x5.x6 0.544421465  
## x5.x7 0.015878083  
## x5.x8 .   
## x6.x7 .   
## x6.x8 .   
## x7.x8 .

# names of the variables dropped in this model  
row.names(coef.min)[which(coef.min==0)]

## [1] "x2" "x3" "x5" "x6" "x7" "x1.x2" "x1.x3" "x1.x4" "x1.x5"  
## [10] "x1.x6" "x1.x7" "x1.x8" "x2.x3" "x2.x4" "x2.x5" "x2.x6" "x2.x7" "x2.x8"  
## [19] "x3.x4" "x3.x5" "x3.x6" "x3.x7" "x3.x8" "x4.x5" "x4.x6" "x4.x7" "x4.x8"  
## [28] "x5.x8" "x6.x7" "x6.x8" "x7.x8"

pred<-predict(fit.lasso,Xvalid,c(fit.lasso$lambda.1se),type="response")  
dev.this<- -2\*sum(yvalid\*log(pred)+(1-yvalid)\*log(1-pred))  
(dev.vec<-c(dev.vec,dev.this))

## [1] 263.5624 253.4792 239.9764 255.6030 258.1367 247.9584 250.2248

(model.vec<-c(model.vec,"lasso.lambda.1se"))

## [1] "backward AIC" "forward AIC" "forward xv" "lambda.min"   
## [5] "lambda.1se" "lasso.lambda.min" "lasso.lambda.1se"

The number of non-zero coefficients in the lamda.min model is 18 including the intercept. In the lambda.1se model there are 6 including the intercept.

Note that the number of variables under consideration is too large for basic use of best subsets.

## Question 1, part 7

Of the backward model fit by AIC (part 2), the forward model fit by AIC (part 3), the forward model fit by cross-validation (part 4), the lambda.min and the lambda.1se ridge models (part 5), and the lambda.min and the lambda.1se lasso models (part 6), which model has the best deviance on the validation set? Please show the summary of the model fit on the combined training and validation sets using the variables, or the lambda in the case of penalized regression, that produced the selected model. What is the deviance of this new fitted model on the test set?

small.dev<-which(dev.vec==min(dev.vec))  
  
model.vec[small.dev] #forward xv model has the best deviance on the validation set (part 4)

## [1] "forward xv"

#fit model on combined training and validation sets  
dat1tv.mm<-bind\_rows(dat1train.mm,dat1valid.mm)  
  
forward.model.xv.test<-step(glm(y~1,data=dat1tv.mm,family="binomial"),scope=fmla.mm,  
 direction="forward",steps=model.size-1,k=0,trace=0)  
summary(forward.model.xv.test)

##   
## Call:  
## glm(formula = y ~ x5.x6 + x1 + x8 + x4, family = "binomial",   
## data = dat1tv.mm)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.9969 -1.0441 0.4216 1.0287 2.4769   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.09476 0.07786 1.217 0.224   
## x5.x6 0.82886 0.10105 8.202 2.36e-16 \*\*\*  
## x1 0.55917 0.09241 6.051 1.44e-09 \*\*\*  
## x8 -0.36214 0.07863 -4.606 4.11e-06 \*\*\*  
## x4 -0.35325 0.08893 -3.972 7.12e-05 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 1106.74 on 798 degrees of freedom  
## Residual deviance: 955.64 on 794 degrees of freedom  
## AIC: 965.64  
##   
## Number of Fisher Scoring iterations: 4

#Finding the MSE for forward xv model  
mean(forward.model.xv.test$residuals^2) #7.833858

## [1] 5.473023

Based on our model results displayed above, the best-performing model is the forward xv model based on the lowest deviance. The MSE for the model is 5.473023 after being fit on training and validation data sets.

Note: the plot above to assess the adequacy of the size of the training set has the drawback that an appearance of stability of the deviances for large subsets may be due in part to the fact that the larger models are based on data sets with many points in common. This plot is a good follow-up now that the test data has been used for its intended purpose.

temp<-bind\_rows(dat1train,dat1test)  
size.mat<-matrix(seq(350,nrow(temp),by=10),ncol=1)  
dev.by.size.get<-function(sz){  
 #dat.sz<-temp[sample(1:nrow(temp),sz),]  
 #m.this<-glm(fmla,data=dat.sz,family="binomial")  
 #dev.train.this<-dev.mean.get(m.this,dat.sz)  
 m.this<-glm(fmla,data=temp[1:sz,],family="binomial")  
 dev.train.this<-dev.mean.get(m.this,temp[1:sz,])  
 dev.valid.this<-dev.mean.get(m.this,dat1valid)  
 return(c(dev.train.this,dev.valid.this))  
}  
  
devs.mat<-apply(size.mat,1,dev.by.size.get)  
  
dat.devs<-data.frame(t(devs.mat))  
names(dat.devs)<-c("training","validation")  
dat.devs$size.train<-size.mat  
  
dat.devs<-pivot\_longer(dat.devs,cols=training:validation,   
 names\_to = "data.set",values\_to = "mean.dev")  
ggplot(dat.devs,aes(x=size.train,y=mean.dev,color=data.set))+geom\_line()
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# Question 2, logistic regression

The code below generates a logistic regression model for the outcome variable “y”.

dat1tv.mm<-bind\_rows(dat1train.mm,dat1valid.mm)  
m<-glm(y~x1+x4+x5.x6+x8,dat1tv.mm,family = "binomial")

## Question 2, part 1

(5 points)

Please report the p-value for the Hosmer-Lemeshow test with 10 bins applied to this model.

Please report the p-value for the Le Cessie - van Houwelingen test with default parameters applied to this model.

Please comment on meaning of these tests regarding the validity of the model.

library(ResourceSelection)# for Hosmer-Lemeshow

## Warning: package 'ResourceSelection' was built under R version 4.1.3

## ResourceSelection 0.3-5 2019-07-22

library(rms)# for Le Cessie - van Houwelingen

## Warning: package 'rms' was built under R version 4.1.3

## Loading required package: Hmisc

## Warning: package 'Hmisc' was built under R version 4.1.3

## Loading required package: survival

##   
## Attaching package: 'survival'

## The following object is masked from 'package:caret':  
##   
## cluster

## Loading required package: Formula

##   
## Attaching package: 'Hmisc'

## The following objects are masked from 'package:dplyr':  
##   
## src, summarize

## The following objects are masked from 'package:base':  
##   
## format.pval, units

## Loading required package: SparseM

##   
## Attaching package: 'SparseM'

## The following object is masked from 'package:base':  
##   
## backsolve

#Hosmer-Lemeshow test  
m<-glm(y~x1+x4+x5.x6+x8,dat1tv.mm,family = "binomial")  
hoslem.test(m$y, fitted(m), g=10)

##   
## Hosmer and Lemeshow goodness of fit (GOF) test  
##   
## data: m$y, fitted(m)  
## X-squared = 14.578, df = 8, p-value = 0.06789

#Le Cessie - van Houwelingen test  
  
m2<-lrm(y~x1+x4+x5.x6+x8,x=TRUE,y=TRUE,data=dat1tv.mm)  
m2

## Logistic Regression Model  
##   
## lrm(formula = y ~ x1 + x4 + x5.x6 + x8, data = dat1tv.mm, x = TRUE,   
## y = TRUE)  
##   
## Model Likelihood Discrimination Rank Discrim.   
## Ratio Test Indexes Indexes   
## Obs 799 LR chi2 151.10 R2 0.230 C 0.729   
## 0 386 d.f. 4 R2(4,799)0.168 Dxy 0.459   
## 1 413 Pr(> chi2) <0.0001 R2(4,598.6)0.218 gamma 0.459   
## max |deriv| 4e-13 Brier 0.207 tau-a 0.229   
##   
## Coef S.E. Wald Z Pr(>|Z|)  
## Intercept 0.0948 0.0779 1.22 0.2236   
## x1 0.5592 0.0924 6.05 <0.0001   
## x4 -0.3533 0.0889 -3.97 <0.0001   
## x5.x6 0.8289 0.1011 8.20 <0.0001   
## x8 -0.3621 0.0786 -4.61 <0.0001   
##

resid(m2, 'gof') # the type 'gof' gives the Le Cessie - van Houwelingen

## Sum of squared errors Expected value|H0 SD   
## 165.6174728 165.1015462 0.5647762   
## Z P   
## 0.9135063 0.3609763

# fit statistic and probability

Both of these tests are measuring the goodness of fit for the logistic regression model. From the tests performed, the Hosmer-Lemeshow returns a p-value of .06789 indicating it is a good fit (a value below .05 indicates a poor fit). In the Le Cessie - Van Houwelingen test, we get a p-value of .36097 which also indicates a good fit.

## Question 2, part 2

(5 points)

Please report the deviance, confusion matrix, accuracy, precision (proportion of correctly predicted 1’s among the cases predicted to be 1’s by the model), recall (proportion of correctly predicted 1’s among cases with outcome equal to 1), and F1 (2(recall)(precision)/ (recall + precision)) for this model fitted on the combined training and validation data then applied to the test data, “dat1test.mm”.

#### The test deviance

anova(m,test="Chisq")

## Analysis of Deviance Table  
##   
## Model: binomial, link: logit  
##   
## Response: y  
##   
## Terms added sequentially (first to last)  
##   
##   
## Df Deviance Resid. Df Resid. Dev Pr(>Chi)   
## NULL 798 1106.74   
## x1 1 27.978 797 1078.76 1.227e-07 \*\*\*  
## x4 1 14.604 796 1064.15 0.0001326 \*\*\*  
## x5.x6 1 86.421 795 977.73 < 2.2e-16 \*\*\*  
## x8 1 22.098 794 955.64 2.591e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

#### Confusion matrix

probs<-predict(m, dat1test.mm,type="response")  
pred<-probs>=.5  
(confus.mat<-table(dat1test.mm$y,pred))

## pred  
## FALSE TRUE  
## 0 55 32  
## 1 23 91

#### Accuracy:

(accuracy<-sum(diag(confus.mat))/sum(confus.mat))

## [1] 0.7263682

#### Precision:

#below two lines for reference  
#dat1tv.mm<-bind\_rows(dat1train.mm,dat1valid.mm)  
#m<-glm(y~x1+x4+x5.x6+x8,dat1tv.mm,family = "binomial")  
(precision<-confus.mat[2,2]/sum(confus.mat[,2]))

## [1] 0.7398374

#### Recall:

recall<-(confus.mat[2,2]/sum(confus.mat[2,]))

#### F1:

(2\*recall\*precision/(recall+precision))

## [1] 0.7679325

# Question 3, count data

(10 points)

In “dat3”, loaded below, the values of “y” represent counts of occurrences of a phenomenon. Which model(s) seem most suited to predicting “y” from “x” among Poisson regression, quasipoisson regression, negative binomial regression, and linear regression? Please explain your reasoning on the basis of the data, summaries of the models, and other simple diagnostics you choose.

#### Poisson

load("dat3.RData")  
  
output.p <-glm(formula = y ~ x, data = dat3, family = poisson)  
(summary(output.p))

##   
## Call:  
## glm(formula = y ~ x, family = poisson, data = dat3)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -3.280 -2.354 -1.523 -0.025 10.853   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 1.02771 0.09561 10.749 < 2e-16 \*\*\*  
## x 0.51312 0.10867 4.722 2.34e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for poisson family taken to be 1)  
##   
## Null deviance: 503.11 on 59 degrees of freedom  
## Residual deviance: 480.19 on 58 degrees of freedom  
## AIC: 594.66  
##   
## Number of Fisher Scoring iterations: 6

### optional supplementary diagnostics ###  
par(mfrow=c(2,2))  
plot(output.p)
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par(mfrow=c(1,1))

#### Quasipoisson

output.qp <-glm(formula = y ~ x, data = dat3, family = quasipoisson())  
(summary(output.qp))

##   
## Call:  
## glm(formula = y ~ x, family = quasipoisson(), data = dat3)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -3.280 -2.354 -1.523 -0.025 10.853   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.0277 0.3546 2.899 0.00528 \*\*  
## x 0.5131 0.4030 1.273 0.20804   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for quasipoisson family taken to be 13.7538)  
##   
## Null deviance: 503.11 on 59 degrees of freedom  
## Residual deviance: 480.19 on 58 degrees of freedom  
## AIC: NA  
##   
## Number of Fisher Scoring iterations: 6

### optional supplementary diagnostics ###  
par(mfrow=c(2,2))  
plot(output.qp)
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par(mfrow=c(1,1))

#### Negative binomial

Note that the standard deviation for the negative binomial is .

library(MASS)  
output.nb<- glm.nb(formula = y ~ x, data = dat3)  
summary(output.nb)

##   
## Call:  
## glm.nb(formula = y ~ x, data = dat3, init.theta = 0.3658084267,   
## link = log)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.42134 -1.23526 -0.55752 -0.01138 2.15387   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 1.0208 0.2730 3.739 0.000185 \*\*\*  
## x 0.5249 0.3537 1.484 0.137857   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for Negative Binomial(0.3658) family taken to be 1)  
##   
## Null deviance: 61.830 on 59 degrees of freedom  
## Residual deviance: 59.646 on 58 degrees of freedom  
## AIC: 271.97  
##   
## Number of Fisher Scoring iterations: 1  
##   
##   
## Theta: 0.3658   
## Std. Err.: 0.0861   
##   
## 2 x log-likelihood: -265.9700

### optional supplementary diagnostics ###  
par(mfrow=c(2,2))  
plot(output.nb)
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par(mfrow=c(1,1))

#### Linear regression

output.l<- lm(y ~ x, data = dat3)  
summary(output.l)

##   
## Call:  
## lm(formula = y ~ x, data = dat3)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -5.242 -2.921 -2.123 -0.088 37.649   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.877 1.146 2.511 0.0148 \*  
## x 1.854 1.507 1.231 0.2234   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 7.423 on 58 degrees of freedom  
## Multiple R-squared: 0.02544, Adjusted R-squared: 0.008642   
## F-statistic: 1.514 on 1 and 58 DF, p-value: 0.2234

### supplementary diagnostics ###  
par(mfrow=c(2,2))  
plot(output.l)

![](data:image/png;base64,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)

par(mfrow=c(1,1))

From our model results, the Poisson model has the lowest p-values. However, our data distribution is skewed which would invalidate many of these models including the Poisson. Because of this, the Negative Binomial is the best model as this model is able to handle these skewed cases. Thus, we can make inferences from its output. Since it has an intercept p-value of 0.000185 \*\*\* it indicates a good fit.

# Question 4

(10 points)

The data frame “dat4” loaded below represents the number of incidents, “incidents” at facilities of different sizes,“exposure”, with different ratings, “rating”. A negative binomial model for “incidents” is fit below using log(exposure) as an offset and “rating” as an explanatory variable. Please fit a Poisson and a quasipoisson model for “incidents” using log(exposure) as an offset and “rating” as an explanatory variable. Which model provides the best information regarding these data?

load("dat4.RData")  
  
m.nb<-glm.nb(incidents~rating,offset(log(exposure)),data=dat4)  
summary(m.nb)

##   
## Call:  
## glm.nb(formula = incidents ~ rating, data = dat4, weights = offset(log(exposure)),   
## init.theta = 24.86514185, link = log)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -4.5109 -1.5321 -0.7621 0.1363 5.3344   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 5.87143 0.06783 86.56 <2e-16 \*\*\*  
## rating -0.98831 0.02544 -38.85 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for Negative Binomial(24.8651) family taken to be 1)  
##   
## Null deviance: 4612.75 on 29 degrees of freedom  
## Residual deviance: 127.99 on 28 degrees of freedom  
## AIC: 633.51  
##   
## Number of Fisher Scoring iterations: 1  
##   
##   
## Theta: 24.87   
## Std. Err.: 7.87   
##   
## 2 x log-likelihood: -627.513

m.p<-glm(incidents ~ rating, offset(log(exposure)), data = dat4, family = poisson)  
summary(m.p)

##   
## Call:  
## glm(formula = incidents ~ rating, family = poisson, data = dat4,   
## weights = offset(log(exposure)))  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -7.4453 -1.7515 -0.6961 0.3751 6.2280   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 5.92996 0.03645 162.67 <2e-16 \*\*\*  
## rating -1.01506 0.01841 -55.15 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for poisson family taken to be 1)  
##   
## Null deviance: 8383.51 on 29 degrees of freedom  
## Residual deviance: 226.94 on 28 degrees of freedom  
## AIC: 667.26  
##   
## Number of Fisher Scoring iterations: 4

m.qp<-glm(incidents ~ rating, offset(log(exposure)), data = dat4, family = quasipoisson())  
summary(m.qp)

##   
## Call:  
## glm(formula = incidents ~ rating, family = quasipoisson(), data = dat4,   
## weights = offset(log(exposure)))  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -7.4453 -1.7515 -0.6961 0.3751 6.2280   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 5.92996 0.10499 56.48 <2e-16 \*\*\*  
## rating -1.01506 0.05301 -19.15 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for quasipoisson family taken to be 8.293883)  
##   
## Null deviance: 8383.51 on 29 degrees of freedom  
## Residual deviance: 226.94 on 28 degrees of freedom  
## AIC: NA  
##   
## Number of Fisher Scoring iterations: 4

Of the models above, the best is the Poisson model as it has the lowest Std. Error out of the models while having comparable p-values. This indicates there is less variance around the fit.