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# Loading the libraries required for this project

library(ggplot2)

## Warning: package 'ggplot2' was built under R version 4.2.3

library(tidyverse)

## Warning: package 'tibble' was built under R version 4.2.3

## Warning: package 'readr' was built under R version 4.2.3

## Warning: package 'dplyr' was built under R version 4.2.3

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.3 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ lubridate 1.9.2 ✔ tibble 3.2.1  
## ✔ purrr 1.0.1 ✔ tidyr 1.3.0  
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the ]8;;http://conflicted.r-lib.org/conflicted package]8;; to force all conflicts to become errors

library(readr)  
library(corrplot)

## Warning: package 'corrplot' was built under R version 4.2.3

## corrplot 0.92 loaded

library(cowplot)

##   
## Attaching package: 'cowplot'  
##   
## The following object is masked from 'package:lubridate':  
##   
## stamp

library(viridis)

## Warning: package 'viridis' was built under R version 4.2.3

## Loading required package: viridisLite

## Warning: package 'viridisLite' was built under R version 4.2.3

library(tibble)  
library(caret)

## Warning: package 'caret' was built under R version 4.2.3

## Loading required package: lattice  
##   
## Attaching package: 'caret'  
##   
## The following object is masked from 'package:purrr':  
##   
## lift

library(rpart)  
library(rpart.plot)

## Warning: package 'rpart.plot' was built under R version 4.2.3

library(randomForest)

## Warning: package 'randomForest' was built under R version 4.2.3

## randomForest 4.7-1.1  
## Type rfNews() to see new features/changes/bug fixes.  
##   
## Attaching package: 'randomForest'  
##   
## The following object is masked from 'package:dplyr':  
##   
## combine  
##   
## The following object is masked from 'package:ggplot2':  
##   
## margin

# Load the dataset

insurance\_data <- read\_csv("insurance.csv")

## Rows: 1338 Columns: 7  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (3): sex, smoker, region  
## dbl (4): age, bmi, children, charges  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

head(insurance\_data)

## # A tibble: 6 × 7  
## age sex bmi children smoker region charges  
## <dbl> <chr> <dbl> <dbl> <chr> <chr> <dbl>  
## 1 19 female 27.9 0 yes southwest 16885.  
## 2 18 male 33.8 1 no southeast 1726.  
## 3 28 male 33 3 no southeast 4449.  
## 4 33 male 22.7 0 no northwest 21984.  
## 5 32 male 28.9 0 no northwest 3867.  
## 6 31 female 25.7 0 no southeast 3757.

## Data Exploration

data\_shape <- dim(insurance\_data)  
  
# Print the shape of the dataset  
cat("Number of rows:", data\_shape[1], "\n")

## Number of rows: 1338

cat("Number of columns:", data\_shape[2], "\n")

## Number of columns: 7

#Data Cleaning ## cheack missing values

colSums(is.na(insurance\_data))

## age sex bmi children smoker region charges   
## 0 0 0 0 0 0 0

## check duplicate rows

duplicate\_rows <- sum(duplicated(insurance\_data))  
print(duplicate\_rows)

## [1] 1

## drop Duplicated rows

data <- distinct(insurance\_data)

#Exploring the dataset

# Age  
age\_mean <- mean(insurance\_data$age)  
age\_sd <- sd(insurance\_data$age)  
age\_min <- min(insurance\_data$age)  
age\_max <- max(insurance\_data$age)  
  
# Sex  
sex\_counts <- table(insurance\_data$sex)  
  
# BMI  
bmi\_mean <- mean(insurance\_data$bmi)  
bmi\_sd <- sd(insurance\_data$bmi)  
bmi\_min <- min(insurance\_data$bmi)  
bmi\_max <- max(insurance\_data$bmi)  
  
# Children  
children\_mean <- mean(insurance\_data$children)  
children\_sd <- sd(insurance\_data$children)  
children\_min <- min(insurance\_data$children)  
children\_max <- max(insurance\_data$children)  
  
# Smoker  
smoker\_counts <- table(insurance\_data$smoker)  
  
# Region  
region\_counts <- table(insurance\_data$region)  
  
# Charges  
charges\_mean <- mean(insurance\_data$charges)  
charges\_sd <- sd(insurance\_data$charges)  
charges\_min <- min(insurance\_data$charges)  
charges\_max <- max(insurance\_data$charges)  
  
# Print the results  
cat("Age:\n")

## Age:

cat("Mean:", age\_mean, "\n")

## Mean: 39.20703

cat("Standard Deviation:", age\_sd, "\n")

## Standard Deviation: 14.04996

cat("Min:", age\_min, ", Max:", age\_max, "\n\n")

## Min: 18 , Max: 64

cat("Sex:\n")

## Sex:

cat("Male:", sex\_counts["male"], "instances\n")

## Male: 676 instances

cat("Female:", sex\_counts["female"], "instances\n\n")

## Female: 662 instances

cat("BMI (Body Mass Index):\n")

## BMI (Body Mass Index):

cat("Mean:", bmi\_mean, "\n")

## Mean: 30.6634

cat("Standard Deviation:", bmi\_sd, "\n")

## Standard Deviation: 6.098187

cat("Min:", bmi\_min, ", Max:", bmi\_max, "\n\n")

## Min: 15.96 , Max: 53.13

cat("Children:\n")

## Children:

cat("Mean:", children\_mean, "\n")

## Mean: 1.094918

cat("Standard Deviation:", children\_sd, "\n")

## Standard Deviation: 1.205493

cat("Min:", children\_min, ", Max:", children\_max, "\n\n")

## Min: 0 , Max: 5

cat("Smoker:\n")

## Smoker:

cat("Yes:", smoker\_counts["yes"], "instances\n")

## Yes: 274 instances

cat("No:", smoker\_counts["no"], "instances\n\n")

## No: 1064 instances

cat("Region:\n")

## Region:

cat("Southwest:", region\_counts["southwest"], "instances\n")

## Southwest: 325 instances

cat("Southeast:", region\_counts["southeast"], "instances\n")

## Southeast: 364 instances

cat("Northwest:", region\_counts["northwest"], "instances\n")

## Northwest: 325 instances

cat("Northeast:", region\_counts["northeast"], "instances\n\n")

## Northeast: 324 instances

cat("Charges:\n")

## Charges:

cat("Mean:", charges\_mean, "\n")

## Mean: 13270.42

cat("Standard Deviation:", charges\_sd, "\n")

## Standard Deviation: 12110.01

cat("Min:", charges\_min, ", Max:", charges\_max, "\n")

## Min: 1121.874 , Max: 63770.43

#Exploring data Analysis

## information about the dataset

str(data)

## tibble [1,337 × 7] (S3: tbl\_df/tbl/data.frame)  
## $ age : num [1:1337] 19 18 28 33 32 31 46 37 37 60 ...  
## $ sex : chr [1:1337] "female" "male" "male" "male" ...  
## $ bmi : num [1:1337] 27.9 33.8 33 22.7 28.9 ...  
## $ children: num [1:1337] 0 1 3 0 0 0 1 3 2 0 ...  
## $ smoker : chr [1:1337] "yes" "no" "no" "no" ...  
## $ region : chr [1:1337] "southwest" "southeast" "southeast" "northwest" ...  
## $ charges : num [1:1337] 16885 1726 4449 21984 3867 ...

#### distribution on age

# Create a histogram  
ggplot(data, aes(x = age)) +  
 geom\_histogram(binwidth = 1, fill = "skyblue", color = "black", alpha = 0.7) +  
 labs(title = "Age Distribution") +  
 theme\_minimal()

![](data:image/png;base64,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)

# Define a function to categorize age  
age\_category <- function(age) {  
 age\_dict <- c('0-9', '10-19', '20-29', '30-39', '40-49', '50-59', '60-69', '70-79', '80-89', '90-99', '100-200')  
 return(age\_dict[findInterval(age, seq(0, 110, by = 10))])  
}  
  
# Apply the age\_category function to create a new column 'age\_category'  
insurance\_data$age\_category <- sapply(insurance\_data$age, age\_category)  
  
# Print counts by age category  
print("Age by category")

## [1] "Age by category"

by\_age <- table(insurance\_data$age\_category)  
print(by\_age)

##   
## 10-19 20-29 30-39 40-49 50-59 60-69   
## 137 280 257 279 271 114

cat(rep('-', 80), '\n')

## - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

#BMI Distribution

ggplot(data, aes(x = bmi)) +  
 geom\_histogram(binwidth = 1, fill = "skyblue", color = "black", alpha = 0.7) +  
 geom\_vline(xintercept = 18.5, color = "red", linetype = "dashed") +  
 geom\_vline(xintercept = 24.9, color = "red", linetype = "dashed") +  
 labs(title = "BMI Distribution") +  
 theme\_minimal()

![](data:image/png;base64,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)

# Define a function to categorize BMI  
bmi\_category <- function(bmi) {  
 if (bmi < 18.5) {  
 return('under-weight')  
 } else if (bmi >= 18.5 && bmi <= 24.9) {  
 return('normal-weight')  
 } else if (bmi >= 25 && bmi <= 29.9) {  
 return('over-weight')  
 } else if (bmi >= 30.0) {  
 return('obese')  
 } else {  
 return('unknown') # Handle cases where BMI is not in any category  
 }  
}  
  
# Apply the bmi\_category function to create a new column 'cbmi'  
insurance\_data$cbmi <- sapply(insurance\_data$bmi, bmi\_category)  
  
# Print counts by BMI category  
print("BMI")

## [1] "BMI"

by\_bmi <- table(insurance\_data$cbmi)  
print(by\_bmi)

##   
## normal-weight obese over-weight under-weight unknown   
## 222 707 377 20 12

cat(rep('-', 80), '\n')

## - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

# Create a count plot with labels  
ggplot(data, aes(x = factor(children))) +  
 geom\_bar(fill = "skyblue", color = "black", alpha = 0.7) +  
 geom\_text(stat = "count", aes(label = ..count..), vjust = -0.5) +  
 labs(title = "Count of Children") +  
 theme\_minimal()

## Warning: The dot-dot notation (`..count..`) was deprecated in ggplot2 3.4.0.  
## ℹ Please use `after\_stat(count)` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.
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# Print counts by number of children  
print("Children")

## [1] "Children"

by\_children <- table(insurance\_data$children)  
print(by\_children)

##   
## 0 1 2 3 4 5   
## 574 324 240 157 25 18

cat(rep('-', 80), '\n')

## - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

## Analysis on categorical features.

categorical feature consist of sex, smoker, and region. ### analysis on sex

# Create a count plot for sex distribution  
g <- ggplot(insurance\_data, aes(x = sex)) +  
 geom\_bar(stat = "count", fill = "skyblue", alpha = 0.7) +  
 geom\_text(stat = "count", aes(label = ..count.., vjust = -0.2), alpha = 0.7) +  
 ggtitle("Sex Distribution", subtitle = "Frequency/Count of Gender Type") +  
 labs(x = "Sex", y = "Count")  
  
# Display the plot  
print(g)
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# Print counts by sex  
print("Gender")

## [1] "Gender"

by\_sex <- table(insurance\_data$sex)  
print(by\_sex)

##   
## female male   
## 662 676

cat(rep('-', 80), '\n')

## - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

### analysis on smoker

# count plot  
# get freq/count  
smoker\_table <- table(data$smoker)  
fr <- as.data.frame.table(smoker\_table)  
# plot freq  
g <- ggplot(fr, aes(x="", y=Freq, fill = factor(Var1))) +   
 geom\_bar(width=1, stat="identity") +   
 geom\_text(aes(label = paste(round(Freq / sum(Freq) \* 100, 1), "%")),  
 position = position\_stack(vjust = 0.5)) +  
 ggtitle("smoker Distribution") +   
 labs(x="smoker", y="count") +   
 coord\_polar(theta = "y", start=1) +   
 theme(legend.position="bottom") +   
 guides(fill=guide\_legend(title="")) +   
 scale\_fill\_manual(values = c("green", "red"))  
   
p <- plot\_grid(g)  
title <- ggdraw() + draw\_label("Analysis on smoker", fontface = 'bold')  
plot\_grid(title, p, ncol = 1, rel\_heights = c(0.1,1))
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# Print counts by smoker status  
print("Smoker")

## [1] "Smoker"

by\_smoker <- table(insurance\_data$smoker)  
print(by\_smoker)

##   
## no yes   
## 1064 274

cat(rep('-', 80), '\n')

## - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

### analysis on region

# count plot  
# get freq/count  
region\_table <- table(data$region)  
fr <- as.data.frame.table(region\_table)  
# plot freq  
g <- ggplot(fr, aes(x="", y=Freq, fill = factor(Var1))) +   
 geom\_bar(width=1, stat="identity") +   
 geom\_text(aes(label = paste(round(Freq / sum(Freq) \* 100, 1), "%")),  
 position = position\_stack(vjust = 0.5)) +  
 ggtitle("region Distribution" ) +   
 labs(x="region", y="count") +  
 coord\_polar(theta = "y", start=1) +   
 theme(legend.position="bottom") +   
 guides(fill=guide\_legend(title="")) +   
 scale\_fill\_manual(values = c("#58508d", "#bc5090", "#ff6361", "#ffa600"))  
  
p <- plot\_grid(g)  
title <- ggdraw() + draw\_label("Analysis on region", fontface = 'bold')  
plot\_grid(title, p, ncol = 1, rel\_heights = c(0.1,1))
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# Print counts by region  
print("Region")

## [1] "Region"

by\_region <- table(insurance\_data$region)  
print(by\_region)

##   
## northeast northwest southeast southwest   
## 324 325 364 325

cat(rep('-', 80), '\n')

## - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - -

#Processing the dataset ## Encoding.

encode <- function(x, order = unique(x)){  
 x <- as.numeric(factor(x, levels = order, exclude = NULL))  
 x  
}  
encoded\_df <- insurance\_data  
encoded\_df[["sex"]] <- encode(insurance\_data[["sex"]])  
encoded\_df[["smoker"]] <- encode(insurance\_data[["smoker"]])  
encoded\_df[["region"]] <- encode(insurance\_data[["region"]])  
head(encoded\_df)

## # A tibble: 6 × 9  
## age sex bmi children smoker region charges age\_category cbmi   
## <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <chr> <chr>   
## 1 19 1 27.9 0 1 1 16885. 10-19 over-weight   
## 2 18 2 33.8 1 2 2 1726. 10-19 obese   
## 3 28 2 33 3 2 2 4449. 20-29 obese   
## 4 33 2 22.7 0 2 3 21984. 30-39 normal-weight  
## 5 32 2 28.9 0 2 3 3867. 30-39 over-weight   
## 6 31 1 25.7 0 2 2 3757. 30-39 over-weight

str(encoded\_df)

## spc\_tbl\_ [1,338 × 9] (S3: spec\_tbl\_df/tbl\_df/tbl/data.frame)  
## $ age : num [1:1338] 19 18 28 33 32 31 46 37 37 60 ...  
## $ sex : num [1:1338] 1 2 2 2 2 1 1 1 2 1 ...  
## $ bmi : num [1:1338] 27.9 33.8 33 22.7 28.9 ...  
## $ children : num [1:1338] 0 1 3 0 0 0 1 3 2 0 ...  
## $ smoker : num [1:1338] 1 2 2 2 2 2 2 2 2 2 ...  
## $ region : num [1:1338] 1 2 2 3 3 2 2 3 4 3 ...  
## $ charges : num [1:1338] 16885 1726 4449 21984 3867 ...  
## $ age\_category: chr [1:1338] "10-19" "10-19" "20-29" "30-39" ...  
## $ cbmi : chr [1:1338] "over-weight" "obese" "obese" "normal-weight" ...  
## - attr(\*, "spec")=  
## .. cols(  
## .. age = col\_double(),  
## .. sex = col\_character(),  
## .. bmi = col\_double(),  
## .. children = col\_double(),  
## .. smoker = col\_character(),  
## .. region = col\_character(),  
## .. charges = col\_double()  
## .. )  
## - attr(\*, "problems")=<externalptr>

## correlation matrix

#corr <- cor(encoded\_df)  
#g <- corrplot(corr, type="lower", tl.col = "black")   
  
  
# Select only numeric columns from the dataframe  
numeric\_columns <- sapply(encoded\_df, is.numeric)  
numeric\_data <- encoded\_df[, numeric\_columns]  
  
# Calculate correlation matrix  
corr <- cor(numeric\_data)  
  
# Plot correlation matrix  
library(corrplot)  
g <- corrplot(corr, type = "lower", tl.col = "black")
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gg <- heatmap(x=corr, col = magma(10), symm=T)
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Spilt dataset to train and test

# Next, set a seed for reproducibility  
set.seed(123)  
  
# Split the data into a training set and a test set   
split\_index <- createDataPartition(encoded\_df$charges, p = 0.7, list = FALSE)  
train\_data <- encoded\_df[split\_index, ]  
test\_data <- encoded\_df[-split\_index, ]  
  
# Check the dimensions of the train set and test set  
dim(train\_data)

## [1] 938 9

dim(test\_data)

## [1] 400 9

### Decision Tree model

# build the decision tree   
decision\_tr <- rpart(smoker ~ age + sex + bmi + region, data = train\_data, method = "class")  
  
# make predictions on the test data  
predictions <- predict(decision\_tr, test\_data, type = "class")  
print("-------------------------------------------------------------------------------------------")

## [1] "-------------------------------------------------------------------------------------------"

# convert predictions and test data to factor and make the levels as same  
predictions <- as.factor(predictions)  
test\_data$smoker <- as.factor(test\_data$smoker)  
levels(predictions) <- levels(test\_data$smoker)  
  
print("-------------------------------------------------------------------------------------------")

## [1] "-------------------------------------------------------------------------------------------"

# evaluation of the the model   
# Confusion matrix to evalute Performance  
confusion\_matrix <- table(predicted = predictions, actual = test\_data$smoker)  
confusion\_matrix

## actual  
## predicted 1 2  
## 1 0 0  
## 2 77 323

print("-------------------------------------------------------------------------------------------")

## [1] "-------------------------------------------------------------------------------------------"

summary(decision\_tr)

## Call:  
## rpart(formula = smoker ~ age + sex + bmi + region, data = train\_data,   
## method = "class")  
## n= 938   
##   
## CP nsplit rel error xerror xstd  
## 1 0 0 1 0 0  
##   
## Node number 1: 938 observations  
## predicted class=2 expected loss=0.2100213 P(node) =1  
## class counts: 197 741  
## probabilities: 0.210 0.790

#Accuracy of the Decision tree model

accuracy\_of\_decision\_tree <- sum(diag(confusion\_matrix)) / sum(confusion\_matrix)  
print(paste("The accuracy of the Decision Tree model is : ", accuracy\_of\_decision\_tree))

## [1] "The accuracy of the Decision Tree model is : 0.8075"

###build the Random forest model

random\_forest\_model <- randomForest(as.factor(smoker) ~ ., data = train\_data, ntree = 500)  
  
# make predictions on the test data  
random\_forest\_predictions <- predict(random\_forest\_model, newdata = test\_data, type = "class")  
  
print("-------------------------------------------------------------------------------------------")

## [1] "-------------------------------------------------------------------------------------------"

# Evalute Performance  
confusion\_matrix <- table(predicted = random\_forest\_predictions, actual = test\_data$smoker)  
confusion\_matrix

## actual  
## predicted 1 2  
## 1 71 10  
## 2 6 313

print("-------------------------------------------------------------------------------------------")

## [1] "-------------------------------------------------------------------------------------------"

# Summary of the model  
summary(random\_forest\_model)

## Length Class Mode   
## call 4 -none- call   
## type 1 -none- character  
## predicted 938 factor numeric   
## err.rate 1500 -none- numeric   
## confusion 6 -none- numeric   
## votes 1876 matrix numeric   
## oob.times 938 -none- numeric   
## classes 2 -none- character  
## importance 8 -none- numeric   
## importanceSD 0 -none- NULL   
## localImportance 0 -none- NULL   
## proximity 0 -none- NULL   
## ntree 1 -none- numeric   
## mtry 1 -none- numeric   
## forest 14 -none- list   
## y 938 factor numeric   
## test 0 -none- NULL   
## inbag 0 -none- NULL   
## terms 3 terms call

# Calculate the accuracy of the model

accuracy\_Random <- sum(diag(confusion\_matrix)) / sum(confusion\_matrix)  
print(paste("Accuracy of the Random Forest Model is:", accuracy\_Random))

## [1] "Accuracy of the Random Forest Model is: 0.96"

### Compare the accuracy of three model

cat("Accuracy of Decision Tree Model:", (accuracy\_of\_decision\_tree))

## Accuracy of Decision Tree Model: 0.8075

cat("Accuracy of Random Forest Model:", (accuracy\_Random))

## Accuracy of Random Forest Model: 0.96