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# Introduction

# Requirements

# Constraints

# Criteria for Success

# Design Modelling

Maybe include flow chart or sequence diag

## Game Objects and their Construction

## Movement

## Collisions

# Structure Overview

## Presentation Layer

### Display Class

This class models the game’s screen by utilizing SFML RenderWindow class. It mimics basic RenderWindow member functions such as display(), clear() and close(). It uses SFML event class to check if the screen is closed by an escape key or window close icon. For construction, Display object requires SFML VideoMode class to be passed onto RenderWindow class’s constructor.

### SplashScreen Class

SplashScreen’s responsibility is to output the game’s name and instructions to the user when the game is initiated. A single member function is used to fulfil this responsibility. Internally, the class consists of helper functions with responsibilities ranging from setting the font for instructions’ string, to drawing the game name and instructions. The class uses SFML RenderWindow and Display class (discussed in section 6.1.1) to draw and display the game’s name and instructions.

### KeyReader Class

The class uses SFML Event and Keyboard classes to read keyboard inputs from the user. It specifically checks for buttons designated for player movement (arrow buttons), player shooting (space bar), game pause (P), and the Escape key, which is used to exit the game screen. KeyReader’s constructor requires SFML RenderWindow class, since the key-checking process occurs while a game screen is open. The class’s member function returns an enum type which signals the key pressed. This hides the SFML classes used for key-checking from KeyReader’s user and enforces layer separation.

### Drawer Class

As the name suggests, Drawer class draws game objects. Its constructor requires a shared pointer to Display object (discussed in 6.1.1). Drawer consists of member functions which are responsible for drawing specific game objects, such as Player and Field of Mushrooms. The member functions uses the objects’ EntityIDs to retrieve their corresponding SFML Sprites, and then uses the objects’ positions to draw on specific locations on the game screen.

## Logic Layer

### Position Class

The class is responsible for managing the positions of game objects on the game screen. This includes setting and retrieving their x and y coordinates. The class is similar to SFML Vector2D class and could have been used to perform the same tasks, but *Position* class is implemented with the sole purpose of attempting to separate layers, and detach the dependency of external libraries’ (such as SFML) classes in the logic layer.

### Entity Class

The classcaptures attributes common to all game objects. It captures the position of a game object by a data member of type Position(composition) and returns it via a shared pointer to type Position whenever required. The class also has member functions which controls tell the live state and Entity ID of a particular object. Upon construction, the class’s constructor requires valid x and y coordinates of a game object and its corresponding Entity ID.

### Mover Class

Mover class instances are used to perform movement action of game objects, as described in section 5.2. This is performed using four member functions. A Mover instance will move a game object if it is within the set screen borders. It checks for this condition by making use of Boolean helper functions which will true if the position of a particular object is within screen borders. The class uses a Position object as its data member through composition, which will assist in setting and retrieving the position of an object after moving it. Mover’s constructor requires valid x and y coordinates of an object to be moved, and its corresponding speed.

### Laser Class

A laser object’s structure is modelled using an Entity concepted as discussed in section 6.2.2. This is done by importing Entity’s functionality by means of having it as a data member through composition, and provides access to Entity’s interface by returning a shared pointer to type Entity using a member function entityAttribute(). In addition, uses updatePosition() to traverse it vertically upwards. This member function destroys a Laser instance when it reaches the top of the screen.

### Player Class

This class represents the user in the game. It is also modelled using an Entity concept. In addition, as per project brief [#] and success criteria discussed in section 4, a Player object moves left, right and down within screen borders, can move upwards up to a certain set limit. The class uses Movement object to perform this task whenever its move member function is invoked. Player’s move function takes a Direction enum as its parameter to indicate the direction of movement. The enum type is handled through a switch statement.

A Player object is able to shoot lasers vertically upwards. This is achieved by having a container of Laser instances as its data member (composition). The lasers are constructed and pushed into a container(std::list) whenever Player’s shoot() is invoked. The class provides access to these lasers through its getLasers() member function. The lasers’ positions are updated by updateLasers(), which invokes updatePosition() of every Laser instance inside that container. Player’s construction requires its location on the screen (x,y coordinates), valid EntityID and a float variable representing speed.

### Mushroom Class

Mushroom’s basic structure is modelled by Entity class. A mushroom’s weaken() member function, is invoked externally whenever a mushroom collides with a laser. The member function uses an internal counter which keeps track of the number of times the mushroom has collided with a laser and changes its live state to false colliding with a laser four times.

### Field Class

Field class is responsible for generating and housing Mushroom instances. It models this container concept by a data member of a list of Mushroom objects by composition. The mushrooms’ positions are randomly generated by utilizing a random number generator. The Mushroom instances are created whenever a Field class constructor is invoked. The class has a single member function (getMushrooms()) which is of type Mushrooms(std::list<shared\_ptr<Mushroom>>), and is used to provide access to the Mushroom instances to be processed externally for collisions. The class’s constructor takes in a number of Mushroom objects to be generated.

### Segment Class

Segment class models a fraction of a centipede. Like Laser, Player and Mushroom classes, it is also modelled as having Entity properties. Segment class also uses Mover object to move, and also takes in a Direction enum as its move member function parameter. In addition, a Segment object knows where it is facing, such that its movement heads to the direction which it is facing. This feature uses internal direction flags. It is ensured that opposite directions are always complements of each other (a segment cannot face right and left or downwards and upwards at the same time). Segment class constructor requires (x,y) coordinates, valid EntityID and speed.

### Centipede Class

The class represents the main protagonist of the game. It is modelled as a container of Segment objects (std::list<shared\_ptr<Segment>>) through composition, and are constructed and pushed into a container when its constructor is invoked. Upon construction, the class uses a helper function to position the segments from top centre of the screen going left, and spaces them according to the size of the set segment width (Constants::SEGMENT\_WIDTH\_, see section 6.4.3), and The positions of the segments are located Its move() member function is invoked to perform its movement as described in sections 4 and 5.2.

Every Segment object is instructed to move down in a field of mushrooms as described in section #. The class uses a handleMushroom member function to make a Segment switch direction as it collides with a mushroom. This member function is called externally to check for collisions with the mushrooms, and it takes in a list of Mushroom objects to be collided with.

### Box Class

The class is used to model the game objects as axis-aligned bounding boxes (AABBs). Its getBox member function takes in the (x,y) position of an object and its corresponding EntityID. It then uses a helper function to generate a conceptual box encapsulating a particular object. This is done by generating two positions, one directly below the given object’s position, and the other situated across the original point (to its right). This is illustrated in Figure #. The class is considered as the first step to collision handling, as the box created is used by a collision-detecting class.

### CollisionDetection Class

### CollisionReaction Class

The main responsibility of this class is to erase collided objects from their corresponding containers. The class checks the live state of an object within a container (std::list) and erases it from that given list. Its updateLasers member function takes in a list of shared pointers to type Laser. The member function erases lasers which return false for Entity::isLive(). The same procedure follows for Mushroom objects passed in a list as a parameter for updateMushrooms member function. updateSegments member function takes in a list of Segments (Centipede) and a list of mushrooms (Field). A Mushroom object is constructed using the position of a segment which returns false for Entity::isLive() before that segment is erased from a list. The member functions use iterators to traverse through the forwarded lists.

## Data Layer

This layer consists of one class, namely DataBank. The class is used to retrive the image from memory, with its fractions used to depict game objects. The class makes use of SFML Sprite class to generate sprites and loads them whenever required. The class also retrieves and loads fonts used to depict the game’s name and playing instructions on the splash screen.

## Mixed Layer

### Enum Class

The class is used to store strongly-typed enumerations used to enforce layer separation as much as possible, while enabling interaction of such layers. For instance, enum class Pressed mimics SFML Keyboard class. This enum is used to alert a class in logic layer that a certain key was pressed, without having to pass it using SFML Keyboard.

### GameEngine Class

The class works as an intermediate connection of different layers and is responsible for a logical flow of game events (see section #). Its header file is included in client code (main.cpp), which has access to a single member function (playGame()). Invoking this member function invokes further helper functions to orchestrate game functionality in a logical manner. GameEngine can be visualized as a platform for interaction of different layers to bring about a working game.

### Constants Class

The class is used to store most common variables used in a number of classes. For instance, Constants::DISPLAY\_WIDTH\_ is used to set the width dimension of the screen in Display class. It is also used to restrict movement of moving objects to be within screen borders. This is achieved without having to include a presentation layer class in logic layer classes. This also ensures that information is hidden since the variables are not global.

# TESTS

# Object Interactions

Maybe include uml etc

## Layer interaction

## Movement

## Collisions

# Critical Analysis

## Functionality Analysis

## Design Analysis

# Future Improvements

## Design improvements

## Additional Features

# Conclusions

Fighter->me()
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