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The tasks contain exercises to practice two subjects:

1. Conceptual data model and its implementation using SQL
2. Retrieving Information using VIEWs
3. Set operations
4. The OVER clause
5. Pivoting data

**Additional note:**

**Please carefully read through the tasks and decide which tasks you want to solve with my help**

**---------------------------------------------------------------------------------------------------------------------------- ----------------------**

# Problem 1

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAckAAAC8CAIAAACcxcLgAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAPzklEQVR4nO3dPY8cNRjA8dllDygoUlCkIAUKEVcgQcFHSEkB0hVBQsqFPlUKiiAFIYrwDaggF4og0VLyDSgoKK6AgmKLi0SRIhJcstxRDBn5bI/nGfuZGY/n/yuSvVmP7b3bfdbjt1lVyNL5+fnUVQAQbz11BQCgQJv6P1pJ+VitVlNXAUAq2q0AoI/YCgD6iK0AoI/YCgD6iK0AoI/YCgD6NlNX4AJr+lEzM2y1WglnidU59J1SJs8fACQyarc2YbHWHBl6vifzSQGoy6vdajLDa/WiaWk2S9seN8ygaSWzHlQ0XQGoyqjdWlutVm5MrIKX+W6grC62gquLcbYJo2Y8JbACUJRRbDWjmxVhI3JITwYA0TKKrZXRzKyl94TGxWgASJRjf6t7FZ+YFQCMLKN2a682pjdl2+m0XgGMLKPY2jRXm1BYH/HOCjAbpOGDnTNeFZvJAFD7P6Bw7ZyPuOUPALKSUbsVAIpBbAUAfcRWANBHbAUAfcRWANDHxKNMMU8Ak2AyohbuoZ0d3txAAXJc8wpgWjS2UtTNI/pbAUAfsRUA9BFbAUAfsRUA9BFbAUCfcmyN2IC1106sbjJzT8L0DIHGbrebugqYsRm3W+sNWxvh6MmcEvR1//79W7du/fnnn1NXpGTe5lEZkmKr9UupH5j/msfNU8IZtj0lrFLgX/NHK8PmSHl/Y8TZ7XYPHjx48803Dw8PibBDCNyMuQDxsdVsNrq3CQif0nbZHni2s+Fplt4ktm5G0FZQuGgs3NHR0dWrVz/99FMirCJrD3jzPqRuY9b7uC2Z20k4SdNYp0+g7xV3OL38VtidvzVvVp33d0E+Vo7E3KwHQmdnZ999993Vq1cPDw//+OOPlDogrG9j1kpp/Thh07g7tra9p83QNkzdusn7WzFf5xdNWJOzs7Ojo6O333775s2b2+12wpqgjRVMJ9QdWwPv6WnjGsF0ybz95laPufC7v28T4ezs7OHDh1euXPn444/pJciH1aVgPjVJEzCpvzU6WfjcCYMm8XpGVr5e8tWLHvaVMx4QziSiifDDDz9cu3btp59+in4J0GV12lrHR27MxsdWs0/ArHHTJnef8h4UPhvulPDWIeK1TH4dAVdbf2vfzvROknNfeumlvb29+vH169d//fXXDz74ILrEJbM6QIVNy/DXZBN8wgnGkbTHoPsarEgqOdh5StuRzoPyyrRlhRwM+qcxm6vhgjabTVVVu93u33//PTg4+Oyzz95///3hKrYETZum+bHzYODyQp7bONi/taqcy4cJa4LxmVeR3r/+3t7eer0+PT2tqurg4ODevXvvvPPOqFUsV0qbKaUFNgJia1URTxdM0hH0/Pnzqqo+/PDDu3fv0laFELEVubOuAYVfhMKLfUmyg4ODu3fvvvfee6LqAlVVEVuRubZ4J+mmD1wzSrraN5vN4eHhnTt36AFAhAm6eBEWHuvEaHa7XT1+tSi8/dKt0u+X1TbpevxZot45OhFTa4HGAgMrFMW/e8xJ2tPODHUnt4b710apFDBjNEHSRcbW1YvFheYksvCcf2umi3np4V6GBIYXhHHcrKH7r7ca5omBVwQUj3d+ijqGRMZWYegx03gfWxHWelD5Imlnod5w762tW6JVMQCIo3bfAe96iV6DvIlFt3X+Bkqh6wDAQLrbrfLlYt7GbFwDsO9Z8v5WABhBd2xNiVPWVbn8xF6FEkwB5Eb5XoRtOylEd19O1e9JfyuAFPoz+KxFhOawe1wO1rPe0a22zVb6NmnjKgwAFtZltZqqq4GFMZjQyG+/lE+Zt0UVnhE0jqQ5WKVis0FgFvJfMaTc3zp354ap6wLMjzsP0js5sm2tfNs0SmEHXbNiyPuv+WNbfRR7Amm3AtARWIzT9qx7buVrhM5xxRCxNVOMpGG+IvbYjSiiswcvYsUQ7dby0SkRjfnOKSTBRb6eSL1oU+YrhnT2wXLXYo38OrMdMQTKM9AnqLAVQzpjWdNewK6MW8x3tuoz/3sABeg19BR9ujrdcnViayCiuWN/7lCdcGzRPL1TViOGwBKcG3e6to54D1p7NrkpG+6H0dqhyeofSKy2imH7W9vG7KyBOfYYhKJ79+5NXYXlcj9l4QEl4ZZ4EUNV3pzbihvicja+TzocmCSBrO1xZ0z0VqZ5LMxQq2h15vcNMLIFvv280SM9Q/YYBLBoA4UL9hgEAH3sMZhXuQDKoL+fgHfsr1e7srwRQ4zpiy++mLoKAHsMtmMsa6b4akyh+/bzDsAUv7BIOpa1KOojhsDCTftV517I9p3pFY09Bi8w13dNXRdgfuouNfPIYhcW0W4FoCM8w70tcdtjs3dCOAM9q4VFtFtnjykNFtZlTf6WcEOedwi689z0y0droLuzREnRwloxlpUd+WCCe/E1VJ0wE+lvCcnbrymlc5zKbR62zXmXL9o08+/7AgOt0biDbaVUKnsMupk2el0X9C19nIJyJr/+wkKM85bQGkwve2HRIPNbG4Nem4xWUM6atsDUFUEucnhLeEtf2sKi1LGs8BVE2yWA2bx3W/sR8860Cpqdpm9+6oogFxO+JZroGQ4IbmJ5lLRysJ71jm65PQ9tiYVFCyuc1G5dvdiUWlJSk9j6A5hXMW25RVwFxBWEArAua0L1J8v80U3gJm4Otp3rnuWNCW0H3VPcooXVkMcihT0Gq4tNQiurvvMb2k4JlD5oQeOTj2XBK88/61zw9mvT1v5tS6m5x6A8q4hn8ywIwEL0DYDD7jFo6hwWnF1BANAmtb+1M4H3Oj0x2wkLAgCJpHkC3mHBtl6JtlE2d0BMMvw3UEEoAOuykAOiTHYYTMCEuJjTwl4tAGx8taeov5/YqwUA9BFbAUAfsRWlYV0WcsBYVnYYy0rEuqwUvP3STdzfunohJQetExPHRhlaBWCZJrZOvmEK0RDAoFLXZZltT2uivpnGOuKd6t+ksc614qC3tRtoBbcte+1M7NbKfVHhirm1sl4ggFLp3HegrYfL3H0qkJW1rCuwYZU3w3BNVHqOrHKFNfTWit7AobEuCznQGcuyAoowPla+Taw7Y3RnhvL9CYUBsTNKxh0MVK9iMAET4aJKS9Ieg+l/hnCrVp5/XE3OL96tQB1vU2Cx4vcY9DY/FfXKP89WXp61AgJ402pRmCdgBr62lqCbxnxKsom35GDgeBvJoJZEOD0NWGBp4mNrHZXCkbEtTXM8cLr33PDBzrDeVlCvFyWsreQ1Ygisy0IOxluXRYgRYiwrEe805GDYPQatroBBywKAfAwbW4mnAJaJfbAAQB+xFaVhXRZywB6D2WEsCygA8y4zRWwFZu3/sSw+yflgoQFQAPpbAUAfsRWlYV0WcsBYVnYYy0rEuizkgHYrAOgjtgKAvmHXvKIMs5u6MJcK03dRMNqtAKCPdiukaGQpmkvLGtH+j638pQFAEX0CAKBvw4UeAKij3QoA+oitAKCP2AoA+piDhRy5E1dSBgaaLRrYqwGjIbYiXwRBzBexFbPhbX6692kX3rmdG7xjUPS3YmaaLQSt4GgetH70ZiJJBkSj3Yp8eZuWim3MOkzTaM1EYd9wxFbka7io13QsMLqVqAmInb/Dpe1ZTmzFQpm9Afl/7POsoVmrcA3lbdIMX2Zf9YulvxVLtFqt5tJibaraPJidPL8Yhka7FfmKGMqvL/Y7L1SFyXLQtK9zrmTYfGuegtiKHHk/jebBwNBW4Ig3h/zVgXXW4XWB6BMAcleHVALrvBBbAUAfsRUA9NHfCiBSM024MroszIVz6v0Yupv4mHmqV5XYCiCecOTQmzK6uFnMnyO2QmqmkyuxBN7pevKD5lOBlL0mBRJbIZV5M2Fe+KJSZO2L5k5ZMw+6KZs0zazncErhB4HYCqBAnTucDdFlYSK2AiiBG0atDX9V8pQjtgIoQbjzVCXPXpjfCqAc8h1thkhpIrYCmDdzxKm6uETYCovelPI8e2H3B3SbxXTCeeFX6irmd8L+rZgBxVGIxGlPzJpCL8RWFItoiAkRWzEsc9v85oj1oztW4B098KY087S0Tb4xD7q1sirW9nICtbJeIJaJOVgY0Mp3v2vreGCPDytgBW7NpNJJZ5UrrKG3Vm4NOz158uTJkyeBBNvtdrfbxT3bODk5+eeff+S1evz4cWf63W53cnISV7enT5/+9ddf8vrMCLEVY7CakMLlgymzvs0c5PeD8T4OH+zMKsB8dZcuXbp06VIg8RtvvLHZtH5gw882Ll++/Morr0jqVnv33XdfffXVcJrNZnP58uW4ur322muvv/56/biwlj6xFQqaT0XMVBXxJyruszf03VBSIkIBY+LqiomwxFYoiI4R1nX0QKUMapJa7XY7SSt1jvL8K/fCHCyMpzNuykeoJLlZJINaEuH04zS4ttvtrVu37t+/P0JZSEFsxYDMTdvkCcIHvbn1avN21kr+csK10rXdbm/fvn3lypUHDx5Ihq0wrTIvK5CPzntch29wLbzrda87aXvzbyvIStC3IBUnJydffvnlt99+e3p6qpht+PtghG+LshFbMSDv3ADIbbfbr7/++ptvvqGhOjvEVgyIeBptu91+9dVXDx8+/PvvvzsTW/M02ubkmmms093t9zvPTZkcsgTEViAv2+32888/Pzo6EqaXrFnou67BnLgWXj0hzHCBiK1ARn7++eePPvro6dOnKZk0kbGJeoPGPt3Mi5nfyjwBICPXr1//5ZdfDg4O6h/X67VkGZW7p0FcGvm55gSJiAwDzuevfiHEVoxkoMmhq4sSq5GD/f39H3/88fj4+JNPPjk7Ozs9PV2v13t7e4FT3A+2pW7ABhKEefNvjuT/K50EsRWzZ37yi/mc7+/vf//998fHxzdu3Fiv18+fP1+v1y+//HL4LHN8KWIisHyJRzG/5+EQWzEsb3PSamY2o9LeZ60Tw8VZ4TW6oEzs7+8/evTot99+q9uwz549c9OcC9YvnAeXS7Q9uzLuk2olkBS6cMRWDKi5FLXindXMPL94g6NAI7TXxziloKzUbdjff//9xo0b3gTe6333x/OL41ruBb71rPXYmyGBtQ2xFWOwPsbjF1qAt95669GjR8fHx4eHh6Vu1FIS2vPoZjb6AgncNKuWWZDWiLP5rNWE7Hx/eq9khyhIV+evNKzIfbASfyf5qF9IaX8eTCLiUr15nJhbDgWNr7zAWh76BDCGuIGpiG7QiMHxuIKAML79MCBzEMmaHmQdrHwDX94oGQ6dVsdudEGYSjHfc/S3olsxHWH54FfqKiaq1mi3AshCYd809LcCgD5iKwDoI7YCgD5iKwDoYywLUoUN4wKDIrZCqrBh3GnxRVU8+gQAQB+xFQD0EVsBQB+xFQD0EVsBQB+xFQD0EVsBQB+xFQD0sXYAUkx3B+RotwKAvv8AYS4ETjotVtwAAAAASUVORK5CYII=)

1. Complete definition of classes (add needed properties)
2. Implement the data model in the MS SQL 20017 server - transform classes and relationships from the conceptual data model into the set of tables including appropriate integrity constraints (primary key, alternate key, foreign key, and check)
3. Insert some records into each table

----------------------------------------------------------------------------------------------------------------------------- --------------------------------------

Source data**: Database: AdventureWorks2017**

# Task 1

Table: SalesOrderHeader, SalesOrderDetail

Create a view that allows retrieving information from the database of the total quantity orders in the context of employee and year

# Solution

CREATE VIEW task2\_view AS

SELECT H.SalesPersonID, YEAR(OrderDate) AS Year, SUM(OrderQty) AS NoOfOrders

FROM Sales.SalesOrderHeader AS H, Sales.SalesOrderDetail AS D

WHERE SalesPersonID IS NOT NULL AND H.SalesOrderID=D.SalesOrderID

GROUP BY SalesPersonID, YEAR(OrderDate);

|  |  |  |
| --- | --- | --- |
| **SalesPersonID** | **Year** | **NoOfOrders** |
| **281** | **2014** | **2050** |
| **279** | **2011** | **1681** |
| **285** | **2013** | **752** |

Rec:3/58

----------------------------------------------------------------------------------------------------------------------------- --------------------------------------

# Task 2

Table: **?**

Write a query that returns customer and employee pairs that had order activity (number of orders > 0) in January 2012 but not in May 2014

# Solution

SELECT CustomerID, SalesPersonID

FROM Sales.SalesOrderHeader AS H

WHERE MONTH(OrderDate)=1 AND YEAR(OrderDate)=2012 AND SalesPersonID IS NOT NULL

AND (SalesPersonID NOT IN(

SELECT SalesPersonID

FROM Sales.SalesOrderHeader

WHERE MONTH(OrderDate)=5 AND YEAR(OrderDate)=2014 AND CustomerID = H.CustomerID AND SalesPersonID IS NOT NULL

)

AND CustomerID NOT IN(

SELECT CustomerID

FROM Sales.SalesOrderHeader

WHERE MONTH(OrderDate)=5 AND YEAR(OrderDate)=2014 AND SalesPersonID = H.SalesPersonID AND SalesPersonID IS NOT NULL

)

)

--OR USING VIEWS

CREATE VIEW task3\_1\_view AS

SELECT CustomerID, SalesPersonID

FROM Sales.SalesOrderHeader

WHERE MONTH(OrderDate)=1 AND YEAR(OrderDate)=2012 AND SalesPersonID IS NOT NULL

CREATE VIEW task3\_2\_view AS

SELECT CustomerID, SalesPersonID

FROM Sales.SalesOrderHeader

WHERE MONTH(OrderDate)=5 AND YEAR(OrderDate)=2014 AND SalesPersonID IS NOT NULL

SELECT CustomerID, SalesPersonID

FROM task3\_1\_view AS H

WHERE (SalesPersonID NOT IN(

SELECT SalesPersonID

FROM task3\_2\_view

WHERE CustomerID = H.CustomerID

)

AND CustomerID NOT IN(

SELECT CustomerID

FROM task3\_2\_view

WHERE SalesPersonID = H.SalesPersonID

)

)

|  |  |
| --- | --- |
| **CustomerID** | **SalesPersonID** |
| **29769** | **277** |
| **29523** | **277** |
| **30100** | **276** |

Rec:3/128

----------------------------------------------------------------------------------------------------------------------------- --------------------------------------

# Task 3

Write a query that returns customer and employee pairs that had order activity in both January 2014 and May 2014 but not in 2013

# Solution

SELECT CustomerID, SalesPersonID

FROM Sales.SalesOrderHeader AS H

WHERE MONTH(OrderDate)=1 AND YEAR(OrderDate)=2014 AND SalesPersonID IS NOT NULL

AND (SalesPersonID NOT IN(

SELECT SalesPersonID

FROM Sales.SalesOrderHeader

WHERE YEAR(OrderDate)=2013 AND CustomerID = H.CustomerID AND SalesPersonID IS NOT NULL

)

AND CustomerID NOT IN(

SELECT CustomerID

FROM Sales.SalesOrderHeader

WHERE YEAR(OrderDate)=2013 AND SalesPersonID = H.SalesPersonID AND SalesPersonID IS NOT NULL

)

)

AND (SalesPersonID IN(

SELECT SalesPersonID

FROM Sales.SalesOrderHeader

WHERE MONTH(OrderDate)=5 AND YEAR(OrderDate)=2014 AND CustomerID = H.CustomerID AND SalesPersonID IS NOT NULL

)

AND CustomerID IN(

SELECT CustomerID

FROM Sales.SalesOrderHeader

WHERE MONTH(OrderDate)=5 AND YEAR(OrderDate)=2014 AND SalesPersonID = H.SalesPersonID AND SalesPersonID IS NOT NULL

)

)

# Rec:0/0

------------------------------------------------------------------------------------------------------------------- ------------------------------------------------

# Task 4

Write a query that returns data according to the following definition:

custID, Name (Last Name, First name), Gender, “2012. 04 –2013. 04” (Difference of orders in April 2012 and April 2013)

# Solution

CREATE VIEW April2012Orders AS

SELECT CustomerID, COUNT(\*) AS April2012Orders

FROM Sales.SalesOrderHeader

WHERE YEAR(OrderDate)=2012 AND MONTH(OrderDate)=4

GROUP BY CustomerID

CREATE VIEW April2013Orders AS

SELECT CustomerID, COUNT(\*) AS April2013Orders

FROM Sales.SalesOrderHeader

WHERE YEAR(OrderDate)=2013 AND MONTH(OrderDate)=4

GROUP BY CustomerID

SELECT T1.CustomerID, P.LastName + ', ' + P.FirstName AS 'Name (Last Name, First name)',

COALESCE(T1.April2012Orders-T2.April2013Orders, T1.April2012Orders) AS '“2012. 04 –2013. 04” (Difference of orders in April 2012 and April 2013)'

FROM April2012Orders AS T1

LEFT JOIN April2013Orders AS T2 ON T1.CustomerID=T2.CustomerID

JOIN Sales.Customer AS C ON C.CustomerID = T1.CustomerID

JOIN Person.Person AS P ON P.BusinessEntityID = C.PersonID;

|  |  |  |
| --- | --- | --- |
| **CustomerID** | **Name (Last Name, First name)** | **“2012. 04 –2013. 04” (Difference of orders in April 2012 and April 2013)** |
| **11395** | **Gutierrez, Beth** | **1** |
| **11412** | **Bryant, Sydney** | **1** |
| **11421** | **Sun, Amy** | **1** |

----------------------------------------------------------------------------------------------------------------------------- --------------------------------------

# Task 5

Write a query that returns the total sum of orders for each customer according to the following definition:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| CustID | Name | No | Total due | Date | Sum of total due |
| 11000 | Yang, Jon | 1 | 3756,989 | 2011-07-03 | 9115.13 |
| … | … | 2 | … | … | … |
| 11001 | Huang, Eugene | 1 | 2674,0227 | 2013-06-30 | 7054.19 |
| … |  | 2 |  |  | 7054.19 |
| 11002 | Torres, Ruben | 1 | 3756,989 | 2011-06-21 | 8966.01 |
| … | … | … | … | … | … |
| 11003 | Zhu, Christy | 1 | 2674,4757 | 2013-10-22 | 8993.92 |
| … | … | … | … | … | … |

------------------------------------------- Explanation / Example ----------------------------------------------

The OVER clause exposes a window of rows to certain kinds of calculations. Aggregate and ranking functions are the types of calculations that support the OVER clause. In this case you don’t have to group the data (GROUP BY)

## SELECT …

**, <aggregate / ranking function> (aggregation element>) OVER([PARTITION BY <list of attributes>**

**[ORDER BY <list of attributes>]]) AS <column alias>**

**, …**

**FROM <source data>**

Example:

SELECT so.SalesPersonID, p.LastName +', ' + p.FirstName Name

, ROW\_NUMBER() OVER(PARTITION BY so.SalesPersonID ORDER BY so.SalesPersonID) No

, so.SubTotal, CAST(so.DueDate AS DATE) Date

, COUNT(\*) OVER(PARTITION BY so.SalesPersonID) "No of records" FROM [Sales].[SalesOrderHeader] so JOIN [Person].[Person] p

ON so.[SalesPersonID] = p.[BusinessEntityID] ORDER BY so.SalesPersonID, No;

Exemplary result of the query:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| SalesPersonID | Name | No | SubTotal | Date | No of records |
| 274 | Jiang, Stephen | 1 | 20544,7015 | 2011-07-13 | 48 |
| 274 | Jiang, Stephen | 2 | 2039,994 | 2011-08-13 | 48 |
| 274 | Jiang, Stephen | 3 | 4194,589 | 2011-10-13 | 48 |
| 274 | Jiang, Stephen | 4 | 2146,962 | 2011-10-13 | 48 |
| … | … | … | … | … | … |
| 275 | Blythe, Michael | 1 | 2942,418 | 2014-05-13 | 450 |
| 275 | Blythe, Michael | 2 | 5496,018 | 2014-05-13 | 450 |
| 275 | Blythe, Michael | 3 | 2995,188 | 2014-05-13 | 450 |
| 275 | Blythe, Michael | 4 | 3595,188 | 2014-05-13 | 450 |
| … | … | … | … | … | … |

-----------------------------------------------------------------------------------------------------

# Solution

----------------------------------------------------------------------------------------------------------------------------- --------------------------------------

# Task 6

Write a query that returns the count of orders for each employee who prepared orders in 2012, 2013, and 2014

------------------------------------------- Explanation / Example ----------------------------------------------

Pivoting means rotating data from a state of rows to a state of columns. Every pivoting request involves three logical processing phases:

* 1. A grouping phase
  2. A spreading phase
  3. An aggregating phase

The general form of a query with PIVOT operator is:

## SELECT …

**FROM <source data> PIVOT**

**(**

**<Aggregate function> (aggregation element>)**

**FOR <spreading element> IN (<list of target columns>)**

**) AS <result table alias>**

Exemplary result of the query

* Simplified solution

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| empId | 2011 | 2012 | 2013 | 2014 |
| 284 | 0 | 24 | 82 | 34 |
| 278 | 30 | 80 | 89 | 35 |
| 281 | 33 | 74 | 98 | 37 |
| 275 | 65 | 148 | 175 | 62 |

* Extended solution (more readable)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Employer | empId | 2011 | 2012 | 2013 | 2014 |
| Mensa-Annan, Tete | 284 | 0 | 24 | 82 | 34 |
| Vargas, Garrett | 278 | 30 | 80 | 89 | 35 |
| Ito, Shu | 281 | 33 | 74 | 98 | 37 |
| Blythe, Michael | 275 | 65 | 148 | 175 | 62 |
| Mitchell, Linda | 276 | 46 | 151 | 162 | 59 |

-------------------------------------------------------------------------------------------------------------

# Solution

----------------------------------------------------------------------------------------------------------------------------- --------------------------------------

# Task 7

Define query using SQL table value constructor with 5 records as elements of a dictionary. Each record should contain a pair of values: **id** (from 1 through 5) and a **name** of programming language, e.g. (1, 'SQL'), (2, 'Python'), …

|  |  |
| --- | --- |
| id | language |
| 1 | SQL |
| 2 | Python |
| … | … |

------------------------------------------- Syntax ----------------------------------------------

## SELECT \* FROM

**(VALUES**

**(…)**

**) AS <name of table> (<definition of table structure>)**

**Solution**