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# 文档说明

## 编制说明

本文档主要目的是指导研发人员方便调用相关组件进行开发测试。

在web系统研发过程中，安全控制一直是治理的重要环节，数据脱敏属于安全控制的范畴。对互联网公司、传统行业来说，数据安全一直是极为重视和敏感的话题。数据脱敏是指对某些敏感信息通过脱敏规则进行数据的变形，实现敏感隐私数据的可靠保护。涉及客户安全数据或者一些商业性敏感数据，如身份证号、手机号、卡号、客户号等个人信息按照相关部门规定，都需要进行数据脱敏。

基于Java反射api、零依赖、简单易用、支持各种复杂数据结构的数据脱敏库，包含但不限于以下类型的数据脱敏

* 邮箱
* 手机号码
* 中文名称
* 身份证号码
* 银行卡号码
* 密码
* 统一社会信用代码
* 任意CharSequence类型的值
* 级联脱敏

# 二、组件介绍

## 数据脱敏

使用方法：通过maven引入已经编译好的lib包，使用内置的规则包，或者自行配置规则包使用源码重新打包。

说明：文件上传组件通过检测上传的文件名，文件类型，文件大小等来识别恶意文件。

## 数据脱敏防护组件调用方式如下：

### **1、对象域值脱敏**

下面是一个Child类，其中包含了一些敏感域以及一些嵌套的敏感域

|  |
| --- |
| public class Child {  @ChineseNameSensitive  private String name = "李富贵";  @IdCardNumberSensitive  private String idCardNumber = "321181199301096000";  @UsccSensitive  private String unifiedSocialCreditCode = "91310106575855456U";  @CharSequenceSensitive  private String string = "123456";  @EmailSensitive  private String email = "123456@qq.com";  @PasswordSensitive  private String password = "123456";  @CascadeSensitive  private Mother mother = new Mother();  @CascadeSensitive  private Father father = new Father();  private @PasswordSensitive  String[] passwords = {"123456", "1234567", "12345678"};  private List<@CascadeSensitive Parent> parents1 = Stream.of(new Father(), new Mother()).collect(Collectors.toList());  private List<@EmailSensitive String> emails1 = Stream.of("123456@qq.com", "1234567@qq.com", "1234568@qq.com").collect(Collectors.toList());  private Map<@ChineseNameSensitive String, @EmailSensitive String> emails2 = Stream.of("张三", "李四", "小明").collect(Collectors.toMap(s -> s, s -> "123456@qq.com"));  } |

只需要在敏感数据字段上标记相应类型的敏感注解，例如@ChineseNameSensitive、@EmailSensitive等注解，如果你的数据字段是需要级联脱敏的对象，你只需要在该字段上标注@CascadeSensitive 注解，最后调用以下方法即可擦除对象中的所有敏感信息然后返回一个新的Child对象。

|  |
| --- |
| Child child=Sensitive.desensitize(new Child()); |

1. 值脱敏

可能你的敏感信息是一个字符串类型的值或者是一个Collection、Array、Map之类的值，同样擦除它们的敏感信息也很简单

|  |
| --- |
| static void desensitize(){  // String  System.out.printf("字符串脱敏: %s%n",Sensitive.desensitize("123456@qq.com",new TypeToken<@EmailSensitive String>(){  }));  // Collection  System.out.printf("集合脱敏: %s%n",Sensitive.desensitize(Stream.of("123456@qq.com","1234567@qq.com","1234568@qq.com").collect(Collectors.toList()),  new TypeToken<List<@EmailSensitive String>>(){  }));  // Array  System.out.printf("数组脱敏: %s%n",Arrays.toString(Sensitive.desensitize(new String[]{"123456@qq.com","1234567@qq.com","12345678@qq.com"},  new TypeToken<@EmailSensitive String[]>(){  })));  // Map  System.out.printf("Map脱敏: %s%n",Sensitive.desensitize(Stream.of("张三","李四","小明").collect(Collectors.toMap(s->s,s->"123456@qq.com")),  new TypeToken<Map<@ChineseNameSensitive String, @EmailSensitive String>>(){  }));  } |

## 更新

无

## 打包

使用maven进行打包，执行以下指令进行打包：mvn clean package assembly:single

注意：由于项目未使用其他依赖信息，直接调用desensitization-1.0.jar即可。