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**lib.hh**

#include <iostream>

#include <string>

#include <vector>

#include <algorithm>

#include <cmath>

#include <fstream>

char fo(char subblock, std::string key, int round) {

return (subblock \* key[round]) % static\_cast<char>(pow(2, round)+1);

}

std::string DeCode(std::string mes, std::string key, int n) {

char temp = '0', l = '0', r = '0';

for (int desc = 0; desc < mes.size(); desc += 10) {

l = mes[desc];

r = mes[desc + 1];

for (int i = n-1; i >= 0; --i) {

temp = l ^ fo(r, key, i);

l = r;

r = temp;

}

mes[desc] = l;

mes[desc + 1] = r;

}

return mes;

}

std::string Code(std::string mes, std::string key, int n) {

char temp = '0', l = '0', r = '0';

for (int desc = 0; desc < mes.size(); desc += 10) {

l = mes[desc];

r = mes[desc + 1];

for (int i = 0; i < n; ++i) {

temp = r ^ fo(l, key, i);

r = l;

l = temp;

}

mes[desc] = l;

mes[desc + 1] = r;

}

return mes;

}

std::string encrypt(std::string plaintext, std::string key) {

std::string ciphertext = plaintext;

int n = plaintext.size();

std::vector<int> table(key.size());

for (int i = 0; i < key.size(); i++) table[i] = i;

std::sort(table.begin(), table.end(), [&](int i, int j) {return key[i] < key[j];});

for (int i = 0; i < n; i++) {

int j = i % key.size();

int k = i / key.size() \* key.size() + table[j];

ciphertext[k] = plaintext[i];

}

return ciphertext;

}

std::string decrypt(std::string ciphertext, std::string key) {

std::string plaintext = ciphertext;

int n = ciphertext.size();

std::vector<int> table(key.size());

for (int i = 0; i < key.size(); i++) table[i] = i;

std::sort(table.begin(), table.end(), [&](int i, int j) {return key[i] < key[j];});

std::vector<int> inv\_table(key.size());

for (int i = 0; i < key.size(); i++) inv\_table[table[i]] = i;

for (int i = 0; i < n; i++) {

int j = i % key.size();

int k = i / key.size() \* key.size() + inv\_table[j];

plaintext[k] = ciphertext[i];

}

return plaintext;

}

**encrypt.cpp**

#include "lib.hh"

int main()

{

std::string input\_name = "message.txt", output\_name = "encrypt.txt";

std::string message, key;

std::ifstream inputfile(input\_name);

if (inputfile.is\_open())

{

getline(inputfile, message);

getline(inputfile, key);

inputfile.close();

} else std::cout << "Unable to open file " << input\_name << std::endl;

std::ofstream outputFile(output\_name);

if (outputFile.is\_open())

{

outputFile << encrypt(Code(message, key, 4), key) << std::endl;

outputFile << key << std::endl;

outputFile.close();

} else std::cout << "Unable to open file " << output\_name << std::endl;

}

**decrypt.cpp**

#include "lib.hh"

int main()

{

std::string input\_name = "encrypt.txt", output\_name = "message2.txt";

std::string cipher\_text, key;

std::ifstream inputfile(input\_name);

if (inputfile.is\_open())

{

getline(inputfile, cipher\_text);

getline(inputfile, key);

inputfile.close();

} else std::cout << "Unable to open file " << input\_name << std::endl;

std::ofstream outputFile(output\_name);

if (outputFile.is\_open())

{

outputFile << DeCode(decrypt(cipher\_text, key), key, 4) << std::endl;

outputFile << key << std::endl;

outputFile.close();

} else std::cout << "Unable to open file " << output\_name << std::endl;

}

Исходный текст: Зашифрованный текст: Дешифрованный текст:
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**Вывод:** в ходе лабораторной работы я научился шифровать и сжимать информацию.