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**Цель работы:** приобретение навыков работы с динамической памятью и указателями на C++. Изучение принципов работы с динамическими структурами данных: списками и деревьями.

**Ход работы:**

**Вариант 4**

**Задание 1**

Напишите программу, содержащую процедуру, которая каждый отрицательный элемент дерева заменяет на положительный, а положительный превращает в ноль.

**Код:**

#include <iostream>

#include <string>

#include <stdlib.h>

using namespace std;

bool is\_left;

int tabs = 0;

struct Node {

    int val;

    Node\* left;

    Node\* right;

    Node(int \_val) : val(\_val), left(nullptr), right(nullptr) {}

};

struct tree {

    Node\* root;

    tree() : root(nullptr) {}

    bool is\_empty() {

        return root == nullptr;

    }

    void push\_back(int \_val, Node\* minor\_root) {

        if (is\_empty()) {

            Node\* p = new Node(\_val);

            root = p;

            return;

        }

        Node\* q = minor\_root;

        if (q->left == nullptr) {

            Node\* p = new Node(\_val);

            q->left = p;

            is\_left = true;

            return;

        }

        if (q->right == nullptr) {

            Node\* p = new Node(\_val);

            q->right = p;

            is\_left = false;

            return;

        }

        if (is\_left) {

            push\_back(\_val, q->right);

        }

        else {

            push\_back(\_val, q->left);

        }

    }

    void print(Node\* minor\_root) {

        if (!minor\_root) return;

        tabs++;

        print(minor\_root->left);

        for (int i = 0; i < tabs; i++) cout << " ";

        cout << minor\_root->val << endl;

        print(minor\_root->right);

        tabs--;

        return;

    }

    void task1(Node\* minor\_root) {

        if (!minor\_root) return;

        task1(minor\_root->left);

        if (minor\_root->val < 0) {

            minor\_root->val = abs(minor\_root->val);

        }

        else {

            minor\_root->val = 0;

        }

        task1(minor\_root->right);

        return;

    }

    void free\_tree(Node\* minor\_root) {

        if (!minor\_root) return;

        free\_tree(minor\_root->left);

        free\_tree(minor\_root->right);

        delete minor\_root;

        return;

    }

};

int main() {

    tree tr;

    string data;

    cout << "Enter the values you need to write to the list. To stop recording write 'q':" << endl;

    while (1) {

        cin >> data;

        if (data == "q") {

            break;

        }

        try {

           tr.push\_back(atoi(data.c\_str()), tr.root);

        }

        catch(const std::exception& e) {

            std::cerr << e.what() << '\n';

        }

    }

    cout << "\n\n";

    tr.print(tr.root);

    tr.task1(tr.root);

    cout << "\n\n";

    tr.print(tr.root);

    tr.free\_tree(tr.root);

}
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**Задание 2**

Создать текстовые файлы, содержащие один текстовую, а другой числовую информацию (количество слов и чисел должно быть одинаковым). Используя стек, создать другой текстовый файл, в котором числа и слова чередовались и были бы записаны в обратном порядке.

**Код:**

#include <iostream>

#include <string>

#include <fstream>

using namespace std;

struct Node {

    string val;

    Node\* next;

    Node(string \_val) : val(\_val), next(nullptr) {}

};

struct stack {

    Node\* first;

    stack() : first(nullptr) {}

    bool is\_empty() {

        return first == nullptr;

    }

    void add(string \_valToAdd) {

        Node\* p = new Node(\_valToAdd);

        if (is\_empty()) {

            first = p;

            return;

        }

        p->next = first;

        first = p;

    }

    ~stack() {

        while (first != NULL) {

            Node \*temp = first->next;

            delete first;

            first = temp;

        }

    }

};

int main() {

    stack st;

    string PATH\_words = "file2\_words.txt";

    string PATH\_numbers = "file2\_numbers.txt";

    string PATH\_stack = "file2\_stack.txt";

    ofstream file1\_out;

    ofstream file2\_out;

    ofstream file\_stack\_out;

    ifstream file1\_in;

    ifstream file2\_in;

    file1\_out.open(PATH\_words, ios\_base::out);

    file1\_out << "One\nTwo\nThree\nFour\nFive\nSix\nSeven\nEight\nNine\nTen";

    file1\_out.close();

    file2\_out.open(PATH\_numbers, ios\_base::out);

    file2\_out << "1\n2\n3\n4\n5\n6\n7\n8\n9\n10";

    file2\_out.close();

    file1\_in.open(PATH\_words, ios\_base::in);

    file2\_in.open(PATH\_numbers, ios\_base::in);

    string s1;

    string s2;

    while (getline(file1\_in, s1) && getline(file2\_in, s2)) {

        st.add(s1);

        st.add(s2);

    }

    file1\_in.close();

    file2\_in.close();

    file\_stack\_out.open(PATH\_stack, ios\_base::out);

    Node\* p = st.first;

    while (p) {

        file\_stack\_out << p->val << "\n";

        p = p->next;

    }

}
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**Задание 3**

Написать программу, содержащую процедуры формирования и просмотра списка и функцию, подсчитывающую количество слов списка, которые начинаются той же литерой что и следующее слово.

**Код:**

#include <iostream>

#include <string>

using namespace std;

struct Node {

    string val;

    Node\* next;

    Node(string \_val) : val(\_val), next(nullptr) {}

};

struct list {

    Node\* first;

    Node\* last;

    list() : first(nullptr), last(nullptr) {}

    bool is\_empty() {

        return first == nullptr;

    }

    void push\_back(string \_val) {

        Node\* p = new Node(\_val);

        if (is\_empty()) {

            first = p;

            last = p;

            return;

        }

        last->next = p;

        last = p;

    }

    void print() {

        if (is\_empty()) return;

        Node\* p = first;

        cout << "List: ";

        while (p) {

            cout << p->val << " ";

            p = p->next;

        }

        cout << endl;

    }

    Node\* operator[] (const int index) {

        if (is\_empty()) return nullptr;

        Node\* p = first;

        for (int i = 0; i < index; i++) {

            p = p->next;

            if (!p) return nullptr;

        }

        return p;

    }

    ~list() {

        while (first != NULL) {

            Node \*temp = first->next;

            delete first;

            first = temp;

        }

    }

};

void task3(list l) {

    int i = 0, k = 0;

    while (l[i]->next != nullptr) {

        if (l[i]->val == l[i + 1]->val) {

            k++;

        }

        i++;

    }

    cout << "The number of words in the list that begin with the same letter as the next word: " << k << endl;

}

int main() {

    list l;

    string data;

    cout << "Enter the values you need to write to the list. To stop recording write 'q':" << endl;

    while (1) {

        cin >> data;

        if (data == "q") {

            break;

        }

        l.push\_back(data);

    }

    l.print();

    if (l.is\_empty()) {

        cout << "The list is empty." << endl;

    }

    else {

        task3(l);

    }

}
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**Задание 4**

Написать программу, содержащую процедуру, которая вставляет новый элемент перед каждым вхождением заданного элемента. Если элементы не найдены, то выдать на экран соответствующие сообщение.

**Код:**

#include <iostream>

#include <string>

using namespace std;

struct Node {

    string val;

    Node\* next;

    Node(string \_val) : val(\_val), next(nullptr) {}

};

struct list {

    Node\* first;

    Node\* last;

    list() : first(nullptr), last(nullptr) {}

    bool is\_empty() {

        return first == nullptr;

    }

    void push\_back(string \_val) {

        Node\* p = new Node(\_val);

        if (is\_empty()) {

            first = p;

            last = p;

            return;

        }

        last->next = p;

        last = p;

    }

    void print() {

        if (is\_empty()) return;

        Node\* p = first;

        cout << "List: ";

        while (p) {

            cout << p->val << " ";

            p = p->next;

        }

        cout << endl;

    }

    void add\_first(string \_valToAdd) {

        if (is\_empty()) return;

        Node\* p = new Node(\_valToAdd);

        p->next = first;

        first = p;

    }

    Node\* operator[] (const int index) {

        if (is\_empty()) return nullptr;

        Node\* p = first;

        for (int i = 0; i < index; i++) {

            p = p->next;

            if (!p) return nullptr;

        }

        return p;

    }

    ~list() {

        while (first != NULL) {

            Node \*temp = first->next;

            delete first;

            first = temp;

        }

    }

};

int main() {

    list l;

    string dataLabel, data;

    cout << "Enter the values you need to write to the list. To stop recording write 'q':" << endl;

    while (1) {

        cin >> data;

        if (data == "q") {

            break;

        }

        l.push\_back(data);

    }

    l.print();

    if (l.is\_empty()) {

        cout << "The list is empty." << endl;

    }

    else {

        cout << "\nEnter the value of the element before which you want to add the new element." << endl;

        cin >> dataLabel;

        cout << "Enter the value of the element you want to add." << endl;

        cin >> data;

        int  i = 0;

        if (l[0]->val == dataLabel) {

            l.add\_first(data);

            i = 2;

        }

        while (l[i] != nullptr) {

            if (l[i]->val == dataLabel) {

                Node\* p = new Node(data);

                Node\* buffer = new Node(dataLabel);

                buffer->next = l[i - 1]->next;

                l[i - 1]->next = p;

                p->next = buffer->next;

                delete buffer;

                i++;

            }

            i++;

        }

        l.print();

    }

}
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**Задание 5**

Написать программу, содержащую процедуру, которая удаляет из списка М за каждым вхождением элемента Е один элемент, если такой есть и он отличен от Е.

**Код:**

#include <iostream>

#include <string>

using namespace std;

struct Node {

    string val;

    Node\* next;

    Node(string \_val) : val(\_val), next(nullptr) {}

};

struct list {

    Node\* first;

    Node\* last;

    list() : first(nullptr), last(nullptr) {}

    bool is\_empty() {

        return first == nullptr;

    }

    void push\_back(string \_val) {

        Node\* p = new Node(\_val);

        if (is\_empty()) {

            first = p;

            last = p;

            return;

        }

        last->next = p;

        last = p;

    }

    void print() {

        if (is\_empty()) {

            cout << "List is empty.";

            return;

        }

        Node\* p = first;

        cout << "List: ";

        while (p) {

            cout << p->val << " ";

            p = p->next;

        }

        cout << endl;

    }

    void remove\_first() {

        if (is\_empty()) return;

        Node\* p = first;

        first = p->next;

        delete p;

    }

    Node\* operator[] (const int index) {

        if (is\_empty()) return nullptr;

        Node\* p = first;

        for (int i = 0; i < index; i++) {

            p = p->next;

            if (!p) return nullptr;

        }

        return p;

    }

    ~list() {

        while (first != NULL) {

            Node \*temp = first->next;

            delete first;

            first = temp;

        }

    }

};

int main () {

    list l;

    string data;

    cout << "Enter the values you need to write to the list. To stop recording write 'q':" << endl;

    while (1) {

        cin >> data;

        if (data == "q") {

            break;

        }

        l.push\_back(data);

    }

    l.print();

    cout << "Enter the value of the element before which you want to remove the element." << endl;

    cin >> data;

    if (l.is\_empty()) {

        cout << "The list is empty." << endl;

    }

    else {

        int  i = 0;

        if (l[1]->val == data) {

            if (l[1] != l[0]) {

                l.remove\_first();

                i = 2;

            }

        }

        while (l[i] != nullptr) {

            if (l[i]->val == data) {

                if (l[i - 1]->val != l[i]->val) {

                    Node\* p = l[i - 1];

                    l[i - 2]->next = l[i];

                    delete p;

                }

            }

            else {

                i++;

            }

        }

    }

    l.print();

}

**![](data:image/png;base64,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)**

**Вывод:** приобрел навыки работы с динамической памятью и указателями на C. Изучил принципы работы с динамическими структурами данных: списками и деревьями.