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**Цель работы:** приобретение навыков работы с динамической памятью и указателями на C++. Изучение принципов работы с динамическими структурами данных: списками и деревьями.

**Ход работы:**

**Вариант 3**

**Задание 1**

Создайте программой числовое двоичное дерево. Опишите функцию, которая находит наибольший элемент непустого дерева. В программе используйте подпрограммы.

**Код:**

#include <iostream>

#include <string>

#include <stdlib.h>

using namespace std;

bool is\_left;

int tabs = 0;

int MAX;

struct Node {

    int val;

    Node\* left;

    Node\* right;

    Node(int \_val) : val(\_val), left(nullptr), right(nullptr) {}

};

struct tree {

    Node\* root;

    tree() : root(nullptr) {}

    bool is\_empty() {

        return root == nullptr;

    }

    void push\_back(int \_val, Node\* minor\_root) {

        if (is\_empty()) {

            Node\* p = new Node(\_val);

            root = p;

            return;

        }

        Node\* q = minor\_root;

        if (\_val < q->val) {

            if (q->left == nullptr) {

                Node\* p = new Node(\_val);

                q->left = p;

                return;

            }

            q = q->left;

        }

        else {

            if (q->right == nullptr) {

                Node\* p = new Node(\_val);

                q->right = p;

                return;

            }

            q = q->right;

        }

        push\_back(\_val, q);

    }

    void print(Node\* minor\_root) {

        if (!minor\_root) return;

        tabs++;

        print(minor\_root->left);

        for (int i = 0; i < tabs; i++) cout << " ";

        cout << minor\_root->val << endl;

        print(minor\_root->right);

        tabs--;

        return;

    }

    void task1(Node\* minor\_root) {

        if (!minor\_root) {

            if (is\_empty()) return;

            cout << "Max element: "<< MAX;

            return;

        }

        MAX = minor\_root->val;

        task1(minor\_root->right);

        return;

    }

    void free\_tree(Node\* minor\_root) {

        if (!minor\_root) return;

        free\_tree(minor\_root->left);

        free\_tree(minor\_root->right);

        delete minor\_root;

        return;

    }

};

int main() {

    tree tr;

    string data;

    cout << "Enter the values you need to write to the list. To stop recording write 'q':" << endl;

    while (1) {

        cin >> data;

        if (data == "q") {

            break;

        }

        try {

           tr.push\_back(atoi(data.c\_str()), tr.root);

        }

        catch(const std::exception& e) {

            std::cerr << e.what() << '\n';

        }

    }

    cout << "\n\n";

    tr.print(tr.root);

    cout << "\n\n";

    tr.task1(tr.root);

    tr.free\_tree(tr.root);

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArEAAAHQCAYAAAC2mjJPAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAACDrSURBVHhe7d0tbCpRHy/q/3vcCaaqamcnXFG1DeoIXD0GX4GrR6MqrsJv1+TiMeTYumrMTk5Sg9mqat+boN87wwwtH4UOLS2z2udJCMx0Cms+GH6zZq2Z//z8+fO/Aa9oD0bRbzUWr2eTbvRvFy8/xGd+FrDpf8b//j8/4v8qh3b6/x7j//5f/2/8P+UgwGcTYgEASM7/KJ8BACAZQiwAAMkRYlfkbTHH42H0yuEktAcxGo+zcpeP0SDa5Z9IRLkOh0lteO/wtM0m9l37YJ+6/zlkv2F9UTe79plfdVut3Xz1YniU8rz/fT44xBYFHA3qEqvqVp4juL+Jq243utljMivH8U18we154TPn66t+1is+fb/xVbfVKr7zvPM5vu82th1ie8MsFefJePvxbWqKgI/zFKD64cITCUhlfe357Soeo5Ajv7ivum+p3Xw9xL959jT/l716j/e/z86a2PzSRvlR+urDpY4AqKXb/srv1TCm+Y/jbLIy7ipu7otJga9h+xJb+dFsp7n3+pyL63hePMTw6m90x51oluPn02FcZXuJ1et8vmQ5XaEdg1E/niefx3S4srNZlOd8Me5vdxxZ0UqzmFQ8KqlanmK6x+x9/8SvF+br2Stlfk3evqXfiuyfNt53Wdb8T+X7ldM+l373Z/WG2fI5n2br5SbWSvs0X6vLKz/90InzQ9bFQvF/T6vh0Hkvt6/tZVqWv7m6Xvd/VvX52m/xPnu252dVls9blmGh6jVxi/l+3iI2rZf7fetr1zZVWFnWf7uvf083t+X5+vseNl/v+w5+5jKs+lnFdJ+w/9mwcx2/sr6e7V4+hy3nYyqX0WMWYl/8Ur1vnT471rzvL8/ivSrto15R+fe04jZW7s+f5AcNa8v7leVcuTyb71N42mdW2FYrL8Ot39ylatvIV91nHuaV9XWQ8r127H/e3ia20Yr++DL+Dcuj3MksG9VfNDm4v7kqj3wn2eooFuTz0XB344tb7mjKvw2nEa3+5mmfRjYuW8mxnC4/ym5Gp2InpurlyWXvmy2wbCsq/r6Yr+uV8lQt8x73d/Ewz+bq4nKj/O24vMi2sNlduWFln3Ud8bv8nPwxmeXL4iNOi1WZr3JjWqvduIuz6wM6k92OFzUk2/Pei1/5Fj/7U3x5851b+WVfL88HNWvZsz0Xqi6fV6bJd0ob89XNJsorjaqqvD0fYRk+5Od6GmdxUQ6/5PHv8vvzyvf0lXaYx99v7PaZy7B2+5+qXllfhf37hMPm/ZMcbd9ypHmvWp7FPmpz21jdR1X12u9ptW0sD2vLCq/ldN0/v57LU3k5v1KeKvvMSttq5rX9fBkas3RXflZelvwPebCsFvi+6j6zsiP8xq3p/SrCcOMiLl8o67s6ds0mKyv19s9iIZ7/qL5E2oPLrHDZxrESze9vfmcrMVux3fVv5mLlPE13H3eLFLh/Q3mrtaOFxXw14qJceoeUebdl+TdWSvsyFhn2z9OHR3/jyON2nG8Mz+U5lkrz1f4R59nTc/ly22Xcb8e8LzbU7MhwnL93dsR4mW222Y/D6o9cUZ7sZ/5yubM9rn3bc5XlU2WaXjc7qs6OKH9X2Ru+y3GW4f3fx/JVLj+Sz364lnv8xfYwj38rjZk+43t6nO9gFafaDj96/3NER9knfKYjrtOjzPth5VnfNooKgeavw9f7vu9ptd+CQRTF3qhZu+2Xw4fN177yHHufuXc/f3mRfdtmcfc0wX3c3OVTNKPqYv7e+8wP+I0r11HMH+LuhbfcGWKbnWVj+OVjM7HPYu27e7BlrWNZ8/bkPhbbwPmPtY38+cilUByBrJ5uOJZ983VYmfe5v7nLPmk9jC6/QHuX6/3fWP2KHEfF+So/O9821o+kD3N/97AVxHt5NexyIy3D/Hz1m77wMV/wwvvWe7Vpitrm+cNdNvaDHWsZPvzL1tV5FPv4izjL3jP71czmJB88y9biuo//nh7vO/iqBLfDo817VUfaJ3yaY67TY8z7QeXZ3Dbevt53f0+rbWOv/lYduJx3l+fY+8z9v68Xix3cS9aD517feZ/5Ib9x2YFhXpu74+DwgI5dx247sVy5nY2wPF5pG1I3xyzzbfzJDi+eT6sXG9p8Ol7b0PI2L+uftd3O5P2qzle+MRWnV54Pct5wOuL+JvKD2+d5Lzb82d36Rrr55X623EF8lirLp57b87uX4eKHuhFn+S9OXls+m2brf/V/H2PnR3yIz1/OaW2Hn+1I+4RPdpx1erx5T20bW4S9Cj3K6zNf1RRnOptx+bQSyxrlHbWAL7LP/FTvak7wPuWlFWbPbTTWHrU8HXXcMt8WKbY4rb44cp3Hw8o3Zdloe/2Aomj7clyHzNd93FyV4xftXBpvalezNu+LpgT7j5DXffZO4PXlU22aOjlsGean29o/zrOD+Zvs6L2oRc+Hq/yQHVed9hv12w4/tThPjrNPqIdD1+lHz3s9t7Eq7T73++z5qqisKc3byRZBrx+t2NVJaz/7zM/xwSG2WHiNxSHJplOcAttXniqOXOZFm6Zy485Pz6wd7ZWnAObTWDQTPbZlY+mFN85X3ui83HEfvEhX5n3RlGD1VEfZ8W27rdeu0yIr1ubrWKosnyrTvLz9LdoQla8Ps2d7fs8yXFPuALOfq2wTXZxSyw9A8lr0xac+/s3m/Ng+c7/xGctwad98VXHsef8AO/cJFed90SkkDw8fdGeio6/TFW+Z93eV5yNO3Vbbxop2n3vaiR55/7O57N6+z9znuR3v+0JeUeavu8/c5yPWV94pLdsn7OjI/8Ehtlx4zcsXj0wXVfd5b8FPa0y1vzxVHLfMRfugxkX2Rcm+2Oun08uyrnaAKnv9HRrStnY4ea/RjfMIleYr+7/NO4IUbaMOaC/0pJz37Ii301x26FoqG9M3O2ttzdqD62g1nqetMl/HUmX5vD5N2R5sZfvLa9s75/NsCb7Fvu252jJ8XfEZjVYnWtkOanGQlTe0z+az08rW/OErvoLP3G98xjJc2j9fVRx33o+g8j6h2rwX/5ur3pHmMEdcp0eZ97eXpzfMfwtWOyEdR6VtbNmprLNR65wtk+Lfjrf/Oe4+c59yPb077BXv83X3mft8wPpaVkxtdgYv7bxO7EuWPRGL09xVr8+Z987rZxtuOZjJe+M9T1NepqQcWnrq9ViWZ6sX5JvtLk/1+XqlzIcoL+mRN5Jf/9zcZlnzaYprSC7LU5T55WOc1eW8Pl3+PuP4kb33xcNh87X9eS+Vu6LlvO+4/tv2trj9WdXma7/jrvfXpymuh1u8zv4Q2ccu/icrwBu28Ve+XxWW4WuWy3j1fZfz8DRfFb6n29vOs/V9Qu6d+42DfPwyfFaP/U+VdVF1fW1Pt2v5vLZOM3v3h4coPyu/pNBLC+VI6/Ro8/5KeV5cF7v2m/tU+J4Wqm1ja/uy3GJ/tjbB/uVcsTyv7TOrb8+vfb9enu/cW75fq+v4a+0z99taX+Mfi+/145s+qyz3ju19O8TCZyl/sPJr8q1/GQFYejmAcVy7w1IRyuYfeHOAL678rX9biN3vhB27+O6KU2/HPx0GAAcpr/v7UhvjRUc2akmI5TR6w8VpktlEzQIAJ1Ze93frbpLtQVzn5+gPucwWn0aI5VPlp8UWly6p0A4KAD5Hft3fyaIDVn9xhYzyUTZ5S/1SVF+VNrEAACRHTSwAAMkRYgEASI4QCwBAcoRYAACSszvE5henXfTO27itHAAAnNgLITa/dVkWXq8j7vKbIwMAQM1shdjesLjvfH5NtIdyHAAA1MlWiL3td93HHgCAWtOxCwCA5AixAAAkR4gFACA5QiwAAMkRYgEASI4QCwBAcv7z8+fP/5avF9qDUfRbjXJow3waw6ubcAEuAABOaSvEAgBA3WlOAABAcoRYAACSI8QCAJAcIRYAgOQIsQAAJEeIBQAgOUIsAADJEWIBAEjOizc72Lprlzt1AQBQI1s1sYsAe/EQw243uovHJGaNVvRHg2iX0wAAwClVuu1sUTMbMR1exY3qWAAATkybWAAAklMpxF6c5e1jH+OvWlgAAGrg9RDbG0anmT3P/sRtMQYAAE5qf4jNAuw4T7D51Qn6IiwAAPWwO8S2BzEqqmBj4vJaAADUyMshNg+w/VY08gDb7WtGAABArWyHWAEWAICa27pObG84LjpyvcSduwAAqIFKNzsAAIA6ef0SWwAAUDNCLAAAyRFiAQBIjhALAEByhFgAAJIjxAIAkBwhFgCA5AixAAAkZ/tmB71hjDdv2eVOXQAA1EiFO3b1YjjuRFOQBQCgJio0J7iN8XQe0TiLi3IMAACckjaxAAAk5/UQ2x7EdasR8+k4bstRAABwSi+3ic2C66jfikY5GLNJdPsiLAAA9VChY1d+wYJxdJrzmA6v4kbPLgAATqxSm9jb/iRm0YiLy3Y5BgAATkfHLgAAklMhxLZjMOpEM2Zxpy0BAAA1sNUmtj0YRb/11KVrYT4dxpUACwBATVTq2AUAAHWiTSwAAMkRYgEASI4QCwBAcoRYAACSI8QCAJAcIRYAgOQIsQAAJEeIBQAgOa+E2F4Mx+MYZ4/RoF2OAwCA09obYnvDTjTL1wAAUBe7Q2x7EJdZgp1NJjErRwEAQB3sCLHtGFy3ojGbRP+2HAUAADXxYohtD66j1ZjFRIIFAKCGXgixvei2GjGfjkOEBQCgjrZC7KIz13wav2/uyzEAAFAv6yG2N4xOcx7T3zchwgIAUFf/+fnz53/L11mGHWchthzYYT4dxpVaWgAATmgtxL4sv+FBJ86FVwAAamLHJbYAAKC+KtTEAgBAvaiJBQAgOUIsAADJEWIBAEiOEAsAQHKEWAAAkiPEAgCQHCEWAIDkCLEAACRn+2YHvWGMO81yYNUsJt1+3JZDAABwKjtC7HlMh1dxc1+OAwCAGtGcAACA5AixAAAkp2KbWO1hAQCoj+0Qu6Udg1E/Wo25drIAANRCheYE93HzexrzaMTFZbscBwAAp1OtTez933jMnhpnF8UwAACcULUQ2/sVeSvZ2R+tYgEAOL3XQ2x7EKO8o9dsEn0ZFgCAGtjq2NUejKLfapRDhdmkK8ACAFAbFa5OAAAA9eJmBwAAJEeIBQAgOUIsAADJEWIBAEiOEAsAQHKEWAAAkiPEAgCQHCEWAIDk7LnZQS+G4040y6GIWUy6/XDjLgAATu3FELu89azbzQIAUEfbzQnag7gWYAEAqLGtENvrtqIxn8ZYgAUAoKY2mhO0YzDqR+txEpPoROe5QWzMp8O4urkvhwAA4HQ2amIv4qyRPTU78etPN7rd8jGZRaPVj9GgXUwGAAAn9PIltmaT9fawt/3Icmw0Li5DjAUA4NQ2QuxD/JuXLwEAoKY2Qux9/H3Mns5/bNS4tuPHefb0+DebAgAATmurOcHteBrzRiuuV9q/tgfX0WrMY+qSBQAA1MDLd+xqD2LUb0Xex6vgbl0AANTHntvOAgBAPb18dQIAAKgxIRYAgOQIsQAAJEeIBQAgOUIsAADJEWIBAEiOEAsAQHKEWAAAkrNxs4NeDMedaJZDW+bTGF7dxH05CAAAp1Dxjl1FuD2fDuPqRoQFAOC0KjUnaA8uoxnzeLgTYAEAOL0KIbYX3VYjYnYXKmEBAKiDV0PsshZ2Or4txwAAwGm9EmLVwgIAUD97Q6xaWAAA6mhPiFULCwBAPe0MsWphAQCoqx0hVi0sAAD19WKILWphswz7Ry0sAAD1U/GOXQAAUB97r04AAAB1JMQCAJAcIRYAgOQIsQAAJEeIBQAgOUIsAADJEWIBAEiOEAsAQHJevtlBexCjfisa5WBuPh3GlXvQAgBQA9shtjeMcacZs0k3+su7zpbjBFkAAOpgqzlB71czr3aN8TLA5m7HMZ1HNM4uyhEAAHA6L7eJbZzFely9iLNGlm3/PZTDAABwOlsh9rY/iVk0ozMexaCdj+nFcNyJ5nwavzUlAACgBl7u2JXpDcfRaZYDs0l0nxrIAgDAab3QnCCvec0D7Cwm3W50h9OYNzsxfqqZBQCA09oIse0YjDrRjDzA9mNR93p/E1fdvIlBI1rXg2wKAAA4rY0QW3Tgivm/WO/C9RD/5tnTVocvAAD4fBsh9jb+zLKnRiu6vWLMQq8brTzczv4UtbMAAHBCL3bsWuvUVXKjAwAA6mLn1QkAAKCuXrg6AQAA1JsQCwBAcoRYAACSI8QCAJAcIRYAgOQIsQAAJEeIBQAgOUIsAADJEWIBAEiOEAsAQHJ23Ha2F8NxJ5rl0NJs0o3+bTkAAAAnsl0T2x7EKAuw59NhdLvd4jGcxrz8MwAAnNpWiO11W9GYT+P3zX05BgAA6mUjxPbiVzNi/nAXIiwAAHWlYxcAAMkRYgEASM5GiH2If/OIxtlFOVxYtJMtXwMAwKlthNj7uHvIUmzzMgbtYkx7MIrO+dzVCQAAqI2t5gT3N1cxmTWi1R/HeDyO/tlddH8/lH8FAIDT23Gzgw35tWP7rXh0swMAAGpAxy4AAJIjxAIAkBwhFgCA5FRrEwsAADWiJhYAgOQIsQAAJEeIBQAgOUIsAADJEWIBAEiOEAsAQHKEWAAAkiPEAgCQHCEWAIDkCLEAACRHiAUAIDlCLAAAyRFiAQBIjhALAEByhFgAAJIjxAIAkBwhFgCA5AixAAAkR4gFACA5QiwAAMkRYgEASI4QCwBAcoRYAACSI8QCAJAcIRYAgOQIsQAAJEeIBQAgOUIsAADJEWIBAEiOEAsAQHKEWAAAkiPEAgCQHCEWAIDkCLEAACRHiAUAIDlCLAAAyRFiAQBIjhALAEByhFgAAJIjxAIAkBwhFgCA5AixAAAkR4gFACA5QiwAAMl5X4htD2I0Hsd4PIpBuxwHAAAf7I0hth2DURZeryPupvNyHAAAfI43hdjesB8XD8PoXt3EQzkOAAA+y5tC7G2/G1c39+UQAAB8Lh27AABIjhALAEByhFgAAJIjxAIAkBwhFgCA5AixAAAk5z8/f/78b/m6svZgFP1WoxzaMJ/G8OomXIALAICP8qYQCwAAp6Q5AQAAyRFiAQBIjhALAEByhFgAAJIjxAIAkBwhFgCA5AixAAAkR4gFACA5H3qzg607e7mbFwAAR/BhNbGLAHvxEMNuN7qLxyRmjVb0R4Nol9MAAMBbfOptZ4ua2Yjp8CpuVMcCAPBG2sQCAJCcTw2xF2d5+9jH+KsWFgCAd/i8ENsbRqeZPc/+xG0xBgAA3uRzQmwWYMd5gs2vTtAXYQEAeJ+PD7HtQYyKKtiYuLwWAABH8LEhNg+w/VY08gDb7WtGAADAUXxciBVgAQD4IB92ndjecFx05HqJO3cBAPAOn3qzAwAAOIbPu8QWAAAciRALAEByhFgAAJIjxAIAkBwhFgCA5AixAAAkR4gFACA5QiwAAMk57c0OesMYb97Wy928AAB4Rc3u2NWL4bgTTUEWAIA9atac4DbG03lE4ywuyjEAALBJm1gAAJJTrxDbHsR1qxHz6Thuy1EAALDp9G1is+A66reiUQ7GbBLdvggLAMBuNevYlV+wYByd5jymw6u40bMLAIAX1K5N7G1/ErNoxMVluxwDAADrdOwCACA5NQux7RiMOtGMWdxpSwAAwA4nbRPbHoyi33rq0rUwnw7jSoAFAGCP2nXsAgCA12gTCwBAcoRYAACSI8QCAJAcIRYAgOQIsQAAJEeIBQAgOUIsAADJEWIBAEhOYiG2F8PxOMbZYzRol+MAAPhukgqxvWEnmuVrAAC+r3RCbHsQl1mCnU0mMStHAQDwPSUSYtsxuG5FYzaJ/m05CgCAbyuJENseXEerMYuJBAsAQCaBENuLbqsR8+k4RFgAAHK1D7GLzlzzafy+uS/HAADw3dU7xPaG0WnOY/r7JkRYAACW/vPz58//lq9rpzccZyG2HNhhPh3GlVpaAIBvpdYh9mX5DQ86cS68AgB8W4lcYgsAAJ4lWBMLAMB3pyYWAIDkCLEAACRHiAUAIDlCLAAAyRFiAQBIjhALAEByhFgAAJIjxAIAkJyvcbOD3jDGnWY5sGoWk24/bsshAAC+hi8UYs9jOryKm/tyHAAAX5bmBAAAJEeIBQAgOV+4Taz2sAAAX9XXCLFb2jEY9aPVmGsnCwDwBX3R5gT3cfN7GvNoxMVluxwHAMBX8XXbxN7/jcfsqXF2UQwDAPBlfN0Q2/sVeSvZ2R+tYgEAvpqvGWLbgxjlHb1mk+jLsAAAX86X6NjVHoyi32qUQ4XZpCvAAgB8UV/06gQAAHxlbnYAAEByhFgAAJIjxAIAkBwhFgCA5AixAAAkR4gFACA5QiwAAMkRYgEASM43vNlBL4bjTjTLoYhZTLr9cHMvAIB0fKsQu7w9rVvSAgCk7fs0J2gP4lqABQD4Er5NiO11W9GYT2MswAIAJO+bNCdox2DUj9bjJCbRic5zg9iYT4dxdXNfDgEAkIJvUhN7EWeN7KnZiV9/utHtlo/JLBqtfowG7WIyAACS8L0usTWbrLeHve1HlmOjcXEZYiwAQDq+SYh9iH/z8iUAAMn7JiH2Pv4+Zk/nPzZqXNvx4zx7evybTQEAQCq+TXOC2/E05o1WXK+0f20PrqPVmMfUJQsAAJLyve7Y1R7EqN+KvI9Xwd26AABS9A1vOwsAQOq+19UJAAD4EoRYAACSI8QCAJAcIRYAgOQIsQAAJEeIBQAgOUIsAADJEWIBAEiOmx086cVw3IlmObRlPo3h1U3cl4MAAJyOEPuqItyeT4dxdSPCAgDUgeYEr2gPLqMZ83i4E2ABAOpCiN2rF91WI2J2FyphAQDqQ4jdY1kLOx3flmMAAKgDIXYntbAAAHUlxO6gFhYAoL6E2BephQUAqDMh9gVqYQEA6k2I3aIWFgCg7oTYDUUtbJZh/6iFBQCoK3fsAgAgOWpiAQBIjhALAEByhFgAAJIjxAIAkBwhFgCA5AixAAAkR4gFACA5QiwAAMlxs4O3aA9i1G9FoxzMzafDuHKfWgCATyHEHqo3jHGnGbNJN/rLO9OW4wRZAIDPoTnBgXq/mnm1a4yXATZ3O47pPKJxdlGOAADgIwmxb9E4i/W4ehFnjSzb/nsohwEA+EhC7IFu+5OYRTM641EM2vmYXgzHnWjOp/FbUwIAgE+hTewb9Ybj6DTLgdkkuk8NZAEA+GhqYg+W17zmAXYWk243usNpzJudGD/VzAIA8NGE2IO0YzDqRDPyANuPRd3r/U1cdfMmBo1oXQ+yKQAA+GhC7EGKDlwx/xfrXbge4t88e9rq8AUAwEcQYg9yG39m2VOjFd1eMWah141WHm5nf4raWQAAPpSOXW+w1qmr5EYHAACfR4gFACA5mhMAAJAcIRYAgOQIsQAAJEeIBQAgOUIsAADJEWIBAEiOEAsAQHKEWAAAkiPEAgCQHCEWAIDkCLEAACRHiAUAIDlCLAAAyRFiAQBIjhALAEByhFgAAJIjxAIAkBwhFgCA5AixAAAkR4gFACA5QiwAAMkRYgEASI4QCwBAcoRYAACSI8QCAJAcIRYAgOQIsQAAJEeIBQAgOUIsAADJEWIBAEiOEAsAQHKEWAAAkiPEAgCQHCEWAIDkCLEAACRHiAUAIDlCLAAAyRFiAQBIjhALAEByhFgAAJIjxAIAkBwhFgCA5AixAAAkR4gFACA5QiwAAMkRYgEASM5/fv78+d/ydbragxj1W9EoB2M+jeHVTdyXgwAAfC1foyb2/iauut3oZo/JrByXhF4Mx+MYDdrlMAAAVWyE2CJUjcfD7NWKvKbzpfGk42kdPj+EZwAgVTtqYpvxayWtti8vnk/Vk57eMMb9VjxOitrqxWMyi0arL8gCAElabxO7aFt6EQ/Tx2id/Ylu/zYfGYPRdcRDNq4VMen2Ix+71Q415jEdXsXNoiFqXqPbyaLw6rjcrvGvycvQj9Zzo9ed/98bjqNzvqtN7J73Wc778C7O+s9l/NvN3q+ZT7r6nvvL0x6Mon/xkE3/N7qL+S3Mp8O4yiZa/P35n7csp3tWLrc3tvV9eZmU8/A4KdczAEA6Xq6JvfsTs+ZlLCrpet0s6NzFzd2/LKqdx49FxV0WqrJc+3tZq7doi9qIVn9U/E8Wc/vDaTZ9Nq77XKXbG74lwOYBrgxb5Wdlb73yWVVVe5+L68v4NxzGdN7IXo+iE9n0eUPbxkVcLue9SnkareiP8/cql1FZ8znMFsf9zVX5v5PIm/DmoXX5XvljPcBmer+KIPxUhjdonMVF+bJwEWdZjp7/eyiHAQDSsaM5wW38yULpRZaYer+aMfuzWVOXhdSNGsHbcRFa8/9ZyDtb5eGv2VkEt/yUdl6jOZscEmDzWs3LLMDNYrJSW3h/83sRMlcD8muqvU8jGnlgL8vXaDyuTN+IsywFHlKetXm9zQ4Msqfz4ijgMOX/xvwh7g5Ydku3/TwsN6MzXgbt55rd34esDACAmlgPsRdnWVR7jL9ZrslDaVxcx2VzFlsZ9iX3f7P/3HDbX1wtoNkZx7hIsHHYmet2XF40sv/7UzRheHIff/MPO/+RTVHF6++ztBbY5/9itZ6yf3tIeSout0qyg4a8lvYNTQkKxf8XteV5p64swGbr4u3vBwBwWjtqYjP3d1mAywLbdLwS2IrayFzernO1p/siGBV/WlPUAubWay+rKU5557W5659VtlOtrG7v89nymte8jNk6yMNw3tRjMQ+HNskAAKiH3SE27uPm6oX2mZllx6TZam/3sn3nurzzUH7aehazeTM6o0HFmtOlh/g3z57yWsOnz1l5VK5JfP19qjlWeT5TuQ7yg4hlp7zFdXXz9dWI1vWh6wQA4PTWQmz7x3n5arenU+rzaYxfqVhtD66j1ZjH9Hc/+ndZxG204vqgqr9Dmw3scpz3GfaOVZ6lIhQ3ltXbOxU1qeODDwJyZe3xRtOIp0C+1eELAKD+9tTEbijbvGY5qghyqz3lFxfS32hO0Bsuamvn099F56ayfWyjdX3QKexFh7G8p/+id9jb1e19CmUoXl4JYpd3XZ0g76SXPWVlXut3ll91Ig+3W+17AQDqr3qIXXHbLy5BVXQSyh79s7hbbU6Qh9pFI9FZ3K00Ryjax+b/d0BbzOWp7xfaoS5z5Gr73MXH5iGzHH66mH+F96nkWO9T2lqW2WPrBgTvvjpBcTveRQe7ZXmzBbW4tNfB7ZQBAE5v/WYHAACQgDfVxAIAwCkJsQAAJEeIBQAgOdrEArwg7wD5mvz60ACchppYAACSI8QCAJCYiP8fAR5agkpun54AAAAASUVORK5CYII=)

**Задание 2**

Создать текстовый файл, содержащий некоторую информацию. Используя стек, создать другой текстовый файл, в котором строки были бы записаны в обратном порядке.

**Код:**

#include <iostream>

#include <string>

#include <fstream>

using namespace std;

struct Node {

    string val;

    Node\* next;

    Node(string \_val) : val(\_val), next(nullptr) {}

};

struct stack {

    Node\* first;

    stack() : first(nullptr) {}

    bool is\_empty() {

        return first == nullptr;

    }

    void add(string \_valToAdd) {

        Node\* p = new Node(\_valToAdd);

        if (is\_empty()) {

            first = p;

            return;

        }

        p->next = first;

        first = p;

    }

    ~stack() {

        while (first != NULL) {

            Node \*temp = first->next;

            delete first;

            first = temp;

        }

    }

};

int main() {

    stack st;

    string PATH\_begin = "file2\_begin.txt";

    string PATH\_end = "file2\_end.txt";

    ofstream file\_begin\_out;

    ofstream file\_end\_out;

    ifstream file\_begin\_in;

    file\_begin\_out.open(PATH\_begin, ios\_base::out);

    file\_begin\_out << "One\nTwo\nThree\nFour\nFive\nSix\nSeven\nEight\nNine\nTen";

    file\_begin\_out.close();

    file\_begin\_in.open(PATH\_begin, ios\_base::in);

    string s;

    while (getline(file\_begin\_in, s)) {

        st.add(s);

    }

    file\_begin\_in.close();

    file\_end\_out.open(PATH\_end, ios\_base::out);

    Node\* p = st.first;

    while (p) {

        file\_end\_out << p->val << "\n";

        p = p->next;

    }

}
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**Задание 3**

Написать программу, содержащую процедуры формирования и просмотра списка и функцию, подсчитывающую количество слов списка, которые начинаются и оканчиваются одной и той же литерой.

**Код:**

#include <iostream>

#include <string>

using namespace std;

struct Node {

    string val;

    Node\* next;

    Node(string \_val) : val(\_val), next(nullptr) {}

};

struct list {

    Node\* first;

    Node\* last;

    list() : first(nullptr), last(nullptr) {}

    bool is\_empty() {

        return first == nullptr;

    }

    void push\_back(string \_val) {

        Node\* p = new Node(\_val);

        if (is\_empty()) {

            first = p;

            last = p;

            return;

        }

        last->next = p;

        last = p;

    }

    void print() {

        if (is\_empty()) return;

        Node\* p = first;

        cout << "List: ";

        while (p) {

            cout << p->val << " ";

            p = p->next;

        }

        cout << endl;

    }

    Node\* operator[] (const int index) {

        if (is\_empty()) return nullptr;

        Node\* p = first;

        for (int i = 0; i < index; i++) {

            p = p->next;

            if (!p) return nullptr;

        }

        return p;

    }

    ~list() {

        while (first != NULL) {

            Node \*temp = first->next;

            delete first;

            first = temp;

        }

    }

};

void task3(list l) {

    int i = 0, k = 0;

    while (l[i] != nullptr) {

        if ((l[i]->val)[0] == (l[i]->val)[(l[i]->val).length() - 1]) {

            k++;

        }

        i++;

    }

    cout << "The number of words in the list that begin with the same letter as they end: " << k << endl;

}

int main() {

    list l;

    string data;

    cout << "Enter the values you need to write to the list. To stop recording write 'q':" << endl;

    while (1) {

        cin >> data;

        if (data == "q") {

            break;

        }

        l.push\_back(data);

    }

    l.print();

    if (l.is\_empty()) {

        cout << "The list is empty." << endl;

    }

    else {

        task3(l);

    }

}
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**Задание 4**

Написать программу, содержащую процедуру, которая меняет местами первый и последний элементы непустого списка. Если элементы не найдены, то выдать на экран соответствующие сообщение.

**Код:**

#include <iostream>

#include <string>

using namespace std;

struct Node {

    string val;

    Node\* next;

    Node(string \_val) : val(\_val), next(nullptr) {}

};

struct list {

    Node\* first;

    Node\* last;

    list() : first(nullptr), last(nullptr) {}

    bool is\_empty() {

        return first == nullptr;

    }

    void push\_back(string \_val) {

        Node\* p = new Node(\_val);

        if (is\_empty()) {

            first = p;

            last = p;

            return;

        }

        last->next = p;

        last = p;

    }

    void print() {

        if (is\_empty()) return;

        Node\* p = first;

        cout << "List: ";

        while (p) {

            cout << p->val << " ";

            p = p->next;

        }

        cout << endl;

    }

    ~list() {

        while (first != NULL) {

            Node \*temp = first->next;

            delete first;

            first = temp;

        }

    }

};

int main() {

    list l;

    string data;

    cout << "Enter the values you need to write to the list. To stop recording write 'q':" << endl;

    while (1) {

        cin >> data;

        if (data == "q") {

            break;

        }

        l.push\_back(data);

    }

    l.print();

    if (l.is\_empty()) {

        cout << "The list is empty." << endl;

    }

    else {

        Node\* buffer = new Node(l.first->val);

        l.first->val = l.last->val;

        l.last->val = buffer->val;

        delete buffer;

        cout << endl;

        l.print();

    }

}
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**Задание 5**

Написать программу, содержащую процедуру удаления из заданного списка все вхождения элемента с заданным значением информационной части.

**Код:**

#include <iostream>

#include <string>

using namespace std;

struct Node {

    string val;

    Node\* next;

    Node(string \_val) : val(\_val), next(nullptr) {}

};

struct list {

    Node\* first;

    Node\* last;

    list() : first(nullptr), last(nullptr) {}

    bool is\_empty() {

        return first == nullptr;

    }

    void push\_back(string \_val) {

        Node\* p = new Node(\_val);

        if (is\_empty()) {

            first = p;

            last = p;

            return;

        }

        last->next = p;

        last = p;

    }

    void print() {

        if (is\_empty()) {

            cout << "List is empty.";

            return;

        }

        Node\* p = first;

        cout << "List: ";

        while (p) {

            cout << p->val << " ";

            p = p->next;

        }

        cout << endl;

    }

    void remove\_first() {

        if (is\_empty()) return;

        Node\* p = first;

        first = p->next;

        delete p;

    }

    Node\* operator[] (const int index) {

        if (is\_empty()) return nullptr;

        Node\* p = first;

        for (int i = 0; i < index; i++) {

            p = p->next;

            if (!p) return nullptr;

        }

        return p;

    }

    ~list() {

        while (first != NULL) {

            Node \*temp = first->next;

            delete first;

            first = temp;

        }

    }

};

int main () {

    list l;

    string data;

    cout << "Enter the values you need to write to the list. To stop recording write 'q':" << endl;

    while (1) {

        cin >> data;

        if (data == "q") {

            break;

        }

        l.push\_back(data);

    }

    l.print();

    cout << "Enter the value of the element you want to remove." << endl;

    cin >> data;

    if (l.is\_empty()) {

        cout << "The list is empty." << endl;

    }

    else {

        int  i = 0;

        while (l[i] != nullptr) {

            if (l[0]->val == data) {

                l.remove\_first();

                continue;

            }

            if (l[i]->val == data) {

                Node\* p = l[i];

                l[i - 1]->next = l[i]->next;

                delete p;

            }

            else {

                i++;

            }

        }

    }

    l.print();

}

**![](data:image/png;base64,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)**

**Вывод:** приобрел навыки работы с динамической памятью и указателями на C. Изучил принципы работы с динамическими структурами данных: списками и деревьями.