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**Цель:** научиться создавать приложения с использованием апплетов.

**Ход работы**

**Задание 1**

Смоделировать работу световой колонны, управ­ляемой с помощью кнопок состояния системы.

import tkinter as tk  
  
  
class TrafficLight:  
 def \_\_init\_\_(self, master):  
![](data:image/png;base64,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) self.master = master  
 master.title("1")  
  
 self.column\_frame = tk.Frame(master)  
 self.column\_frame.pack()  
  
 self.red\_light = tk.Label(self.column\_frame, width=10, height=5, bg="white")  
 self.yellow\_light = tk.Label(self.column\_frame,width=10, height=5, bg="white")  
 self.green\_light = tk.Label(self.column\_frame, width=10, height=5, bg="white")  
  
 self.red\_light.grid(row=0, column=0, padx=10, pady=10)  
 self.yellow\_light.grid(row=1, column=0, padx=10, pady=10)  
 self.green\_light.grid(row=2, column=0, padx=10, pady=10)  
  
 self.button\_frame = tk.Frame(master)  
 self.button\_frame.pack()  
  
 button\_width = 10  
 button\_height = 2  
  
 self.red\_button = tk.Button(self.button\_frame, text="Красный", command=lambda: self.change\_color("red"), width=button\_width, height=button\_height)  
 self.yellow\_button = tk.Button(self.button\_frame, text="Жёлтый", command=lambda: self.change\_color("yellow"), width=button\_width, height=button\_height)  
 self.green\_button = tk.Button(self.button\_frame, text="Зелёный", command=lambda: self.change\_color("green"), width=button\_width, height=button\_height)  
  
 self.red\_button.grid(row=0, column=0, pady=10)  
 self.yellow\_button.grid(row=1, column=0, pady=10)  
 self.green\_button.grid(row=2, column=0, pady=10)  
  
 def change\_color(self, color):  
 self.red\_light.config(bg="white")  
 self.yellow\_light.config(bg="white")  
 self.green\_light.config(bg="white")  
  
 if color == "red":  
 self.red\_light.config(bg="red")  
 elif color == "yellow":  
 self.yellow\_light.config(bg="yellow")  
 elif color == "green":  
 self.green\_light.config(bg="green")  
  
  
root = tk.Tk()  
traffic\_light\_app = TrafficLight(root)  
root.mainloop()

**Задание 2**

Смоделировать работу любого из светодиодов, управляемой с помощью одной кнопки «Вкл/Выкл»
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 self.led\_canvas.itemconfig(self.led, fill="gray")  
 self.led\_status.set(0)  
  
  
root = tk.Tk()  
led\_app = LEDApp(root)  
root.mainloop()

**Задание 3**

Смена формы фигуры. Создать фигуру и три кнопки. Нажатие на каждую из них кнопок должно приводить к смене формы фигуры. Надписи на кнопках должны соответствовать выполняемым действиям.

**Задание 4**

Смоделируйте движение фигуры влево/вправо при нажатии кнопок.

import tkinter as tk  
  
  
class ShapeManager:  
 def \_\_init\_\_(self, master):  
 self.master = master  
 master.title("3-4")![](data:image/png;base64,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)  
  
 self.x\_position = 100  
 self.current\_shape = "rectangle"  
  
 self.canvas = tk.Canvas(master, width=400, height=250)  
 self.canvas.pack()  
  
 self.shape = self.create\_shape(self.x\_position, 50, self.current\_shape)  
  
 shape\_buttons\_frame = tk.Frame(master)  
 shape\_buttons\_frame.pack()  
  
 self.rectangle\_button = tk.Button(shape\_buttons\_frame, text="Прямоугольник",  
 command=lambda: self.change\_shape("rectangle"))  
 self.oval\_button = tk.Button(shape\_buttons\_frame, text="Овал",  
 command=lambda: self.change\_shape("oval"))  
 self.triangle\_button = tk.Button(shape\_buttons\_frame, text="Треугольник",  
 command=lambda: self.change\_shape("triangle"))  
  
 self.rectangle\_button.pack(side=tk.LEFT)  
 self.oval\_button.pack(side=tk.LEFT)  
 self.triangle\_button.pack(side=tk.LEFT)  
  
 move\_buttons\_frame = tk.Frame(master)  
 move\_buttons\_frame.pack()  
  
 self.move\_left\_button = tk.Button(move\_buttons\_frame, text="Влево",  
 command=lambda: self.move\_shape("left"))  
 self.move\_right\_button = tk.Button(move\_buttons\_frame, text="Вправо",  
 command=lambda: self.move\_shape("right"))  
  
 self.move\_left\_button.pack(side=tk.LEFT)  
 self.move\_right\_button.pack(side=tk.LEFT)  
  
 def clear\_canvas(self):  
 self.canvas.delete("all")  
  
 def create\_shape(self, x, y, shape\_type):  
 if shape\_type == "rectangle":  
 return self.canvas.create\_rectangle(x, y, x + 200, y + 150,  
 outline="black", fill="", width=2)  
 elif shape\_type == "oval":  
 return self.canvas.create\_oval(x, y, x + 200, y + 150,  
 outline="black", fill="", width=2)  
 elif shape\_type == "triangle":  
 return self.canvas.create\_polygon(x + 100, y, x + 200, y + 150, x, y + 150,  
 outline="black", fill="", width=2)  
  
 def move\_shape(self, direction):  
 self.clear\_canvas()  
  
 if direction == "left":  
 self.x\_position -= 20  
 elif direction == "right":  
 self.x\_position += 20  
  
 self.shape = self.create\_shape(self.x\_position, 50, self.current\_shape)  
  
 def change\_shape(self, new\_shape):  
 self.clear\_canvas()  
 self.current\_shape = new\_shape  
 self.shape = self.create\_shape(self.x\_position, 50, new\_shape)  
  
  
root = tk.Tk()  
shape\_manager = ShapeManager(root)  
root.mainloop()

**Задание 5**

Смоделируйте постепенное надувание шарика, ![](data:image/png;base64,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)сохраняя нижнюю точку неподвижной.

import tkinter as tk

class InflatableBallApp:

def \_\_init\_\_(self, master):

self.master = master

master.title("5")

self.radius = 10

self.centerY = 100

self.canvas = tk.Canvas(master, width=200, height=150)

self.canvas.pack()

self.ball = self.canvas.create\_oval(100 - self.radius, self.centerY - self.radius,

100 + self.radius, self.centerY + self.radius,

fill="#FFC0CB", outline="")

self.inflate\_button = tk.Button(master, text="Надуть шарик", command=self.inflate\_ball)

self.inflate\_button.pack()

def inflate\_ball(self):

if self.radius < 50:

self.radius += 1

self.centerY -= 1

self.canvas.delete(self.ball)

self.ball = self.canvas.create\_oval(100 - self.radius, self.centerY - self.radius,

100 + self.radius, self.centerY + self.radius,

fill="#FFC0CB", outline="")

self.canvas.update()

self.canvas.after(100, self.inflate\_ball)

root = tk.Tk()

app = InflatableBallApp(root)

root.mainloop()

**Вывод:** в ходе лабораторной работы я научился создавать приложения с графическим интерфейсом.