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1. Сколько положительных целых чисел, меньших *1001*, делятся на *2*, *3* или *5*?

Пусть множество А – множество целых положительных чисел меньших 1001, которые делятся на 2 и 3; В – множество целых положительных чисел меньших 1001, которые делятся на 5. Вычислим мощность множества А: число, входящее в это множество должно делится и на 2, и на 3, то есть оно должно делится на 6; 1001/6 = 166 (ост. 5); мощность множества А равна 166. Вычислим мощность множества В: 1001/5 = 200 (ост. 1); мощность множества В равна 200. Также вычислим количество всех чисел, которые делятся и на 2, и на 3, и на 5: число, входящее в это множество должно делится и на 2, и на 3, и на 5, то есть оно должно делится на 30; 1001/30 = 33 (ост. 11); количество таких чисел равно 33. Используя формулу включений и исключений, найдем мощность пересечения множеств А и В: 166 + 200 – 33 = 333. Ответ: 333.

1. Сколькими способами можно расставить в ряд для фотографирования пять мальчиков и шесть девочек, если ни две девочки, ни два мальчика не должны стоять рядом?

Возможна только одна схема расстановки мальчиков и девочек: по очереди ставить девочек и мальчиков, причем девочки занимают первое и последние места в ряду, в противном случае девочки будут стоять возле девочек или мальчики будут стоять возле мальчиков, что невозможно по условию. Таким образом, чтобы посчитать общее количество вариантов расстановок, нужно посчитать отдельно количество перестановок девочек (6!) и мальчиков (5!), а потом применить правило умножения (6! \* 5!). Ответ: 6! \* 5!.

1. В зоомагазине продаются *5* черепах, *7* ящериц и *12* мышей. Сколько существует способов выбрать себе *2* черепахи, *3* ящерицы и *5* мышей?

Использую формулы сочетания и правила умножения найдем искомый результат:

Ответ:

1. Решить линейное однородное рекуррентное соотношение *2-го* порядка:  
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Код:

def a(n):

    if n == 0:

        return 2

    if n == 1:

        return 6

    return -2\*a(n-1) - a(n-2)

print(a(5))

Вывод: 38.

1. Разложить ![](data:image/x-wmf;base64,183GmgAAAAAAAAAFQAIACQAAAABRWQEACQAAAzEBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAIABRIAAAAmBg8AGgD/////AAAQAAAAwP///7f////ABAAA9wEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIg/wAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A6LHzd/Gx83cgQPV3xQlmXAQAAAAtAQAACAAAADIK9ABKBAEAAAA5eRwAAAD7AoD+AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgDosfN38bHzdyBA9XfFCWZcBAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABsgMBAAAAKXkIAAAAMgqgATQAAQAAACh5HAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAOix83fxsfN3IED1d8UJZlwEAAAALQEAAAQAAADwAQEACAAAADIKoAHsAgEAAABieQgAAAAyCqABvgABAAAAYXkcAAAA+wKA/gAAAAAAAJABAAAAAgACABBTeW1ib2wAAMAHCjY88RIA6LHzd/Gx83cgQPV3xQlmXAQAAAAtAQEABAAAAPABAAAIAAAAMgqgAdIBAQAAACt5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AXMUJZlwAAAoAIQCKAQAAAAAAAAAAVPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

Программа 1 (1):

import time

start\_time = time.time()

def lex(count, pos, p, used):

    if pos == count:

        for i in range(count):

            print(str[p[i]], end='')

        print('')

    for i in range(count):

        if not used[i]:

            used[i] = True

            p[pos] = i

            lex(count, pos + 1, p, used)

            p[pos] = 0

            used[i] = False

def antylex(count, pos, p, used):

    if pos == -1:

        for i in range(count - 1, -1, -1):

            print(str[p[i]], end='')

        print('')

    for i in range(count - 1, -1, -1):

        if not used[i]:

            used[i] = True

            p[pos] = i

            antylex(count, pos - 1, p, used)

            p[pos] = 0

            used[i] = False

str = input()

count = len(str)

p = [0 for i in range(count)]

used = [False for i in range(count)]

print("Lexicographic permutation:")

lex(count, 0, p, used)

print("Antilexicographic permutation:")

antylex(count, count-1, p, used)

print("--- %s seconds ---" % (time.time() - start\_time))
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Программа 1 (1):

import time

start\_time = time.time()

def next\_permutation(sequence, compare) -> bool:

    count = len(sequence)

    i = count

    # Этап № 1

    while True:

        if i < 2:

            return False # Перебор закончен

        i -= 1

        if compare(sequence[i - 1], sequence[i]):

            break

    # Этап № 2

    j = count

    while j > i and not compare(sequence[i - 1], sequence[j - 1]):

        j -= 1

    sequence[i - 1], sequence[j - 1] = sequence[j - 1], sequence[i - 1]

    # Этап № 3

    j = count

    while i < j - 1:

        j -= 1

        sequence[i], sequence[j] = sequence[j], sequence[i]

        i += 1

    return True

def less(value\_0, value\_1) -> bool:

    return value\_0 < value\_1

def greater(value\_0, value\_1) -> bool:

    return value\_0 > value\_1

count = int(input())

sequence = list(range(1, count + 1))

print("Lexicographic permutation:")

permutation\_found = True

while permutation\_found:

    print(sequence)

    permutation\_found = next\_permutation(sequence, less)

print("Antilexicographic permutation:")

permutation\_found = True

while permutation\_found:

    print(sequence)

    permutation\_found = next\_permutation(sequence, greater)

print("--- %s seconds ---" % (time.time() - start\_time))
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Программа 2:

permutations = []

def lex(count, pos, p, used):

    global permutations

    if pos == count:

        s = ''

        for i in range(count):

            s += str[p[i]]

        permutations.append(s)

    for i in range(count):

        if not used[i]:

            used[i] = True

            p[pos] = i

            lex(count, pos + 1, p, used)

            p[pos] = 0

            used[i] = False

print("Enter the string: ")

str = input()

count = len(str)

p = [0 for i in range(count)]

used = [False for i in range(count)]

lex(count, 0, p, used)

print("Enter the subset power: ")

k = int(input())

for i in range(len(permutations)):

    permutations[i] = permutations[i][:k]

permutations\_k = []

for item in permutations:

    if item not in permutations\_k:

        permutations\_k.append(item)

print(\*permutations\_k)

![](data:image/png;base64,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)