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**1. Project Overview**

In our project, we're building a compiler for a language that's similar to C/C++. We're using Lex and Yacc to make this happen. Our main goals are to break down the source code into small chunks called tokens, create a structured code's grammar, carefully check the meaning of the code, and finally, produce a kind of code that's easier for computers to work with.

**2. Tools & Technologies**

Lexical Analysis: Flex

Parsing: Bison

GUI: Python (PyQt5 library)

**3. List of tokens and a description of each**

|  |  |
| --- | --- |
| **Token** | **Description** |
| **PRINT** | Represents the "print" command |
| **CONSTANT** | Indicates a constant value |
| **EXIT** | Represents the "exit" command |
| **BOOL\_DATA\_TYPE** | Denotes the Boolean data type |
| **STRING\_DATA\_TYPE** | Denotes the string data type |
| **INTEGER\_DATA\_TYPE** | Denotes the integer data type |
| **FLOAT\_DATA\_TYPE** | Denotes the floating-point data type |
| **VOID\_DATA\_TYPE** | Denotes the void data type |
| **IF** | Indicates the "if" control flow statement |
| **ELSE** | Indicates the "else" control flow statement |
| **FOR** | Indicates the "for" control flow statement |
| **WHILE** | Indicates the "while" control flow statement |
| **REPEAT** | Indicates the "repeat" control flow statement |
| **UNTIL** | Indicates the "until" control flow statement |
| **SWITCH** | Indicates the "switch" control flow statement |
| **CASE** | Indicates the "case" control flow statement |
| **DEFAULT** | Indicates the "default" control flow statement |
| **CONTINUE** | Indicates the "continue" control flow statement |
| **BREAK** | Indicates the "break" control flow statement |
| **RETURN** | Indicates the "return" control flow statement |
| **ENUM** | Indicates the "Enum" keyword |
| **SHIFT\_LEFT** | Represents the bitwise left shift operator |
| **SHIFT\_RIGHT** | Represents the bitwise right shift operator |
| **LT** | Represents the less than comparison operator |
| **GT** | Represents the greater than comparison operator |
| **LEQ** | Represents the less than or equal to comparison operator |
| **GEQ** | Represents the greater than or equal to comparison operator |
| **EQ** | Represents the equality comparison operator |
| **NEQ** | Represents the inequality comparison operator |
| **AND** | Represents the logical AND operator |
| **OR** | Represents the logical OR operator |
| **NOT** | Represents the logical NOT operator |
| **Bitwise Operator** | Represents various bitwise operators |
| **End Of Statement** | Represents the end of a statement |
| **Arithmetic Operator** | Represents various arithmetic operators |
| **Punctuators** | Represents various punctuators like parentheses, braces, etc. |
| **TRUE\_VALUE** | Represents the Boolean value true |
| **FALSE\_VALUE** | Represents the Boolean value false |
| **Identifier** | Represents an identifier (variable name) |
| **Integer Value** | Represents an integer value |
| **Float Value** | Represents a floating-point value |
| **String Value** | Represents a string value |
| **In Line Comment** | Indicates an inline comment |
| **Multi Line Comment** | Indicates a multi-line comment |
| **Un Expected Token** | Represents an unexpected token, triggering an error message |

**4. List of quadruples and a description of each**
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