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## **Цель работы**

Цель задания:

Разработать гибкую систему управления и отображения игры с использованием шаблонных классов. Создать модульную архитектуру, позволяющую легко изменять способы ввода команд и отрисовки, не затрагивая основную логику игры. Реализовать шаблонный класс управления, преобразующий ввод в команды и вызывающий методы игры, а также шаблонный класс отображения, реагирующий на изменения игры. Дополнительно разработать класс обработки ввода, считывающий символы из терминала и преобразующий их в команды, с проверкой корректности настроек. Создать класс отрисовки поля и обеспечить модульность системы, разделяя управление и отрисовку. Цель — создать расширяемую систему с удобной заменой способов ввода и отображения.

## **Задание**

1. Создать шаблонный класс управления игрой. Данный класс должен содержать ссылку на игру. В качестве параметра шаблона должен указываться класс, который определяет способ ввода команда, и переводящий введенную информацию в команду. Класс управления игрой, должен получать команду для выполнения, и вызывать соответствующий метод класса игры.
2. Создать шаблонный класс отображения игры. Данный класс реагирует на изменения в игре, и производит отрисовку игры. То, как происходит отрисовка игры определяется классом переданном в качестве параметра шаблона.
3. Реализовать класс считывающий ввод пользователя из терминала и преобразующий ввод в команду. Соответствие команды введенному символу должно задаваться из файла. Если невозможно считать из файла, то управление задается по умолчанию.
4. Реализовать класс, отвечающий за отрисовку поля.

**Примечание:**

* Класс отслеживания и класс отрисовки рекомендуется делать отдельными сущностями. Таким образом, класс отслеживания инициализирует отрисовку, и при необходимости можно заменить отрисовку (например, на GUI) без изменения самого отслеживания
* После считывания клавиши, считанный символ должен сразу обрабатываться, и далее работа должна проводить с сущностью, которая представляет команду.
* Для представления команды можно разработать системы классов или использовать перечисление enum.
* Хорошей практикой является создание “прослойки” между считыванием/обработкой команды и классом игры, которая сопоставляет команду и вызываемым методом игры. Существуют альтернативные решения без явной “прослойки”
* При считывания управления необходимо делать проверку, что на все команды назначена клавиша, что на одну клавишу не назначено две команды, что на одну команду не назначено две клавиши.

## **Выполнение работы**

Был реализован шаблонный класс контроля игры GameContr, который отвечает за ввод и вывод. Имеет поля:

IHandler Inner – класс для ввода

OHandler Outer – класс для вывода

Game\* game – ссылка на класс игры

а так же методы:

GameContr(Game\* NewGame) – инициализатор класса

void Start() – метод для считывания информации о полях и кораблях и начала игры.

void MainCycle() – вызывает PlayerMove и выводит информацию о победе или поражении в раунде.

void PlayerMove() – считывает необходимую информацию для действий игрока и вызывает соответствующие метода класса Game

Класс ConsoleIn, который подаётся в GameContr как класс ввода

Поля:

std::map<char, Command> commands – словарь хранящий команды и ключи к ним

std::map<Command, char> reversedComms – словарь, хранящий символы и команды, которые им соответсвуют

Методы:

void setDefaultComms() – устанавливает базовые ключи для команд, если не получилось загрузить их из файла

Command strToComm(const std::string& str) – преобразует строку в команду

void Init(const std::string Settings) – устанавливает ключи для каждой команды

Command readCommand() – считывает команду, введённую игроком

int requestSize() – считывает число

std::map<Command, char> SendComms() – возвращает поле reversedComms для класса ConsoleOut

std::string requestFileName() – считывает название файла

std::tuple<int,int> requestCords() – считывает координаты или размеры поля

std::tuple<int, char,int,int> requestShip() – считывает информацию, необходимую для корабля

Аналогично классу ConsoleIn, реализован класс ConsoleOut

Поля:

std::map<Command, char> Commands – словарь, который хранит символы для каждой команды

Методы:

    void GetComms(std::map<Command, char> Comms) – получает словарь команд

    void Attack() – выводит сообщение об атаке

    void File() – выводит сообщение о файле

    void ShowFields(Game\* game) – выводит поля

    void FieldSize() – выводит сообщение о размерах поля

    void ShipsInitFirst() – вывод сообщения о первой части ввода кораблей

    void ShipsInitSecond() – вывод сообщения о второй части ввода кораблей

    void ImproperShip(int a) – выводит сообщение, если корабль имеет некорректное положение

    void Start() – выводит начальное сообщение

    void Spell(Game\* game) – выводит информацию о способности

    void VOD(int state) – выводит сообщение о победе или поражении

    void Actions() – выводит сообщение о действии игрока

Разработанный программный код см. в приложении А.

## **Тестирование**

Для проверки корректной работы программы, была проверена работоспособность класса игры и класса состояния игры. Было протестировано несколько раундов игры с загрузкой и сохранением.

![](data:image/png;base64,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)

## **Выводы**

Была разработана модульная система управления и отображения игры с использованием шаблонных классов, обеспечивающую гибкость и легкость расширения. Система должна поддерживать изменение способов ввода команд и отрисовки без изменения основной логики игры, а также включать обработку пользовательского ввода, проверку настроек и независимую отрисовку игрового поля.

**Приложение А  
Исходный код программы**

Название файла: main.cpp

#include "Game.h"

int main(){

    Game Match;

    while(true){

        if(Match.newGame() != 0){

            break;

        }

        Match.Restart();

    }

}

Название файла: Map.cpp

#include "Map.h"

        void Map::Fill\_Map(const int\* cors){

            size=new int[2];

            size[0]=cors[0];

            size[1]=cors[1];

            std::vector<Sector> tmp;

            for(int j=0; j < cors[0]; j++){

                for(int i = 0; i < cors[1]; i++){

                    tmp.push\_back(unknown);

                }

                field.push\_back(tmp);

                FoggedField.push\_back(tmp);

                tmp.clear();

            }

        }

        void Map::LoadMapLine(std::string line, bool which, int index){

            if(which){

                for(int i=0; i<line.length(); i++){

                    switch (line[i])

                    {

                    case '1':

                        field[i][index] = ship;

                        break;

                    case '0':

                        field[i][index] =  blank;

                    case '\*':

                        field[i][index] = unknown;

                    default:

                        break;

                    }

                }

            }

            else{

                 for(int i=0; i<line.length(); i++){

                    switch (line[i])

                    {

                    case '1':

                        FoggedField[i][index] = ship;

                        break;

                    case '0':

                        FoggedField[i][index] =  blank;

                    case '\*':

                        FoggedField[i][index] = unknown;

                    default:

                        break;

                    }

                }}

        }

        void Map::Show(){

            for(int i=0; i<size[1]; i++){

                std::cout<<getMapLine(i, 1);

            }

        }

        void Map::ShowFogged(){

            for(int i=0; i<size[1]; i++){

                std::cout<<getMapLine(i, 0);

            }

        }

        bool Map::CheckShip(ShipInfo boat, int length){

            int X=boat.x;

            int Y=boat.y;

            for(int i=0; i<length; i++){

                if(boat.ori == 'r'){

                    if (i+X>=size[0] or i+X<0 or Y>=size[1] or Y<0){

                        return false;

                    }

                    if (0<=X+1+i and X+1+i<size[0]){

                        if(field[X+1+i][Y]==ship){return false;}}

                    if (i==0){

                        if(X-1>=0){

                            if(field[X-1][Y]==ship){return false;}}}

                    if (0<=X-1 and X-1<size[0]){

                        if(field[X+i][Y-1]==ship){return false;}}

                    if (0<=X+1 and X+1<size[0]){

                        if(field[X+i][Y+1]==ship){return false;}}

                }

                else{

                    if (i+Y>=size[1] or i+Y<0 or X>=size[0] or X<0){

                        return false;

                    }

                    if (0<=Y+1+i and Y+1+i<size[1]){

                        if(field.at(X).at(Y+i+1)==ship){return false;}}

                    if (i==0){

                        if(X-1>=0){

                            if(field.at(X)[Y-1]==ship){return false;}}}

                    if (0<=X-1 and X-1<size[0]){

                        if(field[X-1][Y+i]==ship){return false;}}

                    if (0<=X+1 and X+1<size[0]){

                        if(field[X+1][Y+i]==ship){return false;}}

                }

            }

            return true;

        }

        void Map::ShipIsNoMore(std::vector<int> info){

            int X=info[0];

            int Y=info[1];

            for(int i=0; i<info[2]; i++){

                if(info[3]==100){

                    if (i+X>=size[0] or i+X<0 or Y>=size[1] or Y<0){

                        return;

                    }

                    if (0<=X+1+i and X+1+i<size[0] and i==info[2]-1){field[X+1+i][Y]=blank;FoggedField[X+1+i][Y]=blank;}

                    if (i==0 and X-1>=0){field[X-1][Y]=blank;FoggedField[X+1+i][Y]=blank;}

                    if (0<=X-1 and X-1<size[0]){field[X+i][Y-1]=blank;FoggedField[X+1+i][Y]=blank;}

                    if (0<=X+1 and X+1<size[0]){field[X+i][Y+1]=blank;FoggedField[X+1+i][Y]=blank;}

                }

                else{

                    if (i+Y>=size[1] or i+Y<0 or X>=size[0] or X<0){

                        return;

                    }

                    if (0<=Y+1+i and Y+1+i<size[1] and i==info[2]-1){field[X][Y+1+i]=blank;FoggedField[X+1+i][Y]=blank;}

                    if (i==0 and Y-1>=0){field[X][Y-1]=blank;FoggedField[X+1+i][Y]=blank;}

                    if (0<=Y-1 and Y-1<size[1]){field[X-1][Y+i]=blank;FoggedField[X+1+i][Y]=blank;}

                    if (0<=Y+1 and Y+1<size[1]){field[X+1][Y+i]=blank;FoggedField[X+1+i][Y]=blank;}

                }

            }

        }

        bool Map::PlaceShip(Ship boat, ShipInfo info){

            if(CheckShip(info, boat.getSize())){

                if(info.ori == 'r'){

                    int j=info.y;

                    for(int k=0; k<boat.getSize() and 0<=k<size[0] and 0<=j<size[1]; k++){

                        field[k+info.x][j]=ship;

                    }

                }

                else{

                    int j=info.x;

                    for(int k=0; k<boat.getSize() and 0<=k<size[0] and 0<=j<size[1]; k++){

                        field[j][k+info.y]=ship;

                    }

                }

                }

                else{

                    return 0;

                }

            return 1;

        }

        bool Map::SectorChecker(int \*cords){

            if (field[cords[0]][cords[1]]==ship){

                return true;

            }

            else{

                return false;

            }

        }

        void Map::ActivateDD(){

            DD=1;

        }

        bool Map::Hit(int \*coords, Manager\* manage){

            try{

            if((0<=coords[0] and coords[0]<size[0]) and (0<=coords[1] and coords[1]<size[1])){

                if(field[coords[0]][coords[1]]==ship){

                    if (DD==1){manage->Hit(coords);DD=0;}

                    if(manage->Hit(coords)){

                        ShipIsNoMore(manage->getShipInfo(coords));

                        return 1;

                    }

                }

                if(field[coords[0]][coords[1]]==unknown){

                    FoggedField[coords[0]][coords[1]]=blank;

                    field[coords[0]][coords[1]]=blank;

                }

                else{

                    FoggedField[coords[0]][coords[1]] = field[coords[0]][coords[1]];

                }

            }

            else{throw ShotOOB();}

            }

            catch(const ShotOOB& e){

                std::cerr<<e.what()<<std::endl;

            }

            return 0;

        }

        Map& Map::operator=(const Map& source){

            if(this==&source){

                return \*this;

            }

            size=source.size;

            if (source.field.empty()){

                std::vector<std::vector<Sector>> field;

                std::vector<Sector> tmp;

                for(int j=0; j < size[0]; j++){

                    for(int i = 0; i < size[1]; i++){

                        tmp.push\_back(source.field[j][i]);

                    }

                    field.push\_back(tmp);

                }

            }

    return \*this;

}

int \* Map::getSize(){

    return size;

}

std::string Map::getMapLine(int index, bool which){

    std::string result;

    if(which){

        for(int j=0; j<size[0]; j++){

            if(field.at(j).at(index)==unknown){result = result + "\*";}

            if(field.at(j).at(index)==ship){result = result + "1";}

            if(field.at(j).at(index)==blank){result = result + "0";}

        }

    }

    else{

        for(int j=0; j<size[0]; j++){

            if(FoggedField.at(j).at(index)==unknown){result = result + "\*";}

            if(FoggedField.at(j).at(index)==ship){result = result + "1";}

            if(FoggedField.at(j).at(index)==blank){result = result + "0";}

        }

    }

    return result + "\n";

}

Map& Map::operator=(Map&& moved){

    if(this==&moved){

        return \*this;

    }

    field=moved.field;

    size=moved.size;

    return \*this;

}

Map::~Map(){}

Название файла: Map.h

#ifndef MAP\_H

#define MAP\_H

#include <iostream>

#include <vector>

#include "Manager.h"

#include "ImproperShipPlacement.h"

#include "ShotOOB.h"

enum Sector{blank, ship, unknown};

class Map{

    private:

        std::vector<std::vector<Sector>> field;

        std::vector<std::vector<Sector>> FoggedField;

        int \*size;

        bool DD=0;

    public:

        Map() = default;

        void Fill\_Map(const int\* cors);

        void LoadMapLine(std::string line ,bool which, int index);

        void Show();

        void ShowFogged();

        bool CheckShip(ShipInfo boat, int length);

        void ShipIsNoMore(std::vector<int> info);

        bool PlaceShip(Ship ship, ShipInfo info);

        bool SectorChecker(int \*cords);

        bool Hit(int \*coords, Manager\* manage);

        void ActivateDD();

        Map& operator=(const Map& source);

        Map& operator=(Map&& moved);

        int\* getSize();

        std::string getMapLine(int index, bool which);

        Map(const Map& source) : size(source.size), field(source.field){}

        Map(Map&& moved) noexcept: size(moved.size), field(moved.field){}

        ~Map();

};

#endif

Название файла:Ship.cpp

#include "Ship.h"

Ship::Ship(int len){

    for (int i = 0; i<len; i++){

        segHp.push\_back(untouched);

    }

}

bool Ship::damage(int index){

        if(segHp.at(index)==damaged){segHp.at(index)=destroyed;}

        if(segHp.at(index)==untouched){segHp.at(index)=damaged;}

        for(int i=0; i<segHp.size(); i++){

            if(segHp.at(i)!=destroyed){

                return 0;

            }

        }

        if(cond==1){return 0;}

        cond=1;

        return cond;

    }

void Ship::showShip(){

    if (cond){std::cout<<"alive"<<" len-"<<std::to\_string(segHp.size())<<" position-";}

    else{std::cout<<"dead"<<" len-"<<std::to\_string(segHp.size())<<" position-";}

    }

int Ship::getSize(){

        return segHp.size();

    }

bool Ship::isDead(){return cond;}

Ship::~Ship(){}

Название файла: Ship.h

#ifndef SHIP\_H

#define SHIP\_H

#include <iostream>

#include <vector>

enum Health{untouched, damaged, destroyed};

class Ship{

    private:

        bool cond=0;

        std::vector <Health> segHp;

    public:

        Ship(int len);

        bool damage(int index);

        void showShip();

        int getSize();

        bool isDead();

        ~Ship();

};

#endif //SHIP.H

Название файла: Shipinfo.cpp

#include "ShipInfo.h"

ShipInfo::ShipInfo(int hor, int ver){

    x=hor;

    y=ver;

}

void ShipInfo::Set\_ori(char dir){

    ori=dir;

}

ShipInfo::~ShipInfo(){}

Название файла: Shipinfo.h

#ifndef SHIPINFP\_H

#define SHIPINFO\_H

class ShipInfo{

    public:

    int x;

    int y;

    char ori;

    ShipInfo(int hor, int ver);

    void Set\_ori(char dir);

    ~ShipInfo();

};

#endif //SHIPINFO\_H

Название файла: Manager.cpp

#include "Manager.h"

Manager::Manager(){}

void Manager::get\_Fleet(std::vector<int> Sizes){

    std::cout<<"ENTER DIRECTION AND POSITION OF EACH SHIP\n";

    for(int i=0; i<Sizes.size(); i++){

        get\_Ship(Sizes[i]);

    }

}

void Manager::get\_Ship(int size){

        char tempCord; std::cin>>tempCord;

        int tempPos[2];

        for(int j=0; j<2; j++){std::cin>>tempPos[j];}

            ShipInfo info(tempPos[0], tempPos[1]);

            info.Set\_ori(tempCord);

            Report.push\_back(info);

            Ship newborn=Ship(size);

            Fleet.push\_back(newborn);

}

void Manager::loadShip(int size, char tempCord, int pos1, int pos2){

    int tempPos[2]; tempPos[0] = pos1; tempPos[1] = pos2;

    ShipInfo info(tempPos[0], tempPos[1]);

    info.Set\_ori(tempCord);

    Report.push\_back(info);

    Ship newborn=Ship(size);

    Fleet.push\_back(newborn);

}

void Manager::show\_Fleet(){

    for(int i=0; i<Fleet.size(); i++){

        std::cout<<"Stats of ship number "<<i+1<<": ";Fleet.at(i).showShip();

        std::cout<<Report[i].x<<"."<<Report[i].y<<" orientation-";

        if(Report[i].ori=='d'){std::cout<<"vertical";}

        else{std::cout<<"horizontal";}

        std::cout<<'\n';

    }

}

void Manager::Bot\_Ship(int size, int\* borders){

        srand(time(0));

        int tempCord; tempCord = rand()%2;

        int tempPos[2];

        tempPos[0] = rand()%borders[0];

        tempPos[1] = rand()%borders[1];

        ShipInfo info(tempPos[0], tempPos[1]);

            if(tempCord==0){

                info.Set\_ori('d');

            }

            else if (tempCord==1)

            {

                info.Set\_ori('r');

            }else{

                std::cout<<"ERROR";

            }

            Report.push\_back(info);

            Ship newborn=Ship(size);

            Fleet.push\_back(newborn);

}

bool Manager::Hit(int \* coords){

    for(int i=0; i<Fleet.size(); i++){

        for(int j=0; j<Fleet.at(i).getSize(); j++){

            if(Report[i].ori=='r'){

                if(Report[i].x+j==coords[0] and Report[i].y==coords[1]){

                    if(Fleet.at(i).damage(j)){

                        return 1;

                    }

                }

            }

            else{

                if(Report[i].y+j==coords[1] and Report[i].x==coords[0]){

                    if(Fleet.at(i).damage(j)){

                        return 1;

                    }

                }

            }

        }

    }

    return 0;

}

bool Manager::CheckAll(){

    for(int i=0; i<Fleet.size(); i++){

        if(!Fleet[i].isDead()){

            return false;

        }

    }

    return true;

}

std::vector<int> Manager::getShipInfo(int\* coords){

    std::vector<int> val;

    std::vector<int> No;

    for(int i=0; i<Fleet.size(); i++){

        for(int j=0; j<Fleet.at(i).getSize(); j++){

            if(Report[i].ori=='r'){

                if(Report[i].x+j==coords[0] and Report[i].y==coords[1]){

                    val.push\_back(Report[i].x); val.push\_back(Report[i].y); val.push\_back(Fleet[i].getSize()); val.push\_back(Report[i].ori);

                    return val;

                }

            }

            else{

                if(Report[i].y+j==coords[1] and Report[i].x==coords[0]){

                    val.push\_back(Report[i].x); val.push\_back(Report[i].y); val.push\_back(Fleet[i].getSize()); val.push\_back(Report[i].ori);

                    return val;

                }

            }

        }

    }

    return No;

}

void Manager::Auto\_Fleet(std::vector<int> Sizes, int\* borders){

    srand(time(0));

    for(int i=0; i<Sizes.size(); i++){

        int tempCord; tempCord = rand()%2;

        int tempPos[2];

        tempPos[0] = rand()%borders[0];

        tempPos[1] = rand()%borders[1];

        ShipInfo info(tempPos[0], tempPos[1]);

            if(tempCord==0){

                info.Set\_ori('d');

            }

            else if (tempCord==1)

            {

                info.Set\_ori('r');

            }else{

                std::cout<<"ERROR";

            }

            Report.push\_back(info);

            Ship newborn=Ship(Sizes[i]);

            Fleet.push\_back(newborn);

    }

}

std::vector <Ship>& Manager::send\_Fleet(){

    return Fleet;

}

std::vector <ShipInfo>& Manager::send\_Coordinates(){

    return Report;

}

std::string Manager::getShipInfo(int index){

    std::string result = std::to\_string(Fleet[index].getSize())+" "+Report[index].ori +" "+ std::to\_string(Report[index].x) + " " + std::to\_string(Report[index].y) + "\n";

    return result;

}

void Manager::delete\_ship(int index){

    Fleet.erase(Fleet.begin()+index);

    Report.erase(Report.begin()+index);

}

Manager::~Manager(){}

Название файла: Manager.h

#ifndef MANAGER\_H

#define MANAGER\_H

#include <iostream>

#include <vector>

#include "Ship.h"

#include "ShipInfo.h"

class Manager{

    private:

        std::vector <Ship> Fleet;

        std::vector <ShipInfo> Report;

    public:

        Manager();

        void get\_Fleet(std::vector<int> Sizes);

        void get\_Ship(int size);

        void loadShip(int size, char tempCord, int pos1, int pos2);

        void show\_Fleet();

        void Bot\_Ship(int num, int\* borders);

        bool Hit(int \* coords);

        bool CheckAll();

        std::vector<int> getShipInfo(int\* coords);

        void Auto\_Fleet(std::vector<int> Sizes, int\* borders);

        std::vector <Ship>& send\_Fleet();

        std::vector <ShipInfo>& send\_Coordinates();

        std::string getShipInfo(int index);

        void delete\_ship(int index);

        ~Manager();

};

#endif

Название файла: Barrage.cpp

#include "Barrage.h"

bool Barrage::cast(Map\* cords, Manager\* forThisToWorkProperly){

    std::vector<Ship> tmp = forThisToWorkProperly->send\_Fleet();

    if(tmp.size()>0){

        int a = rand()%tmp.size(); int b = rand()%tmp.at(a).getSize();

        if(tmp.at(a).damage(b)){

            return 1;

        }

    }

    std::cout<<"RANDOM DAMAGE\n";

    return 0;

}

std::string Barrage::saySpell(){return "Barrage\n";}

Название файла: Barrage.h

#ifndef BARRAGE\_H

#define BARRAGE\_H

#include "Spell.h"

class Barrage:public Spell{

public:

    bool cast(Map\* cords, Manager\* forThisToWorkProperly) override;

    std::string saySpell() override;

};

#endif

Название файла: Scaner.cpp

#include "Scanner.h"

bool Scanner::cast(Map\* cords, Manager\* forThisToWorkProperly){

    int shot[2];std::cin>>shot[0]>>shot[1];

    int \*tmp = cords->getSize();

    if(shot[0]<0){shot[0]=0;}

    if(shot[0]>=tmp[0]){shot[0]=tmp[0]-2;}

    if(shot[1]<0){shot[1]=0;}

    if(shot[1]>tmp[1]){shot[1]=tmp[1]-2;}

    int tmp1[2]; tmp1[0]=shot[0]+1; tmp1[1] = shot[1];

    int tmp2[2]; tmp2[1]=shot[1]+1; tmp2[0] = shot[0];

    int tmp3[2]; tmp3[0]=shot[0]+1; tmp3[1]=shot[1]+1;

    std::cout<<"AREA IS SCANNED\n";

    if(cords->SectorChecker(shot) || cords->SectorChecker(tmp1) || cords->SectorChecker(tmp2) || cords->SectorChecker(tmp3)){

        std::cout<<"SHIP DETECTED\n";

    }

    else{

        std::cout<<"NO SHIP";

    }

    return 0;

}

std::string Scanner::saySpell(){return "Scanner\n";}

Название файла: Scaner.h

#ifndef SCANNER\_H

#define SCANNER\_H

#include "Spell.h"

class Scanner:public Spell{

public:

    bool cast(Map\* cords, Manager\* forThisToWorkProperly) override;

    std::string saySpell() override;

};

#endif

Название файла: DoubleDamage.cpp

#include "DoubleDamage.h"

bool DoubleDamage::cast(Map\* cords, Manager\* forThisToWorkProperly){

        std::cout<<"DAMAGE INCREASED";

        cords->ActivateDD();

        return 0;

    }

std::string DoubleDamage::saySpell(){return "DoubleDamage\n";}

Название файла: DoubleDamage.h

#ifndef DOUBLEDAMAGE\_H

#define DOUBLEDAMAGE\_H

#include "Spell.h"

class DoubleDamage:public Spell{

public:

    bool cast(Map\* cords, Manager\* forThisToWorkProperly) override;

    std::string saySpell()override;

};

#endif

Название файла: SpellBook.cpp

#include "SpellBook.h"

void SpellBook::getSpells(Map\* newMap, Manager\* newManager){

    queue.push\_back(std::make\_unique<DoubleDamage>());

    queue.push\_back(std::make\_unique<Scanner>());

    queue.push\_back(std::make\_unique<Barrage>());

    std::random\_device rd;

    std::mt19937 g(rd());

    std::shuffle(queue.begin(), queue.end(), g);

    manage = newManager;

    field = newMap;

}

void SpellBook::addSpell(){

    srand(time(0));

    switch (rand()%3)

    {

    case 0:

        queue.insert(queue.begin(), std::make\_unique<DoubleDamage>());

        break;

    case 1:

        queue.insert(queue.begin(), std::make\_unique<Scanner>());

        break;

    case 2:

        queue.insert(queue.begin(), std::make\_unique<Barrage>());

        break;

    default:

        break;

    }

}

std::string SpellBook::AllSpellsInStr(){

    std::string result;

    for(int i=queue.size()-1; i>-1; i--){result.append(queue[i]->saySpell());}

    return result;

}

void SpellBook::useSpell(){

    try{

    if(queue.size()==0){throw NoSpells();}

    if(queue.back()->cast(field, manage)){

        addSpell();

    }

    queue.pop\_back();

    }

    catch(const NoSpells& e){

        std::cout<<e.what()<<std::endl;

    }

}

void SpellBook::nextSpell(){

    std::cout<<queue.back()->saySpell();

}

int SpellBook::AmountoSpells(){

    return queue.size();

}

void SpellBook::LoadSpell(std::string name){

    if(name == "DoubleDamage"){

        queue.push\_back(std::make\_unique<DoubleDamage>());

    }

    if(name == "Scanner"){

        queue.push\_back(std::make\_unique<Scanner>());

    }

    if(name == "Barrage"){

        queue.push\_back(std::make\_unique<Barrage>());

    }

}

void SpellBook::update(Map\* newMap, Manager\* newManager){

    manage = newManager;

    field = newMap;

}

Название файла: SpellBook.h

#ifndef SPELLBOOK\_H

#define SPELLBOOK\_H

#include "DoubleDamage.h"

#include "Scanner.h"

#include "Barrage.h"

#include "NoSpells.h"

#include "Map.h"

#include <iterator>

#include <random>

#include <vector>

#include <memory>

#include <algorithm>

class SpellBook{

private:

    std::vector<std::unique\_ptr<Spell>> queue;

    Manager\* manage;

    Map\* field;

public:

    SpellBook() = default;

    void getSpells(Map\* newMap, Manager\* newManager);

    void addSpell();

    std::string AllSpellsInStr();

    void nextSpell();

    void useSpell();

    int AmountoSpells();

    void LoadSpell(std::string name);

    void update(Map\* newMap, Manager\* newManager);

};

#endif

Название файла: ShotOOB.h

#ifndef SHOTOOB\_H

#define SHOTOOB\_H

#include <exception>

#include <string>

#include <iostream>

class ShotOOB/\*Short of Shot out of bounds\*/ : public std::exception {

private:

    std::string Error = "Shot is out of bounds";

public:

    explicit ShotOOB();

    const char\* what() const noexcept override;

};

#endif

Название файла: ImproperShipPlacement.h

#ifndef IMPROPERSHIPPLACEMENT\_H

#define IMPROPERSHIPPLACEMENT\_H

#include <exception>

#include <string>

#include <iostream>

class ImproperShipPlacement : public std::exception {

private:

    std::string Error;

    std::string first="Ship number ";

    std::string second = " Overlaps with another ship or goes beyond the field";

public:

    explicit ImproperShipPlacement(int index);

    const char\* what() const noexcept override;

};

#endif

Название файла NoSpells.h

#ifndef NOSPELLS\_H

#define NOSPELLS\_H

#include <exception>

#include <string>

class NoSpells : public std::exception {

private:

    std::string Error="No available abilities";

public:

    explicit NoSpells();

    const char\* what() const noexcept override;

};

#endif