Lab 4 asked of us to do many things. To compute the height of a B-tree, extract the items of the B-tree into a sorted list, return the minimum element at depth d, the maximum at depth d, number of nodes at depth d, print all items at depth d. To return the number of nodes that are full, number leaves that are full, and given a number k return the depth at which k is found.

The very first thing asked of us to do was to return the height of a b-tree. This is pretty simple to do since the height of the tree is the same throughout the entire tree so you can go down to any leaf node and return the height of the leave node. That was the idea and to do it I just created a while loop that ran until it reached a leaf node adding 1 to a depth counter.

The next thing asked was to extract the items into a sorted list. To do this I would create a base case of if T was a leaf to return t.item. If t was not a leaf, I would then create an empty native list and add a looped recursive call that would first add the recursive calls to the list then add the next item currently in t, then loop the case until T has no more children. Afterwards you return the list that has have everything added into it.

To return the minimum element at depth d I would recursively call the function taking one off of d each call and if d was 0 then return the zero element in t.item, if T is a leaf and d still is not zero then I would return math.inf. Returning the maximum element is the same idea but I returned the -1 item taking advantage of the way native python lists function.

After those we were asked to return the number of nodes at depth d, in this problem we have to visit every node until we reach depth d. The idea is simple, if d is zero then we return 1, if not then if t is a leaf and d is not zero then we return -1 since no nodes exist past the leaf nodes. If neither case is true then we loop the recursive call storing what they return in a variable, If for some reason the function returned -1 then we just return -1. Other wise we continue to add 1 per recursive call returning the variable at the end of the function.

To print all the items at a depth d, if d is zero then you print all the items in t.item, if it’s a leaf and d is not zero you return. If neither then you loop a recursive call visiting every node until d is reached, because we need to print every item at depth d.

The function to find the number of full nodes didn’t give much trouble either. All you have to do check if the length of t.item is equal to the max items value held within the B-tree class. If so, you return 1. If not and t is a leaf, then return zero. If neither is true, we create a variable and save recursive calls return values into it. At the end we return that variable that has added all the number of full nodes. The next function that checks to number of full leaf nodes works the same. The only difference is that in the base case when it finds a full node, it checks if it is then a leaf node before returning the value of one or zero.

The final part asked of us was to return the depth that the item k is at. This was the most tricky of them all but not that hard. The first thing we must do is see if k is in the current T.item. If it is there then we just return zero, if not and t is a leaf node then we return -1. If neither is true we locate where k will be in the tree, if it’s greater than the largest item in T then we go to the last child. If not we see where it would be by going through each item seeing If k is less than each item and when it is we recursively call the function saving the return value into d adding one per call, if k is never found then we return -1 to signify that the item k is not in the list.
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To extract the items into a list I would test it by printing the list returned by the function, if it printed every item that was in the B-tree in ascending order then it works. Given a b-tree that was given values in this order

[30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11 , 3, 4, 5,105, 115, 200, 2, 45, 6, 24, 67, 44, 125, 210, 55, 51, 41,42, 34, 39]
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This block of code would is having a slower runtime since it does have to visit every single node to properly work, meaning it has a O(n) runtime.
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The output there is using the same b-tree as before. Like the height of the tree this runs in constant time always running d number of times or just the height of the tree which is always such a low number we consider it to be O(1) time.

Returning the number of Nodes was simple in testing, after drawing out the tree, and seeing what it ‘looks like’ we see if the number returned is correct, and to test we just use various types of b-trees with different numbers of nodes, if it returns the correct number of nodes then it works, which after testing my code consistently returns the correct number of nodes.
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The output is correct as it prints at depth 2. The program has roughly log n run time as it doesn’t need to visit every node or do anything with nodes that aren’t at depth d

Number of Full nodes and Full leaf nodes were tested in the same way as well by visually making the b-tree and seeing if the program would output it correctly as well. To properly test I made one full node an internal node and another a leaf node. The number of full nodes should then be 2 and full leaf nodes be 1. Which after running the code shows that the functions properly work as shown below.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJUAAAAmCAYAAADN/NmUAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAOGSURBVHhe7Zrr0a0gDEWty4Ks4SvDamzl/jjFcEkCEhAQNJxn1gwzKgJJ2PiITtPfPxPzMOs8mWVzu55tMZM7uC2TmSYq87qaZVoM1sA502zWB55mu1rNjOf4A2WKfXpcX3QOG6PIZvsIffoS+YX2ZnwtUuvzZLxu+z+XjKgU5R4qKkUcFZUijopKEUdFpYijolLEeTNRUTrDv473piLS1ECtbjiYQkjSIj9CXlQufxMmtZC7kgbGnVc7Wi81+55ke8o7i2pwzqwsqnk28z7Bz5mYxzrvCdY+VFTtQDyCXRjzSwu5TEVUq9nsgDQZfGIgc8yCxYIHBlI23K4A2351t5+zCUXH9pXjix+jPF5AUlQ03spsim7D0SpP+k3qgg+WjnaH23535r8D7DuN5z2qonqAs+hJu6jIQPpkAcEhobWtA2x/iNwrRGUn1zfgQcex089Qfp/a7eNEdiY+4H7oB579qvYNFFU+5veoiwo3wfkOUeFJIWifKaoz/wK7IFjMEG4nbocrEZUgKuwXjrUbKQNfMIKcigq3F3srU1Fl7WsSVVpXAif5OeIiIadxlOFcVDgp8NDOReVXGU2YN26cqPLjBZ4jKtoOV5hoP6pL7YQ+G23g43mc2Np9qDNSUECDqCyJU2QUBA2em8JvKmNEVR7P1rjJiwt1UaurUREV4K8mWJjALNzOZcv1E+yIFy07bsvBRklRpXa4ItK3Iy8qRbmBikoRR0WliKOiUsRRUSniqKgUcd5MVPHrdUsqYsSvL1fbndPv3yeSF5XLiwSnKRiyAc6Q5seaqdl31fYBPl/2T5og7hFzWhbVz//6Iu/zdf8k8YnpcXNaEdWv/vriKbRLMtK8nt82eV3dP0vS5+G26O4c/T7UeJGofvPXF0+uXWIL7sefanYydub9g3Cf2PdVosLN9FJ5Iio8KQT7q0SFY/OrDRQmKjf5obSJCo/D+f1G3uCFosLtn/r1xZNpx+NyIPiMZOwsiWrHi7Lf2Au8UlQ4ODy0c1H54JFhfkWOE1V+vEAtQFeDl2sHthT6QhEFUdHzVaeogNyicWLr96HG1bic0yAqS+IUBgdWlC3f9+vLSTucdFbH4sQf1GM7ibx/x/EOp4iKihYGH0+ubyIvKkW5gYpKEUdFpYijolLEUVEp4qioFHE+QFTwCpzkbVLca77ka3GdOA3QmjK5zNP9u4Mx/wHl9SjmVd7/xAAAAABJRU5ErkJggg==)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAM8AAAAeCAYAAACL40rVAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAQJSURBVHhe7ZuN1ZswDEUzFwMxD9NkmQxDLcmOZSGJ2AG+NNE9xy1gjH6sZ1Kgt5Vzn9fbtKz3ZVrnOxx4rMt0y9v3db7N6c/MY1mnvP9I50/LkvpvOH6Z099pm8bZwDg4r23Fhm2vwv2TeH0exji0X/3k/fccr+zz40uIa07LI3dkYD7S8f4YPEbzEkhU8TxgUjG7r4uHigLOoSIgQYliMMDxm9n8JPEIX3B/WtXwFD/1+CDdO/6FeD4aXTy4CcXRIR48qRbVV4kHbfO7BzQmnlzktb0mHjwO5/c7+QYhnqMwxYPbc/oJFuJp87KhxowoflrieVLE1+/sACGeo7DFg0lOAmjEU4qEJqCssOeJR7dX8QphtEi0ceCLcS0USxUP/funUzyAtjhkUfXH4DGal0DiiCchJg+LAFbI1OgBwZnise2lniymttElvD6PnXFY3KyP5Yk/MGj9JPT4tvY2pxwqHloAuL3jrv2btOIJguBlQjxBMEiIJwgGCfEEwSAhniAYJMQTBIN8sHjg0ap47yHJj4+ve9zaPl5+9VH8MJfHF/QQ4ulBvgc7GzM+EvE1cSvvv7jh5v1XfVmMeH2XU+M4Km//t3guxnqZez3Xi0e3RS9en30oljJnXt/VgC8g3mPzthVPs1qInyaijzthfZYP4NfDCx/bJrEdy5OftvNbdmjcFz6mTQaNW5qvE1gM7HpqvwL/0qE2FsNOXrzYLaz4dF/Yqm74AuNG/ttIGmkXnLgTF9/wXK+vkOdi34ejOFk8ONnqxXMx5z3aN27FYpXBQhCfsxQb2KcahOuzPky0LDwtGd444bOY4D2wAKSvGKss3rrvxb6PNdnWcXuOqHihj/IDCwYJai96sgVFTq3GxvNR4gRRlmtbfU++TTyU5BSstCBWNJnIkojaWvHoDotibhCFIARJWOKxxgl7B4hHO8bj7ROLpFM8zhxVP2sO4Ni+eFqoPiif5ZoojuwMbHPxaH2nIWpwa+tk8TwpjhRLbqGJohSFbheQGNfgiaDQKx7ypSbYsq1TC7CiHePx2rG/Qqd4nDmqfr4nHspnzluukXoN5pfX92cc64P/wKApPEi6YZgnNEEF2has7jAFI4uPOEE8sN1xp5FoQpGxy/1zxEPX3Ra+PUdHiQfn9pnDei3aBcGU3Ht9mSyw8fz0cqp4cjGngEprDGFhsH5WiCQYavKzfL+ApE2efJZsLgLFT2hkwxvX+kmNnbuDKh4gFwE1VjAJP3YLL75MMxfMpjFH4+IRvsjFx/ID8PqAy8QDMRc/anvXrn/n+TaU1Q+Ku3f1DQLgx8VDK9L5K1/wjfyWeJSfQ3HXCUb5MfEEwXGEeIJgkBBPEAwS4gmCQUI8QTBIiCcIhljXf5qAdqEjZlFeAAAAAElFTkSuQmCC)The final function to find the depth of item k The function initially upon testing wasn’t working for some reason, after a few more trials I found it was because my base case wasn’t done properly and I added the case at the very end to return 1 + d which solved my issue. After checking with various numbers both in and not in the tree I saw it was consistently outputting the correct value saying the correct depth for the item being searched for. Two example outputs can be found below.
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Appendix—

# -\*- coding: utf-8 -\*-

"""

"""

import math

class BTree(object):

# Constructor

def \_\_init\_\_(self,item=[],child=[],isLeaf=True,max\_items=5):

self.item = item

self.child = child

self.isLeaf = isLeaf

if max\_items <3: #max\_items must be odd and greater or equal to 3

max\_items = 3

if max\_items%2 == 0: #max\_items must be odd and greater or equal to 3

max\_items +=1

self.max\_items = max\_items

def FindChild(T,k):

# Determines value of c, such that k must be in subtree T.child[c], if k is in the BTree

for i in range(len(T.item)):

if k < T.item[i]:

return i

return len(T.item)

def InsertInternal(T,i):

# T cannot be Full

if T.isLeaf:

InsertLeaf(T,i)

else:

k = FindChild(T,i)

if IsFull(T.child[k]):

m, l, r = Split(T.child[k])

T.item.insert(k,m)

T.child[k] = l

T.child.insert(k+1,r)

k = FindChild(T,i)

InsertInternal(T.child[k],i)

def Split(T):

#print('Splitting')

#PrintNode(T)

mid = T.max\_items//2

if T.isLeaf:

leftChild = BTree(T.item[:mid])

rightChild = BTree(T.item[mid+1:])

else:

leftChild = BTree(T.item[:mid],T.child[:mid+1],T.isLeaf)

rightChild = BTree(T.item[mid+1:],T.child[mid+1:],T.isLeaf)

return T.item[mid], leftChild, rightChild

def InsertLeaf(T,i):

T.item.append(i)

T.item.sort()

def IsFull(T):

return len(T.item) >= T.max\_items

def Insert(T,i):

if not IsFull(T):

InsertInternal(T,i)

else:

m, l, r = Split(T)

T.item =[m]

T.child = [l,r]

T.isLeaf = False

k = FindChild(T,i)

InsertInternal(T.child[k],i)

def height(T):

if T.isLeaf:

return 0

return 1 + height(T.child[0])

def Search(T,k):

# Returns node where k is, or None if k is not in the tree

if k in T.item:

return T

if T.isLeaf:

return None

return Search(T.child[FindChild(T,k)],k)

def Print(T):

# Prints items in tree in ascending order

if T.isLeaf:

for t in T.item:

print(t,end=' ')

else:

for i in range(len(T.item)):

Print(T.child[i])

print(T.item[i],end=' ')

Print(T.child[len(T.item)])

def PrintD(T,space):

# Prints items and structure of B-tree

if T.isLeaf:

for i in range(len(T.item)-1,-1,-1):

print(space,T.item[i])

else:

PrintD(T.child[len(T.item)],space+' ')

for i in range(len(T.item)-1,-1,-1):

print(space,T.item[i])

PrintD(T.child[i],space+' ')

def SearchAndPrint(T,k):

node = Search(T,k)

if node is None:

print(k,'not found')

else:

print(k,'found',end=' ')

print('node contents:',node.item)

def getheight(T):

h = 0

while T.isLeaf is not True:

T = T.child[0]

h +=1

return h

def Btree\_ToList(T):

if T.isLeaf:#returns the leaf list to concatenate later

return T.item

NList = []#list we will return

for i in range(len(T.child)):

NList += Btree\_ToList(T.child[i])

if i< len(T.item):

NList.append(T.item[i])

return NList

def MinAtD(T, d):

if d == 0:

return T.item[0]

if T.isLeaf:

return -math.inf

return MinAtD(T.child[0], d-1)

def MaxAtD(T, d):

if d == 0:

return T.item[-1]

if T.isLeaf:

return -math.inf

return MaxAtD(T.child[-1],d-1)

def NumNodesAtD(T, d):

if d == 0:

return 1

if T.isLeaf:

return -1

NumNodes = 0

for i in range(len(T.child)):

NumNodes += NumNodesAtD(T.child[i], d-1)

if NumNodes < 0:

return -1

return NumNodes

def PrintNodesAtD(T, d):

if d == 0:

print(T.item, end = '')

if T.isLeaf:

return

for i in range(len(T.child)):

PrintNodesAtD(T.child[i], d-1)

def numFullNodes(T):

if len(T.item) == T.max\_items:

return 1

if T.isLeaf:

return 0

numMax =0

for i in range(len(T.child)):

numMax += numFullNodes(T.child[i])

return numMax

def numFullLeafs(T):

if len(T.item) == T.max\_items:

if T.isLeaf:

return 1

else:

return 0

numMax =0

for i in range(len(T.child)):

numMax += numFullLeafs(T.child[i])

return numMax

def depthOfK(T, k):

if k in T.item:

return 0

if T.isLeaf:

return -1#base cases

if k > T.item[-1]:

d = depthOfK(T.child[-1], k)

if d == -1:

return -1

else:

return 1+d

for i in range(len(T.item)):

if k < T.item[i]:

d = depthOfK(T.child[i], k)

if d == 0:

return d+1

if d < 0:

return -1

return 1 + d

L = [30, 50, 10, 20, 60, 70, 100, 40, 90, 80, 110, 120, 1, 11 , 3, 4, 5,105, 115, 200, 2, 45, 6, 24, 67, 44, 125, 210, 55, 51, 41,42, 34, 39]

T = BTree()

for i in L:

Insert(T,i)

PrintD(T,'')

Print(T)

print('\n#####################################################')

print('Height is: ', getheight(T))

print(Btree\_ToList(T), '\n\n')

print(NumNodesAtD(T, 1))

PrintNodesAtD(T, 2)

print()

print('Min at 1:',MinAtD(T, 1))

print('Max at 1:',MaxAtD(T, 1))

print('Num full nodes: ', numFullNodes(T))

print('Num full leafs: ', numFullLeafs(T))

print('searching for item 500: ', depthOfK(T, 500))

“I certify that this project is entirely my own work. I wrote, debugged and tested the code being presented, performed the experiments, and wrote the report. I also certify that I did not share my code or report or provided inappropriate assistance to any student in the class.”

- Seth Abel Flores