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1. 2주차 실습에 구현하는 랭킹 시스템에 대한 자료를 읽어보고, 이를 구현하기 위한

자료구조를 2가지 이상 생각한다.

랭킹 시스템에는 사용자의 이름과 점수가 담겨 있는 자료구조가 필요하다. 배열(array)와 연결 리스트(linked list)를 생각하게 되었다. linked list의 경우 struct { name; score; link}를 사용하면 되고, 배열의 경우는 이 link를 제외한 구조체를 통해서 배열을 만들면 된다.

2. 생각한 각 자료구조에 대해서 새로운 랭킹을 삽입 및 삭제를 구현하기 위한 pseudo

code를 작성하고, 시간 및 공간 복잡도를 계산한다.

|  |
| --- |
| Insert( insertnode)  If (ranking)  For(;node;node=node->link)  If (insertnode->score 와 node->score 비교)  //적절한 부분에 삽입  Else  insertnode; |

|  |
| --- |
| Delete ( int )  Int count = 0;  While(node->link)  If(count == int)  //이 경우 입력한 값과 ranking 순위가 동일할 경우 그 ranking을 삭제한다.  Node = node -> link;  Count ++; |

linked list의 경우 0번째(처음 사용자)가 입력될 때 첫번째 node가 생성이 된다. n번째가 입력되는 상황을 가정한다면(이때 node들은 내림차순으로 정의되어 있다고 가정하자) n번째 node는 첫번째 node부터 link를 따라 읽다가, n번째 node의 score보다 작은 노드가 있다면, 이 노드를 A라하자. A 이전 노드 -> link = n번째 node , n번째 node -> link = A를 통해 insert하게 된다. 이렇게 insert하는 과정은 첫번째 node부터 순차적으로 읽어서 삽입하는 경우인데, 최악의 경우 전체의 노드 개수 만큼 진행을 해야 한다. 따라서 시간 복잡도는 O(전체 노드의 개수)이다. 공간 복잡도의 경우에는 전체의 노드 개수만큼 데이터를 필요로 하기 때문에, O(전체 노드의 개수이다)

linked list의 경우 삭제를 설명하자면, 입력받은 숫자에 해당하는 랭킹을 지워야 한다. 이 또한 node를 순차적으로 읽는 과정이 필요해 시간 복잡도는 O(전체 노드의 개수)이다. 위와 마찬가지로 공간 복잡도의 경우 linked list를 전체 노드의 개수만큼 가지고 있기 때문에 O(전체 노드의 개수)이다.

배열의 경우 insert의 기능이 조금 더 까다롭다.

배열의 경우, 배열에 값을 집어넣기 전 배열의 모든 요소들을 이 값과 비교하여 내림차순으로 넣는 과정이 필요하다. 만약 사이에 집어넣어야 하는 경우 배열을 한 칸씩 뒤로 밀고 새로운 값을 그 칸에 저장하면 된다. 이렇게 delete할 때에는 무조건 배열의 크기가 사용자가 저장하는 횟수보다 크거나 같아야 한다.

만약 배열의 크기가 ARRAY\_SIZE라면, 공간 복잡도는 이 배열의 크기가 변하지 않으니 O(ARRAY\_SIZE)이다. 시간 복잡도는 예를 들어 저장해야 할 곳은 i번째라고 히고, 현재 저장된 값들의 개수를 j라고 할 때 시간 복잡도는 미는 만큼 계산하게 되어 O(I + j) 이다. i번째까지 읽고, j만큼 밀기 때문이다.

삭제의 경우. 랭킹의 index를 활용해 쉽게 delete할 수 있다. 따라서 시간 복잡도는 O(1)이고, 공간 복잡도는 배열의 크기인 O(ARRAY\_SIZE)이다.

3. 생각한 각 자료구조에서 사용자가 부분적으로 확인하길 원하는 정렬된 랭킹(x~y위, x≤y, x, y는 정수)의 정보를 얻는 방법을 간략히 요약해서 pseudo code로 작성하고, 시간 및 공간 복잡도를 계산한다.

linked list의 경우 일전에 설명한 delete 함수의 pseudo code를 살펴보면, count라는 변수가 있는데, 이 변수를 이용해서 x와 count의 값이 같아지면 y값과 같아질 때까지 ranking을 출력하면 된다. 이 시간 복잡도의 경우는 y번째 node까지 읽으면 되기 때문에 O(y)이고, 공간 복잡도는 기존에 있는 전체 노드의 개수를 가지기 때문에 공간 복잡도는 O(전체 노드의 개수)이다.

array의 경우. delete와 마찬가지로 배열의 index값 곧 ranking을 의미하기 때문에 입력된 x부터 y까지의 데이터를 읽으면 된다. 따라서 시간 복잡도는 O(y-x)이고, 위와 마찬가지로 이미 고정된 배열의 크기인 ARRAY\_SIZE가 있어, 공간 복잡도는 O(ARRAY\_SIZE)이다.

마지막으로 두 자료구조는 무엇이 항상 좋다고 말할 수 없다. linked list의 경우 insert에서 array처럼 값을 한 칸 씩 밀지 않아도 되며, 저장하는 횟수가 제한되어 있지 않다는 점에서 용이하지만, array는 정렬된 인덱스에서 ranking을 추출하기 쉽다는 장점이 있다. 하지만, linked list를 활용해 실습을 진행할 예정이다.