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# Чем плохи обычные указатели?

l. Их объявление не дает информации о том, указывают ли они на один объект или на массив.

2. Их объявление ничего не говорит о том, должны ли вы уничтожить то, на что он указывает, когда завершите работу, т.е. владеет ли указатель тем, на что указывает.

3. Если вы определили, что должны уничтожить то, на что указывает указатель, нет никакого способа указать, как это сделать. Должны ли вы использовать delete или имеется иной механизм деструкции (например, специальная функция уничтожения, которой следует передать этот указатель)?

4. Если вам удалось выяснить, что требуется использовать оператор delete, то причина l означает, что нет никакого способа узнать, следует ли использовать оператор для удаления одного объекта (delete) или для удаления массива (delete[]). Если вы используете оператор неверного вида, результат будет неопределенным.

5. Если вы определили, что указатель владеет тем, на что указывает, и выяснили, каким образом уничтожить то, на что он указывает, оказывается очень трудно обеспечить уничтожение ровно один раз на каждом пути вашего кода (включая те, которые возникают благодаря исключениям). Пропущенный путь ведет к утечке ресурсов, а выполнение уничтожения более одного раза - к неопределенному поведению.

6. Обычно нет способа выяснить, не является ли указатель висячим, т.е. не указывает ли он на память, которая больше не хранит объект, на который должен указывать указатель. Висячие указатели образуются, когда объекты уничтожаются, в то время как указатели по-прежнему указывают на них.

Совет - **ВСЕГДА** предпочитайте обычным указателям, интеллектуальные.

# Умные указатели

Почти те же указатели, только умнее:

1. Часто поддерживают тот же интерфейс, что и обычные указатели :op->,op\*
2. Сами управляют временем жизни объекта – вовремя вызывают деструкторы и освобождают память

В этом и заключается их польза:

1. Автоматическое освобождение памяти при удалении самого указателя
2. Безопасность исключений

Популярные умные указатели:

1. std::unique\_ptr
2. std::shared\_ptr
3. std::weak\_ptr(помощник shared\_ptr)

Все они находятся в библиотеке <memory>

## unique\_ptr

1. владеет бъектом эксклюзивно(т.е. другие указатели не могут ссылаться на этот объект)
2. При деструкции ненулевой std::uni que\_pt r освобождает ресурс, которым владеет. По умолчанию освобождение ресурса выполняется с помощью оператора delete, примененного ко встроенному указателю в std::unique ptr.
3. Нельзя копировать, но можно перемещать
4. Удобно использовать при возврате из функции
5. Легко преобразуется в shared\_ptr
6. Есть функция release()(благодаря этой функции указатель становится нулевым,при обычном обнулении указателя данные должны затереться)

Использует шаблон следующего вида:

template<  
 **typename** T,  
 **typename** Deleter = std::default\_delete<T>  
> **class** unique\_ptr;

std::default\_delete<T> является функциональным объектом, который вызывает delete при вызове. Но это только тип по умолчанию для Deleter, и его можно изменить для пользовательского удаления.

Cоздается unique\_ptr так:

**#include**<memory>  
**#include**<iostream>  
**using namespace** std;  
**struct** Point {  
 **int** x;  
 **int** y;  
 Point(**int** x,**int** y)  
 {  
 **this->**x = x;  
 **this->**y = y;  
 }  
};  
  
**int** main()  
{  
 setlocale(LC\_ALL, **"ru"**);  
 std::unique\_ptr<Point> p1(**new** Point(13,23));  
 cout << **"x = "** << p1**->**x<<endl;  
 cout << **"y = "** << p1**->**y<<endl;  
 **return** 0;  
}

Результат:

![](data:image/png;base64,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)

А такой код не скомпилируется(Должен владеть объектом эксклюзивно!!!)

#include <iostream>

#include<memory>

using namespace std;

int main()

{

setlocale(LC\_ALL, "ru");

unique\_ptr<int> p1(new int (5));

unique\_ptr<int>p2(p1); *//ошибка компиляции*

return 0;

}

Но обычно используют шаблон make\_unique. Использование std::make\_unique() является необязательным, но рекомендуется вместо использования std::unique\_ptr. Дело в простоте. Кроме того, std::make\_unique() решает проблему безопасности использования исключений, которая может возникнуть в результате неопределённого порядка обработки аргументов функции (так как С++ явно не указывает этот порядок).

Правило: Используйте std::make\_unique() вместо создания std::unique\_ptr и использования оператора new.

**#include**<memory>  
**#include**<iostream>  
**using namespace** std;  
**struct** Point {  
 **int** x;   
 **int** y;  
 Point(**int** x,**int** y) *//конструктор с параметрами*  
 {  
 **this->**x = x;  
 **this->**y = y;  
 }  
};  
  
**int** main()  
{  
 setlocale(LC\_ALL, **"ru"**);  
 **auto** p1 = make\_unique<Point>(13,23); *//p1 - unique\_ptr*  
 cout << **"x = "** << p1**->**x<<endl;  
 cout << **"y = "** << p1**->**y<<endl;  
 **return** 0;  
}

## Shared\_ptr

1. Поддерживает общий счетчик ссылок на выделенный объект
2. Удаляет объект только тогда,когда последний из ссылающихся на этот объект shared\_ptr’ов удаляется или принимает указатель на другой объект
3. Указатель можно как перемещать, так и копировать.
4. Размер std::shared \_ptr в два раза больше размера обычноrо указателя, поскольку данный интеллектуальный указатель содержит обычный указатель на ресурс и другой обычный указатель на счетчик ссылок
5. Освобождение ресурсов по умолчанию выполняется с помощью оператора delete, однако поддерживаются и пользовательские удалители. Тип удалителя не влияет на тип указателя std::shared\_ptr.

Использует шаблон следующего вида:

template< **class** T > **class** shared\_ptr;

Работа с ним мало отличается от работы с unique\_ptr, за тем исключением, что shared\_ptr можно смело копировать.

Интересные грабли при использовании shared\_ptr заключаются в том, что с его помощью можно создать циклические ссылки. Например, есть два объекта. Первый ссылается при помощи shared\_ptr на второй, а второй — на первый. Даже если ни на один из объектов нет других ссылок, счетчики ссылок никогда не обнулятся, и объекты никогда не будут уничтожены.

Эта проблема обходится при помощи weak\_ptr, так называемого слабого указателя. Класс weak\_ptr похож на shared\_ptr, но не участвует в подсчете ссылок. Также у weak\_ptr есть метод lock(), возвращающий временный shared\_ptr на объект.

Пример особенности (общий счетчик):

**#include**<memory>  
**#include**<iostream>  
**using namespace** std;  
**void** foo()  
{  
 std::shared\_ptr<**int**> sp\_a(**new int**(1));  
 cout << **"count of owners= "** << sp\_a.use\_count()*//количество ссылающихся указателей* << endl; *// 1* {  
 std::shared\_ptr<**int**> sp\_b(sp\_a);  
 cout << **"count of owners= "** << sp\_a.use\_count()*//количество ссылающихся указателей* << endl; *// 2* {  
 std::shared\_ptr<**int**> sp\_c;*//блок,при выходе из которого указатель sp\_c исчезнет* sp\_c = sp\_b;  
 cout << **"count of owners= "** << sp\_a.use\_count()*//количество ссылающихся указателей* << endl; *// 3* }  
 cout << **"count of owners= "** << sp\_a.use\_count()*//количество ссылающихся указателей* << endl; *// 2* }  
 cout << **"count of owners= "** << sp\_a.use\_count()*//количество ссылающихся указателей* << endl; *// 1*}  
  
**int** main()  
{  
 setlocale(LC\_ALL, **"ru"**);  
 foo();  
 **return** 0;  
}

## Тест производительности

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Обычный указатель | shared\_ptr | make\_shared | unique\_ptr | make\_unique |
| 4.56521 | 18.4388 | 17.6444 | 8.90934 | 17.3979 |

Тестируемый код:

**#include** <chrono>  
**#include** <iostream>  
  
**static const long long** numInt = 10000000;  
  
**int** main() {  
 **auto** start = std::chrono::system\_clock::now();  
  
 **for** (**long long** i = 0; i < numInt; ++i) {  
 **int**\* tmp(**new int**(i));  
 **delete** tmp;  
 *// std::shared\_ptr<int> tmp(new int(i));  
 // std::shared\_ptr<int> tmp(std::make\_shared<int>(i));  
 // std::unique\_ptr<int> tmp(new int(i));  
 // std::unique\_ptr<int> tmp(std::make\_unique<int>(i));* }  
  
 std::chrono::duration<**double**> dur = std::chrono::system\_clock::now() - start;  
 std::cout << **"time native: "** << dur.count() << **" seconds"** << std::endl;  
}