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# הערות לקורא

כמו בהרבה נושאים הקשורים למדעי המחשב, עברית לא תמיד מציעה את כל המילים שצריך...  
הנה מילון מושגים קצר, שאשתמש בהם במהלך הפרויקט:

* + טוקן - Token
  + לקסר - Lexer
  + פרסר - Parser
  + קומפיילר - Compiler
  + אינטרפרטר - Interpreter
  + טרנספיילר – Transpiler, Source-to-source compiler
  + מכונה ווירטואלית - VM Virtual Machine.
  + עץ syntax – AST, Abstract Syntax Tree
  + סוג מידע אלגברי, ערך enum המכיל מידע נוסף – ADT, Algebraic Data Types
  + מידע על סוגים בזמן ריצה – RTTI, Runtime Type Information
* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAVCAYAAABYHP4bAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAFlSURBVEhLY9QOn/WfgQ6ACUrTHNDNIrxBd2VFKpRFPNCJmA1loQKCFuHSiA3gU0+URcT4DKZuwH1EVGIAGYCMlzb7MxhrSEBlEeDi7VdQFiYgy0dSIjwMlYlWDIZq4gwCvBwMHz7/YDh/6yVD+/xjDM/efIGqQgUk+QjkE5Ali5v8GCx1pBl+/v7LEN+wGUyD+CBxkDw2QJRFIF+BcHTtRrBPPn75yfDo5SeG9QduMpy98QJMv3z/FSwOkscGWKA0XgDyzct3Xxmcs5bBgwsE1OSEGDKCjMBsGBAT5IKyUAHRPgJZAgIgS2DxBvMpMh/mCHRAso9AEQ/iw8SRAYgPkscGiLII5mIQAKUuaVFeMHvfmQcMU1adZcgJM2bwtFJm+PnrL8PT15/BcuiAYNCBXAnDoFQHSsL8POwMcuJ8DIEO6uD8BKLFBbnB4iB5bABvPsIFyMlHZFlEDiAq1VEDDDeLGBgANqW4VId4i48AAAAASUVORK5CYII=)ישנם חלקים בפרויקט המכילים שורות ארוכות במיוחד. מומלץ לקרוא את הספר במצב עמוד אינטרנטי, באמצעות לחיצה על שנמצא בצד ימין/שמאל למטה של חלון הוורד, תלוי בשפה של וורד (בצד הימני לשפות כמו אנגלית, ובצד השמאלי לשפות כמו עברית)
* קוד הפרויקט שבסוף הספר ארוך במיוחד, וגם כאשר וורד נמצא במצב אינטרנטי, יכולות להיות בעיות קריאה בגלל שוורד עושה word-wrapping לשורות ארוכות באופן אוטומטי. כדי להימנע מאי נוחות, אני ממליץ לקרוא את קוד בעמוד הגיטהאב שלו:  
  <https://github.com/ShaharMS/Little/tree/branch/functional-programming/src>

# מבוא

## ייזום

### תיאור ראשוני

הפרויקט הוא שפת תכנות חדשה שהמצאתי, ששמה "Little". הפרויקט כתוב בשפת התכנות Haxe, ומאפשר הרצה של קוד הכתוב ב-Little מצד המשתמש, ובמיוחד מאפשר למפתח המשתמש בפרויקט לאלמנטים באפליקציה שלו לעקוב בקלות אחרי כל אירוע שקורה, ולהוסיף לשפה פונקציונליות צד-שלישי, על מנת לשפר פרודוקטיביות באותה אפליקציה.

קיבלתי את ההשראה להכין פרויקט בסדר גודל כזה משני אלמנטים בספריית תכנות שלי, Texter:

* Parser של Markdown, שגם נותן אופציית ויזואליזציה של הMarkdown
* אלגוריתם החלטת כיוון וסידור טקסט למחרוזות המכילות טקסטים שאמורים לזרום לכיוונים שונים (לדוגמה: אנגלית ועברית, צרפתית וערבית), בכמה שורות/פסקאות שונות.

שני האלמנטים עירבו יצירה והחלטה על Tokens שייצגו את המידע, ומניפולציה על אותם Tokens, על מנת להציג את התוצאה הרצויה (טקסט שמוצג נכון ומסמך בסטייל Markdown, מהמקרים שהוזכרו קודם). כשלמדתי שקומפיילר/אינטרפרטר של שפת תכנות זה, בסופו של יום, אותו הדבר, רק בסדר גודל יותר רציני - התעניינתי, והתחלתי לנסות לתכנת שפה משלי...

ממש בהתחלה, חשבתי שזה יהיה יחסית פשוט – הנחתי שהתהליך יהיה ישיר בערך כמו הדברים שעשיתי בעבר, אבל תוך כדי עשייה, הבנתי שאני הולך להיתקל ביחסית הרבה מכשולים. העיקריים היו:  
 - זריקת שגיאות מובנות ומתאימות להקשר  
 - מערכת סוגים – מה עדיף - מערכת חזקה או מערכת חלשה?  
 - ניהול זיכרון – באילו מבנים אשתמש על מנת לאחסן זיכרון?  
 - וכמובן: איך בכלל מתמודדים עם כמות כזאת גדולה של נתונים, בלי לקחת הרבה זמן?

### הגדרת הלקוח

אפשר להבין ממה שהוזכר קודם, שהפרויקט מעוצב לשני סוגי לקוחות:

* **סוג ראשון: לקוחות רגילים** – אנשים שרק רוצים ללמוד את השפה ולתכנת בה. בשבילם, ישנה חלקה באתר שלי המאפשרת גישה לרוב היכולות של הפרויקט – שינוי מילות מפתח, הרצה של קוד, ואפילו אפשר לראות את ה-AST של הקוד שהקלדת בצורה שנעימה לעיניים
* **סוג שני: מפתחים** – מפתחים שרוצים לכלול יכולות פרוגרמתיות בתוכנה שלהם. בשביל להקל עליהם, הפרויקט מעוצב לפי תבנית הFacade, על מנת לפשט את האינטגרציה עם התוכנה, וגם לאפשר אותה באמצעות פחות "נפח" של קוד. מעבר לזה, הפונקציות העיקריות בפרויקט, מתועדות בצורה אקסטנסיבית ומסבירות בצורה טובה מה הן בדיוק עושות, ואפילו כוללות דוגמאות המראות מה קורה עם קלטים מסוימים.

### יעדים ומטרות

מההתחלה, החלטתי שהפרויקט יכוונן לשתי מטרות, יחסית ספציפיות, אך שימושיות:

* **ראשונה: יצירת שפת תכנות שקל ללמד וגם קל לשנות.** שפה כזאת יכולה בקלות להנגיש לימוד תכנות לילדים, ובמיוחד לילדים שלא בהכרח יודעים אנגלית. כאן לפרויקט שלי יש יתרון מובהק על פני אופציות אחרות זמינות: הפרויקט עוצב תוך כדי התחשבות בריבוי שפות, כך שכל keyword או אלמנט בStandard Library יכול להיות מוחלף על ידי כל מילה אחרת בכל שפה אחרת, דבר שמאפשר לתכנת לא רק בשפה האנגלית, אלא גם בשפות מדוברות אחרות, כמו עברית וערבית.
* **שנייה: שימוש ככלי פרודוקטיביות בתוך תוכנות קיימות** – כמו שהתוכנה Excel מאפשרת לשנות ערכים של משבצות בעזרת קוד הכתוב ב-Visual Basic Analysis, ככה תוכנות המשתמשות בLittle כספרייה יוכלו לספק דרכי אינטראקציה עם התוכנה באמצעות קוד הכתוב בLittle. גם כאן לפרויקט יש יתרון ברור, שכן לא רק שמצד הלקוח, כתיבת קוד בLittle זה דבר קל בגלל הsyntax הפשוט והעקבי של השפה, גם המפתח נהנה, מכיוון שחלק משמעותי מהפרויקט מתרכז בהקלה על הוספת אלמנטים חיצוניים לשפה, וזה יהיה מאוד קל ומהיר לשלב את הפרויקט בתוכנה של המפתח, ויחסוך ממנו המון כאב ראש.

### בעיות, תועלות וחסכונות

כשהתחלתי עם הפרויקט לפני כשנה, היה לי רק רצון אחד שהפרויקט ימלא, שלא קשור בהכרח לתפקוד שלו – **שיהיה אפשר לתכנת בו בכל שפת אם שהיא**. הסיבה לרצון הזה, קשורה לאתר-משחק ששיחקנו בו בבית הספר היסודי, שקראו לו Code Monkey, שבו המטרה היא להזיז קוף לעבר בננות באמצעות קוד, בכמה שפחות שורות. בעיה אחת הייתה לי עם המשחק הזה – הקוד היה באנגלית, ואני הייתי הרבה יותר קטן, ולא ידעתי אנגלית טוב - זה *מאוד* הגביל אותי, כי לקח לי מדי הרבה זמן לזכור מה כל דבר עושה, וככל שהצטברו הפונקציות והתכונות שהיה אפשר להשתמש בהם, המשחק הסתבך יותר ויותר...

על מנת לממש את הרצון שלי עם הפרויקט הזה, עצבתי אותו בדרך מסוימת, ונתתי גישה למגוון מערכות שונות, ולא רק שממשתי את הרצון שלי – לשמחתי, עשיתי הרבה מעבר...

**מערכות:**

* **אוסף מילות מפתח** – על מנת להקל על המְפַתח, ניתנת גישה לכל "מילות המַפְתח" (Standard Library, מילים שמורות), והמְפַתח יכול לשנות מילים ספציפיות, או להחליף בין סטים שלמים של מילים, כדי לשנות את וורבאליות הקוד, או השפה המדוברת בו היא כתובה. מערכת זו ממש הייתה מכוננת למימוש הרצון הראשוני שלי, של הנגשת תכנות לילדים שלאו דווקא יודעים אנגלית. דוגמה של המערכת בפעולה:

**מילות מפתח ערוכות לעברית:** **ברירת מחדל:**

|  |  |
| --- | --- |
| הגדר מס = 13  הדפס({  מס = מס \* 5  אותיות.מקוד\_אות(מס)  }) """ מדפיס: "A" """ | define num = 13  print({  num = num \* 5  Characters.fromCharCode(e)  }) “””prints: “A” “”” |

* **Parser מודולארי** – על מנת להוסיף על יכולות המערכת הראשונה, הParser של השפה מאפשר "הזרקה" ישירה של שלבי בניית AST, ואפילו נותן למפתח להמציא Tokens חדשים באופן דינמי. המערכת מאפשרת את זה על מנת לאפשר תמיכה בכל סוג של syntax מיוחד, דבר שאי אפשר לעשות ברוב שפות התכנות האחרות, שמרכיבות את כל הAST שלהן לפני שהן מביאות אותו לmacros, ולכן, ניתן להוסיף לשפה רק syntax שנחשב חוקי (קריא על ידי ה-Parser של השפה) מראש. הסיבה לכך היא, שsyntax שנחשב שגוי בשפה, אך חוקי ב-macro שבנינו, יזרוק שגיאה בקריאה הראשונית של הקוד אל תוך AST, ולא יגיע לmacro- שלנו. דוגמה משפה קיימת (Haxe):
  + גישת מערך מרובת expressions, כמו array[3, 5 + 4], לשפה שמצפה לidentifier/expression יחיד בגישה למערך, שיראה כך:array[2 \* 6] , תזרוק שגיאה בסגנון Unexpected Identifier `,` ויפסיק את הParser, לפני שהוא מפעיל את הmacro שלנו, שיהפוך, לדוגמה, את array[3, 4 + 5] ל array[3][4 + 5]. על מנת להימנע ממקרים כאלה, ה-Parser של השפה מאפשר הכנסת macros ממש אל תוך פונקציית הparsing ולא אחריה, ובעזרת יכולת זו אפשר לדאוג שהmacro פועל לפני שהParser זורק את השגיאה, וה-macro יעבוד כמצופה.
* **אגף להוספת Externs** – על מנת להקל על המפתח בשילוב הפרויקט בתוכנה שלו, ישנו אגף שלם הנועד רק להוספת "Plugins" שונות לשפה במגוון סוגים, ובמגוון מקרים - ממשתנים ופונקציות רגילות, לסוגים מיוחדים ושדות גלובליים. האגף הזה מורכב ממחלקה אחת ששמה Plugins, שמטרתה לאפשר הוספת אלמנטים לשפה בעזרת קוד הכתוב בHaxe, ופונקציה ששמה loadModule(), שמאפשרת להריץ קוד הכתוב בLittle מראש, או ממש לפני שהקוד של המשתמש רץ. דוגמה:

|  |  |
| --- | --- |
| Plugins | Little.plugin.registerVariable(      "currentTime", "Characters", () -> {          return Conversion.toLittleValue(              Date.now().toString()          );  // Or alternatively, the token:              // Characters(Date.now().toString())      }  ); |
| loadModule() | Little.loadModule("      define attachedToProgram = true      define parentProgram = “My Program”      action mySemiExtern() = {        print(“Hello World”)      }      ", "Externs"  ); |

### פתרונות קיימים

ישנן כבר שפות תכנות שתומכות בשימוש לצרכים שהפרויקט שלי מיועד אליהם. להלן, השוואות בין שפות תכנות וספריות/תוכנות שמנגישות אותן, והפרויקט שלי:

|  |  |  |  |
| --- | --- | --- | --- |
| שפת תכנות | **Hscript**  **(Haxe)** | **VBA  (Visual Basic)** | **פרויקט**  **(Little)** |
| **הכרזת משתנים/פעולות** | ✔️ | ✔️ | ✔️ |
| **הכרזת סוגים** | ✔️ | ✔️ | ✔️❌\* |
| **לולאות, תנאים** | ✔️\*\* | ✔️ | ✔️ |
| **Compilation Macros** | ✔️ | ❌ | ✔️ |
| **גישה לאירועי הרצה (יצירת משתנה, משתנה נכתב...)** | ❌ | ❌ | ✔️ |
| **שינוי מילים שמורות** | ❌ | ❌ | ✔️ |
| **Cross Platform** | ✔️ | ❌ | ✔️ |

\* לא ניתן ליצור סוגים דרך קוד Little, אך אפשר להכניס סוגים מבחוץ, מצד המפתח  
\*\* אין variable capturing ו-pattern matching בתנאי switch

### טכנולוגיה

הפרויקט תוכנת בשפה יחסית לא מוכרת, ששמה Haxe. Haxe היא שפת תכנות שייצר אחד המתכנתים של ActionScript, שמטרתה לאפשר פיתוח אפליקציות למגוון מטרות ופלטפורמות, באמצעות טרנספילציה (תרגום קוד של שפה אחת לקוד של שפה אחרת). בהתחלה, מטרת השפה הייתה לאפשר כתיבה של גם לקוח וגם שרת באותה שפה, בעזרת השתמשות בספריות סטנדרטיות של השפות שאליהם הקוד מתקמפל. בשביל זה, נתמכו בתחילת הפיתוח רק 3 מטרות שאליהן היה אפשר לקמפל:

* JavaScript, בשביל אתרים וקוד ברשת
* ActionScript 3, בשביל משחקים
* Neko, מכונה ווירטואלית "תוצרת בית", בשביל תוכנות Native.

איתן היה אפשר, לדוגמה, לכתוב לקוח בעזרת הספרייה הסטנדרטית של JavaScript, ושרת בעזרת הספרייה הסטנדרטית של Neko (או שימוש בספריות דינמיות בעזרת Externs).

עם הזמן, יותר ויותר מטרות נוספו, וסגנון השפה השתנה: במקום להמשיך להדמות לשפות כמו Java וActionScript3, ובכך להקל את המעבר מהשפות האלה ל-Haxe, נוספו תכונות נוספות ופעולות מיוחדות, על מנת להבהיר ולהקל על עיבוד מידע. בפרויקט הזה יצא לי להשתמש בשתי תכונות עיבוד המידע העיקריות:

* **Algebraic Data Types:** בHaxe, הenum הקלאסי מורחב על מנת לתמוך בסוג קצת יותר מתוחכם של איבר, שמאפשר העברת פרמטרים שאותו איבר מבקש. זה מאוד שימושי כשרוצים לבנות עץ – בפרויקט השתמשתי בתכונה זו כדי לבנות את עצי הsyntax. דוגמה לעץ:

enum Tree<T>{

    BinaryTree(?left:Tree<T>, value:T, ?right:Tree<T>);

    RegularTree(value:T, children:Array<Tree<T>>);

    Leaf(value:T);

}

var tree:Tree<Int> = BinaryTree(

    Leaf(2),

    1,

    BinaryTree (

        //Question mark allows us to skip parameter

        3,

        Leaf(4)

    )

);

* **Pattern Matching:** תנאי switch הורחבו על מנת לאפשר חילוץ והתאמת מידע הנמצא בתוך Algebraic Data Types, כמו מספרים, מחרוזות, מערכים, או ADTs אחרים. ניתן לעשות זאת על ידי הצבת ערכים, העמדת תנאים מיוחדים, או הוצאתם מהADT על ידי הצבת משתנים במקומם:

switch tree {

    case BinaryTree(\_, (\_ > 100000) => true, (\_ == null) => false):

        throw "Big tree cannot contain a right child";

    case RegularTree(\_, \_) if (disableRegularTree):

        throw "Regular Trees are disabled"

    case RegularTree(value, arr): //Do Things

    case BinaryTree(null, value, null) | Leaf(value): {

        trace(value);

    }

    case BinaryTree(r, v, l): //Do Things

    case \_: //Do nothing, can also be `default:`

}

### הגבלות

כפי שהוזכר מקודם, אחת מהתכונות העיקריות של Haxe היא היכולת של השפה לעשות טרנספילציה להרבה מטרות אחרות – גם שפות תכנות, וגם מכונות ווירטואליות. על פניו נראה שזה יתרון ולא הגבלה, אבל זה לא בא בחינם, ויש קאטצ' – הספרייה הסטנדרטית קטנה ומצומצמת, וחייבת להתאים בפונקציות המוצעות למה שכבר קיים בכל המטרות האחרות. בפרויקט שלי, זה גרר בעיות שקשורות בצורך לסוגי מידע מיוחדים. אמנה מספר מקרים:

* **מערך ביטים** – אין דרך ליצור מערכים של אלמנטים שגודלם קטן מביט, מכיוון שלא כל המטרות תומכות ביצירה של מערך כזה (לדוגמה: PHP, Lua, ActionScript). נאלצתי להשתמש במערך של בייתים לזיכרון (ByteArray), ולהשתמש בכל בייט בתור תא היכול להכיל אלמנט אחד. בתיאוריה הייתי יכול להשתמש במערך רגיל ולאחסן את המידע בתוך הביטים של Int או Int64, אבל אז כבר אין סיבה להיות שמרן עם זיכרון, שכן מערך רגיל מומר לרשימה מקושרת או שילוב של רשימה ומערך בהרבה מהמטרות (Java: Array -> ArrayList, C++: Array -> vector, Python: Array -> list)
* **כמויות אלמנטים במערך** – לא כל המטרות שHaxe מציעה תומכות במערכים שאורכם עולה על 2.147 מיליארד אלמנטים, ומכיוון שלא יכולתי להשתמש במערך שגודל האלמנט שלו עולה על בייט אחד בשביל זיכרון, הוגבלתי לזיכרון בגודל מקסימלי של 2.147 גיגבייט.
* **שרת קומפליציה (completion)**  - בחלק אחד מהפרויקט, ישנו סוג שאמור להיות מתאים עם 8 סוגים אחרים. בגלל באג בשרת הקומפליציה, אי אפשר ליצור סוג אבסטרקטי עם יותר מ8 פרמטרי סוג , אם מאופשרת המרה מהם ואליהם.
* **HashTables** – Haxe כן מציעה HashTable, אבל לא כל מטרה מאפשרת גישה לבתים ומקום האחסון של ה- HashTable, ולכן הייתי צריך לתכנת בעצמי HashTable, כדי שאוכל לגשת לבתים שהוא מורכב מהם, ולאחסן אותם באותו מערך זיכרון שדיברתי עליו מקודם.

מעבר להגבלות שקשורות למבנה השפה, נתקלתי גם בבעיות שנגרמו מחוסר הפופולריות של השפה:

* **Hashing** – כשהתחלתי תכנת את הHashTable, גיליתי שאין הרבה ספריות שבכלל מציעות את האלגוריתמים המתאימים (SipHash לדוגמה). לפרויקט הזה זה פחות שינה, כי לא בהכרח חיפשתי אלגוריתם Hashing שמטרתו להצפין, אך עדיין יצא שהשתמשתי באלגוריתם שפחות חסין להתנגשות ממה שהייתי משתמש בו בשפות אחרות (כן יש לציין שהHashTable של Haxe משתמש בSipHash, אבל זה לא בכוונה, אלא בגלל שהמטרות שאליהן Haxe עושה טרנספילציה משתמשות בSipHash בשביל הHashTable שלהן)
* **ספריות עזר** – אין הרבה ספריות שמציעות את התכונות וסוגי המידע שאני צריך, או לפחות הן לא עושות זאת בצורה יעילה מספיק. לכן, השתמשתי בפרויקט הזה בספריה אחרת שכתבתי שאינה קשורה לפרויקט ששמה Vision (ספריית CV, מכילה הרבה סוגי מידע). על אף שחלק גדול מהספרייה הזאת היה קיים לפני שהשתמשתי בו לפרויקט, שמתי לב שאני מדי פעם הוספתי פונקציות או תכונות שהייתי צריך בפרויקט הזה. בשפה יותר פופולרית, כנראה בכלל לא הייתי נתקל בבעיה דומה, ועוד יותר לא הייתי צריך להשתמש בספרייה משלי.

### תחומים ותמיכה

בגדול, הפרויקט בנוי על ועוסק בעיבוד מידע באופן מאסיבי. באופן יותר ממוקד, הוא נכנס לענף של טוקניזציית מידע המובא בצורת טקסט, והפעלת מניפולציות על אותם טוקנים, ובנוסף גם שימוש באותם טוקנים כאמצעי שיכול להפעיל מעין מכונה ווירטואלית. אותה מכונה ווירטואלית מחברת בין התוכן שאותם טוקנים מייצגים, לפקודות שעל המחשב לבצע. חלק מהפקודות מסופקות מראש, ומה שלא מסופק מראש, מפתח שמשתמש בפרויקט יכול להוסיף בעזרת אגף מסוים בפרויקט. בשביל נוחות, אציג את הפסקה אחרונה כעץ, שנוצר בעזרת פונקציה שנלקחה מהפרויקט (מPrettyPrinter, אחרי אדפטציה):

Project

   ├──── Data Processing

   │       ├──── Module Storage

   │       └──── Compiling

   │               ├──── Keywords

   │               │       └──── Keyword Manager

   │               ├──── Text Tokenization (Lexer)

   │               └──── Token Manipulation (Parser)

   └──── Virtual Machine

           ├──── Interpreter

           │       └──── Token Actuation

           ├──── Extern Registration

           └──── Memory

                   ├──── Data Storage

                   │       └──── Hash Tables

                   └──── Externs

## תיאור המערכת

### אז, מה בדיוק הפרויקט עושה?

בגדול **מאוד**, הפרויקט הוא ה"קומפיילר" והמכונה ווירטואלית הרשמית של השפה שיצרתי - Little. הפרויקט גם מכיל שני אימפלמנטציות של לקוחות. אפרט, והרבה:

* **Little** – שפת התכנות עליה מבוסס הפרויקט. מדובר בשפה שיצרתי על מנת להנגיש תכנות לילדים קטנים. השפה (יחד עם הפרויקט הזה) נוצרה לפני קצת יותר משנתיים, והחליפה מספר שמות לפני שנחתה על השם Little:
  + [ב23 באפריל, 2022](https://github.com/ShaharMS/Little/commit/0c43e3e346ed3cd2746f8fb4864f475cba7cf4ef#diff-b335630551682c19a781afebcf4d07bf978fb1f8ac04c6bf87428ed5106870f5), הפרויקט נוצר, ונקרא Multilang-Coder. לשפה עוד לא היה שם.
  + [ב25 באפריל, 2022](https://github.com/ShaharMS/Little/commit/7d11131a08a0ed1d2d5910d0ac1db51a59051850), הפרויקט והשפה שינו את שמם ל”Minilang”. באותו commit מקושר, גם כתבתי חלק מאיך שרציתי שהשפה תעבוד. התחלתי עם הקוד, אבל הייתי רחוק מהמטרה שהוצבה שם. באותו הזמן גם, היה הניסיון הראשון למבנה וטכנולוגית הפרויקט, עליהם אפרט בהמשך. שם השפה עוד לא הוחלט באופן סופי ושם החבילה בה הוכל הקוד נקרא פשוט "language".
  + [ב26 באפריל, 2022](https://github.com/ShaharMS/Little/commit/dbd33065bb5a4c23fd06f30c8c7a439e245575c9) לא היה שינוי לשם, אך הסרתי את החלק שכתבתי בו איך שהשפה תעבוד, והוספתי את הספציפיקציה הראשונה שהכילה נראות ומבנה הקוד בשפה. גם על זה אפרט בהמשך.
  + [ב30 באפריל, 2022](https://github.com/ShaharMS/Little/commit/2e8ddaa16aaa266de313f088a3070301b6888be2) הפרויקט והשפה שינו את שמם לשם העדכני – "Little". גם כאן הספציפיקציה השתנתה קצת.

בזמן שהחלטת השם קרתה יחסית מהר ובשלב יחסית מוקדם של הפרויקט, החלטה על ספציפיקציה לקחה הרבה יותר זמן – כמו בהחלטה על השם, היו הרבה שינויים בהתחלה, אך כאן המקרה הוא אחר – תוך כדי פיתוח, הבנתי שיש תכונות שאני רוצה להשאיר, כאלה שאני רוצה להוריד, וכאלה שאני רוצה להוסיף. היו יחסית הרבה שינויים בזמן כתיבת הפרויקט. אנסה, כמו קודם, לעשות בהם סדר – אבל שימו לב! זה ייקח הרבה, *הרבה* יותר זמן:

* + [ב26 באפריל, 2022](https://github.com/ShaharMS/Little/commit/dbd33065bb5a4c23fd06f30c8c7a439e245575c9), נוספה הספציפיקציה הראשונה לשפה. יש לה הרבה אלמנטים שדומים לשפה שמוצגת בפרויקט: שימוש בdefine- וב-action על מנת להכריז על משתנה ופונקציה, לדוגמה. עדיין היה דמיון משמעותי לHaxe, שכן אחת המטרות הראשונות (שנפלו בשלב מאוחר יותר) היו בניית טרנספיילר לHaxe. לא הוספתי אף מדריך בשלב הזה, אך כן הוספתי הסבר על חלק ממילות המפתח שהיו אז בשפה. להלן הספציפיקציה:

define x = 5

define y = new ImprovedNumber(5)

y.increment(4)

print(y)

action increment(x:Number) = {

    return x + 1

}

//Instances

//File name – Improved Number

define baseNumber

action new(number:Number) = {

    baseNumber = number

}

//write comments with a double /!

// + types for actions are automatically inferred

action increment(x:Number) = {

    return baseNumber += x

}

hide action renew(number:Number) = {

    return new ImprovedNumber(number)

}

* + [ב30 באפריל, 2022](https://github.com/ShaharMS/Little/commit/2e8ddaa16aaa266de313f088a3070301b6888be2) שוב השתנתה הספציפיקציה, אך לא נוספו תכונות חדשות: רק הוספתי רעיון לsyntax שיתאים ליצירת סוגים בתוך Little:

define x = 5

define z:Number = 10

define y = new ImprovedNumber(5)

y.increment(4)

print(y)

//also supports classes:

className: ImprovedNumber

    define baseNumber:Number

    action new(number:Number) = {

        baseNumber = number

    }

    //write comments with a double /!

    // + types for actions are automatically inferred

    action increment(x:Number) = {

        return baseNumber += x

    }

    hide action dispose() = {

        //nothing

    }

* + [ב3 במאי, 2022](https://github.com/ShaharMS/Little/commit/f39ec722fb56007842c4cf9aa91f753e8ffa0616) נוסף הרעיון הראשון המשמעותי ששרד (כמעט לגמרי) את מבחן הזמן, ונכנס לתוצר הסופי – לולאת ה-for. הספציפיקציה מציעה syntax אלטרנטיבי, שלא משלב אופרטורים/סימנים (לדוגמה: ..., ;), ומחליף אותם במילים from, ו-to. syntax זה עוצב גם כדי להשאיר מקום לולאת for שעוברת על מערכים, על אף שלא היה תכנון מידי לזה באותו זמן.

שאר הקוד בספציפיקציה זהה לזה שלמעלה, אעתיק את השוני לכאן:

for name from 0 to 9  {

    print(i)

}

* + שוב [ב3 במאי](https://github.com/ShaharMS/Little/commit/9391ce3f562129321196181aa886979fc314f914), הפעם חשבתי על ללכת על סטייל python כל הדרך בכתיבת פונקציות, רק בלי ה-:. כבר אומר מראש – זה לא שרד הרבה זמן :)

className: ImprovedNumber

    define baseNumber:Number

    action new(number:Number)

        baseNumber = number

    //write comments with a double /!

    // + types for actions are automatically inferred

    action increment(x:Number)

        return baseNumber += x

    hide action dispose()

        //nothing

* + עכשיו מתחילים לקפוץ בזמן: [ב16 בינואר 2023](https://github.com/ShaharMS/Little/commit/029cbc27218b5d3fa167e393d3e2b519e5e7478e), קרו מספר דברים יחסית גדולים:
    - הוסרה הספציפיקציה ליצירת סוגים, מתוך רצון להציב מערכת עובדת לפני שמתעסקים עם יצירת סוגים.
    - האופרטור המשמש להכרזת סוג על ערך/משתנה הוחלף מאופרטור למילים: מ-: ל-of type. זאת במטרה להיפרד קצת מ-Haxe, ולפשט את השפה.
    - נוסף האלמנט every ללולאות for, המאפשר קפיצות בין ערכים. (לדוגמה, from 0 to 5 every 2 יעבור על הערכים 0, 2, 4

הספציפיקציה המלאה:

define x = 5

define z of type Number = 10

define y = new ImprovedNumber(5)

y.increment(4)

print(y)

define fileWriter = File.write("idk.txt")

fileWriter.writeString("Yay Haxe")

fileWriter.close();

for name from 0 to 9 every 2 {

    print(i)

}

* + קצת לפני ה[16 במרץ 2023](https://github.com/ShaharMS/Little/commit/029cbc27218b5d3fa167e393d3e2b519e5e7478e), מחקתי את הספציפיקציה שנכתבה עד אז,
  + [ב29 בינואר, 2023](https://github.com/ShaharMS/Little/commit/acaec403399cc437ffb97105c8d391dd90cbc50f), מחקתי את החלק בReadme שהעיד על הספציפיקציה, לעומת שלושה דברים שהצבתי לעצמי לצור בעתיד:
    - קובץ טקסט נפרד המכיל את הפירמוט, הsyntax וה"זרימה" של קוד השפה
    - סוויטת בדיקות, שגם היא תסתמך על תכונות השפה ותעיד על המבנה שלה
    - אזכור של תכונות ייחודיות בReadme של הפרויקט
  + [ב16 במרץ 2023](https://github.com/ShaharMS/Little/commit/029cbc27218b5d3fa167e393d3e2b519e5e7478e) הוגשמה המטרה השלישית, ויצרתי חלק בקובץ הReadme שנועד לאזכור תכונות. התכונה הראשונה שנוספה לשם היא אחת מתכונות הבסיס של Little, וזה העיקרון Everything can be a code block. אסביר עליו בהמשך. הדוגמה שסופקה:

x = {define y = 0; y += 5; (6^2 \* y)} //180

* + [ב19 באפריל, 2023](https://github.com/ShaharMS/Little/commit/d8ee3e0341f8d4dcb94b08e7df063456fd20017d) נוספה לReadme התכונה השנייה, שעקרונה: Consistency Is Key. גם עליה אפשר בהמשך, על אף שהיא יחסית ברורה מדוגמת הקוד שכתבתי לReadme:

define consistent = 5

define consistent.newPropertyDeclaration = 6

action declaredJustLikeVariables(define parametersAreDefinedTheSame = 6) = {

    print("Function Bodies are also assigned using `=`")

}

* + [ב23 באפריל, 2023](https://github.com/ShaharMS/Little/commit/903167bb7495e9677386f627ceff9bbe0fa5e037) נוספו \*המון\* דוגמות ומדריכים לקובץ הReadme – מתכונות של השפה, לתכונות של קורא הקוד, ותיעוד של כמה לולאות, חדשות וישנות:
    - לולאת while – מבצעת את גוף הלולאה עד שהתנאי מחזיר true
    - תנאי if מבצע את גוף התנאי עם התנאי הראשוני מחזיר true
    - לולאת for שינתה את המילה every למילה jump
    - תנאי after – מבצע את גוף התנאי, מיד לאחר שהמשתנה שמאוזכר בתנאי הראשוני משתנה, וגורם לתנאי הראשוני להחזיר true
    - תנאי whenever- שילוב של after וwhile- – כל פעם שאחרי עדכון המשתנה המוזכר, התנאי הראשוני מחזיר אמת, הגוף שבתוך התנאי מורץ.

לא אוכל לשים כאן הכל בגלל גודל הטקסט (בין 2 ל3 עמודים), אז [הנה קישור לקובץ בגיטהאב באותו commit](https://github.com/ShaharMS/Little/tree/903167bb7495e9677386f627ceff9bbe0fa5e037?tab=readme-ov-file#language-features)

* + [ב6 בנובמבר, 2023](https://github.com/ShaharMS/Little/commit/0cfb7810685a1ce82ca17c246a0e03cb097cb0ce), נוספה עוד דוגמה לתכונה בשפה – דוקומנטציה. היא קיבלה אימפלמנטציה קונקרטית באותו הזמן, בעזרת סדרת הסימנים """.  
    גם נוספה הרחבה לאחת הדוגמאות, שכללה יצירת משתנה עם שם שמוחלט בזמן ריצה. מעבר לזה, היו תיקונים קטנים, בעיקר של שגיאות כתיב/syntax:

define {("hey" + 1)} = 3

print(hey1) //3

"""

Retrieves the value of `x`

"""

define x = 3

""" Increments the value of `x"""

action incrementX() = { x = x + 1 }

print(x) //3

print(x.documentation) //Retrieves the value of `x`

print(incrementX.documentation) //Increments the value of `x`

* + [ב8 בנובמבר, 2023](https://github.com/ShaharMS/Little/commit/12ba9f52503636d14d58c52fb97e7ee128b8bc79), נוצרה סוויטת הבדיקות לראשונה – היו בה מספר בדיקות, והיא הדפיסה לכל בדיקה האם היא עברה, ואם לא מה קרה כשהיא לא עברה. ביצירה של הבודק הוספתי 7 בדיקות. מכיוון שהן נמצאות ממש בתוך הקוד של הבודק (אפרט בהמשך על למה ואיך הוא עובד) אני לא יכול להביא אותן, אבל [הנה קישור לקובץ הבודק עצמו](https://github.com/ShaharMS/Little/blob/12ba9f52503636d14d58c52fb97e7ee128b8bc79/src/UnitTests.eval.hx).
  + [ב16 בנובמבר, 2023](https://github.com/ShaharMS/Little/commit/05980d8ad4cfeff97b379f0f354ecefd33549c23) ו[ב22 בנובמבר, 2023](https://github.com/ShaharMS/Little/commit/7372a36d82f922ca7983cd2d3b0be71302ad1282), נוצר קובץ הספציפיקציה "הרשמי", בשני חלקים – פשוט קובץ טקסט המכיל קוד מתוכנת בשפה Little. הוא הכיל גם ספציפיקציה להכרזה של סוגים, לולאות ותנאים על מנת לנסות לקבוע סטנדרט לאיך השפה אמורה בערך להראות.

"""

    My Custom Class

"""

class Foo = {

    define self.public = 5

    define Foo.static = 5.6

    """

        Constructor

    """

    action self.create() = {

    }

    action self.somePublicAction(define someParameter, define param as Number = 2) = {

        print(self + " Called for " + someParameter + " and " param)

    }

    action Foo.someStaticFunction() = {

        print(Foo.documentation)

    }

}

define someVar as Decimal = 3

action someRandomAction() = {

}

"""

    doTwiceIf (3 > 5) {

        print(i)

    }

"""

condition doTwiceIf(define condition as Characters, define body) = {

    if (run(condition)) {

        runWith(body, "define i = 1")

        runWith(body, "define i = 2")

    }

}

condition repeat(define iterationCounter, define body as Characters) = {

    define times = run(iterationCounter).toNumber()

    while(times > 0) {

        run(body)

        times = times - 1

    }

}

for (define x from 0 to -100 jump 10) print(x)

while (true != false) print({define z = 3, z})

* + מיצירת קובץ הספציפיקציה, לא קרו שינויים דרמטיים במבנה הקוד. השינוי הגדול האחרון קרה בתאריך [17 במרץ, 2024](https://github.com/ShaharMS/Little/commit/4e510898acfa2edcd02b5d3ccbb42ae74bbfc34f), שבו נוספה הספציפיקציה   
    להכרזה על סימנים:

sign (left ^% right) = {

    return left + right ^ 2

}

print(^%.priority.type) //Number

עם הזמן, נוספו גם בדיקות לסוויטת הבדיקות, אך אין צורך להזכיר אותן (לפחות כרגע), שכן הן לא מכילות קוד שאמור "להוות דוגמה", אלא רק כזה שנועד לבדוק אם דברים עובדים כמצופה. (רוב הבדיקות בשורה אחת על עף שמצופה לשים line breaks, לדוגמה).

עכשיו שסוף סוף, סיימנו עם ההיסטוריה של השפה, בו נתעסק בהווה: בפועל, אלה התכונות ודרכי התכנות שהשפה מאפשרת:

* + **דרך כתיבה:**
    - **בלוק של קוד יכול להיות כמעט הכל:** שמות משתנים, לולאות, פונקציות ואפילו סימנים מאפשרים הכרזה וגישה בזמן ריצה בעזרת בלוקים של קוד – בלוק של קוד הוא כמות מסוימת של שורות, מאוכסנות בתוך סוגריים מסולסלות. בלוק יכול להחזיר ערך בעזרת מילת המפתח return. ניתן גם להשמיט אותה, ואז הערך המוחזר יהיה הtoken האחרון בבלוק הקוד.
    - **כתיבת קוד אחידה:** כמה שאפשר, כל הדרכים לכתוב syntax שמטרותיהן דומות (הכרזות, גישות, קריאות) כתובות באותה דרך, אותה צורה, או לפחות אותו זרם: תמיד משתמשים ב= על מנת להצמיד ערך (אפילו לפונקציות) – יש להשתמש במילת הכרזה כאשר יוצרים property חדש על אובייקט, וכן הלאה
    - **כל דבר יכול לשמש כערך:** נובע משני העקרונות לעיל – אם למשתנה יש ערך, ופונקציה יכולה לשמש כערך, למה שלא כל סוגי המידע יעשו זאת? לכן, אפשר גם להשתמש באופרטורים וסוגים כערכים. עיקרון זה שימושי ליצירת aliases, וגם יכול ליצור דברים משעשעים כמו:

define בחזקת = ^

define כפול = \*

print(5 כפול 6 בחזקת 2)

(יוצא 180)

* + **פיצ'רים**
    - **הכרזות:** יש תמיכה בהכרזת משתנים ופונקציות, מכל סוג שהוא, באופן סטטי ודינמי:
    - **שורות:** אין צורך לשים ; בסופי שורות, אך אפשר להשתמש ב-, על מנת להכניס כמה שורות קוד בשורה אחת, וזה מפצל את השורה לחלקים.
    - **גישות וקריאות:** אפשר לגשת לערכים של מזהים בעזרת השתמשות בשמם, השתמשות בפונקציה read, או בלוק של קוד שמחזיר פעולת read. קריאה לפונקציות מתבצעת באותה צורה, עם הוספת () אחריהם. הסוגריים יכולים להכיל פרמטרים, מפוצלים בעזרת שורה חדשה או ,

define x = 3

define e = read(“x”)

print({e +=7, read(Characters.fromCharCode(e + 91))})

(יוצא "e")

* + - **לולאות ותנאים:** רוב הלולאות שזמינות בשפות אחרות זמינות גם בLittle: if, while, for. בLittle יש גם שתי לולאות/תנאים חדשים: whenever ו-after – after מתבצע פעם אחת בדיוק, מיד לאחר שהמשתנה שמוזכר בתוך התנאי שלו משתנה וגורם לזה שאותו תנאי יחזיר true. Whenever עושה אותו הדבר, אך לא מתבטל אחרי פעם אחת:

define x = 3

after (x == 4) print(“hey”)

whenever (read(“x”) > 3) {

    print(x)

}

כש-x יוגדל מעבר ל-3, יודפס ערכו. בפעם הראשונה ש-x יהיה שווה ל-4 תודפס המילה hey.

* + - **גופי קוד:** כמו שבטח ראיתם מקודם, אפשר הרבה פעמים להשמיט את הסוגריים המסולסלות במקום שמצופה בלוק של קוד. המקרה היחיד שאי אפשר להשמיט אותן הוא כמשתמשים בבלוק In-line על מנת לייצר ערך.

עכשיו, סיימנו עם השפה. הגיע הזמן לעבור ל:

* **Compiler** – הלב של הפרויקט, ומבצע העבודה השחורה – הוא מקבל קוד הכתוב בLittle, והופך אותו לAST שאפשר להריץ, או לשמור כBytecode. כמו לשפה עצמה, גם לו יש היסטוריה עשירה במיוחד, ועבר שינויים אפילו יותר רבים:
  + [ב24 באפריל, 2022](https://github.com/ShaharMS/Little/commit/874fbfc0c8cda7b4d43ff169e2f0d8209dcbed8e) הותחלה העבודה על הקומפיילר. אפשר לראות מהקוד שבcommit על התכנון הראשוני של השפה, שעליו דיברתי בהתחלה ממש – לשמש משחק לילדים שמטרתו לימוד קוד. במבט לאחור, מדובר בcommit יחסית מצחיק, עם תוספות שאפשר להגיד שהן, אולי אפילו מאוד, questionable.  
    סדרת הcommits הבאים היו הרבה יותר קשורים לאינטרפרטציה מאשר לקומפילציה, דבר שמראה על רמת ההבנה שלי כשהתחלתי עם הפרויקט :)
  + [ב25 באפריל, 2022](https://github.com/ShaharMS/Little/commit/0da200dc0b574e09aeccd0641ce32ab2517a7182) נוסף אלמנט הקימפול הראשון – Regex למציאת הכרזת משתנים  
    לא לדאוג, לא עוד הרבה זמן אבין ששימוש בRegex זה לא הדרך...
  + כשהפרויקט היה בחיתוליו, גגם טרנספיילר תוכנן. [ב26 באפריל, 2022](https://github.com/ShaharMS/Little/commit/67ec204a3e787c5f1348bd7c4895262a1e01f560) נוסף הטרנספיילר, שהציע זיהוי משתנים ופונקציות, וכתיבתם בHaxe, וכן, עדיין באמצעות Regex.
  + [ב1 במאי, 2022](https://github.com/ShaharMS/Little/commit/43ac412dbb2594aef10da1425f996a48b59cfa9d) לא נעשה שינוי משמעותי, אך קובצי הקומפיילר שנכתבו עד עכשיו הוזזו לחבילה ששמה little, שם הפרויקט שממש אז הוחלט.  
    מעכשיו, לא אזכיר עוד שינויים לגבי הטרנספיילר, שכן הם לא יהיו רלוונטיים יותר.
  + [ב26 בדצמבר, 2022](https://github.com/ShaharMS/Little/commit/941c00467cb839055068295688431d27597e1647), אחרי יחסית הרבה דם יזע ודמעות מהתעסקות עם המודל של אז, התחלתי את הRefactor הראשון של הקומפיילר. הרעיון החדש עכשיו הוא כזה:
    - הlexer ישמש לזיהוי אלמנטים פשוטים יחסית
    - הparser ישמש לזיהוי יותר לעומק.
    - הטוקנים בסוף יועברו להרצה.

לצערי, עדיין לא למדתי את הלקח שלי עם Regex.

* + [ב27 בדצמבר, 2022](https://github.com/ShaharMS/Little/commit/cd32d502097abf032436306740adb653a834d2dc), ממש יום אחרי, לצערינו, מחקתי את הrefactor, כי לא הבנתי איך אני מתקדם מאיפה שאני נמצא.  
    בסופו של יום, אני די החלפתי את רעיון העיצוב של כל הפרויקט כמעט ביום אחד – הגיוני שאהיה מבולבל איך להמשיך. לקחתי לי הפסקה של כשבועיים, בה התרעננתי, ועבדתי על דברים אחרים.
  + [ב16 בינואר, 2023](https://github.com/ShaharMS/Little/commit/029cbc27218b5d3fa167e393d3e2b519e5e7478e) נוצר הLexer הראשוני. הוא השתמש בטוקנים שנקראו ComplexToken, שאמורים להכיל הרבה מידע, תחת כותרת אחת, שאליו דואגים בהמשך. התוכנית הייתה כזאת עכשיו:
    - Lexer מחלץ מבנים מסוימים מהקוד ושם אותם תחת כותרות
    - Parser אוסף את הכותרות והמידע שתחתן, ומסדר אותו באופן שיהיה קל להריץ
    - לאחר מכן, מריצים את הטוקנים
  + [ב21 בינואר, 2023](https://github.com/ShaharMS/Little/commit/f8fb61eaf67348e6ff549f0a3d98898ef5591b96) נוספו לLexer אפשרויות של זיהוי הכרזות שונות, כתיבות וקריאות. הטוקנים שלו הוחלפו בכאלה ששמם TokenLevel1, וCompexToken יהיה בשביל הParser.
  + [ב25 בינואר, 2023](https://github.com/ShaharMS/Little/commit/a147b9a23ed7cd1442f01f830ebffa8739efca3e) נוסף commit שאומנם לא שינה הרבה, אבל הכיל כנראה את ההשראה ששרדה הכי הרבה זמן – פונקציית ההדפסה של עצי syntax – גם אז וגם היום, הפרויקט משתמש באותם unicodes ובאותו מבנה על מנת לייצג את העץ.
  + [ב6 בפברואר, 2023](https://github.com/ShaharMS/Little/commit/c56c171573d9cce657b803b78a8b85d2948b1e3c#diff-561a45717a059f61ea27b063fe06f1416e29482755053429c5c27a371ad7a2da) התחילה העבודה על הParser. שוב, באותו מודל ועם Regex.
  + [ב15 בפברואר, 2023](https://github.com/ShaharMS/Little/commit/d2c88307fc7323a3a49f67b55e30be16f3468139#diff-712d1c534b2ddfe82a2d6122c6b30603f4dc81aa86ee5c008d887fe91bdbd156), לאחר שהסתיימה העבודה על הParser והתחלתי עם הInterpreter, הבנתי שאני לא יכול להמשיך במודל הנוכחי, כי הוא לא יכול לגדול בצורה טובה.  
    והחלק הכי חשוב – סוף סוף, הפסקתי להשתמש ב-Regex!  
    מאז, התוכנת הייתה בערך זהה לתוכנית של היום:
    - Lexer לוקח את הקלט, ממיר אותו להרבה טוקנים שמבטאים את תוכן הקלט
    - Parser מנסה למצוא קצפים של טוקנים, והופך אותם לפחות טוקנים יותר מפורטים
    - Interpreter קורא ומפעיל את הטוקנים האלה

בcommit הזה גם הLexer נעשה מחדש לגמרי, [ובcommit שמיד אחריו](https://github.com/ShaharMS/Little/commit/71ca294533d751ee199d33a83cf77d65a0cfd8a9) התחילה העבודה על הParser.

* + [ב9 במאי, 2023](https://github.com/ShaharMS/Little/commit/6ed30b00f2aa01c7e9279d96cca2158bd3ae233f) נוסף הפיצ'ר האחרון שתוכנן לפרסר – else. קצת אחרי הcommit הזה, חשבתי שסיימתי את העבודה על הפרויקט הזה שלי – לא לשכוח, כל מה שקרה עד עכשיו, היה די הרבה לפני שבכלל ידעתי של5 יחידות סייבר צריך פרויקט...
  + [ב2 באוגוסט, 2023](https://github.com/ShaharMS/Little/commit/56e604f1940fc0d636704fa3f58551228b61d9a6) התחשק לי להוסיף תמיכה חלקית בדוקומנטציה לשפה, יותר בשבילי ובשביל מפתחים אחרים מאשר בשביל משתמשים. שוב, בשלב זה עדיין לא ידעתי שאני הולך להשתמש בפרויקט הזה בשביל סייבר.
  + [ב22 בנובמבר, 2023](https://github.com/ShaharMS/Little/commit/7372a36d82f922ca7983cd2d3b0be71302ad1282) בוצע השינוי המשמעותי האחרון לקומפיילר – האינטרפרטר קיבל טוקנים משלו, ונוסף שלב המרה מטוקני פרסר לכאלה של אינטרפרטר.

עכשיו, אחרי שעברנו גם את הקומפיילר, הגיע הזמן למנות את הפיצ'רים הסופיים שלו:  
**‎**

|  |  |  |
| --- | --- | --- |
| define x = 3, x = x + 6 action getX() = {     return x } print(getX()) | הגדר ס = 3, ס = ס + 6 פעולה קבל\_ס() = {     החזר ס } הדפס(קבל\_ס()) | السياج ع = 3, ع = ع + 6 فعل يحصل\_ع() = {     استرداد ع } مطبعة(يحصل\_ع()) |

|  |  |
| --- | --- |
| define x = 3, x = x + 6 action getX() = {     return x } print(getX()) | var x = 3, x = x + 6 fun getX() = {     ret x } log(getX()) |

* + **שינוי מילות מפתח:** אפשר לשנות את המילים השמורות בשפה לסט אחר של מילים, או לשנות מילים אינדיבידואליות בעזרת ממשק מיוחד. [בתוך קובץ הreadme](https://github.com/ShaharMS/Little/tree/branch/functional-programming?tab=readme-ov-file#keyword--standard-library-modification) יש דוגמה לשינויי מילים. אביא את הדוגמאות משם:
  + **Parser Injection:** הParser בנוי בצורה שמאפשרת "השחלה" של פונקציות parsing תוך כדי תהליך הparser הרגיל, ואף מאפשר הסרה של שלבים, על מנת לתת למפתחים שמשתמשים בפרויקט לעצב את נראות השפה, להוסיף, ולהוריד לה תכונות.
  + **Custom Tokens:** בשלב הParsing, המפתח יכול להוסיף טוקנים משלו, כדי לפשט הוספת שלבים לParser. הופך את הפיצ'ר לעיל לעוד יותר עוצמתי.
  + **הוספת externs מצד המפתח:** יש אגף שלם שמיועד אך ורק להוספת משתנים, פונקציות, שדות, סוגים ואופרטורים בדרך מהירה ולא "מנופחת" מדי. זה מאפשר למפתח להוסיף על הספרייה הסטנדרטית שLittle מספקת, ואפילו ליצור חלקים שלמים למטרה שלשמה המפתח משתמש בפרויקט (לדוגמה, אם Excel היו משתמשים בפרויקט במקום בVBA, הם היו משתמשים באגף הזה כדי להוסיף סוגים ופונקציות שעושות interfacing עם Excel.)
* **Interpreter** – לאחר שהקומפיילר מעבד את המידע ומייצר את הAST, צריך שיהיה משהו שיממש אותו – אנחנו הרי לא בונים טרנספיילר בסוף...

בניגוד לחלקים האחרים, דווקא הפעם לא אזכיר את ההיסטוריה של החלק הזה בפרויקט, אלא אזכיר רק miilestones עיקריים, משתי סיבות:

* + האינטרפרטר לא עבר שלבים של למידה כמו ששאר החלקים עברו
  + לא היה תכנון נרחב מאחורי שינויים בהתחלה, הם נעשו אך ורק מנוחות, ולכן קרו הרבה שינויי "זבל"

ועכשיו, לתוכן:

#### חלק ראשון: הפרדה מוחלטת: הParser והInterpreter

בהתחלה ממש, לא חשבתי שיהיה צריך לפצל בין השניים – אמרתי לעצמי – למה אם כל המידע שצריך בשביל להריץ קוד נמצא כבר בparser, צריך ליצור עוד סוג טוקנים, שבתכלס מייצג אותו הדבר?

בהתחלה חשבתי שצדקתי, ואכן דברים הלכו טוב, אפילו שהשתמשתי בParserTokens בתור טוקני ההרצה, ולא בטוקנים מכוונים. אבל, אולם מאוחר, בעיות התחילו לצוץ, והכל התחיל בcommit הזה:

נראה commit תמים יחסית: סך הכל הוספתי טוקנן המעיד על ערך אקסטרני, אבל כאן התחילה ה"אינפלציה" בטוקני הParser – כל פעם שנוסף טוקן של parser שאינו קשור, זה מקשה יותר ויותר על הבנת הקשרי הטוקנים, ומצריך כל פונקציה שרק מנסה לדאוג לטוקנים בזמן בנייה לדאוג לעוד טוקנים לא רלוונטיים שלא אמורים לצוץ אף פעם.

[עם הזמן, המצב החמיר](https://github.com/ShaharMS/Little/commit/597c968e0ddad5202e3e3f48682c9fa69fb51b2d#diff-10bdf9abdaf716dadd7d38ec9b423e01185ba8b85cb0d8d022ed48a23e5c29f0), ונהיה מצב שהתחלתי ממש לדחוף פשוט ערכים לתוך הטוקנים. עם הזמן זה נהיה יותר ויותר מבולגן, כל פעם שהסתכלתי על מידע, אשכרה לא הייתי מיד בטוח אם הוא עובד ע"י האינטרפרטר או ישר מהפרסר.

אחרי עוד יותר סבל, החלטתי שאני מפסיק, [ובcommit הזה](https://github.com/ShaharMS/Little/commit/f023b7abe530db8fda6f2e3128c47142f172063f#diff-c31022c0202383097169e75a78654006a6cc497afaeb4839316fb2fe261332f5), ויצרתי סוג חדש לטוקנים של האינטרפרטר – על אף שלא היה סופי, לפחות היה קיים...

#### חלק שני: סדר

ככל שהתפתח האינטרפרטר, יותר ויותר פונקציות בו הסתמכו אחת על השניה, אבל לא בדרך טובה – היו הרבה פונקציות מאוד ארוכות אך מאוד דומות, שמטרתן קצת שונה, ולכן הצדיקה את קיומה (לדוגמה, אז היו פונקציות ליצירת אובייקט זכרון או רק נסיון יצירה, או, המרת ערך למחרוזת לעומת המרת מזהה למחרוזת). לאט אבל בטוח, דברים יצאו משליטה, ובשלב מסוים, אמרתי מספיק, ויצרתי קובץ חדש, הנקרא [Actions](https://github.com/ShaharMS/Little/commit/b79d1791f156da834ebde71bbbbd24c2e73a30e4):

הקובץ לא היה אמור להיות קובץ הרצה בפני עצמו, אלא הוא הכיל המון פונקציות קצרות שכל אחת משמשת למטרה אחת - שינוי שורה, כתיבה, הפעלת פונקציה...  
כשפונקציות עזר כאלה קיימות, אין צורך בהרי פונקציות ארוכות באינטרפרטר – אפשר פשוט להשתמש בהם וזהו...

באופן שהפתיע אותי אז, גיליתי אחרי זמן קצר שאפשר להשמיט לגמרי את קובץ האינטרפרטר, ע"י הוספת פונקציית הרצה למחלקה Actions של דאז. לאחר ההוספה, קרה תהליך יחסית ארוך של ניתוק המחלקה Interpreter משאר הקוד וחיבור לActions, תוך כדי וידוא ששום דבר לא נשבר. לאחר זמן מה, מחקתי את הקובץ Interpreter  
ואולי מצחיק – כמה שבועות לאחר מכן שיניתי את שם המחלקה Actions לשם המוצלח במיוחד, Interpreter :).

#### חלק שלישי: זכרון דינמי וזכרון קצת פחות

מתחילת הפרויקט ועד לפני קצת יותר מחצי שנה, הנחתי שלא אצטרך ניהול זכרון מסובך לפרויקט הזה – סך הכל מדובר בשפה קטנה – לא צריך זכרון כזה מסובך...

אלה היו מילים אחרונות יפות במחשבה לאחור – המודל הראשוני שלי לזכרון היה דומה במקצת למבנה של הזכרון האקסטרני שיש בפרויקט כרגע – בנוי כעץ, שבשורשו MemoryTree שמאפשר גישה לילדיו, שמסוג MemoryObject. כל MemoryObject גם יכול להיות הורה של MemoryObjectים אחרים. המודל הזה הביא איתו מגוון בעיות, שאחרי כמות זמן מסוימת כבר היו יותר מדי:

* + אין scopes – הכרזה על משתנה אחד יכולה להרוז את הרך של משתנה אחר בעל אותו שם מהקשר אחר
  + ערכים in-line – מכיוון שכל ערך חייב להיות מוצמד לאובייקט בעל שם בעץ, היה קשה מאוד להתנהל עם ערכים חסרי שם, במיוחד כשפשוט ניגשים לשדות של הסוג שלהם ("string".length, לדוגמה)
  + שלושת סוגי ה"קריאות" – לא היה טוקן של ערך פונקציה או תנאי, אז כל אובייקט היה כמו מולטיטאסקר עם המן שדות ואופציות, כל אחת למטרה אחרת – מאוד מבולגן...

מכיוון שתכננתי להרחיב את הפרויקט, וזיהיתי חלון זמן טוב לrefactor קטן, שכן בדיוק סיימתי עם דברים אחרים, פתחתי את הpull request הבא, שמטרתו, וגם כותרתו, [אימפלמנטציית זכרון סטנדרטי](https://github.com/ShaharMS/Little/pull/9):

מטרת הPR הזה הייתה להמיר את המערך של אז, למערכת שאנו משתמשים בה כיום – מבוססת מערכי ביטים ובקשת זכרון.

על אף שחלון הזמן היה טוב מבחינת הפיצ'רים שצריך להדביק מבחינת הזכרון, הPR עדיין לקח קרוב ל3 שבועות של עבודה רצופה עם 64 commits, רק כדי להדביק את הפער ולהיות ברמה של המערכת הקודמת.

#### חלק רביעי: מספיק דיבורים; צריך ~~מעשים~~ פיצ'רים

אין צורך לפרט על יכולות ההרצה של האינטרפרטר, שכן הוא מציע בדיוק או קצת יותר ממה שפורט בחלק של השפה עצמה. כן אפרט על חלקים מיוחדים/נוחים במיוחד באינטרפרטר ובזיכרון:

**גישה קלה לאלמנטים בזיכרון:** המחלקה Memory מספקת מגוון פונקציות ושדות לביצוע אינטראקציות, פשוטות ומסובכות, עם הזיכרון הנוכחי, והכל עם פונקציות בודדות, או אפילו רק פונקציה אחת – מקריאת ערך של משתנה, לקבלת מידע אקסטנסיבי על סוג, ואפילו כתיבת אלמנט מסוג ספציפי למקום ספציפי בזיכרון.

**אירועי זמן ריצה:** אחר כל פעולה משמעותית שמבצע האינטרפרטר, בהתאם לאירועי, הוא מפעיל אירועים מסוימים – מפיצול וירידת שורה, להכרזה על משתנה, או אפילו יציקה מוצלחת של ערך לסוג.

**שימוש עצמאי קל:** אפילו שלא זאת המטרה, בגלל העיצוב הסופי המוצלח של המחלקה Interpreter, ניתן בקלות להשתמש בפונקציות שהמחלקה מציעה, על מנת להריץ קוד, לחשב ביטויי, או לבצע פעולות ספציפיות כמו לקרוא ללולאה עם תנאי הרצה מסוים וגוף מסוים.

**Interfacing עם פונקציות של Haxe:** מסופק טוקן שמטרתו לארוז פונקציה הכתובה בHaxe בתוך ערך שמיש בשביל קורא הקוד. זה שימושי במיוחד לפיצ'ר הבא:

**ערכים, פונקציות, סוגים, סימנים ולולאה אקסטרניות:** בעזרת טוקן הכנסת האלמנט האקסטרני, הפרויקט מספר פונקציות המאפשרות חיבור קל ככל האפשר של אלמנטים מHaxe לשדות ואלמנטים שאפשר לגשת אליהם תוך כדי זמן הריצה של Little. זה אפשרי רק בזכות הניתוב המוצלח בין חלקים בזכרון.

### יכולות

לפרויקט יש שני סוגי לקוחות עיקריים:

* **מפתחי תוכנה:** אם מפתח רוצה לשלב יכולות פרוגרמתיות בתוכנה שלו, כמו Excel לדוגמה, הפרויקט הזה נותן לו את האפשרות לעשות זאת, ואפילו נותן יותר אפשרויות ופיצ'רים מהכלים שהתחום הזה (שפות תכנות אינטגרטיביות) מציע (VBA וHscript לדוגמה, [טבלה](#_פתרונות_קיימים))
* **לומדי תכנות:** מעבר לסתם כלי או ספריה, הפרויקט מספק שני סוגים של סביבות פיתוח – אחת כאתר, ואחת בשורת הפקודה. משתמשים שרוצים ללמוד את השפה, או ללמוד לתכנת בכלליות, יכולים לגשת לכתובת של האתר, או, למשתמשים יותר מתקדמים שרק רוצים להתנסות בשפה, להוריד את הפרויקט ולקמפל אותו לבד (זה [האתר המדובר](https://spacebubble.io/little/demo/), ניתן להריץ את הלקוח בשרת הפקודה באמצעות הרצת פקודת הבנייה haxe compile.hxml)

אפילו שהפרויקט ברובו ממוקד בבניית והרצת קוד, יש לו תכונות אחרות, שלאו דווקא קשורות לתכנות לדוגמה:

* **מתמטיקה:** אפשר להדפיס תרגילים מתמטיים בעלי פתרון כזה או אחר, ואז לקחת את הפתרון שלהם באמצעות:

Conversion.toHaxeValue(

    Little.runtime.stdout.stdoutTokens.pop()

)

(ממיר לערך רגיל את הטוקן האחרון שהודפס, שהוא תוצאת המשוואה. יכול להיות מספר, בוליאני, מחרוזת או אפילו אובייקט במקרה הצורך)

* **Pretty Printer:** באמצעות המחלקה PrettyPrinter, ניתן להדפיס עצים יפים של מערכי Enums.

### סוויטת בדיקות

על מנת לוודא שהפרויקט עובד, כשאני בונה אותו לבדיקה, אני יכול להגדיר פרמטר Haxedef שנקרא unit באמצעות ווידוא שבקובץ הבונה (compile.hxml) נמצאות השורות:  
--define unit – מגדיר את הHaxedef: unit ונותן לו בברירת מחדל את הערך true כי לא סופק ערך אחר  
--interp – מגדיר את מטרת הבנייה, עושה שהקוד יורץ באמצעות הinterpreter של Haxe ולא יתקמפל.

כש-unit מוגדר, מאופשרת השורה

UnitTests.run(true);

שמריצה את כל הבדיקות, אחת אחר השנייה ללא הפסקה (הפרמטר שמועבר מחליט האם להפסיק בבדיקה נכשלת וגם האם לקצר את ההפסקה בין כל בדיקה מ0.2 שניות ל0.05 שניות). לנוחות וליופי, הבדיקות מודפסות עם צבעים ופירמוט, ולפי סדר. תמונה להמחשה:  
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כהכנה לעתיד (כשיהיו יותר בדיקות), מודפסת הודעה נוספת בסוף כאשר כל הבדיקות מצליחות:  
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כיום, מורצות 15 בדיקות, כל אחת למטרה שונה, אך יכולה להסתמך על דברים אחרים   
שצריכים לעבוד. בדיקות מסודרות לפי שם פונקציה (test<test Number>), וצריכות להחזיר מספר דברים בתור אובייקט:

* + - * שם בדיקה
      * האם הבדיקה הצליחה
      * תוצאת הבדיקה
      * למה הבדיקה ציפתה
      * הקוד של הבדיקה

והבדיקות הן:

1. Basic Math – מתמטיקה פשוטה, ופונקציית הדפסה
2. Variable Declaration – הכרזת משתנים, פונקציית הדפסה
3. Function Declaration – הכרזת פונקציות, קריאה לפונקציות
4. Property Access – יצירת אובייקטים דינמיים, יצירה וגישה לשדות
5. Loops – לולאות while וfor
6. Events and Conditionals – תנאי after וwhenever
7. Code Blocks – שימוש בקוד סגור בסוגריים מסולסלים כערך למשתנה
8. Self Assignment – שינוי ערך באמצעות הערך שלו
9. If-Else – תנאי if עם else
10. Nested Code Blocks- בלוקים של קוד אחד בתוך השני, ובדיקה לראות האם משתנה שהוכרז בבלוק פנימי יערוך את המשתנה החיצוני (לא טוב), או שיושמד בסוף הבלוק והערך ה"ישן" "יחזור" (טוב)
11. Inline Blocks – כמו Code Blocks, הפעם גם פונקציית ההדפסה מקבלת את המשתנה שעליה להדפיס בתור בלוק של קוד
12. Constant Pool – בזיקה האם הכתובות של ערכים שאמורים להיות בconstant pool אכן נמצאים שם ולא לוקחים זיכרון ממקום אחר
13. Type Name Property- בדיקה האם השדה .type עובד על כל ערך, מאובייקט ועד לאופרטור
14. Reference vs. Value – בודק האם כשמשווים ערך שהוא pass by value הוא יוצר ערך חדש בזיכרון, וההפך לערכים שהם pass by reference.
15. Arrays – יוצר, מאחסן ומאחזר מידע ממערכים.

### לוח זמנים

כשהתחלתי עם הפרויקט, לא בדיוק היה לי לוח זמנים, אלא רצון לסיים אותו לאחר כמות מסוימת של זמן. לא חשבתי בכלל שאצטרך את הפרויקט הזה לעבודה בסייבר אז, ולכן מה שקרה בפועל זה שבאמת באופן כללי סיימתי מתי שרציתי, ומאז עשיתי תיקוני באגים קטנים או תוספות ויזואליות לUI שהפרויקט הציע כשהיה צריך. אארגן לטבלה:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **אבן דרך** | **תאריך מצופה** | **תאריך בפועל** | | |
| תחילת הפרויקט | 23 באפריל, 2022 | | | |
|  |  | פרויקט נוצר, שם – Multilang Coder | | 23 באפריל, 2022 |
| שפת תכנות עובדת | חודש אפריל, 2023 | תחילת עבודה | | 24 באפריל, 2022 |
| שינוי שם פרויקט - Minilang | | 25 באפריל, 2023 |
| ספציפיקציה ראשונה | | 26 באפריל, 2023 |
| התקדמות ראשונה – משתנים ופונקציות | | 26 באפריל, 2022 |
| שינוי שם פרויקט - Little | | 30 באפריל, 2022 |
| ניסיון לRefactor ראשן | | 26 בדצמבר, 2022 |
| שינוי ספציפיקציה משמעותי ראשון | | 16 בינואר, 2023 |
| Refactor ראשון | | 16 בינואר, 2023 |
| הודבק הפער ממקודם | | 21 בינואר, 2023 |
| רשמית, העבודה על הParser התחילה | | 6 בפברואר, 2023 |
| הכנה לRefactor שני | | 13 בפברואר, 2023 |
| Refactor שני | | 15 בפברואר, 2023 |
| הודבק הפער מהRefactor הראשון | | 22 בפברואר, 2023 |
| תחילת עבודה על Refactor ראשון לInterpreter | | 11 באפריל, 2023 |
| שפת תכנות עובדת | | 25 באפריל, 2023 |
| תוספת אחרונה: else | | 9 במאי, 2023 |
| תיקון באגים אחרונים | | 9 במאי, 2023 |
| פיצ'רים נוספים | - | דוקומנטציה ותגובות בקוד | | 2 באוגוסט, 2023 |
| סיום העבודה על שפת התכנות, לפני סייבר | 13 בספטמבר, 2023 | | | |
| פתיחת עבודה על הפרויקט, לסייבר | 4 בנובמבר, 2023 | | | |
| שפת תכנות משופרת עובדת, סיום פיצ'רים הכרחיים להגשה | חודש מאי, 2024 | יצירת סוויטת בדיקות | | 8 בנובמבר, 2023 |
| פתיחת ענף בפרויקט: זיכרון סטנדרטי | | 10-20 בנובמבר, ב2023 |
| שינוי ספציפיקציה משמעותי שני | | 16 בנובמבר, 2023 |
| תוספת לספציפיקציה | | 22 בנובמבר, 2023 |
| סיום עבודה רשמי על הParser, מלבד באגים. Refactor ראשון לInterpreter, פיצול הטוקנים של הParser וה-Interpreter | | 22 בנובמבר, 2023 |
| סיום החלק המשמעותי ביצירת הstack וה-heap. הstack אינו סופי | | 2 בדצמבר, 2023 |
| HashTables | | 25 בינואר, 2024 |
| פתיחת Pull Request מהענף של זיכרון סטנדרטי | | 29 בינואר, 2024 |
| הRefactor הראשון לInterpreter הושלם. | | 13 בפברואר, 2024 |
| Pull Request שולב אל תוך ענף main | | 18 בפברואר, 2024 |
| שינוי שם:  Heap -> Storage  Stack -> Referrer | | 23 בפברואר, 2024 |
| ניסיון לתכנות מחדש של Storage, וביטולו | | 25 בפברואר, 2024 |
| ניסיון לתכנות מחדש של Referrer – מעבר ממערכת המסתמכת על הזיכרון של המטרה שאליה מקמפלים לזיכרון עצמאי. | | 25 בפברואר, 2024 |
| Referrer תוכנת מחדש בהצלחה | | 29 בפברואר, 2024 |
| תמיכה באחסון, קריאת ופינוי סוגים בזכרון | | 2 במרץ, 2024 |
| מערכת סוגים שופרה, סוגים הוכנסו לבריכת קבועים, וRTTI שופר. | | 5 במרץ, 2024 |
| Refactor שלישי: שילוב/מחיקת קבצים דומים/ללא צורך (לדוגמה: Actions וInterpreter) | | 7 במרץ, 2024 |
| פיצול הפרויקט המוגש לענף שונה: מעכשיו, התקדמות להגשה היא על ענף: branch/functional-programming | | 8 במרץ, 2024 |
| פיצול עבודה לענף:  branch/functional-programming | הסרת תמיכה מתקדמת בסוגים – ניתן רק לגשת, ולא להכריז מצד המתכנת בLittle | 17 במרץ, 2024 | |
| תיקון oversight משמעותי במיוחד בתוך תנאים ולולאות | 17 במרץ, 2024 | |
| סיום דוקומנטציה של הפרויקט | 18 במרץ, 2024 | |
| תחילת הוספת תמיכה ב- pass-by-reference | 28 במרץ, 2024 | |
| תמיכה מלאה ב-pass-by-reference | 20 באפריל, 2024 | |
| סגירת בעיות ישנות וחדשות בGithub Issues | 20 במאי, 2024 | |
| סיום הפרויקט מבחינת פיצ'רים | 24 במאי, 2024 | |
| סיום הפרויקט מבחינת באגים | 29 במאי, 2024 | |

### סיכונים

כבר ב2022, רק כשהתחלתי, היה לי ניחוש, להפתעתי אפילו אחד מוצלח, למה הולך להפריע, ומה יכול לתקוע אותי בפיתוח, אך כשחשבתי על אותם סיכונים אז, החלטתי להמשיך הלאה בפיתוח. אדבר על סיכונים שלאו דווקא קשורים לקוד עצמו, אלא לכלים שבהם השתמשתי והיו זמינים לי

* **שימוש בשפה Haxe:** אפילו שהיא השפה האהובה עלי, בכל פרויקט שאני מתחיל אני תמיד חייב לתהות האם אני יכול להשתמש בה. לצערי, התשובה לא תמיד חיובית, ויש דוגמאות לזה:
  + [**Dynamically**](https://github.com/ShaharMS/Dynamically-CS)**:** פרויקט אחר, שהוא אפליקציה לאיור ופתירת בעיות מתמטיות המוצגות בעזרת גרפיקה (תרגילים בגיאומטריה, פיזיקה, מודלים חישוביים). הייתי חייב יכולות AI לפרויקט, וכן ספריות אלגברה ליניארית ופתירת משוואות, דבר שאין בHaxe, ולא הייתי מעוניין לפתח.  
    Fact Fun: השם של הפרויקט הזה זהה לספריה שתכננתי לפתח בעל מטרה קשורה – פיתוח גרפיקות לצורות שאפשר לשחק איתן. הפסקתי לפתח אותה בגלל חוסר בביקוש, מהצד שלי ומשתמשים אחרים. [קישור](https://github.com/ShaharMS/Dynamically)
  + [**SpawnerTag**](https://github.com/ShaharMS/SpawnerTag)**:** פלגין לשרת במשחק Minecraft, שמטרתו להפוך אביזר "בלוק" הנקרא Monster Spawner לאביזר שאפשר להשיג בצורה אין-סופית באופן תיאורטי. כשפיתחתי את זה, עוד לא היה כלי לפיתוח פלגינים לשרתי Minecraft, אז הייתי חייב להשתמש בKotlin. היום כן קיים כלי כזה, ושמו [PickHaxe](https://github.com/EliteMasterEric/PickHaxe) (משחק מילים על המילה pickaxe, אביזר נפוץ ושימושי בMinecraft)

הפעם כן יכולתי להשתמש, שכן רוב הדברים המיוחדים שהייתי צריך כבר היו קיימים (ספריית hash) ולא הייתי צריך הרבה כלים חיצוניים חוץ ממש שהשפה מציעה (כן השתמשתי במחלקות ופיצ'רים מהספרייה [Vision](https://github.com/ShaharMS/Vision), אך רובם היו כלי עזר, ובכל זאת אני פיתחתי אותם :) )

* **ניהול זיכרון:** מההתחלה, חששתי שיהיו לי בעיות עם אחסון מידע – בסוף, הרצת קוד זה לא רק פקודות – צריך לשמור מידע על הדרך. בהתחלה הפתרון באמת היה לא טוב (כמו שהוזכר מקודם), ולכן הבנתי שהפתרון הטוב ביותר הוא כנראה האחד הסטנדרטי – למדתי על הstack- וה-heap, איך מתכנתים כל אחד ומה מיוחד לכל אחד, ועליתי על הפתרון העדכני, שמורכב מארבעה מחלקות: ConstantPool, Storage, Referrer, ExternalInterfacing.. אבל, גם בפתרון העדכני אפשר לראות משהו חמור – איפה באמת ה-stack וה-heap?  
  זה אכן היה סיכון שני, שאפצל לנקודה שנייה:
* **בקשה ופינוי של זיכרון:** Haxe היא לא שפה שיכולה ישר לבקש ולפנות זיכרון למערכת, בגלל אופי הפעולה שלה: היא מקמפלת את עצמה לשפות אחרות, לא לקוד מכונה. ידעתי שזה יכול להיות בעייתי, אך הנחתי שזאת לא בעיה משמעותית מספיק, והמשכתי האלה. זאת הייתה הנחה נכונה, שכן על אף שהיא הקשתה עלי בתכנות הזיכרון, והייתי חייב לקחת פתרון שלא היה 100% סטנדרטי, יכולתי להשתמש במגוון הפיצ'רים שנועדו לעיבוד מידע, שלא תמיד יש בשפות אחרות...
* **זמן:** ברור שלכל פרויקט יש בעיית זמן כזו או אחרת, אבל אחד מהדברים שהכי חששתי מהם, זה כמה זמן זה הולך לקחת – שפת תכנות לא באה בקלות, וראיתי איך שפות תכנות אחרות קיימות מלא שנים, ועדיין יחסית "חלשות". בגלל החשש הזה, הצבתי לי גם מטרה וגם דדליין – כמו שהזכרתי בתכנון זמנים, הבטחתי לעצמי שאני מסיים את הפיתוח עד בדיוק שנה אחרי – התחלתי באפריל 2022, והבטחתי שאסיים עד סוף אפריל 2023, לא משנה אם כל הדברים שרציתי לעשות בפרויקט נמצאים בו. למזלי, באמת הספקתי את הרוב המוחלט עד אז, ורק היו תיקוני באגים כאלה ואחרים מאז ועד שהפרויקט קיבל משמעות חדשה, כפרויקט סיום בסייבר.

# תיאור תחום הידע

## יכולות

### סוג לקוח: מפתח אפליקציות

למפתחי אפליקציות יש מגוון אפשרויות אינטראקציה עם הפרויקט, הכוללים את כל האמצעים שהפרויקט מציע, מבנייה, הרצה, ואסיפת מידע דיאגנוסטי. אפרט

* **יכולת: הרצת קוד הכתוב בLittle בזמן ריצה**
  + מפתח יכול לקחת כל קוד מכל מקום שהוא רק רוצה, ולהריץ אותו באמצעות הפונקציה run שבמחלקה Little.
  + שדות ומחלקות נחוצים:
    - Little
      * debug:Bool
      * queue:Queue<String>
    - PrepareRun
      * prepared:Bool
      * addTypes()
      * addSigns()
      * addFunctions()
      * addConditions()
      * addProps()
    - Runtime
      * module:String
      * errorThrown:Bool
      * line:Int
    - Interpreter
      * run():InterpTokens
      * convert(…tokens:ParserTokens):InterpTokens
    - Parser
      * parse(tokens:Array<LexerTokens>):Array<ParserTokens>
    - Lexer
      * lex(code:String):Array<LexerTokens>
* **יכולת: הרצה לפני מודולות**
  + מפתח יכול לקחת קוד, ולהריץ אותו לפני קוד אחר, או לשים אותו בהמתנה על מנת להריץ אותו מיד לפני שמריצים את המודולה העיקרית. ניתן לעשות צורה זאת של preloading באמצעות הפונקציה loadModule שבמחלקה Little, ולהריץ את המודולות שבהמתנה באמצעות קריאה לפונקציה run שבאותה מחלקה.
  + שדות ומחלקות נחוצים:
    - Little
      * debug:Bool
      * queue:Queue<String>
    - PrepareRun
      * prepared:Bool
      * addTypes()
      * addSigns()
      * addFunctions()
      * addConditions()
      * addProps()
    - Runtime
      * module:String
      * errorThrown:Bool
      * line:Int
    - Interpreter
      * run():InterpTokens
      * convert(…tokens:ParserTokens):InterpTokens
    - Parser
      * parse(tokens:Array<LexerTokens>):Array<ParserTokens>
    - Lexer
      * lex(code:String):Array<LexerTokens>
* **יכולת: בניית קוד לAST**
  + מפתח יכול לקחת כל קוד מכל מקום שהוא רק רוצה, ולבנות אותו ללא הרצה באמצעות פונקציית compile שבמחלקה Little.
  + שדות ומחלקות נחוצים:
    - Interpreter
      * convert(...tokens:ParserTokens):Array<InterpTokens>
    - Parser
      * parse(tokens:Array<LexerTokens>):Array<ParserTokens
      * >
    - Lexer
      * lex(code:String):Array<LexerTokens>
* **יכולת: אסיפת מידע דיאגנוסטי על אירועי ריצה**
  + מפתח יכול להוסיף event listeners למגוון אירועים שקורים בזמן הריצה של הקוד המובא, מאירועים בסיסים כמו מעבר שורה עד ליותר מפורטים כמו התחלת לולאה. על מנת להוסיף מאזין, יש להשתמש בשדות המתחילים ב-on שבמחלקה Runtime. אפשר לגשת למחלקה באמצעות Little.runtime.
  + שדות ומחלקות נחוצים :
    - InterpTokens
    - Runtime
      * onLineChanged:Array<Int -> Void>
      * onLineSplit:Array<Void -> Void>
      * onTokenInterpreted:Array<InterpTokens -> Void>
      * onErrorThrown:Array<(String, Int, String, String) -> Void>
      * onWriteValue:Array<Array<String> -> Void>
      * onFunctionCall:Array<(String, Array<InterpTokens>)- > Void>
      * onConditionCall:Array<(String, Array<InterpTokens>, InterpTokens) -> Void>
      * onFieldDeclared:Array<(String, FieldDeclarationType) -> Void>
      * onTypeCast:Array<(InterpTokens, String) -> Void>
      * throwError(token:InterpTokens, ?layer:Layer):InterpTokens
      * warn(token:InterpTokens, ?layer:Layer)
    - Interpreter
      * setline(l:Int)
      * splitLine()
      * declareVariable(name:InterpTokens, type:InterpTokens, doc:InterpTokens)
      * declareFunction(name:InterpTokens, params:InterpTokens, doc:InterpTokens)
      * condition(name:InterpTokens, pattern:InterpTokens,body:InterpTokens):InterpTokens
      * write(assignees:Array<InterpTokens>, value:InterpTokens):InterpTokens
      * call(name:InterpTokens, params:InterpTokens):InterpTokens
      * read(name:InterpTokens):InterpTokens
      * typeCast(value:InterpTokens, type:InterpTokens):InterpTokens
      * run(body:Array<InterpTokens>, propagateReturns:Bool):InterpTokens
* **יכולת: יצירת Bytecode**
  + מפתח יכול לשמור קוד להרצה מאוחרת בפורמט מצומצם בעזרת הפונקציה compile שבמחלקה ByteCode. הפונקציה הזאת מקבלת AST, שאותו אפשר לקבל באמצעות Little.compile, שהוזכר קודם לכן. יצירת Bytecode ממחרוזת נראית כך: ByteCode.compile(Little.compile(“..code”)).
  + שדות ומחלקות נחוצים:
    - InterpTokens
    - Interpreter
      * convert(...tokens:ParserTokens):Array<InterpTokens>
    - Parser
      * parse(tokens:Array<LexerTokens>):Array<ParserTokens
      * >
    - Lexer
      * lex(code:String):Array<LexerTokens>
* **יכולת: הוספת אלמנטים חיצוניים**
  + ישנו אגף שלם הנועד רק כדי להקל על מפתחים להוסיף ערכים, פונקציות, מחלקות ואופרטורים חיצוניים. ניתן לגשת לאגף באמצעות Little.plugin.
  + שדות ומחלקות נחוצים:
    - Plugins
      * registerType(typeName:String, fields:TypeFields)
      * registerVariable(variableName:String, variableType:String, ?documentation:String, ?staticValue:InterpTokens, ?valueGetter:Void -> InterpTokens)
      * registerFunction(functionName:String, ?documentation:String, expectedParameters:EitherType<String, Array<InterpTokens>>, callback:Array<InterpTokens> -> InterpTokens, returnType:String)
      * registerCondition(conditionName:String, ?documentation:String ,callback:(params:Array<InterpTokens>, body:Array<InterpTokens>) -> InterpTokens
      * registerInstanceVariable(propertyName:String, propertyType:String, onType:String, ?documentation:String, ?staticValue:InterpTokens, ?valueGetter:(objectValue:InterpTokens, objectAddress:MemoryPointer) -> InterpTokens)
      * registerInstanceFunction(propertyName:String, onType:String, ?documentation:String, expectedParameters:EitherType<String, Array<InterpTokens>>, callback:(objectValue:InterpTokens, objectAddress:MemoryPointer, params:Array<InterpTokens>) -> InterpTokens, returnType:String)
      * registerOperator(symbol:String, info:OperatorInfo)
      * combosHas(combos:Array<{lhs:String, rhs:String}>, lhs:String, rhs:String)
    - InterpTokens
    - Conversion
      * toHaxeValue(token:InterpTokens):Dynamic
      * toLittleValue(value:Dynamic):InterpTokens
    - ExternalInterfacing
      * createPathFor(extType:ExtTree, ...path:String):ExtTree
      * createAllPathsFor(...path:String)
    - ExtTree
    - Operators
      * add(op:String, operatorType:OperatorType, priority:String, callback:EitherType<(InterpTokens) -> InterpTokens, (InterpTokens, InterpTokens) -> InterpTokens>)
    - ConstantPool
      * ERROR:MemoryPointer
      * EXTERN:MemoryPointer
    - Storage
      * storeByte(b:Int):MemoryPointer
    - Memory
      * store(token:InterpTokens):MemoryPointer
      * read(...path:String):{objectValue:InterpTokens, objectTypeName:String, objectAddress:MemoryPointer}­­
* **יכולת: קריאה וכתיבה ישירה ובטוחה מהזיכרון**
  + אם מפתח צריך, הוא יכול להשתמש במגוון הפונקציות שבמחלקה Memory על מנת לקרוא ולערוך ערכים בזיכרון, בכל זמן שהוא.
  + שדות ומחלקות נחוצים:
    - Memory
      * store(token:InterpTokens):MemoryPointer
      * retrieve(token:InterpTokens):MemoryPointer
      * read(path:Rest<String>):{objectValue:InterpTokens, objectTypeName:String, objectAddress:MemoryPointer}
      * write(path:Array<String>, ?value:InterpTokens, ?type:)
      * set(path:Array<String>, ?value:InterpTokens, ?type:String, ?doc:String)
      * allocate(size:Int):MemoryPointer
      * free(pointer:MemoryPointer, size:Int)
* **יכולת: גישה מהירה לזיכרון שמפונה ע"י הInterpreter**
  + אם מפתח צריך, הוא יכול לגשת למערכי הבתים של Storage וגם של Referrer, ולהשתמש בפונקציות שבאותן מחלקות כדי לקבל מידע על אותם מערכי בתים.
  + שדות ומחלקות נחוצים:
    - Storage – בשביל סוגים: (Byte, Bytes, Array, Int16, UInt16, Int32, UInt32, Float, Pointer, Function, Condition, Sign, Object, Type):
      * פונקציות store(…)
      * פונקציות set(address:MemoryPointer, …)
      * פונקציות read(address:MemoryPointer, …)
      * פונקציות free(address:MemoryPointer, …)
      * storage:ByteArray
      * reserved:ByteArray
    - Referrer
      * bytes:ByteArray
      * currentScopeStart:Int
      * currentScopeLength:Int
      * get(key:String):{address:MemoryPointer, type:String}
      * set(key:String, value:{?address:MemoryPointer, ?type:String})
      * exists(key:String):Bool
* **יכולת: המרה חלקה בין ערכי Little לערכי Haxe**
  + למפתח יש גישה למחלקה Conversion, המאפשרת המרות בין ערכים בLittle, שמיוצגים בעזרת אובייקטים מסוג InterpTokens, לערכים רגילים, שסוגם משתנה (Int, Float או אפילו סתם אובייקט דינמי)
  + שדות ומחלקות נחוצים:
    - InterpTokens
    - Type
      * getClass<T>(o):Class<T>
      * getClassName(c:Class<Dynamic>):String
      * getInstanceFields(c:Class<Dynamic>):Array<String>
      * getProperty(o:Dynamic, field:String):Dynamic
    - Reflect
      * getProperty(o:Dynamic, field:String):Dynamic
    - Interpreter
      * evaluate(exp:InterpTokens):InterpTokens
* **יכולת: החלפת מילים שמורות ומילים בספרייה הסטנדרטית**
  + המפתח יכול, במידת הצורך, להחליף מילות מפתח כאלה או אחרות לאיזה צירוף אותיות רציף שהוא רוצה, כל עוד הצירוף לא מכיל רווח, סימן, אינו ריק ולא מתחיל במספר. הוא עושה זאת דרך שינוי הערכים שב-Little.keywords, השוואת אותו השדה ל-KeywordConfig אחר, או יצירת KeywordConfig חדש והחלתו באמצעות הפונקציה change של אותה מחלקה (KeywordConfig).
  + שדות ומחלקות נחוצים:
    - KeywordConfig
    - change(config:KeywordConfig)
    - (יש בין 50 ל100 מילות מפתח וסימנים שאפשר לשנות. לא אשים אותן כאן, קישור: <https://github.com/ShaharMS/Little/blob/branch/functional-programming/src/little/KeywordConfig.hx#L77>)
* **יכולת: הדפסה יפה של אלמנטים חשובים**
  + המפתח יכול להשתמש במחלקה PrettyPrinter על מנת לקבל הדפסה יפה של קוד, או של עצי syntax. זה שימושי כשמנסים להוסיף תכונות ופיצ'רים לשפה, ורוצים לנפות באגים, או לראות איך התוספת שלך מסתדרת עם שאר עץ הsyntax.
  + שדות ומחלקות נחוצים:
    - PrettyPrinter
      * printParserAst(ast:Array<ParserTokens>, ?spacingBetweenNodes:Int = 6):String
      * printInterpreterAst(ast:Array<InterpTokens>, ?spacingBetweenNodes:Int = 6):String
      * getTree\_PARSER(getTree\_PARSER(root:ParserTokens, prefix:Array<Int>, level:Int, last:Bool):String
      * getTree\_INTERP(root:InterpTokens, prefix:Array<Int>, level:Int, last:Bool):String
      * stringifyParser(?code:Array<ParserTokens>, ?token:ParserTokens):String
      * stringifyInterpreter(?code:Array<ParserTokens>, ?token:ParserTokens)
      * prettyPrintOperatorPriority(priority:Map<Int, Array<{sign:String, side:OperatorType}>>):String

### סוג לקוח: לומד תכנות, מתכנת **Little**

מעבר לכלי למפתחים, גם משתמשים רגילים יכולים להשתמש בפרויקט, דרך שני הלקוחות שנתונים בו – אחד דרך הטרמינל (שורת הפקודה), ואחד [באתר אינטרנטי](https://spacebubble.io/little/demo/), שתוכנו נמצא בפרויקט:

* באתר האינטרנט, יש כמו עורך קוד מיוחד, בעל 3 חלקים – בחלק השמאלי של המסך, יש שלושה חלונות שניתן לכווץ: הקלט, עץ הsyntax והפלט. בחלק הימני למעלה, יש ממשק המאפשר שינוי של המילים השמורות, עם דוגמאות של מימוש בקוד. בחלק הימני למטה, יש מדריך QuickStart לשפה.
* מריצים את עורך הקוד בשורת הפקודה בעזרת בניית הפרויקט באמצעות Haxe compile.hxml, או באמצעות שימוש באפליקציות למגוון הפלטפורמות שנמצאות בפרויקט עצמו (הערה חשובה – אין אפליקציות לכל הפלטפורמות, מכיוון שצריך את המכשיר מהסוג הספציפי על מנת לבנות אליו לפעמים (iPhone, mac, ולפעמים Linux)).  
  כשמריצים את הפרויקט "raw", הוא ידפיס קצת מידע, ואחריו יהיה אפשר להקליד קוד. מעבר לקוד, אפשר להקליד פקודות מסוימות, והן רצות כאשר הן בשורה ריקה:
  + ml! – מנקה את המסך, ומתחיל להקליד קוד במצב רב-שורתי, ולא מריץ קוד מיד אחרי לחיצה על מקש הenter
  + clear! – מנקה את המסך, מתחילים להקליד קוד במצב הקודם ששהינו בו
  + clearLine! – מוחק את השורה האחרונה, זמין במצב רב-שורתי בלבד
  + run! – מריץ את הקוד שהוכנס עד עכשיו במצב רב-שורתי
  + default! – מחזיר למצב שורה יחידה ומנקה את המסך
  + ast! – מנקה את המסך, ומעביר למצב שמדפיס את עץ הsyntax של הקוד במקום להריץ אותו.
  + printSample! – מדפיס קוד הכתוב לפי הספציפיקציה הרשמית, קיים למטרות למידה.

על אף השוני בין סוגי הUI, הרוב המוחלט של הפיצ'רים מוצעים לשניהם, ולכן אפרט על היכולות שלהם ביחד

* **יכולת: סביבת הרצה cross-platform**
  + מכיוון שהפרויקט לא משתמש בשום פיצ'ר שספציפי לפלטפורמה מסוימת, אפשר לקמפל אותו לכל מטרה, ואפילו להריץ אותו בעזרת הinterpreter של Haxe עצמו.
  + "שדות ומחלקות" נחוצים:
    - Hxcpp (ספריה וכלי בנייה לC++)
    - Hashlink (ספריה, כלי בניה ומכונה וירטואלית הכתובה ובונה ל-C)
    - Haxe Interpreter (חלק מHaxeC, מריץ קוד ללא טרנספילציה)
    - HaxeC (אורז בתוכו טרנספיילר JS)
* **יכולת: הרצת קוד מהירה/אוטומטית**
  + בלקוח האינטרנטי, כל פעם שהמשתמש משנה את הקוד, הוא נבנה מחדש והפלט מוצג. בלקוח של שורת הפקודה, תלוי במצב: במצב שורה יחידה, הלקוח משתמש בלחצן הenter בשביל להריץ את הקוד. במצב מולטי-שורה, הלקוח מקליד run! בשורה ריקה.
  + שדות ומחלקות נחוצים:
    - JsExample
      * input:TextAreaElement
      * ast:TextAreaElement
      * output:TextAreaElement
      * input.addEventListener(“keyup”)
    - Little
      * run(code:String, debug:Bool)
      * reset()
* **יכולת: הכרזת משתנים, פונקציות, וכינויים**
  + שפת התכנות נותנת למשתמשים לצור פונקציות שמחזירות כל ערך, ומשתנים מכל סוג בעלי כל ערך שיש בו הגיון. כאשר נותנים למשתנה ערך שהוא לא משתנה, זה נקרא "כינוי", והמשתנה מתנהג כמו הערך שהוצמד לו (אפשר לשים אותו בין אופרנדים לדוגמה עם הערך שלו הוא אופרטור)
  + מחלקות ושדות נחוצים:
    - Parser
      * mergeComplexStructures(pre:Array<ParserTokens>):Array<ParserTokens>
    - Interpreter
      * declareVariable(name:InterpTokens, type:InterpTokens, doc:InterpTokens)
      * declareFunctiondeclareFunction(name:InterpTokens, params:InterpTokens, doc:InterpTokens)
* **יכולת: המרה מהירה ופשוטה בין סוגי ערכים**
  + מילת המפתח המשמשת לנתינת סוג קונקרטי למשתנים גם משמשת ל"יציקה" (casting). פונקציות היציקה מוגדרות בעזרת פונקציה שנמצאת על המחלקה של האובייקט שיוצקים, ושם הפונקציה הוא <to\_keyword><type>, כאשר to\_keyword זו מילת המפתח המוגדרת שאיתה מתחילים שמות של פונקציית המרה (ברירת מחדל : to), ו-type זה שם הסוג.
  + שדה נחוץ:
    - Interpreter
      * typecast(value:InterpTokens, type:InterpTokens):InterpTokens
* **יכולת: ראיית עץ הsyntax**
  + בלקוח האינטרנטי, מעל הפלט הסטנדרטי, מופיע עץ הsyntax שנבנה מהקוד שלך. בלקוח של שורת הפקודה, יש להעביר למצב ראיית ה-AST בעזרת הפקודה ast!, ולאחר מכן הכנסת קוד כרגיל.
  + שדות ומחלקות נחוצים:
    - JsExample
      * ast:TextAreaElement
    - Main
      * main()
* **יכולת: שגיאות מודעות קונטקסט**
  + בכל מקום שבו נזרקת שגיאה, נעשה מאמץ לקשור את השגיאה למקום שממנו היא נקראה – השגיאה מכילה שמות משתנים, פונקציות, ואפילו קוד מהמקום בו נזרקה השגיאה, ובמקרה הצורך, אפילו חושפת מידע שהמשתמש אולי לא ידע (לדוגמה, תדווח שגיאה ספציפית ללולאות for המשתמשות בבלוק של קוד כדי לאחזר את המשתנה, אך הבלוק לא החזיר אחד)
  + שדות ומחלקות נחוצים:
    - Runtime
      * callstack:Array<{module:String, line:Int, linePart:Int, token:InterpTokens}>
      * throwError(error:InterpTokens, ?layer:Layer):InterpTokens
* **יכולת: גישה לא בטוחה לזיכרון**
  + כברירת מחדל, יש למשתמשים בשפה גישה למחלקה ששמה Memory, המספקת מספר פעולות ומשתנים העוזרים עם גישה והתעסקות "לא בטוחה" עם הזיכרון
  + שדות ומחלקות נחוצים:
    - Plugins
      * registerType(typeName:String, fields:TypeFields)
    - ExternalInterfacing.ExtTree
* **יכולת: קבלת כתובות של ערכים בזיכרון**
  + כברירת מחדל, לכל ערך מאופשר השדה address, המחזיר את המקום בזיכרון של אותו ערך, בין אם סתם ערך, משתנה, או פונקציה.
  + שדה נחוץ:
    - Plugins
      * registerInstanceVariable(propertyName:String, propertyType:String, onType:String, ?documentation:String, ?staticValue:InterpTokens, ?valueGetter:(objectValue:InterpTokens, objectAddress:MemoryPointer) -> InterpTokens)
* **יכולת: אחזור סוג של ערך בזמן ריצה**
  + לכל ערך מאופשר השדה type, המחזיר את שם הסוג של ערך מסוים. הוא לא מבדיל בין סוגים של מידע – לפונקציות זה יחזיר Function, ולסוגים זה מחזיר Type. (כמובן שאפשר לשנות את שמות הסוגים, לפחות בלקוח האינטרנטי)
  + שדה נחוץ:
    - Plugins
      * registerInstanceVariable(propertyName:String, propertyType:String, onType:String, ?documentation:String, ?staticValue:InterpTokens, ?valueGetter:(objectValue:InterpTokens, objectAddress:MemoryPointer) -> InterpTokens)
* **יכולת: שינוי מילים שמורות**
  + זמין בלקוח האינטרנטי – המשתמש יכול בעצמו לשנות את המילים השמורות לשפה אחרת, סגנון אחר, או סתם לקצר.
  + שדות נחוצים:
    - JsExample
      * keywordTable:TableElement
      * new()#update()
      * getCodeExample(keyword:String):String
* **יכולת: מגוון פעולות "broadcast"**
  + המשתמש יכול להשתמש ב3 פונקציות על מנת להדפיס דברים לקונסולה:  
    print – הדפסה רגילה, עם מודולה ושורה  
    warn – כמו print, אבל עם ההקדמה "WARNING". קוד ממשיך לרוץ  
    error – גם כמו print, עם ההקדמה "ERROR". קוד מפסיק לרוץ
  + שדות נחוצים:
    - Runtime
      * print(item:String)
      * warn(token:InterpTokens, ?layer:Layer = INTERPRETER)
      * throwError(token:InterpTokens, ?layer:Layer = INTERPRETER):InterpTokens
      * broadcast(item:String)
      * \_\_broadcast(item:String)
      * \_\_print(item:String, representativeToken:InterpTokens)
* **יכולת: קריאה דינמית של משתנים**
  + פעולת read יודעת להחזיר את הערך של משתנה, רק לפי שמו או מסלול המוביל אליו, כשהוא מובא כמחרוזת. זה כלי חזק מאוד, המאפשר שימוש מותנה במשתנים מסוימים, וגם תכנות עם כל מני אפשרויות "מאקרו-איות".
  + שדה נחוץ:
    - Plugins
      * registerFunction(functionName:String, ?documentation:String, expectedParameters:EitherType<String, Array<InterpTokens>>, callback:Array<{objectValue:InterpTokens, objectTypeName:String, objectAddress:MemoryPointer}> -> InterpTokens, returnType:String)
    - ExternalInterfacing.ExtTree
* **יכולת: הכרזה דינמית של משתנים**
  + כאשר מכריזים על משתנה/פונקציה, שם השדה יכול להיות בלוק של קוד שמחזיר מחרוזת. יש לציין שלא כל מחרוזת מותרת: מחרוזת חייבת להיות בעל לפחות אות אחת, ללא רווחים, ללא אופרטורים, ולא להתחיל במספר (כמובן, שגיאות ייזרקו בהתאם, תלוי במעבר על הכללים)
  + שדות נחוצים:
    - Interpreter
      * declareVariable(name:InterpTokens, type:InterpTokens, doc:InterpTokens)
      * declareFunctiondeclareFunction(name:InterpTokens, params:InterpTokens, doc:InterpTokens)

# מבנה הפרויקט

## ארכיטקטורה

### רכיבים שונים, והקשרים ביניהם

כמו שנאמר מקודם (תחת הכותרת של "מערכת"), הפרויקט עצמו מורכב מ3 חלקים – שפה (ספציפיקציה), הקומפיילר, או, יוצר ה-AST, והאינטרפרטר, או, המכונה הווירטואלית. בזמן שהספציפיקציה כמעט ולא נמצאת בתוך הקו, שני החלקים האחרים של הפרויקט מאוד מופרדים, ונמצאים בתיקיות שונות, ואחד לא משתמש בשני. אותם שני חלקים גם משתמשים בכלים גלובליים, היכולים להסתמך בחזרה על אותן מערכות במקרי קצה יחסית ספציפיים (לדוגמה, קבלת סוג של ערך, כאשר הערך מובא בתור מזהה). אערוך את הזרימה בין המערכות ובין המחלקות בתור רשימה, ואביא גם שרטוט. הבה נתחיל:

* + - קומפיילר:
  + Lexer – לוקח את הקלט מהמשתמש, בצורת מחרוזת. המחלקה מפצלת את הטקסט לטוקנים, המופרדים לפי סוגם – מזהה, מספר, ואופרטור. כאן נמצא השימוש הראשון בכלים הגלובליים, על מנת לזהות מהו אופרטור בדיוק. לאחר ההרצה, אנו נמצאים עם מערך טוקנים פשוט:
  + Parser – לוקח את הטוקנים מהLexer, וממיר אותם לכאלה בצורה שנוח לו להתעסק איתה. לאחר מכן, מעביר את הטוקנים האלה סדרה של פונקציות, אחת אחרי השנייה, ומפתח עץ syntax יותר ויותר "מסובך" – כל שלב נועד לתת מענה לתכונה אחרת בשפה, ולכן אפשר לראות שכל שלב מעמיק וגם מקצר קצת את העץ. מדובר בקובץ מאוד ארוך (כ950 שורות), המכיל את רוב הקומפיילר, גם "פיזית" וגם לוגית. עכשיו, התוצאה שקיבלנו קרובה מאוד לעץ הsyntax הרשמי. קיבלנו את העץ הסופי, עכשיו הגיע הזמן "לייצא" אותו, ולהשתמש בו:
    - אינטרפרטר:
  + PrepareRun – לפני הרצה, מוסיף את כל המשתנים, הפונקציות, האופרטורים, הסוגים והשדות ומייצר את הספרייה הסטנדרטית, באמצעות:
    - * Plugins – מכיל מגוון פעולות להוספת אלמנטים חיצוניים לשפה, ממשתנים רגילים ועד לשדות על סוגים ספציפיים ואופרטורים. משתמש במחלקה ExternalInterfacing, שעליה אפרט בהמשך.
  + Interpreter.convert – לוקח את העץ שקיבלנו מהקומפיילר, וממיר אותו לטוקנים הנוחים לשימוש באינטרפרטר.
  + Interpreter.run – לאחר מכן, אנו לוקחים את כל העץ, ומריצים אותו בעזרת פונקציית ההרצה העיקרית. הפונקציה משתמשת במגוון הפעולות שעל המחלקה Interpreter על מנת לממש את ההרצה, קוראת לאירועים שבמחלקה Runtime כשמצופה, וכשצריך לשמור מידע, היא משתמשת במחלקה Memory. אין סדר קבוע לקריאות האלה, שכן הן תלויות בקלט מהמשתמש. אפרט עם השלושה:
    - * Interpreter – מכיל פונקציות המפעילות את הטוקנים מעץ הsyntax – הכרזת משתנה, חישוב ביטוי, קריאה לתנאי...
      * Memory – מכיל פונקציות המאחסנות, קוראות וכותבות זיכרון בעזרת 5 מחלקות אחרות:
        + Storage – מערך זיכרון ענק, מספק פונקציות של כתיבה, עריכה ובקשת הרחבה של אותו מערך זיכרון, לפי מצביעים המעוצבים כדי לגשת לאותו מערך
        + Referrer – גם מערך זיכרון, אך קטן בהרבה – מקשר בין שמות משתנים לערכם, תלוי במקום ממנו הם מבוקשים
        + ExternalInterfacing – המגשר הסופי בין ערכי Haxe לערכי Little, מייצג את ערכיו כעצים ולא כמערך בתים
        + ConstantPool – בריכה של ערכים נפוצים, קיים על מנת לחסוך בזיכרון. לוקח זיכרון מ-Storage.
        + HashTables – מיצר, קורא וכותב מפות hash בעזרת האלגוריתם MurmurHash1. בעזרתו אפשר לגשת לאובייקטים.
      * Runtime – מכיל אירועים שונים, שאמורים להיקרא כל פעם שדבר מסוים מתבצע ע"י האינטרפרטר – טוקן נקרא, משתנה מוכרז...  
        גם מכיל מידע על הריצה עצמו (כמו הפלט לדוגמה), ופונקציות ההדפסה למיניהן (print, warn, throwError, broadcast). broadcast דומה ל-print, אך אפשר לערוך אותו – נועד למפתחים המשתמשים בפרויקט הזה כספריה לאפליקציות שלהם.

להלן, הקשרים בין האלמנטים ברשימה כגרף (בתצוגה רגילה, הגרף בעמוד הבא):

![תמונה שמכילה צילום מסך, טקסט, תרשים, עיצוב
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ותרשים יותר מפורטת, מסוג גרף UML. כולל את כל הרכיבים בעל תפקיד משמעותי:
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## טכנולוגיה

### שפת תכנות

הפרויקט מתוכנת בשפת תכנות ששמה Haxe.

Haxe היא שפה, טרנספיילר ואינטרפרטר רב-מטרתי, המאפשר בניית אפליקציות למגוון שפות תכנות, קודי-בתים (bytecode), ואפילו הרצה על המקום בעזרת אינטרפרטר מיוחד.

Haxe מאפשרת בניית קוד למגוון שפות תכנות אחרות: JavaScript, C, C++, C#, Java, Lua, PHP, Python ו-ActionScript3.  
היא גם מאפשרת ייצור קוד-בתים ותמיכה מיוחדת לכמה פלטפורמות: יש תמיכה בNodeJS ואפשר לצור קובצי SWF ישירות. אפשר גם לקמפל קוד בתים למכונות הווירטואליות Neko ו-Hashlink, וכן קוד-בתים JVM.

Haxe, כמו הפרויקט הזה, הוא פרויקט open source, תחת רישיון MIT. הפיתוח שלו התחיל ב2005, ע"י Nicolas Cannasse, יוצר ואחד ממפתחי הקומפיילר [MTASC](https://github.com/ncannasse/mtasc).  
 הטרנספיילר והאינטרפרטר של השפה כתובים ב-OCaml, שפה הידועה ביכולות עיבוד המידע שלה, ולכן גם שפה טובה לכתיבת שפות תכנות.

סגנון התכנות של השפה ותכונותיה לקוחות משפות כמו JavaScript וC#, אך היא גם מציעה תכנות יחסית ייחודיות, שעוזרות בעיבוד מידע, כמו Algebraic Data Types וVariable Capturing בתנאי switch.

### תחומי עניין

באופן כללי, הפרויקט מתעסק בעיבוד, אחסון ומניפולציית מידע בסדר גודל גדול, ויותר בפוקוס: קומפיילרים, אינטרפרטרים, וקידוד מידע.

קומפיילר הוא תוכנה הממירה סוג תוכן מסוים, בדרך כלל קוד בשפת תכנות מסוימת, לפורמט הניתן להרצה, בדרך כלל קוד מכונה. לרוב, קומפיילר בנוי מ-3 שלבים: Lexer, Parser, ולבסוף, Generator. בפרויקט הזה, שני השלבים הראשונים קיימים באופן מלא, והשלב השלישי מתממש ע"י יצירת קוד-בתים של עץ הsyntax ש"נפלט" בסוף.

אינטרפרטר היא תוכנה המקבלת מערך של פיסות מידע, ומפעילות רכיבים מסוימים בצורה שבד"כ מבצעת אינטראקציה עם המשתמש. האינטרפרטר לרוב מורכב מכמה "מרכזי ניהול" עיקריים: זיכרון, אינטראקציה עם המערכת, וכמובן, "סורק" קוד.

קידוד מידע הוא תחום החופף הצפנת מידע – כמו בהצפנה, המידע משנה צורה, אך כאן המטרה היא, בדרך כלל, לכווץ אותו או לפרמט אותו בדרך שקלה לקרוא/לכתוב. דוגמה טובה היא אלגוריתמי hash – המטרה אינה בהכרח להצפין, אלא להמיר מידע למידע אחר באורך סטטי אך עם תוכן משתנה, בהתאם לקלט.

## זרימת מידע במערכת

### הקומפיילר

השלב הראשון ב"מימוש" הקוד. מכיל מספר יחסית קטן של רכיבים יחסית גדולים:

![תמונה שמכילה צילום מסך, טקסט, תרשים, עיצוב
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### האינטרפרטר

שלב המימוש עצמו. חצי מהמערכת ה"חיה":
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### הזיכרון

אמנם נראה מבחוץ קטן יותר, אבל מכיל יותר חלקים זזים, אפילו מהפרסר והאינטרפרטר ביחד!
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## אלגוריתמים מרכזיים

בכותרות הבאות, אפרט על בעיות מסוימות, שהשתמשתי/פיתחתי אלגוריתמים כדי לפתור אותם.

### קישור בין משתנים למקומות בזיכרון

כשרוצים לאחסן ערך מסוים, לא מספיק רק לשמור אותו בזיכרון – צריך גם לדעת איפה הוא נמצא, ומה הגודל שלו.

לבעיה יש מגוון פתרונות קיימים:

יצירת Stack – תוכנה מפנה לה בצד כמות קטנה יחסית של מידע, ושומרת בצד שני ערכים – מצביע לתחילת הstack המדובר, ומצביע שמעיד על התחלת ה"מסגרת" הנוכחית של הstack. במבנה הזה אפשר לשמור מידע בגדלים שרירותיים, בצורה שהערך שנוסף אחרון נמצא גם אחרון, לפני המידע הלא מנוצל. מסגרת חדשה נוצרת כל פעם שנוספת קריאה למקום מסוים, כמו בלוק של קוד או פונקציה, וכל המסגרת נמחקת בסוף ההרצה של אותו מקום. מקורות:

* + <https://en.wikipedia.org/wiki/Stack-based_memory_allocation>
  + <https://www.geeksforgeeks.org/stack-implementation-in-operating-system-uses-by-processor/>

יצירת Heap – תוכנה מקבלת בעת התחלתה כמות מסוימת של מידע, ויכולה לבקש עוד. כשמבקשים לאחסן משתנה, בהתאם לאימפלמנטציה של ה-Heap, מפונה כמות מסוימת של מקום המתאימה לפחות לגודל המשתנה, ותלוי באימפלמנטציה, יכולים לאחסן במקום מסוים בתוך ה-Heap מידע מסוים לגבי בקשות אחסון, כמו המקום שלהם וגודלם לדוגמה. מקורות:

* + <https://en.wikipedia.org/wiki/Memory_management#HEAP>
  + <https://discourse.julialang.org/t/a-nice-explanation-of-memory-stack-vs-heap/53915>

בסוף, על אף איכות הפתרונות הקיימים, הלכתי על פתרון אחר, שיותר מתאים לסגנון הפרויקט, וקצת יותר פשוט. קראתי לפתרון "Referrer".

הReferrer מורכב ממספר מפות של כתובות הנמצאות אחד אחרי השני, ומופרדות באמצעות "כותרות", המכילות את מיקום הבלוק ככתובת, ואורך המפה הקודמת והנוכחית כמספר בעל 16 ביטים (ערך מקסימלי: 65535). בצד, בדומה ל-Stack, אנו שומרים את מיקום הכותרת האחרונה, אך בשונה, גם את האורך **הנוכחי** שלה. כל פעם שמוכרז קשר כלשהו בין מזהה לערך, נוספת למפה האחרונה זוג מפתח-ערך, כאשר ה-hash של המזהה הוא המפתח, והכתובת + סוג הערך המוצמד למזהה מהווים את הערך של המפתח במפה. כל פעם שנפתחת מסגרת חדשה (התחלת בלוק של קוד: קריאה לפונקציה, תנאי...) נוספת כותרת חדשה עם מפה חדשה, וההפך קורה כשנגמר בלוק הקוד. זה מאפשר variable shadowing – הגדרת משתנה לאותו שם פעמיים, כשאחד מההכרזות נמצאות במסגרת "עמוקה יותר".

ההבדל העיקרי בין הפתרון הזה לאחרים שהזכרתי מקודם, שהוא גם הסיבה העיקרית לבחירה בו, היא דווקא זה שהשימוש בפתרון הנוכחי הוא יחיד – בזמן שה-Stack וה-Heap מספקים ביחד פתרון לאחסון + מאגר אזכורים, כבר הייתה לי מערכת אחסון, ולא רציתי לתכנת משהו שאשתמש רק בחלק ממנו, כי זה 1) נראה לא טוב ו2) משאיר מקום לטעות עם מפתחים שמשתמשים בפרויקט כספריה, ולכן לקחתי את הפתרון המקורי הזה – משומש אך ורק לאזכורים, ועושה זאת בצורה מסודרת בלי לקחת כמות "הזויה" של זיכרון.

### חישוב והערכת ביטויים

חלק בלתי נפרד מתכנות זה הערכת ביטויים על מנת לייצר ערך. הבעיה היא, זה לא כל-כך פשוט – יש סדרי פעולות חשבוניות, סוג הביטוי יכול להשתנות באמצע, וכן הלאה. יש פתרון אחד ידוע לזה, והשתמשתי בגרסה קצת שונה שלו, על מנת להתחשב בפיצ'רים מסוימים של השפה (הגדרת אופרטורים בזמן ריצה וכינויים, כמו define add = +)

הפתרון קיים, והגרסת ה"השראה" שלו:

Shunting Yard –לוקחים את הביטוי המתמטי כמערך של מזהים, ויוצרים סטאק ריק שאמור להכיל את האופרטורים, ומערך פלט שאמור להכיל את הביטוי המסודר, לפי פורמט שהוחלט מראש (סימון פולני, סימון פולני הפוך או עץ syntax). מערך הפלט נבנה כך – לכל טוקן בביטוי המקורי:

* + אם הוא מספר, מוסיפים אותו ישר לפלט
  + אם הוא אופרטור/פונקציה, יש כמה אופציות:
    - אם האופרטור בדרגה גבוהה יותר מהאופרטור שבראש הסטאק, הוא נוסף לסטאק
    - אם האופרטורים באותה דרגה/האופרטור החדש בדרגה נמוכה יותר, האופרטור הקיים נוסף לפלט ומורד מהסטאק, במקומו מוסיפים את האופרטור החדש

מקורות:

* + <https://en.wikipedia.org/wiki/Shunting_yard_algorithm>
  + <https://brilliant.org/wiki/shunting-yard-algorithm/>

גרסה בפרויקט:

Shunting Yard (Inspired) – האלגוריתם מפוצל לשני שלבים:

* + group – לפי האופרטורים המוגדרים ולפי ערכי המזהים בקלט, מרכיב עץ syntax המורכב מביטויים קטנים יותר באורך של עד 3 טוקנים, המכילים עד 2 ערכים ואופרטור אחד. לא נוצר סטאק לאופרטורים, במקום זה, אנו עוברים על האופרטורים בקבוצות, מהחשובים ביותר להכי פחות חשובים, וכך יוצא שטוקנים בעלי אופרטור חשוב יותר, לדוגמה, ^ (חזקה) יקובצו מוקדם יותר מכאלה ברמה נמוכה יותר, לדוגמה, +. בעצם, כל הפעולה נעשית קצת כמו מיון מערך In-place. בסוף, יוצא שביטוי שנכנס ככה:
    - 2 + 5! \* 3 ^ -4

יצא ככה:

* + - (2 + ((5 !) \* (3 ^ (- 4))))
  + calculate – יוצרים 3 משתנים – ערך נוכחי, אופרטור נוכחי, ערך עד עכשיו. עוברים על עץ הsyntax שgroup מייצר, ועבור כל טוקן:
    - אם הוא מספר, מציבים אותו ב"ערך נוכחי", ואם יש ביטוי, קוראים שוב לcalculate עליו
      * אם יש כבר אופרטור, זה אומר שהביטוי חייב להסתיים. מחשבים את הביטוי כאשר "ערך עד עכשיו" בצד שמאל ו"ערך נוכחי" בצד ימין, ומציבים את התוצאה ב"ערך עד עכשיו".
      * אם אין אופרטור ו"ערך עד עכשיו" לא מוגדר, ערכו הופך לערך הזה.
      * אם אין אופרטור ויש "ערך עד עכשיו" נזרקת שגיאה ששני מספרים באו אחד אחרי השני
    - אם הוא אופרטור מציבים אותו ב"אופרטור נוכחי".
      * אם האופרטור הוא הטוקן האחרון, מחשבים את הביטוי כאשר "ערך עד עכשיו" בהתחלה, והאופרטור בסוף.

ההבדל העיקרי בין האלגוריתם שלי לאחד הקלאסי הוא השינוי מאחסון המידע בסטאק ופלט למודיפיקציה In-place (גם לאחד הקלאסי יש גרסה של אחסון באמצעות עץ syntax דומה לאחד שאני מרכיב, לכן זה לא הבדל). הסיבה היחידה להבדל היא נוחות ועקביות – הרוב המוחלט של הפרויקט מתכונת בעזרת פונקציות רקורסיביות, ואני מרגיש מאוד בנוח איתן, אז החלטתי שגם האימפלמנטציה של האלגוריתם הזה יהיה רקורסיבי.

### **Hashing**

כשתכנתי ניהול זיכרון, החלטתי שאובייקטים יאוחסנו כמפות hash של השדות שלהם. לכן, הייתי צריך להחליט על אלגוריתם hashing. ישנן יחסית הרבה אופציות זמינות, אך לקחתי אחת סבירה יחסית, מאילוצים:

SipHash – אלגוריתם hashing המשתמש בשיטת Add -> Rotate -> Xor על מנת לייצר hashים. אלגוריתם זה אינו קריפטוגרפי, או במילים אחרות, אינו נועד להצפנה. הוא קיים על מנת להציב אלגוריתם אלטרנטיבי שטוב למלחמה במתקפות התנגשות, בהם התוקף מנסה למצוא שני ערכים המנסים למצוא את אותו הhash. אם משתמשים בSipHash, גם אם התוקף יודע את המפתח ואת תוצאת האלגוריתם, או את ערך שעושים לו hashing ואת תוצאת האלגוריתם, לא יהיה ניתן לנחש את הנתון החסר. מקורות:

* + <https://en.wikipedia.org/wiki/SipHash>

MurmurHash – אלגוריתם hashing המבוסס על אותה שיטה (ARX). גם הוא לא קריפטוגרפי, ומטרתו להיות פונקציית hashing מהירה. יש לה חסינות סבירה להתנגשויות, אך לא חסינה למתקפות מכוונות. MurMur היא משפחה של פונקציות hashing בעלת 3 דורות:

* + MurMur1 – הגרסה הראשונה, ניסתה להיות שיטה מהירה יותר של Lookup3, והצליחה. מאפשרת hashing רק אל תוך מספר 32 בתים
  + MurMur2 – הגרסה השנייה, בעל המון גרסאות אלטרנטיביות. פשוט גרסה יותר טובה של MurMur1 עם יותר אופציות
  + MurMur3 – הגרסה השלישית והעדכנית. שיפור על הגרסה השנייה, מציע גם ייצור hashים באורך 128 בתים.

מקורות:

* + [https://en.wikipedia.org/wiki/MurmurHash](https://en.wikipedia.org/wiki/SipHash)

בחרתי באלגוריתם MurMur1 ממשפחת MurMur – ספציפית בחרתי בסוג האלגוריתמים מאילוץ, ובחרתי בדור הראשון מכיוון שהוא התאים טוב למקרה שלי – רציתי להשתמש באלגוריתם כדי לייצר אינדקסים במפת hash, והדור הראשון מייצר מספרים באורך 32 בתים, שלמקרה השימוש שלי מספיק.

## סביבת עבודה

### פיתוח

על מנת לתכנת ולהריץ את הקוד, יש להוריד את הקומפיילר של Haxe, ומספר ספריות:

Haxe Compiler – גרסה .14.3 עד 5.0.0 (כרגע נמצא בnightly בלבד)

vision – מגיטהאב, בטא של גרסה 2.0.0 (לפחות)

hash – גרסה 1.0.1

את הספריות ניתן להתקין באמצעות Haxelib, המותקן באופן אוטומטי כשמתקינים את הקומפיילר של Haxe. את הספריות הרשמיות ניתן להתקין באמצעות:

Haxelib install <library name>

או, עם ספריות מגיטהאב/גיטלאב/כל שירות אחר, באמצעות:

Haxelib git <library name> <link to repository>

### בדיקה

לפני שבודקים את הקוד, יש צורך להוריד את התוכנות והספריות שהוזכרו בפיתוח. לאחר מכן, ניתן לבדוק בשלושה דרכים:

לקוח אינטרנטי – יש לשים לב שהשורות הבאות בקובץ compile.hxml מבוטלות (באמצעות הוספת # בתחילתן):  
--interp#  
#--define unit  
והשורה הזאת פועלת (באמצעות מחיקת ה#)  
--js interp.js  
לאחר מכן, בונים את התוכנה באמצעות Haxe compile.hxml, ונכנסים/מרעננים את הקובץ index.html הנמצא בשורש של הפרויקט.

לקוח שורת פקודה – יש להחליף את ה-# בין השורה של --interp ו --js interp.js, וכן להשאיר את unit מבוטל:  
--interp  
#--js interp.js  
#--define unit

לאחר מכן, כמו קודם, בונים את הפרויקט, ומקבלים קצת מידע ושני "משולשים" בשורת הפקודה, ומשם ניתן לבדוק את הפרויקט. יש לבנות מחדש כדי לשנות את הפרויקט

unit testing – יש לשים לב ש --js interp.js מבוטל, ו --interp,  
 --define unit לא מבוטלים:  
--interp  
#--js interp.js  
--define unit

לאחר מכן, בונים את הפרויקט, וכל 14 הבדיקות יורצו, אחת אחר השנייה, וידווחו עם הבדיקה הצליחה, ואם לא מה הערך הלא צפוי שהוחזר, עץ הsyntax, הקוד, והפלט.

# מימוש הפרויקט

## חלקים ומחלקות

כמו שהוזכר קודם לכן, הפרויקט מורכב ממספר חלקים העובדים ברצף, אך אינם מסתמכים אחד על השני, וחלק מיוחד הנקרא tools, המספק כלים לשאר החלקים. ישנם 3 חלקים "מג'וריים", בעוד שאחד מהם מכיל בתוכו עוד חלק גדול יחסית (הזיכרון). אתייחס לחלק הזה ולחלק-הורה שלו בנפרד.

קיימים ארבעה סוגים עיקריים של מבני מידע בפרויקט:

מחלקה (class) – הסוג הקלאסי, יכול לייצג אובייקט ואת עצמו. מכיל שדות סטטיים ותלויי מקרה

אבסטרקט (abstract) – סוג של זמן קומפילציה בלבד, מתקמפל בסוף לסוג אחר שהוא בנוי עליו. שדות סטטיים קיימים בסוף על אובייקט נפרד, והקוד של שדות תלויי מקרה מוצבים בשורה בה מבוקש הערך. נמצא בשימוש מטעמי מהירות.

ספירה (enum) – הספירה הקלאסית, בתוספת התכונה המיוחדת של יצירת [algebraic data types](https://code.haxe.org/category/beginner/enum-adt.html).

ספירה אבסטרקטית – הספירה הקלאסית, ללא פיצ'רים נוספים. כל אלמנט מיוצג ע"י ערך מסוג אחר. מתקמפל בסוף לסוג שהוא בנוי עליו, באותה התנהגות כמו אבסטרקט רגיל.

הגדרה (typedef) – דרך מיוחדת ליצור כינוי, או לתת מבנה קונקרטי לאובייקט דינמי, כך שיהיה חייב להכיל את השדות המוזכרים בהגדרה. ערכו יכול להיות או סוג/אבסטרקט/וכו', או "אובייקט" בעל שדות המוגדר באמצעות סוגריים מסולסלים. [קישור להסבר מורחב](https://haxe.org/manual/type-system-typedef.html)

### חבילה – little.lexer

ספירה – LexerTokens – מכיל את הטוקנים שמשתמשת בהם המחלקה Lexer, על מנת להפוך קוד בפורמט מחרוזת, לקוד המפוצל למזהים:

* + Identifier(name:String) – מייצג מזהה ששמו <name>
  + Sign(char:String) – מייצג אופרטור שסימנו <char>
  + Number(num:String) – מייצג מספר כלשהו שערכו <num>
  + Boolean(value:String) – מייצג ערך בוליאני שערכו true/false
  + Characters(string:String) – מייצג מחרוזת שתוכנה <string>
  + NullValue – מייצג את המזהה null
  + Newline – מייצג שורה חדשה
  + SplitLine – מייצג פיצול בשורה
  + Documentation(content:String) – מייצג דוקומנטציה/תגובה
* מחלקה – Lexer – מכיל פונקציות שביכולתן להפוך מחרוזת המכילה קוד (הכתוב בLittle) למערך מזהים מסוג LexerTokens:
  + lex(code:String):Array<LexerTokens> – מקבל קוד הכתוב בLittle, וממיר אותו למערך מעובד של טוקנים מסוג LexerTokens, בעזרת הפונקציות הבאות. עובר על הקוד, אות אחר אות.
  + separateBooleanIdentifiers(tokens:Array<LexerTokens>):Array<LexerTokens> – מקבל מערך של טוקנים מסוג LexerTokens, ומזהה אילו מה-Identifier(name:String) מכילים בתוך הname שלהם ערכים בוליאניים, ומפצל אותם לBoolean או NullValue.
  + mergeOrSplitKnownSigns(tokens:Array<LexerTokens>):Array<LexerTokens> – מקבך מערך של טוקנים מסוג LexerTokens, ומזהה מתי קומבינציית סימנים היא נכונה, ומתי צריך לפצל אותה. זה הכרחי, מכיוון שלא כל האופרטורים הם אות אחת, ולכן צריך לדעת מתי האופרטור הוא בודד ומתי באורך מסוים.

### חבילה – little.parser

ספירה – ParserTokens – מכיל את הטוקנים שמשתמשת בהם המחלקה Parser, על מנת להפוך את הקוד מקבוצת מזהים לעץ syntax שלם.

* + SetLine(line:Int) – טוקן המביע צורך לשנות את מספר השורה הנוכחית למספר אחר
  + SplitLine – מביע צורך להפסיק את קריאת השורה ברצף, להגביר את מספר החלק הנוכחי בשורה הנוכחית.
  + Variable(name:ParserTokens, type:ParserTokens, ?doc:ParserTokens) – מבטא יצירת משתנה, ששמו, סוגו והדוקומנטציה שלו מבוטאות בעזרת טוקנים שונים. אותם הטוקנים חייבים "להיפתר" למזהה/תגובה, בהתאם לפרמטר.
  + Function(name:ParserTokens, params:ParserTokens, type:ParserTokens, ?doc:ParserTokens) – מבטא יצירת פונקציה ששמה, סוגה, והדוקומנטציה שלה מבוטאים בעזרת טוקנים, הנפתרים למזהים/תגובות, בהתאם למקרה. params צריך להיות טוקן מסוג PartArray, המכיל הכרזות משתנה מסוג Variable.
  + ConditionCall(name:ParserTokens, exp:ParserTokens, body:ParserTokens) – מבטא קריאה לתנאי ששמו מבוטא בעזרת טוקנים הנפתרים לטוקן מסוג Identifier, "הפרמטר" של התנאי יכול להיות כל טוקן, והגוף של התנאי יהיה כל טוקן הניתן להרצה, בד"כ טוקן מסוג Block.
  + Write(assignees:Array<ParserTokens>, value:ParserTokens) – טוקן המייצג כתיבה של ערך, value, לקבוצה של מזהים, או לפחות טוקנים שאמורים להיפתר למזהים (טוקנים מסוג Identifier).
  + Identifier(word:String) – מייצג את המזהה. בד"כ, כשנתקלים בו בקוד, יש למשוך את ערכו מהזיכרון בהתאם לשמו.
  + TypeDeclaration(value:ParserTokens, type:ParserTokens) – מיצג יציקת ערך מסוים לסוג שאינו בהכרח של אותו ערך. לא מבטיח התאמה בין הערך לסוג.
  + FunctionCall(name:ParserTokens, params:ParserTokens) – מבטא קריאה לפונקציה, כאשר שמה מבוטא באמצעות טוקן כזה או אחר הנפתר לIdentifier, והפרמטרים מובאים באמצעות טוקן מסוג PartArray
  + Return(value:ParserTokens, type:ParserTokens) – מבטא החזרת ערך בפונקציה – כשמורץ, אמור לסיים הרצה לפני שכל הטוקנים סיימו להריץ
  + Expression(parts:Array<ParserTokens>, type:ParserTokens) – מבטא מספר טוקנים אחד אחרי השני, המחוברים בהיותם בתוך סוגריים רגילים.
  + Block(body:Array<ParserTokens>, type:ParserTokens) – מבטא מספר טוקנים, שמטרתם להיות מורצים, אחד אחרי השני. מבוטא בעזרת קוד הסגור בסוגריים מסולסלים
  + PartArray(parts:Array<ParserTokens>) – מבטא סתם מערך של טוקנים. לא יכול להימצא בקוד רגיל, נוצר באופן מלאכותי ע"י הParser.
  + PropertyAccess(name:ParserTokens, property:ParserTokens) – מבטא גישה לשדה על טוקן אחר. הפרמטר name יכול להיות בעצמו PropertyAccess, ובמקרה זה יש גישה "משולשת" אל תוך שדה.
  + Sign(sign:String) – מייצג אופרטור שסימנו <sign>
  + Number(num:String) – מייצג מספר שלם שערכו <num>
  + Decimal(num:String) – מייצג מספר עשרוני שערכו <num>
  + Characters(string:String) – מייצג מחרוזת שמכילה את האותיות <string>
  + Documentation(doc:String) – מייצג דוקומנטציה
  + ErrorMessage(msg:String) – מייצג טוקן שגיאה האומר <msg>
  + NullValue – מייצג את הערך null
  + TrueValue – מייצג את הערך הבוליאני true
  + FalseValue – מייצג את הערך הבוליאני false
  + Custom(name:String, params:Array<ParserTokens>) – טוקן שמשתמשים בשפה בתור כלי יכולים לצור בעצמם, וכך לעזור להם השחלת מאקרואים.
* מחלקה – Parser – מכיל פונקציות המאפשרות המרה של מערך המזהים שקיבלנו מLexer, לעץ syntax מפורט ושלם.
  + additionalParsingLevels:Array<Array<ParserTokens> -> Array<ParserTokens>> - מערך של שלבי עיבוד נוספים למידע שמייצרת הפונקציה parse. מורכב מפונקציות, שיקראו מיד אחרי שהבניה ה"רגילה" הסתיימה.
  + parse(lexerTokens:Array<LexerTokens>):Array<ParserTokens> – לוקח קוד המיוצג באמצעות מערך מזהים, ממיר אותו לטוקנים מסוג ParserTokens, ומעביר אותם מספר שלבי בניה, עד שנוצר עץ syntax שלם. שלבי הבניה הן הפונקציות הבאות, ואחריהן באות אלה שנמצאות בadditionalParsingLevels.
  + convert(lexerTokens:Array<LexerTokens>):Array<ParserTokens> – שלב ההמרה – עובר על כל הטוקנים מסוג LexerTokens, ממיר אותם, ומחזיר מערך של טוקנים זהים במשמעותם מסוג ParserTokens.
  + mergeBlocks(pre:Array<ParserTokens>):Array<ParserTokens> – ממיר כל קבוצת טוקנים המוקפת בסוגריים מסולסלים לטוקן מסוג Block.
  + mergeExpressions(pre:Array<ParserTokens>):Array<ParserTokens> – ממיר כל קבוצת טוקנים המוקפת בסוגריים רגילים לטוקן מסוג Expression.
  + mergePropertyOperations(pre:Array<ParserTokens>):Array<ParserTokens> – מאחד כל מקרה של טוקנים שיש ביניהם אופרטור שאמור להעיד על גישה לשדה, לטוקן מסוג PropertyAccess.
  + mergeTypeDecls(pre:Array<ParserTokens>):Array<ParserTokens> – מאחד כל מקרה שיש מזהה שמשמעותו "הדגשת" סוג, ואחריו טוקן אחר לTypeDeclaration
  + mergeComplexStructures(pre:Array<ParserTokens>):Array<ParserTokens> – יוצר הכרזות משתנים, פונקציות, החזרות פונקציה וקריאות לתנאים לפי רצפים מסוימים של טוקנים בקוד.
  + mergeCalls(pre:Array<ParserTokens>):Array<ParserTokens> – משלב טוקנים ספציפיים שאחריהם סוגריים ללא הפרדה לטוקן FunctionCall.
  + mergeWrites(pre:Array<ParserTokens>):Array<ParserTokens> – משלב רצפי השוואה לטוקן מסוג Write
  + mergeValuesWithTypeDeclarations(pre:Array<ParserTokens>):Array<ParserTokens> – משלב טוקנים שאחריהם בא TypeDeclaration ללא ערך, לTypeDeclaration יחיד עם ערך.
  + mergeNonBlockBodies(pre:Array<ParserTokens>):Array<ParserTokens> – מתקן מקרים של קריאות לתנאים בהם במקום לספק בלוק של קוד, המתכנת מספק שורת קוד/טוקן אחר.
  + mergeElses(pre:Array<ParserTokens>):Array<ParserTokens> – פונקציית הדוגמה שבתוך additionalParsingLevels, מוסיפה פיצ'ר – תומכת ברצפי else אחרי תנאי if.
  + line:Int – השורה הנוכחית עליה הParser נמצא
  + linePart:Int – החלק הנוכחי בשורה הנוכחית בו הParser נמצא
  + setline(l:Int) – עורך את השורה הנוכחית, מאפס את החלק הנוכחי
  + nextPart() – מגביר את החלק הנוכחי.
  + resetLines() – מאפס את השורה הנוכחית, מאפס את החלק הנוכחי.

### חבילה – little.interpreter

ספירה – InterpTokens – מכיל את הטוקנים שמשתמשות בהם מחלקות ההרצה, על מנת לממש את הטוקנים ולהפוך אותם לתוכנה עובדת.

* + SetLine(line:Int) – מייצג שינוי בשורה הנוכחית.
  + SplitLine – מייצג מעבר לחלק הבא בשורה הנוכחית.
  + VariableDeclaration(name:InterpTokens, type:InterpTokens, ?doc:InterpTokens) – מייצג הכרזת משתנה, ששמו, סוגו והדוקומנטציה שלו מבוטאות בעזרת טוקנים שונים.
  + FunctionDeclaration(name:InterpTokens, params:InterpTokens, type:InterpTokens, ?doc:InterpTokens) – מייצג הכרזת פונקציה, ששמה, סוג ההחזרה שלה והדוקומנטציה שלה מבוטאים בעזרת טוקנים שונים. שדה הפרמטרים חייב להיות טוקן מסוג PartArray.
  + ConditionCode(callers:Map<Array<InterpTokens>, InterpTokens>) – מייצג את הערך של תנאי/לולאה.
  + ConditionCall(name:InterpTokens, exp:InterpTokens, body:InterpTokens) – מייצג קריאה לתנאי או לולאה מסוימת עם תנאי הרצה exp ובלוק הקוד body
  + FunctionCode(requiredParams:OrderedMap<String, InterpTokens>, body:InterpTokens) – מייצג את הערך של פונקציה (פרמטרים מחוברים עם בלוק של קוד)
  + FunctionCall(name:InterpTokens, params:InterpTokens) – מייצג קריאה לפונקציה ששמה מבוטא באמצעות name עם הפרמטרים params.
  + FunctionReturn(value:InterpTokens, type:InterpTokens) – מייצג טענת יציאה של פונקציה. הרצת בלוק של קוד מופסקת בעת התקלות בטוקן זה.
  + Write(assignees:Array<InterpTokens>, value:InterpTokens) – מייצג כתיבה של ערך value לN אלמנטים המוכלים בתוך assignees.
  + TypeCast(value:InterpTokens, type:InterpTokens) – מייצג ניסיון יציקה של הערך value אל תוך סוג המבוטא באמצעות type.
  + Expression(parts:Array<InterpTokens>, type:InterpTokens) – מייצג רצף פעולות המקובצות בתוך סוגריים רגילים
  + Block(body:Array<InterpTokens>, type:InterpTokens) – מייצג רצף פקודות, המקובצות בתוך סוגריים מסולסלים.
  + PartArray(parts:Array<InterpTokens>) – דרך לקבוץ מספר אלמנטים אל תוך טוקן יחיד בלי להוסיף metadata לגביו.
  + PropertyAccess(name:InterpTokens, property:InterpTokens) – מייצג גישה לשדה המבוטא בעזרת property שנמצא על ההורה אשר מבוטא בעזרת name.
  + Number(num:Int) – מייצג מספר שלם 32 ביטים בעל סימן.
  + Decimal(num:Float) – מייצג מספר עשרוני 64 ביטים בעל סימן.
  + Characters(string:String) – מייצג מחרוזת.
  + Documentation(doc:String) – מייצג תגובה.
  + ClassPointer(pointer:MemoryPointer) – מייצג את הערך של סוג, בעזרת מצביע אליו.
  + Sign(sign:String) – מייצג את הערך של אופרטור
  + NullValue – ערך ה-null.
  + TrueValue – ערך המייצג אמת
  + FalseValue – ערך המייצג שקר
  + Identifier(word:String) – מקבץ אותיות ללא הקשר מסוים, בד"כ מיצג גישה לאלמנט כלשהו בזיכרון, או השתמשות במילת מפתח.
  + Object(props:Map<String, {documentation:String, value:InterpTokens}>, typeName:String) – מייצג את הערך של אובייקט דינמי מסוג typeName עם השדות props.
  + HaxeExtern(func:Void -> InterpTokens) – מספק דרך להפעיל קוד הכתוב ב-Haxe תוך כדי הפעלת קוד Little.
* מחלקה – Interpreter – מכילה פעולות המסוגלות "לגשר: בין הטוקנים של InterpTokens למה שהם מייצגים ממשית.
  + convert(pre:Rest<little.parser.Tokens.ParserTokens>):Array<InterpTokens> - ממיר טוקנים מסוג ParserTokens לכאלה מסוג InterpTokens, על מנת שקורא הקוד יוכל להפעיל את אותם טוקנים.
  + error(message:String, layer:Layer = INTERPRETER):InterpTokens – זורק שגיאה ומזהה אותה עם שכבה מסוימת, ומחזיר את אותו טוקן שגיאה. ההחזרה לכאורה מיותרת , שכן קורא הקוד מפסיק לעבוד בעת שגיאה, אך היא עדיין נמצאת שם בשביל מפתחים שמעוניינים לבטל את ה"קריסה", ולעבוד עם ערך השגיאה העצמם.
  + warn(message:String, layer:Layer = INTERPRETER):InterpTokens – מעלה שגיאה בצורה של אזהרה, כך שהיא עדיין מודפסת, אך לא עוצרת את התוכנה. מחזירה את טוקן השגיאה.
  + assert(token:InterpTokens, isType:EitherType<InterpTokensSimple, Array<InterpTokensSimple>>, ?errorMessage:String = null) – מוודא שהטוקן הנתון הוא מסוג הטוקנים שיוזכרו בהמשך הפונקציה. אם הוא לא מהסוג שלהם, נזרקת שגיאה ברמה של קוד ה-Little, ומוחזר NullValue. אחרת, הטוקן שהובא מוחזר ללא שינוי.
  + setLine(l:Int) – אומר לקורא הקוד שאנחנו כרגע בשורה l, ומשגר אירועי שינוי שורה ושינוי חלק בשורה.
  + setModule(m:String) - אומר לקורא הקוד שאנחנו כרגע במודולה m, ומשגר אירועי שינוי מודולה אם אכן מודולת ההרצה השתנתה.
  + splitLine() – אומר לקורא הקוד שהחלק שאנו קוראים כרגע בשורה נגמר (מבוטא באמצעות פסיק או נקודה-פסיק). משגר אירוע פיצול שורה.
  + declareVariable(name:InterpTokens, type:InterpTokens, doc:InterpTokens) – כותב לזיכרון משתנה ששמו name, סוגו type וערכו NullValue. משגר אירועי יצירת שדה מסוג משתנה.
  + declareFunction(name:InterpTokens, params:InterpTokens, doc:InterpTokens) – כותב לזיכרון פונקציה ששמה name, וערכה קוד של פונקציה המקבל את הפרמטרים שparams מייצג, ולא עושה כלום איתם. קוד הפונקציה מקובל בעזרת פונקציית write. משגר אירועי יצירת שדה מסוג פונקציה.
  + condition(name:InterpTokens, pattern:InterpTokens, body:InterpTokens):InterpTokens – מריץ את התנאי/לולאה ששמה name, באמצעות תנאי ההרצה pattern, ומחליט כמה פעמים להריץ את בלוק הקוד body. מחזיר את הטוקן שהחזרה האחרונה נגמרה איתו. משגר אירועי קריאה לתנאי/לולאה.
  + write(assignees:Array<InterpTokens>, value:InterpTokens):InterpTokens – כותב את הערך value למשתנים ששמם נמצא בassignees:
    - למשתנים רגילים, כל ערך יעובד ויאוחסן
    - בשביל פונקציות, אם הערך הוא בלוק של קוד, הוא יערוך חלק מערך של הפונקציה, ובכך ישלים את declareFunction.

משגר אירועי כתיבה לערך אם השמות אליהם הוא כתב.

* + call(name:InterpTokens, params:InterpTokens):InterpTokens – קורא לפונקציה ששמה name עם הפרמטרים שבתוך הExpression או PartArray, params. מוסיף entry באופן זמני לLittle.runtime.callStack. משגר אירועי קריאה לפונקציה.
  + read(name:InterpTokens):InterpTokens – מחזיר את הערך של משתנה ששמו name בזיכרון.
  + typeCast(value:InterpTokens, type:InterpTokens):InterpTokens – לפי הערך והסוג שמקבלים, הפונקציה מחפשת פונקציית יציקה מתאימה. אם יש היא מפעילה אותה, אם אין נזרקת שגיאה שפונקציית יציקה לא קיימת. משגר אירועי יציקת ערך לסוג.
  + run(body:Array<InterpTokens>, propagateReturns = false):InterpTokens – מריץ בלוק של קוד בעזרת הפונקציות שהוזכרו לעיל. אם נתקל ב-FunctionReturn, וpropagateReturns הוא אמת, מפסיק הרצה מחזיר את מלוא הטוקן. אחרת, מעריך את טוקן ההחזרה ומחזיר את ההערכה. אם בכלל לא נתקלים בטוקן החזרה, הערך האחרון שעובד מוחזר.
  + evaluate(exp:InterpTokens, ?dontThrow:Bool = false):InterpTokens – מחלץ את הערך המעובד של טוקן יחיד. משתמש במגוון הפונקציות לעיל כשצריך. כש-dontThrow מופעל, שגיאות שמוערכות ע"י הפונקציה לא נזרקות החוצה, אלא רק מוחזרות.
  + calculate(p:Array<InterpTokens>):InterpTokens – מעריך את הערך של קבוצה של טוקנים בעזרת חישוב שלהם והיחס ביניהם, המבוטא בעזרת אופרטורים ומזהים למיניהם. משתמש בפונקציה group על מנת לסדר אותם עם רצף פעולות נכון.
  + group(tokens:Array<InterpTokens>):Array<InterpTokens> - לוקח רצף של טוקנים אשר ביניהם אופרטורים, ומחזיר כמין עץ, המכיל PartArrays, אחד בתוך השני, של עד ל3 אלמנטים, המבטאים את הביטוי המתמטי.
* מחלקה – ByteCode – אחראית על הפיכת קוד בצורת טוקנים, לקוד בתים קומפקטי, שאפשר לאחסן בזיכרון יחסית בקלות
  + compile(...tokens:InterpTokens):String – לוקח קוד בפורמט של עץ syntax, ומחזיר אותו בפורמט קוד בתים, כString.
  + decompile(bytecode:String):Array<InterpTokens> - לוקח קוד-בתים, והופך אותו למערך טוקנים המייצג עץ syntax, שאפשר להריץ.
* מחלקה – StdOut – מייצגת את הפלט של קורא הקוד.
  + output:String – הפלט של ההרצה, כמחרוזת
  + stdoutTokens:Array<InterpTokens> - הטוקנים האינדיבידואלים שניסו להדפיס לoutput, ללא מודפיקציה מעבר לעיבוד.
  + reset() – מאפס את השדות שנאמרו להלן.
* מחלקה – Runtime – מכיל מידע על זמן הריצה, ומידע לאחר הריצה.
  + line(default, null):Int – השורה שאותה אנו מתחילים לקרוא
  + linePart(default, null):Int – החלק בשורה אותו אנו מתחילים לקרוא. שורה מפוצלת בעזרת פסיקים או נקודה-פסיק.
  + currentToken(default, null):InterpTokens – הטוקן אותו אנו הולכים להריץ.
  + module(default, null):String – המודולה בה אנו מריצים קוד כרגע.
  + previousToken(default, null):InterpTokens – הטוקן שהרגע הורץ.
  + exitCode(default, null):Int – טענת היציאה של הקוד. יהיה שונה מ-0 אם התוכנה קרסה.
  + errorThrown(default, null):Bool – אומר האם נזרקה שגיאה או לא
  + errorToken(default, null):InterpTokens – טוקן השגיאה שנזרק.
  + onLineChanged:Array<Int -> Void> - אירוע המשוגר כאשר שורה מתחילה להיקרא
  + onModuleChanged:Array<String -> Void> - אירוע המשוגר כאשר מודולה משתנה. יכול לקרות כאשר מריצים פונקציות ממודולות אחרות.
  + onLineSplit:Array<Void -> Void> - אירוע המשוגר כאשר אנו מתחילים לקרוא חלק משורה. משוגר גם כשמחליפים שורה.
  + onTokenInterpreted:Array<InterpTokens -> Void> - אירוע המשוגר מיד לאחר שאנו מסיימים להריץ טוקן.
  + onErrorThrown:Array<(String, Int, String) -> Void> - אירוע המשוגר מיד לאחר זריקת שגיאה.
  + onWarningPrinted:Array<(String, Int, String) -> Void> - אירוע המשוגר מיד לאחר העלאת אזהרה.
  + onWriteValue:Array<Array<String> -> Void> - אירוע המשוגר מיד לאחר שנכתב ערך לאחד או יותר משתנים/פונקציות/שדות.
  + onFunctionCalled:Array<(String, Array<InterpTokens>) -> Void> - אירוע המשוגר מיד לפני הרצת פונקציה
  + onConditionCalled:Array<(String, Array<InterpTokens>, InterpTokens) -> Void> - אירוע המשוגר מיד לפני קריאה לתנאי/לולאה.
  + onFieldDeclared:Array<(String, FieldDeclarationType) -> Void> - אירוע המשוגר מיד לאחר שמוכרז משתנה או פונקציה.
  + onTypeCast:Array<(InterpTokens, String) -> Void> - אירוע המשוגר מיד לאחר ניסיון יציקת ערך לסוג שאינו שלו.
  + stdout:StdOut – הפלט הסטנדרטי.
  + callStack:Array<{module:String, line:Int, linePart:Int, token:InterpTokens}> - סטאק הקריאות, משומש כאשר נזרקת שגיאה. משתנה לפני ואחרי קריאה לפונקציה.
  + throwError(token:InterpTokens, ?layer:Layer = INTERPRETER):InterpTokens – זורק שגיאה משכבה מסוימת, ועוצר את ההרצה.
  + warn(token:InterpTokens, ?layer:Layer = INTERPRETER) – מדפיס שגיאה משכבה מסוימת, ולא עוצר את ההרצה.
  + print(item:String) – מדפיס מחרוזת כלשהי.
  + broadcast(item:String) – פונקציה שאפשר לערוך, שווה ערך פונקציונאלית לprint. נועד למפתחים.
* ספירה – FieldDeclarartionType – משומש ע"י אירוע ההכרזה.
  + VARIABLE – הכרזת משתנה. זמין באופן ישיר בפרויקט
  + FUNCTION – הכרזת פונקציה. זמין באופן ישיר בפרויקט.
  + CLASS – הכרזת סוג. לא זמין באופן ישיר בפרויקט.
  + CONDITION – הכרזת תנאי/לולאה. לא זמין בגרסה זו של הפרויקט.
  + OPERATOR – הכרזת אופרטור. לא זמין בגרסה זו של הפרויקט.

### חבילה – little.interpreter.memory

אבסטרקט – MemoryPointer – מייצג כתובת בזיכרון, פועל כמספר 32 ביטים לאחר קומפילציה.

* + rawLocation(get, set):Int – המספר שמתחת לMemoryPointer הזה.
  + toString() – ממיר את הכתובת למחרוזת
  + toArray():Array<Int> - ממיר את הכתובת למערך של ביטים, שערכם מ-128 ל127.
  + toBytes():Bytes – ממיר את הכתובת למערך ביטים אמיתי
  + toInt():Int – rawLocation רק כפונקציה.

מחלקה – Memory – נבנה כאבסטרקציה על שאר מבנה הזיכרון – מכיל פונקציות גישה, כתיבה ואחסון ערכים בצורה קלה עם דוקומנטציה ותגובות נרחבות.

* + storage:Storage – האחסון שמשתמש בו הזיכרון.
  + referrer:Referrer – הReferrer שמשתמש בו הזיכרון.
  + externs:ExternalInterfacing – interface האקסטרנים שמשתמש בו הזיכרון.
  + constants:ConstantPool – בריכת הקבועים שמשתמש בו הזיכרון.
  + operator:Operators – עוד interface לאקסטרנים, הפעם מעוצב לאופרטורים.
  + memoryChunkSize:Int = 512 – כל פעם שמבוקשת כמות מסוימת של זיכרון, משתמשים בערך הזה כדי לדעת כמה.
  + maxMemorySize:Int = 1024 \* 1024 \* 2 – כמות הזיכרון המקסימלית שהזיכרון מסוגל לבקש.
  + currentMemorySize(get, never):Int – כמות הזיכרון בשימוש כרגע, בקפיצות של memoryChunkSize.
  + reset() – מאפס או יוצר מחדש את השדות storage, referrer, externs, constants.
  + store(token:InterpTokens):MemoryPointer – מאחסן ערך פשוט בזיכרון, ומחזיר מצביע אליו. לא מסוגל לעבד מזהים, רק ערכים
  + retrieve(token:InterpTokens):MemoryPointer – כמו store, רק גם מסוגל לעקוב אחר מזהים, ועוקב אחרי חוקי pass-by-value/reference.
  + read(...path:String):{objectValue:InterpTokens, objectTypeName:String, objectAddress:MemoryPointer} – משתמש באכסוני הזיכרון הזמינים כדי להחזיר את הערך, מיקום והסוג של שדה כלשהו הנמצא בסוף path.
  + readFrom(value:{objectValue:InterpTokens, objectAddress:MemoryPointer}, ...path:String) – הרחבה של read, המסוגלת להתחיל קריאה מערך סטטי ולא רק ממזהה. שימושי במקרים כמו 6.toString(), בהם הפונקציה read תנסה לגשת למשתנה ששמו 6 ותכשל.
  + write(path:Array<String>, ?value:InterpTokens, ?type:String, ?doc:String) – יוצר ערך חדש עם סוג ודוקומנטציה מסוימת לשדה הנמצא בסוף path. אם אחד מהפרמטרים הסופיים הוא Null, נותנים ערכי "לא ידוע" לשדה (סוג Unknown/Anything, ערך NullValue)
  + set(path:Array<String>, ?value:InterpTokens, ?type:String, ?doc:String) – עורך שדה קיים הנמצא בסוף path. אם אחד מהפרמטרים הסופיים null, לא עורכים את החלק של הפרמטר הזה בשדה. אם השדה לא קיים, נזרקת שגיאה ברמת קוד Little.
  + allocate(size:Int):MemoryPointer – מבקש שלמור על כמות מסוימת של ביטים, ומחזיר את הכתובת של ההתחלה שלהם.
  + free(pointer:MemoryPointer, size:Int) – מפנה כמות מסוימת של ביטים השוכנים בכתובת מסוימת.
  + sizeOf(pointer:MemoryPointer, type:String):Null<Int> - מגלה את הגודל של ערך מסוג מסוים הנמצא במקום מסוים.
  + getTypeInformation(name:String):TypeInfo – מחלץ מידע על סוגים, בים אם הם מאוחסנים בזיכרון אקסטרני או רגיל. המידע כולל שם, שדות שונים, גודל אובייקט מסוגם, וmetadata לגבי הסוג.
  + getTypeName(pointer:MemoryPointer):String – משתמש בstorage ו-externs על מנת לחלץ שם של סוג בעזרת כתובתו בלבד.

מחלקה - Storage – אחראית על הכנסת ערכים למערך הזיכרון, ווידוא שלא נכתב שום דבר מעליהם כשלא צפוי שזה יקרה

* + storage:ByteArray – מערך הבתים שמשתמשת בו המחלקה
  + parent:Memory – backreference לMemory.
  + reserved:ByteArray – מערך בתים המייצג את המקומות הפנויים והתפוסים.
  + requestMemory() – מבקש עוד memoryChunkSize ביטים מהמערכת.
  + storeByte(b:Int):MemoryPointer – מאחסן ביט, ומחזיר את הכתובת שלו
  + setByte(address:MemoryPointer, b:Int) – מכניס ביט בכתובת מסוימת.
  + readByte(address:MemoryPointer):Int – קורא ביט מכתובת מסוימת, ומחזיר את ערכו
  + freeByte(address:MemoryPointer) – מפנה ביט הנמצא בכתובת מסוימת
  + storeBytes(size:Int, ?b:ByteArray):MemoryPointer – מאחסן מערך ביטים, ומחזיר את הכתובת שלהם
  + setBytes(address:MemoryPointer, bytes:ByteArray) – מכניס מערך בתים בכתובת מסוימת.
  + readBytes(address:MemoryPointer, size:Int):ByteArray – קורא מערך בתים מכתובת מסוימת, ומחזיר אותו
  + freeBytes(address:MemoryPointer, size:Int) – מפנה מערך בתים הנמצא בכתובת מסוימת
  + storeArray(length:Int, elementSize:Int, ?defaultElement:ByteArray):MemoryPointer – מאחסן מערך, ומחזיר את הכתובת שלו. מערך מאוחסן כאורך מערך, גודל אלמנט, ומיד לאחר מכן תוכן המערך.
  + setArray(address:MemoryPointer, length:Int, elementSize:Int, ?defaultElement:ByteArray) – מכניס מערך בכתובת מסוימת.
  + readArray(address:MemoryPointer):Array<ByteArray> – קורא מערך מכתובת מסוימת, ומחזיר אותו
  + freeArray(address:MemoryPointer) – מפנה מערך הנמצא בכתובת מסוימת
  + storeInt16(b:Int):MemoryPointer – מאחסן מספר שלם 16 בתים בעל סימן, ומחזיר את הכתובת שלו
  + setInt16(address:MemoryPointer, b:Int) – מכניס את הערך של מספר שלם 16 בתים בעל סימן בכתובת מסוימת.
  + readInt16(address:MemoryPointer):Int – קורא מספר שלם 16 בתים בעל סימן מכתובת מסוימת, ומחזיר את ערכו
  + freeInt16(address:MemoryPointer) – מפנה מספר שלם 16 בתים בעל סימן הנמצא בכתובת מסוימת
  + storeUInt16(b:Int):MemoryPointer – מאחסן מספר שלם 16 בתים ללא סימן, ומחזיר את הכתובת שלו
  + setUInt16(address:MemoryPointer, b:Int) – מכניס את הערך של מספר שלם 16 בתים ללא סימן בכתובת מסוימת.
  + readUInt16(address:MemoryPointer) – קורא מספר שלם 16 בתים ללא סימן מכתובת מסוימת, ומחזיר את ערכו
  + freeUInt16(address:MemoryPointer) – מפנה מספר שלם 16 בתים ללא סימן הנמצא בכתובת מסוימת
  + storeInt32(b:Int):MemoryPointer – מאחסן מספר שלם 32 בתים בעל סימן, ומחזיר את הכתובת שלו
  + setInt32(address:MemoryPointer, b:Int) – מכניס את הערך של מספר שלם 32 בתים בעל סימן בכתובת מסוימת.
  + readInt32(address:MemoryPointer):Int – קורא מספר שלם 32 בתים בעל סימן מכתובת מסוימת, ומחזיר את ערכו
  + freeInt32(address:MemoryPointer) – מפנה מספר שלם 32 בתים בעל סימן הנמצא בכתובת מסוימת
  + storeUInt32(b:UInt):MemoryPointer – מאחסן מספר שלם 32 בתים ללא סימן, ומחזיר את הכתובת שלו
  + setUInt32(address:MemoryPointer, b:UInt) – מכניס את הערך של מספר שלם 32 בתים ללא סימן בכתובת מסוימת.
  + readUInt32(address:MemoryPointer):UInt – קורא מספר שלם 32 בתים ללא סימן מכתובת מסוימת, ומחזיר את ערכו
  + freeUInt32(address:MemoryPointer) – מפנה מספר שלם 32 בתים ללא סימן הנמצא בכתובת מסוימת
  + storeDouble(b:Float):MemoryPointer – מאחסן מספר עשרוני 64 בתים בעל סימן, ומחזיר את הכתובת שלו
  + setDouble(address:MemoryPointer, b:Float) – מכניס את הערך של מספר עשרוני 64 בתים בעל סימן בכתובת מסוימת.
  + readDouble(address:MemoryPointer):Float – קורא מספר עשרוני 64 בתים בעל סימן מכתובת מסוימת, ומחזיר את ערכו
  + freeDouble(address:MemoryPointer) – מפנה מספר עשרוני 64 בתים בעל סימן הנמצא בכתובת מסוימת
  + storePointer(p:MemoryPointer):MemoryPointer – מאחסן כתובת בזיכרון, ומחזיר את הכתובת שלה
  + setPointer(address:MemoryPointer, p:MemoryPointer) – מכניס את הערך של כתובת בזיכרון בכתובת מסוימת.
  + readPointer(address:MemoryPointer):MemoryPointer – קורא כתובת בזיכרון מכתובת מסוימת, ומחזיר את ערכה
  + freePointer(address:MemoryPointer) – מפנה כתובת בזיכרון הנמצאת בכתובת מסוימת
  + storeString(b:String):MemoryPointer - מאחסן מחרוזת, ומחזיר את הכתובת שלה. מאוחסן כאורך ומיד לאחריו תוכן המחרוזת.
  + setString(address:MemoryPointer, b:String) – מכניס את הערך של מחרוזת בכתובת מסוימת.
  + readString(address:MemoryPointer):String – קורא מחרוזת מכתובת מסוימת, ומחזיר את ערכוה
  + freeString(address:MemoryPointer) – מפנה מחרוזת הנמצאת בכתובת מסוימת
  + storeCodeBlock(caller:InterpTokens):MemoryPointer – מאחסן ערך של פונקציה, ומחזיר את הכתובת שלו. מאוחסן כקוד-בתים.
  + setCodeBlock(address:MemoryPointer, caller:InterpTokens) – מכניס את הערך של פונקציה בכתובת מסוימת.
  + readCodeBlock(address:MemoryPointer):InterpTokens – קורא פונקציה מכתובת מסוימת, ומחזיר את ערכה
  + freeCodeBlock(address:MemoryPointer) – מפנה פונקציה הנמצאת בכתובת מסוימת
  + storeCondition(caller:InterpTokens):MemoryPointer – מאחסן תנאי/לולאה בזיכרון, ומחזיר את הכתובת שלו. מאוחסן כקוד-בתים.
  + setCondition(address:MemoryPointer, caller:InterpTokens) – מכניס את הערך של תנאי/לולאה בכתובת מסוימת.
  + readCondition(address:MemoryPointer):InterpTokens – קורא תנאי/לולאה מכתובת מסוימת, ומחזיר את ערכה
  + freeCondition(address:MemoryPointer) – מפנה תנאי/לולאה הנמצאת בכתובת מסוימת
  + storeSign(sign:String) – מאחסן אופרטור, ומחזיר את הכתובת שלו
  + setSign(address:MemoryPointer, sign:String) – מכניס אופרטור בכתובת מסוימת.
  + readSign(address:MemoryPointer):InterpTokens – קורא אופרטור מכתובת מסוימת, ומחזיר את ערכו
  + freeSign(address:MemoryPointer) – מפנה אופרטור הנמצא בכתובת מסוימת
  + storeStatic(token:InterpTokens):MemoryPointer – מאחסן אלמנט בעל גודל סטטי/מחרוזת, ומחזיר את הכתובת שבה הערך אוחסן.
  + storeObject(object:InterpTokens):MemoryPointer – מאחסן אובייקט דינמי, ומחזיר את הכתובת שלו. אובייקט כזה מאוחסן כ8 ביטים של אורך ומיקום, ומפת Hash נוספת במקום אחר.
  + setObject(address:MemoryPointer, object:InterpTokens) – מכניס אובייקט דינמי בכתובת מסוימת.
  + readObject(pointer:MemoryPointer):InterpTokens – קורא אובייקט דינמי מכתובת מסוימת, ומחזיר את ערכו
  + freeObject(pointer:MemoryPointer) – מפנה אובייקט דינמי הנמצא בכתובת מסוימת
  + storeType(name:String, statics:Map<String, {value:InterpTokens, documentation:String, type:String}>, instances:Map<String, {documentation:String, type:String}>) – מאחסן סוג, ומחזיר את הכתובת שלו. סוג מאוחסן כמו 2 אובייקטים ברצף – שני מפות hash לשדות תלויי מקרה ושדות סטטיים, שאליהם שני מצביעים ושני אורכים.
  + setType(address:MemoryPointer, name:String, statics:Map<String, {value:InterpTokens, documentation:String, type:String}>, instances:Map<String, {documentation:String, type:String}>) – מכניס סוג בכתובת מסוימת.
  + readType(pointer:MemoryPointer):TypeInfo – קורא סוג מכתובת מסוימת, ומחזיר את ערכו
  + freeType(pointer:MemoryPointer) – מפנה סוג הנמצא בכתובת מסוימת
* מחלקה – Referrer – עוקבת ומצמידה משתנים לערכם וסוגם באמצעות מבנה שילובי של סטאק ומפת hash.
  + parent:Memory – backreference ל-Memory
  + bytes:ByteArray – מערך הבתים שבו המחלקה משתמשת.
  + currentScopeStart(get, null):Int – מספר המייצג את המקום שבו המסגרת העכשווית מתחיל. לא ניתן לעריכה ישירות, יש לערוך את תחילת מערך הביטים על מנת לשנות.
  + currentScopeLength(get, null):Int – מספר המייצג את כמות המפתחות הנמצאות במסגרת העכשווית.
  + pushScope() – מוסיף header המכיל את כמות האלמנטים במסגרת הקודמת, וכמות האלמנטים במסגרת הזו (0) בתור שני מספרי 16 בתים. מעדכן את currentScopeStart.
  + popScope() – לא עורך שום מידע מחוץ לcurrentScopeStart – מחשב לפי הנתונים הזמינים את תחילת המסגרת הלפני-אחרונה, ועורך את currentScopeStart לערך הזה.
  + reference(key:String, address:MemoryPointer, type:String) – מוסיף את המפתח key ומצמיד אותו לכתובת וסוג מסוים במסגרת הנוכחית.
  + dereference(key:String) – מוחק את המפתח key מהמסגרת הנוכחית.
  + get(key:String):{address:MemoryPointer, type:String} - מאחזר את הכתובת והסוג המוצמדים למפתח מסוים. אם המפתח לא נמצא במסגרת העכשווית, צוללים למסגרת עמוקה יותר. אם המפתח לא נמצא, נזרקת שגיאה ברמת קוד הHaxe ולא Little (מפסיק הרצה של התוכנה לגמרי)
  + set(key:String, value:{?address:MemoryPointer, ?type:String}) – עורך את הכתובת או סוג של מפתח מסוים. אם המפתח לא נמצא מסגרת הנוכחית, צוללים למסגרת עמוקה יותר. אם המפתח לא נמצא, נזרקת שגיאה ברמת קוד הHaxe ולא Little (מפסיק הרצה של התוכנה לגמרי)
  + exists(key:String):Bool – על מנת למנוע את השגיאות שהוזכרו לעיל, אפשר להשתמש בפונקציה זו כדי לבדוק האם מוצמד ערך כלשהו למפתח מסוים במסגרת הנוכחית, או באחת עמוקה יותר.
  + keyValueIterator():KeyValueIterator<String, {address:MemoryPointer, type:String}> - מחזיר איטרטור העובר על כל המפתחות וערכיהן, מתחילת המסגרת המקורית לסופה, ואז למסגרת הבאה, עד שנגמרות המסגרות.
* מחלקה – HashTables – אחראי על יצירת, קריאת ועריכת מפות hash לאחסון אובייקטים בזיכרון
  + generateObjectHashTable(pairs:Array<{key:String, keyPointer:MemoryPointer, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer}>) – מקבל מערך של חמישיות המייצגות מפתחות וערכים במפת hash. לפי כמות המפתחות, יוצר מפה בגודל מסוים. מחזיר את המפה כמערך ביטים.
  + readObjectHashTable(bytes:ByteArray, ?storage:Storage):Array<{key:Null<String>, keyPointer:MemoryPointer, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer}> - מעבד מערך ביטים אל תוך מערך חמישיות המייצג את מפת ה-hash של האובייקט. כשמסופק Instance של Storage, משתמשים בו על מנת לקרוא את המפתחות המיוצגים במפה בעזרת keyPointer.
  + hashTableHasKey(hashTable:ByteArray, key:String, storage:Storage):Bool – בודק האם מפת hash מכילה מפתח מסוים. מכיוון שכל מפה מכילה את המפתח באמצעות מצביע, אנו צריכים גם את הStorage – שנותן את המסוגלות לקשר בין הכתובת למחרוזת עצמה
  + hashTableGetKey(hashTable:ByteArray, key:String, storage:Storage):{key:String, keyPointer:MemoryPointer, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer} – בשביל מפת hash מסוימת שהמצביעים למפתחותיה "מתייחסים" לStorage מסוים, מסוגל לאחזר מפתח מסוים, ע"י הוצאת hash שלו, וגישה למפה, או חיפוש לפי הצורך
  + objectAddKey(object:MemoryPointer, key:String, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer, storage:Storage) – מוסיף entry למפת hash מסוימת המאוחסנת בStorage מסוים, הקשורה לאובייקט מסוים. אם המפה מלאה ביותר מ70%, המפה מאוחסנת מחדש בגודל גדול יותר, והמפה הקודמת מפונה. גדול המפה החדשה יהיה פי 3 מהכמות שזקוקים אליה בשביל מפה מלאה (בשביל 10 מפתחות הלוקחים כל אחד 4 מצביעים (16 ביטים בפרויקט הזה), יבוקשו 480 ביטים)
  + objectSetKey(object:MemoryPointer, key:String, pair:{?value:MemoryPointer, ?type:MemoryPointer, ?doc:MemoryPointer}, storage:Storage) – עורך מפתח שכבר קיים במפת hash של אובייקט מסוים, ונותן לו ערך אחר, לפי הערכים של האובייקט pair, שכן ערך שבאובייקט pair שהוא null לא נערך. אם המפתח לא נמצא, נזרקת שגיאה ברמת קוד Haxe.
  + objectGetKey(object:MemoryPointer, key:String, storage:Storage):{key:String, keyPointer:MemoryPointer, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer} – פונקציית עזר המאחדת גישה למפת הhash של אובייקט, וקבלת מפתח באמצעות hashTableGetKey.
  + getHashTableOf(objectPointer:MemoryPointer, storage:Storage):ByteArray – פונקציית עזר המקצרת את אחזור מפת הhash של אובייקט לשורה אחת, במקום 3 שורות (לקרוא את אורך המפה ב4 ביטים ראשונים, מיקום המפה בזיכרון ב4 האחרים, וקריאת הביטים לפי האורך והמיקום.)
* מחלקה – ExternalInterfacing – מגשר בין קריאת פונקציות הכתובות ב-Haxe לערכים של Little, באמצעות "אחסון" אותם פונקציות כעצים.
  + parent:Memory – backreference ל-Memory
  + externToPointer:Map<String, MemoryPointer> - מפה המשמשת לקישור סוגים אקסטרניים למיקום בזיכרון. בד"כ משומש עם אחסון ביט יחיד: storage.storeByte()
  + pointerToExtern(get ,null):Map<MemoryPointer, String> - ההפך מהמפה לעיל. איטי יותר, כי צריך לייצר את המפה כל פעם שרוצים לגשת לזה.
  + instanceProperties:ExtTree = new ExtTree(0, null, null, 0) – עץ הפונקציות הקשורות למשתנים תלויי מקרה. (לדוגמה, “”.toLowerCase())
  + globalProperties:ExtTree = new ExtTree(0, null, null, 0) – עץ הפונקציות הקשורות ישירות לאובייקטים וסוגים. (לדוגמה, Characters.fromCharCode(72))
  + createPathFor(extType:ExtTree, ...path:String):ExtTree – יוצר את המסלול/עוקב אחריו במידת הצורך (תלוי אם המסלול קיים או לא) בעץ הנתון (instanceProperties או globalProperties), ומחזיר את האיבר שבסוף המסלול.
  + createAllPathsFor(...path:String) – יוצר במידת הצורך את המסלול בשני העצים, instanceProperties ו-globalProperties.
  + hasGlobal(...path:String):Bool – בודק האם קיים המסלול path בעץ globalProperties.
  + hasInstance(...path:String):Bool – בודק האם קיים המסלול path בעץ instanceProperties.
  + getGlobal(...path:String):{objectValue:InterpTokens, objectAddress:MemoryPointer} – על אף שמאחזר הערך שבכל איבר בעץ זקוק לשני פרמטרים, ערך אובייקט ומיקום בזיכרון, מכיוון שמדובר באובייקט סטטי, אין שימוש בשני הפרמטרים האלה – לכן, המאחזר נקרא עם null לערך האובייקט ו-1 למיקומו, והערך מוחזר.
* מחלקה – ExtTree – העץ עצמו, אחראי על המבנה של הערכים האקסטרניים.
  + getter:(objectValue:InterpTokens, objectAddress:MemoryPointer) -> {objectValue:InterpTokens, objectAddress:MemoryPointer} – מאחזר הערכים – מקבל את ערך האובייקט ההורה ואת כתובת ההורה, ולפיהם מחזיר ערך כלשהו וכתובתו בזיכרון.
  + doc:MemoryPointer – הכתובת של הדוקומנטציה של שדה אקסטרני מסוים.
  + type:MemoryPointer – הכתובת של הסוג שמחזיר המאחזר של שדה אקסטרני מסוים.
  + properties:Map<String, ExtTree> - הילדים של העץ.
* מחלקה – ConstantPool – "בריכה" של ערכים קבועים מסוימים, שלא יכולים להיות מפונים פעמיים, ולא יכולים להשתנות. קיים על מנת לשמר זיכרון.
  + capacity(default, null):Int = 24 – כמות הביטים שהבריכה לוקחת מאחסון של Storage.
  + NULL:MemoryPointer = 0 – המצביע לערך null
  + FALSE:MemoryPointer = 1 – המצביע לערך השקר
  + TRUE:MemoryPointer = 2 – המצביע לערך האמת
  + ZERO:MemoryPointer = 3 – המצביע לערך 0. לוקח 8 ביטים, על מנת שיוכל לייצג מספרים מביט 1 ועד 8 ביטים (byte -> double)
  + INT:MemoryPointer = 11 – המצביע לסוג המספר השלם
  + FLOAT:MemoryPointer = 12 – המצביע לסוג המספר העשרוני
  + BOOL:MemoryPointer = 13 – המצביע לסוג הערך הבוליאני
  + DYNAMIC:MemoryPointer = 14 – המצביע לסוג ה"דינמי" – מייצג כל סוג אחר, חוץ מ-Unknown.
  + TYPE:MemoryPointer = 15 – המצביע לסוג של מחלקות
  + UNKNOWN:MemoryPointer = 16 – המצביע לסוג שאינו ידוע. קיים בשבי בלוקים של קוד וביטויים שסוגם אינו ידוע בזמן שלפני ההרצה עצמה. גם יכול להופיע כאשר משתנה מוכרז ללא סוג או ערך.
  + ERROR:MemoryPointer = 17 – המצביע לשגיאות.
  + EXTERN:MemoryPointer = 18 – מצביע ברירת החדל לערים אקסטרניים שלא ניתן לאחסן בזיכרון רגיל. קיים בשביל פונקציות אקסטרניות, שכן לא ניתן לאחסן טוקנים מסוג HaxeExtern בזיכרון, מהגבלה של הספרייה הסטנדרטית של Haxe.
  + EMPTY\_STRING:MemoryPointer = 19 – המצביע למחרוזת הריקה
  + get(token:InterpTokens):MemoryPointer – פונקציית עזר המחליפה "קיר" של switch-case, המחלצת את המצביע של ערך מסוים המובא כטוקן. אם הטוקן לא נמצא בבריכה, נזרקת שגיאה ברמת קוד ה-Haxe.
  + getFromPointer(pointer:MemoryPointer):InterpTokens – פעולת ההפך מ-get, גם זורקת שגיאה ברמת קוד ה-Haxe.
  + hasPointer(pointer:MemoryPointer):Bool – בודקת האם הכתובת הנתונה נמצאת בבריכת הקבועים.
  + hasType(typeName:String) – בודקת האם סוג מסוים נמצא בתוך בריכת הקבועים.
  + getType(typeName:String):MemoryPointer – מאחזר את כתובת הסוג typeName הנמצא בתוך בריכת הקבועים. אם הוא לא נמצא, נזרקת שגיאה ברמת קוד Haxe.
* מחלקה – Operators – הרחבה של ExternalInterfacing המתואמת לאופרטורים במקום למזהים קלאסיים.
  + priority:Map<Int, Array<{sign:String, side:OperatorType}>> = [] – מפה המקשרת בין אופרטור מסוים, למיקום שלו בסדר הפעולות כאשר הוא פועל על צד מסוים.
  + standard:Map<String, (lhs:InterpTokens, rhs:InterpTokens) -> InterpTokens> = new Map() – מפה המקשרת בין אופרטורים הפועלים על שני הצדדים, לcallback שאמור לממש את פעולת האופרטור.
  + rhsOnly:Map<String, (InterpTokens) -> InterpTokens> = new Map() – אותו דבר כמו standard, אך בשביל אופרטורים הפועלים רק עם אופרנד בצד ימין.
  + lhsOnly:Map<String, (InterpTokens) -> InterpTokens> = new Map() – אותו דבר כמו standard, אך בשביל אופרטורים הפועלים רק עם אופרנד בצד שמאל.
  + setPriority(op:String, type:OperatorType, opPriority:String) – עורך את מפת סדר הפעולות, ומוסיף אופרטור מסוים על צד מסוים לדרגה בסדר הפעולות לפי opPriority. opPriprity יכול להיות מגוון דברים: first, last, with, before, after, between או פשוט מספר.
  + getPriority(op:String, type:OperatorType):Int – מאחזר את המיקום של אופרטור מסוים הפועל על צד מסוים בסדר הפעולות.
  + iterateByPriority():Iterator<Array<{sign:String, side:OperatorType}>> - איטרטור העובר על המפה priority לפי דרגות.
  + call(lhs:InterpTokens, op:String) – מפעיל אופרטור כלשהו עם ארגומנט צד שמאל.
  + call(op:String, rhs:InterpTokens) – מפעיל אופרטור כלשהו עם ארגומנט צד ימין.
  + call(?lhs:InterpTokens = null, op:String, ?rhs:InterpTokens = null):InterpTokens – מפעיל אופרטור כלשהו עם שני הצדדים.

### חבילה – little.tools

מחלקה – Converison – מספקת פעולות להמרה חלקה בין ערכים בHaxe לטוקנים של Little, וכן להפך.

* + extractHaxeType(type:ValueType):String – לא קשור ספציפית לLittle, אך מאפשר קישור בין טוקן סוג **של Haxe** לשם של הסוג.
  + toLittleValue(val:Dynamic):InterpTokens – מנסה להמיר ערך Haxe כלשהו לטוקן Little. כאשר אי אפשר, מחזיר NullValue.
  + toHaxeValue(val:InterpTokens):Dynamic – מנסה להמיר טוקן לערך Haxe. כאשר אי אפשר, מחזיר null.
  + toLittleType(type:String) – ממיר סוגים בסיסיים בHaxe למראה שלהם בLittle (String => Characters)
* מחלקה – Extensions – מכיל פונקציות עזר המרחיבות על כאלה שכבר קיימות על סוגים כמו Array, InterpTokens, ועוד.
  + is(token:ParserTokens, ...tokens:ParserTokensSimple) – בודק האם השם כותרת של טוקן מסוים מסוג ParserTokens נמצא בתוך הפרמטרים הבאים.
  + is(token:InterpTokens, ...tokens:InterpTokensSimple) - בודק האם השם כותרת של טוקן מסוים מסוג InterpTokens נמצא בתוך הפרמטרים הבאים.
  + tokenize(code:String):Array<InterpTokens> - קיצור ל: Interpreter.convert(...Parser.parse(Lexer.lex(code)))
  + eval(code:String):InterpTokens – קיצור ל: Interpreter.run(Interpreter.convert(...Parser.parse(Lexer.lex(code))))
  + parameter(token:ParserTokens, index:Int):Dynamic – מחלץ את הפרמטר ה-index שבADT מסוג InterpTokens- token.
  + parameter(token:InterpTokens, index:Int):Dynamic – מחלץ את הפרמטר ה-index שבADT מסוג ParserTokens- token.
  + passedByValue(token:InterpTokens):Bool – בודק האם טוקן מסוים אמור להיום מעובר לפי ערך.
  + passedByReference(token:InterpTokens):Bool – בודק האם ערך מסוים אמור להיות מועבר לפי אזכור.
  + staticallyStorable(token:InterpTokens):Bool – בודק האם ניתן לקרוא ל storage.storeStatic על טוקן מסוים.
  + extractIdentifier(token:InterpTokens):String – מייצג טוקן מסוים כמחרוזת.
  + asStringPath(token:InterpTokens):Array<String> - מיצג טוקן מסוים שהוא מסלול מזהים כמערך של מזהים.
  + asJoinedStringPath(token:InterpTokens):String – לוקח את asStringPath ומצרף אותו באמצעות Little.keywords.PROPERTY\_ACCESS\_SIGN
  + type(token:InterpTokens):String – מחזיר את הסוג של טוקן מסוים, בהקשר של הריצה הנוכחית.
  + asObjectToken(o:Map<String, InterpTokens>, typeName:String):InterpTokens – לוקח מפה של מחרוזות לטוקנים, ויוצר ממנה אובייקט בעזרת שם סוג האובייקט.
  + asEmptyObject(a:Array<Dynamic>, typeName:String):InterpTokens – יוצר אובייקט ללא שדות מסוג מסוים בעזרת מערך ריק.
  + asTokenPath(string:String):InterpTokens – ההפך מasJoinedStringPath.
  + extractValue(address:MemoryPointer, type:String):InterpTokens – מנסה לקרוא ערך מהזיכרון של ההרצה הנוכחית בעזרת מיקום וסוג.
  + writeInPlace(address:MemoryPointer, value:InterpTokens) – כותב ערך מסוים למקום מסוים בזיכרון, ללא התייחסות להאם המקום פנוי או לא.
  + toIdentifierPath(propertyAccess:InterpTokens):Array<InterpTokens> - ממיר טוקן PropertyAccess לקבוצה של Identifiers. האלמנט הראשון לא חייב להיות מזהה.
  + containsAny<T>(array:Array<T>, func:T -> Bool):Bool – הרחבה למערך קלאסי, בודק האם הפונקציה הנתונה מחזירה אמת לאלמנט כלשהו במערך.
  + toArray<T>(iter:Iterator<T>):Array<T> - ממיר איטרטור (מבנה הספירה בטווח של Haxe) למערך של האלמנטים שהוא מייצג.
* ספירה – ParserTokensSimple – הכותרות של אלמנטים ב-[ParserTokens](#_חבילה_–_little.parser), בUPPER\_SNAKE case.
* ספירה – InterpTokensSimple – הכותרות של אלמנטים ב-[InterpTokens](#_חבילה_–_little.interpreter), בUPPER\_SNAKE case.
* ספירה אבסטרקטית – Layer – כאשר נזרקת שגיאה או אזהרה במצב debug, מוזכר המקום שזרק את אותה שגיאה. המקומות נלקחים מכאן
  + LEXER = "Lexer" – שלב הבניה הראשון
  + PARSER = "Parser" – שלב הבניה שני
  + PARSER\_MACRO = "Parser, Macro" – מאקרואים בשלב הבנייה השני.
  + INTERPRETER = "Interpreter" – שלב ההרצה, כללי.
  + INTERPRETER\_VALUE\_EVALUATOR = "Interpreter, Value Evaluator" – שלב ההרצה, הערכת ביטויים
  + INTERPRETER\_EXPRESSION\_EVALUATOR = "Interpreter, Expression Evaluator" – שלב ההרצה, חישוב ביטויים
  + INTERPRETER\_TOKEN\_VALUE\_STRINGIFIER = "Interpreter, Token Value Stringifier" – שלב ההרצה, הפיכת טוקן למחרוזת.
  + INTERPRETER\_TOKEN\_IDENTIFIER\_STRINGIFIER = "Interpreter, Token Identifier Stringifier" – שלב ההרצה, הפיכת מזהה למחרוזת.
  + MEMORY = "Memory" – זיכרון, כללי.
  + MEMORY\_REFERRER = "Memory, Referrer" – זיכרון, Referrer.
  + MEMORY\_STORAGE = "Memory, Storage" – זיכרון, Storage
  + MEMORY\_EXTERNAL\_INTERFACING = "Memory, External Interfacing" – זיכרון, אלמנטים אקסטרניים.
  + MEMORY\_SIZE\_EVALUATOR = "Memory, Size Evaluator" – זיכרון, חישוב גודל אלמנט.
  + getIndexOf(layer:String):Int – ממיר שכבה מסוימת למספרה לפי סדר ההכרזה בספירה האבסטרקטית. משומש כexitCode בשפה.
* מחלקה – Plugins – גישור שני, בין המפתח הרגיל לExternalInterfacing וחלק משאר הזיכרון. מאפשר הכנסה טבעית כמה שאפשר של אלמנטים מHaxe אל תוך הריצה של קוד Little.
  + registerType(typeName:String, fields:TypeFields) – מכניס סוג אקסטרני לזמן הריצה, באמצעות צורת כתיבה טבעית אך עדיין קרובה למקור ככל האפשר. ניתן להכריז על מפונקציות ומשתנים סטטיים ותלויי מקרה, וכל אחד מהם יכול להחזיר או רק ערך, או גם ערך וגם כתובת, תלוי ברצון המפתח ובמקרה. ניתן גם לאחסן אובייקטים כשדות סטטיים בדרך קלה.
  + registerVariable(variableName:String, variableType:String, ?documentation:String, ?staticValue:InterpTokens, ?valueGetter:Void -> InterpTokens) – מכריז על משתנה גלובלי הנמצא בשורש, עם סוג, דוקומנטציה, וערך מסוים. ניתן לתת ערך סטטי, אך גם ניתן לתת ערך שיכול להשתנות, בעזרת נתינת פונקציית אחזור לפונקציה הזו.
  + registerFunction(functionName:String, ?documentation:String, expectedParameters:EitherType<String, Array<InterpTokens>>, callback:Array<{objectValue:InterpTokens, objectTypeName:String, objectAddress:MemoryPointer}> -> InterpTokens, returnType:String) – מכריז על פונקציה גלובלית הנמצאת בשורש, עם דוקומנטציה, פרמטרים, וגוף במכה אחת. ניתן לספק פרמטרים גם כמחרוזת המכילה הכרזת פרמטרים בLittle, או פשוט מערך של טוקנים מסוג InterpTokens. הcallback מקבל את כל הפרמטרים שהובאו לפונקציה מהצד של Little גם כערך וגם ככתובת.
  + registerCondition(conditionName:String, ?documentation:String ,callback:(params:Array<InterpTokens>, body:Array<InterpTokens>) -> InterpTokens) – מכריז על לולאה/תנאי, עם דוקומנטציה מסוימת. המפתח יכול לקבל גישה לתנאי ההרצה של התנאי/לולאה ולגוף שלה, ולבחור כמה פעמים/איך הוא רוצה להריץ את הגוף (או, תכנית, אפילו את תנאי ההרצה, שום דבר לא מונע זאת)
  + registerInstanceVariable(propertyName:String, propertyType:String, onType:String, ?documentation:String, ?staticValue:InterpTokens, ?valueGetter:(objectValue:InterpTokens, objectAddress:MemoryPointer) -> InterpTokens) – דומה לregisterVariable, אך בהקשר של משתנה על סוג מסוים. הcallback מקבל שדרוג, ומקבל גם מידע על ההורה של אותו שדה באותה גישה.
  + registerInstanceFunction(propertyName:String, onType:String, ?documentation:String, expectedParameters:EitherType<String, Array<InterpTokens>>, callback:(objectValue:InterpTokens, objectAddress:MemoryPointer, params:Array<{objectValue:InterpTokens, objectTypeName:String, objectAddress:MemoryPointer}>) -> InterpTokens, returnType:String) – דומה לregisterFunction, אך בהקשר של פונקציה על סוג ערך מסוים. כמו מקודם, ה callbackמקבל שדרוג קל על מנת שיכול להיות תלוי בהורה שלו.
  + registerOperator(symbol:String, info:OperatorInfo) – מכריז על אופרטור, הפועל על צדדים מסוימים, עם עדיפות מסוימת ותומך בסוגים מסוימים, או, בשילוב סוגים בסדר מסוים.
* הגדרה – OperatorInfo – הגדרות לאופרטור המוכרז:
  + ?lhsAllowedTypes:Array<String> - סוגי הערכים שאפשר להעביר לצד השמאלי של האופרטור.
  + ?rhsAllowedTypes:Array<String> - סוגי הערכים שאפשר להעביר לצד הימני של האופרטור
  + ?allowedTypeCombos:Array<{lhs:String, rhs:String}> - קומבינציות סוגים מיוחדות שיש בהן תמיכה, מעבר לסוגים המוסכמים.
  + ?callback:(InterpTokens, InterpTokens) -> InterpTokens – פונקציות אחזור הערך של הפעולה עם האופרטור, כאשר האופרטור מקבל שני צדדים. אם operatorType אינו LHS\_RHS, או, גם singleSidedCallback קיים, נזרקות שגיאות הסבר מתאימות.
  + ?singleSidedOperatorCallback:InterpTokens -> InterpTokens –פונקציות אחזור הערך של הפעולה עם האופרטור, כאשר האופרטור מקבל רק צד אחד. אם operatorType אינו LHS או RHS, או, גם callback קיים, נזרקות שגיאות הסבר מתאימות.
  + ?operatorType:OperatorType – סוג האופרטור – מחליט אם הוא מקבל רק צד שמאל (LHS), רק צד ימין (RHS), או צריך את שניהם (LHS\_RHS).
  + priority:String – הדרגה של האופרטור בסדר העדיפויות. יש לשדה זה אפשרויות שאמורות להקל על הכנסת דרגה:
    - אינדקס פשוט: מספר של דרגה, ככל שיותר נמוך הדרגה יותר מוקדמת. -1 תמיד יהיה הכי גבוה.
    - first – האופרטור בעל הדרגה הנמוכה ביותר, יתייחסו אליו ראשון.
    - last – ההפך מfirst.
    - before <sign> - יצורף לדרגה אחת לפני האופרטור המוזכר. על מנת להבדיל בין צדדים, יש להשתמש ב\_: \_+ (RHS), +\_ (LHS), \_+\_ או רק + (LHS\_RHS).
    - after <sign> - ההפך מbefore, דרגה אחת אחרי
    - with <sign> - יצורף באותה דרגה כמו האופרטור המוזכר.
    - between <sign> <sign> - האופרטור יצורף בדיוק באמצע בין הדרגות של הסימנים הנתונים. ייווצרו דרגות במקרה הצורך
* .הגדרה – TypeFields – שם אחר למפה מאוד ארוכה, שאמור לבטא את אפשרויות הרכבת השדות של registerType:

typedef TypeFields = Map<String, OneOfSeven<

    // Instance fields:

    (address:MemoryPointer, value:InterpTokens) -> InterpTokens, // variable

    (address:MemoryPointer, value:InterpTokens) -> {address:MemoryPointer, value:InterpTokens}, // variable, with pointer

    (address:MemoryPointer, value:InterpTokens, givenParams:Array<InterpTokens>) -> InterpTokens, // function

        // Static fields:

    () -> InterpTokens, // variable

    () -> {address:MemoryPointer, value:InterpTokens}, // variable

    (givenParams:Array<InterpTokens>) -> InterpTokens, // function

    TypeFields // nested object

>>;

* אבסטרקט – OneOfSeven – על מנת לספק השלמת קוד למפתחים, הסוג מתקמפל לסוג דינמי, אך לפי קומפילציה מסוגל לייצג ערך שהוא אחר מ7 סוגים:

abstract OneOfSeven<T1, T2, T3, T4, T5, T6, T7>(Dynamic)

    from T1 from T2 from T3 from T4 from T5 from T6 from T7

    to T1 to T2 to T3 to T4 to T5 to T6 to T7 {}

הסיבה שיש רק 7 סוגים היא הגבלה של השפה – משום מה, שרת הקומפליצה (completion) מסרב להתייחס לאבסטרקטים כאלה של מעל ל8 סוגים בצורה צפויה. דיווחתי על הבאג למפתחי שרת הקומפליציה.

מחלקה – PrepareRun – אחראית על יצירת הספרייה הסטנדרטית

* + prepared:Bool – האם הספרייה אכן נוספה להרצה הנוכחית. נערך מבחוץ.
  + addTypes() – מוסיף סוגים מסוימים, ושדות לכל הסוגים שזקוקים להם
  + addFunctions() – מוסיף פונקציות גלובאליות, כמו הדפסה וזריקת שגיאה
  + addProps() – מוסיף שדות תלויי מקרה גלובליים, כמו .type ו.address
  + addSigns() – מוסיף את כל האופרטורים שהשפה תומכת בהם out-of-the-box
  + addConditions() – מוסיף את כל הלולאות והתנאים שהשפה תומכת בהם.
* מחלקה – PrettyPrinter – מספקת יכולות פירמוט והדפסת עץ syntax של קוד ומערכי טוקנים.
  + printParserAst(ast:Array<ParserTokens>, ?spacingBetweenNodes:Int = 6) – מחזיר מחרוזת של עץ הsyntax שמייצג מערך טוקני Parser בצורה יפה, עם ריווח מסוים בין כל קומה בעץ.
  + printInterpreterAst(ast:Array<InterpTokens>, ?spacingBetweenNodes:Int = 6) – מחזיר מחרוזת של עץ הsyntax שמייצג מערך טוקני Interpreter בצורה יפה, עם ריווח מסוים בין כל קומה בעץ.
  + stringifyParser(?code:Array<ParserTokens>, ?token:ParserTokens) – מחזיר את הקוד המובא כמערך טוקני Parser כמחרוזת קוד מפורמטת.
  + stringifyInterpreter(?code:Array<InterpTokens>, ?token:InterpTokens) - מחזיר את הקוד המובא כמערך טוקני Interpreter כמחרוזת קוד מפורמטת.
  + prettyPrintOperatorPriority(priority:Map<Int, Array<{sign:String, side:OperatorType}>>) – מחזיר מחרוזת המייצגת את מפת סדר פעולות של האופרטורים בצורה יפה.
* מחלקה - TextTools – מחלקה חיצונית שהעתקתי כי רציתי לבצע בה שינויים. מכילה מגוון פונקציות הרחבה למחרוזות. מכיוון שהמחלקה לא מהפרויקט הזה לא אפרט עליה.
* אבסטרקט – OrderedMap – מחלקה חיצונית של מפה מסודרת. אין ספריה חדישה עם אימפלמנטציה עובדת, אז הייתי צריך [להעתיק ממקור חיצוני](https://gist.github.com/crowplexus/544381cc224273d19907a454fbce25c4)

### מחלקות נוספות

מחלקה – Little – המחלקה העיקרית של הפרויקט, שנותנת גישה לכל הפונקציות "ההכרחיות" לשימוש בסיס. כל עוד מפתח לא מנסה להשתמש בשפה בצורה מתקדמת יותר, אין סיבה שישתמש בכלים שהמחלקה לא מציעה.

* + keywords:KeywordConfig – מילות המפתח שהשפה תשתמש בהם כאשר יורץ או יבנה קוד
  + runtime(default, null):Runtime – מכיל מידע על זמן הריצה, אירועים בריצה, ותוצאות אחרי הריצה, כמו טענת יציאה.
  + memory(default, null):Memory – הזיכרון שישתמש בו מריץ הקוד על מנת לאחסן ערכים.
  + plugin(default, null):Plugins – הוספת אלמנטים אקסטרניים, ממשתנים רגילים ועד סוגים ואופרטורים.
  + queue(default, null):Queue<String> - תור ההרצה, נעשה שימוש כאשר משתמשים בloadModule.
  + debug:Bool – מחליט האם הקוד מורץ במצב debug. במצב זה, כשמודפסים דברים נוספת השכבה ממנה ההדפסה נקראה.
  + version:String – הגרסה של בונה הקוד והמריץ. בפרויקט הזה, הוא יהיה 1.0.0-f, כש-f מציין שהפרויקט מאפשר "רק" Functional Programming.
  + loadModule(code:String, name:String, debug:Bool = false, runRightBeforeMain:Bool = false) – טוען קוד ומריץ אותו לפני הקוד "הראשי". אם runRightBeforeMain מאופשר, אנו מתעלמים מפרמטר הdebug ומוסיפים את הקוד לתור. אם לא, debug מופעל באופן זמני בהתאם לערך הפרמטר, והקוד מורץ תחת שם המודולה הנתונה.
  + run(code:String, ?debug:Bool) – מריץ קוד, וגם מריץ לפניו כל קוד הנמצא בתור, במצב debug, לפי ערך הפרמטר, או אם הוא Null, לפי ערך Little.debug.
  + compile(code:String):Array<InterpTokens> - רק בונה את הקוד בלי להריץ אותו, ומחזיר את עץ הsyntax.
  + format(code:String):String – בונה וממיר מחדש את הקוד למחרוזת, ובכך מפרמט את הקוד.
  + reset() – מאפס את כל האלמנטים שצריך לאפס לפני ריצה חדשה וטרייה (זיכרון, תור...)

מחלקה – KeywordConfig – כל מילות המפתח והסימנים שמשתמשת בהם השפה. קיימים בין 50 ל100, ולכן לא אכתוב הסבר על כולם, אלא על כאלה חשובים/לא בהכרח מובנים.

* + VARIABLE\_DECLARATION:String
  + FUNCTION\_DECLARATION:String
  + TYPE\_DECL\_OR\_CAST:String
  + FUNCTION\_RETURN:String
  + NULL\_VALUE:String
  + TRUE\_VALUE:String
  + FALSE\_VALUE:String
  + TYPE\_DYNAMIC:String
  + TYPE\_INT:String
  + TYPE\_FLOAT:String
  + TYPE\_BOOLEAN:String
  + TYPE\_STRING:String
  + TYPE\_OBJECT:String
  + TYPE\_MEMORY:String
  + TYPE\_ARRAY:String
  + TYPE\_FUNCTION:String
  + TYPE\_CONDITION:String
  + TYPE\_MODULE:String
  + TYPE\_SIGN:String
  + MAIN\_MODULE\_NAME:String – מודולת ברירת המחדל, ממנה מורץ הקוד של Little.run.
  + OBJECT\_TYPE\_PROPERTY\_NAME:String
  + OBJECT\_ADDRESS\_PROPERTY\_NAME:String
  + PRINT\_FUNCTION\_NAME:String
  + RAISE\_ERROR\_FUNCTION\_NAME:String
  + READ\_FUNCTION\_NAME:String
  + RUN\_CODE\_FUNCTION\_NAME:String
  + CONDITION\_PATTERN\_PARAMETER\_NAME:String – כאשר קוראים לתנאי/לולאה, תנאי ההרצה מאוחסן במשתנה בשם הזה.
  + CONDITION\_BODY\_PARAMETER\_NAME:String – כאשר קוראים לתנאי/לולאה, גוף הלולאה מאוחסן במשתנה בשם הזה.
  + CONDITION\_\_FOR\_LOOP:String
  + CONDITION\_\_WHILE\_LOOP:String
  + CONDITION\_\_IF:String
  + CONDITION\_\_ELSE:String
  + CONDITION\_\_WHENEVER:String
  + CONDITION\_\_AFTER:String
  + TYPE\_UNKNOWN:String
  + RECOGNIZED\_SIGNS:Array<String> - לא אמור להיערך, אופרטורים שנוספו מאוחסנים כאן על מנת שיוכלו להיקרא.
  + PROPERTY\_ACCESS\_SIGN:String – גישה לשדה על ערך מסוים.
  + EQUALS\_SIGN:String
  + NOT\_EQUALS\_SIGN:String
  + LARGER\_SIGN:String
  + SMALLER\_SIGN:String
  + LARGER\_EQUALS\_SIGN:String
  + SMALLER\_EQUALS\_SIGN:String
  + XOR\_SIGN:String
  + OR\_SIGN:String
  + AND\_SIGN:String
  + NOT\_SIGN:String
  + ADD\_SIGN:String
  + SUBTRACT\_SIGN:String
  + MULTIPLY\_SIGN:String
  + DIVIDE\_SIGN:String
  + MOD\_SIGN:String
  + POW\_SIGN:String
  + FACTORIAL\_SIGN:String
  + SQRT\_SIGN:String
  + NEGATE\_SIGN:String
  + POSITIVE\_SIGN:String
  + STDLIB\_\_FLOAT\_isWhole:String
  + STDLIB\_\_STRING\_length:String
  + STDLIB\_\_STRING\_toLowerCase:String
  + STDLIB\_\_STRING\_toUpperCase:String
  + STDLIB\_\_STRING\_trim:String
  + STDLIB\_\_STRING\_substring:String
  + STDLIB\_\_STRING\_charAt:String
  + STDLIB\_\_STRING\_split:String
  + STDLIB\_\_STRING\_replace:String
  + STDLIB\_\_STRING\_remove:String
  + STDLIB\_\_STRING\_contains:String
  + STDLIB\_\_STRING\_indexOf:String
  + STDLIB\_\_STRING\_lastIndexOf:String
  + STDLIB\_\_STRING\_startsWith:String
  + STDLIB\_\_STRING\_endsWith:String
  + STDLIB\_\_STRING\_fromCharCode:String
  + STDLIB\_\_ARRAY\_length:String
  + STDLIB\_\_ARRAY\_elementType:String
  + STDLIB\_\_ARRAY\_get:String
  + STDLIB\_\_ARRAY\_set:String
  + STDLIB\_\_MEMORY\_allocate:String
  + STDLIB\_\_MEMORY\_free:String
  + STDLIB\_\_MEMORY\_read:String
  + STDLIB\_\_MEMORY\_write:String
  + STDLIB\_\_MEMORY\_size:String
  + STDLIB\_\_MEMORY\_maxSize:String
  + FOR\_LOOP\_FROM:String
  + FOR\_LOOP\_TO:String
  + FOR\_LOOP\_JUMP:String
  + TYPE\_CAST\_FUNCTION\_PREFIX:String
  + INSTANTIATE\_FUNCTION\_NAME:String
  + - change(config:KeywordConfig)משנה את הקונפיגורציה הנוכחית לקונפיגורציה הנתונה בפרמטר. אם חלקים מהקונפיגורציה הנתונה הם null, מתעלמים מהם ולא עורכים את הקונפיגורציה הנוכחית באמצעותם.

## קוד "יפה" ותכנות אלגוריתמים

### קריאה לפונקציות אקסטרניות

כחלק מהפרויקט, מאופשרת קריאה לפונקציות אקסטרניות, באותה דרך ו"קשיחות" כמו פונקציה רגילה (כמות פרמטרים סטטית, סוגים קונקרטיים לכל פרמטר, סוג החזרה...)  
בזכות הטוקן HaxeExtern, שמאפשר לנו להריץ קוד Haxe תוך כדי זמן ריצה של קוד Little זה נהפך ליחסית קל, אבל הבעיות מתחילות בפרמטרים – בגלל שפרמטרים מובאים לפונקציה בתור "הדבקה" של ההכרזה שלהם לגוף הפונקציה, אי אפשר בקלות לאחזר את אותם ערכים. לכן, הייתי צריך לעשות קצת "ריקודים" בשביל להשיג את המידע הזה:

var token:InterpTokens = FunctionCode(paramMap, Block([

            FunctionReturn(HaxeExtern(() -> callback(paramMap.keys().toArray().map(key -> memory.read(key))), returnTypeToken)

        ], returnTypeToken));

(הסבר מקדים – callback היא הפונקציה האקסטרנית עצמה, paramMap מייצג את הפרמטרים שפונקציה מבקשת. FunctionCode זה ה"ערך" של פונקציה. Block זה פשוט בלוק של קוד. returnTypeToken הוא סוג הערך המוחזר ע"י הפונקציה)

קורה כאן משהו כזה – HaxeExtern מבקש פונקציה ללא פרמטרים ושמחזירה טוקן. callback מחזיר את הערך שאנחנו צריכים, אך צריך פרמטרים כמערך. אנו יודעים שכל הפרמטרים צריכים להיות מובאים, ולכן, אנו מדביקים את ערכי הפרמטרים כך:

לוקחים את השמות של הפרמטרים כIterator

ממירים למערך

לכל מפתח במערך, קוראים אותו מהזיכרון, ומחזירים את הערך, המצביע והסוג שלו.

### Shunting Yard – השראה

חישוב הביטויים של הפרויקט נעשה באמצעות אלגוריתם בהשראת Shunting Yard, לפחות בחלק החישובי שלו. האימפלמנטציה עצמה מאוד ארוכה (כ150) שורות, אבל רובה עדיין לוגית.

לפני שמתחילים, יש לדעת את ההבדל בין PartArray לExpression – על אף שהוא פשוט, הוא הכרחי להבנת האלגוריתם – Expression זה הצורה הטבעית של קיבוץ אלמנטים, בעוד שPartArray היא הגרסה המלאכותית, שהאלגוריתם מכניס.

הנה הפונקציות. נתחיל דווקא מהאחרונה, group:

public static function group(tokens:Array<InterpTokens>):Array<InterpTokens> {

    var post = tokens;

    var pre = [];

    for (operatorGroup in Little.memory.operators.iterateByPriority()) {

        pre = post.copy();

        post = [];

        // We'll group everything by only recognizing specific signs each "stage" -

        // The signs recognized first will be of the highest priority.

        // One drawback of this system is that its a little messier to detect chaining (e.g. 5!!, √√√64)

        var i = 0;

        while (i < pre.length) {

            var token = pre[i].is(IDENTIFIER, BLOCK) ? evaluate(pre[i]) : pre[i];

            switch token {

                case Sign(operatorGroup.filter(x -> x.sign == \_).length > 0 => true): {

                    // If there's an operator before this one, its RHS\_ONLY. If there's an operator after, its LHS\_ONLY

                    // If there's no operator, its LHS\_RHS

                    // First lets do a simple edge case - i = pre.length - 1 => LHS\_ONLY operator.

                    if (i == pre.length - 1) {

                        post.push(PartArray([post.pop(), token]));

                        break;

                    }

                    var lookbehind = post.length > 0 ? post[post.length - 1] /\* Post has only evaluated tokens \*/ : Sign("\_"); // Just an arbitrary "sign" to not have null here

                    var lookahead = pre[i + 1].is(IDENTIFIER, BLOCK) ? evaluate(pre[i + 1]) : pre[i + 1];

if (lookahead.is(SIGN) && operatorGroup.filter(x -> x.sign == lookahead.parameter(0)).length > 0) {

                        /\* This can be one of two cases:

                        - were working on a binary operator before a unary operator (1 or more)

                        - were working on a unary operator (1 or more) before a binary operator

                        We should naturally prioritize unary operators since they, resulting from their definition, always come first.

                        This makes the parsing very easy, since the first possible binary operator must be the binary one: (pretend +, - and ! are of the same priority)

                        5!! + ---5

                        both + and - cant be LHS\_ONLY, so grouping is:

                        (((5!)!) + (-(-(-5)))) \*/

                        if (operatorGroup.filter(x -> x.sign == token.parameter(0) && x.side == LHS\_ONLY).length > 0) {

                            post.push(PartArray([post.pop(), token]));

                        } else if (operatorGroup.filter(x -> x.sign == token.parameter(0) && x.side == LHS\_RHS).length > 0) {

                            var operand1 = post.pop();

                            var op = lookahead;

                            // We have to repeat the check in RHS\_ONLY, since RHS can also start with a sign

                            if (i + 2 >= pre.length) error("Expression ended with an operator, when an operand was expected.");

                            var lookahead2 = pre[i + 2].is(IDENTIFIER, BLOCK) ? evaluate(pre[i + 2]) : pre[i + 2];

                            if (!lookahead2.is(SIGN)) {

                                post.push(PartArray([operand1, token, PartArray([lookahead, lookahead2])]));

                                i += 2; // +2 because we consumed both lookahead and lookahead2 for the PartArray arg

                            } else {

                                var g = [];

                                while (lookahead2.is(SIGN) && operatorGroup.filter(x -> x.sign == lookahead2.parameter(0) && x.side == RHS\_ONLY).length > 0) {

                                    g.push(lookahead2);

                                    i++;

                                    if (i + 2 >= pre.length) error("Expression ended with an operator, when an operand was expected.");

                                    lookahead2 = pre[i + 2].is(IDENTIFIER, BLOCK) ? evaluate(pre[i + 2]) : pre[i + 2];

                                }

                                // Last token is an operand

                                g.push(lookahead2);

                                // And increment i since lookahead2 uses i + 1

                                i++;

                                var operand2 = g.length == 1 ? g[0] : PartArray(group(g));

                                post.push(PartArray([operand1, op, operand2]));

                            }

                        } else if (operatorGroup.filter(x -> x.sign == token.parameter(0) && x.side == RHS\_ONLY).length > 0) {

                            error("An operator that expects a right side can't be preceded by an operator that expects a left side.");

                        }

                    } else {

                        // Both sides are regular operands, so we just pop from `post` and take the lookahead

                        // And no, we shouldn't worry about order of operations here. because of this "algorithm"'s format, all

                        // operators are of the same priority, and its the user's responsibility to use parentheses when needed.

                        if (lookahead.is(SIGN)) {

                            post.push(PartArray([post.pop(), token]));

                        } else {

                            post.push(PartArray([post.pop(), token, lookahead]));

                            i++;

                        }

                    }

                }

                case Expression(parts, type): post.push(Expression(group(parts), type));

                case \_: post.push(token);

            }

            i++;

        }

    }

    return post;

}

ואז נעבור לcalculate:

public static function calculate(p:Array<InterpTokens>):InterpTokens {

    while (p.length == 1 && p[0].parameter(0) is Array && !p[0].is(BLOCK)) p = p[0].parameter(0);

    var tokens = group(p);

    var castType:InterpTokens = null;

    if (tokens.length == 1) {

        if (tokens[0].is(PART\_ARRAY)) tokens = tokens[0].parameter(0);

        else if (tokens[0].is(EXPRESSION)) {

            tokens = tokens[0].parameter(0);

            castType = tokens[0].parameter(1);

        } else if (tokens[0].is(BLOCK)) {

            tokens = [run(tokens[0].parameter(0))];

            castType = tokens[0].parameter(1);

        }

    }

    var calculated:InterpTokens = null;

    var sign:String = "";

    tokens = tokens.filter(x -> x != null); // Safety clause, for strange edge cases such as 2 + ---5.

    for (token in tokens) {

        switch token {

            case PartArray(parts): {

                if (sign != "" && calculated == null) calculated = Little.memory.operators.call(sign, calculate(parts)); // RHS operator

                else if (calculated == null) calculated = calculate(parts);

                else if (sign == "") error('Two values cannot come one after the other ($calculated, $token). At least one of them should be an operator, or, put an operator in between.');

                else {

                    calculated = Little.memory.operators.call(calculated, sign, calculate(parts)); // standard operator

                }

            }

            case Sign(s): {

                sign = s;

                if (tokens.length == 1) return token;

                if (tokens[tokens.length - 1].equals(token)) calculated = Little.memory.operators.call(calculated, sign); //LHS operator

            }

            case Expression(parts, t): {

                var val = t != null ? typeCast(calculate(parts), t) : calculate(parts);

                if (sign != "" && calculated == null) calculated = Little.memory.operators.call(sign, val); // RHS operator

                else if (calculated == null) calculated = val;

                else if (sign == "") error('Two values cannot come one after the other ($calculated, $token). At least one of them should be an operator, or, put an operator in between.');

                else {

                    calculated = Little.memory.operators.call(calculated, sign, val); // standard operator

                }

            }

            case SetModule(module): setModule(module);

            case \_: {

                if (sign != "" && calculated == null) calculated = Little.memory.operators.call(sign, token);

                else if (sign == "" && calculated != null) throw 'Unexpected token: $token After calculating $calculated';

                else if (calculated == null) calculated = token;

                else if (sign == "") error('Two values cannot come one after the other ($calculated, $token). At least one of them should be an operator, or, put an operator in between.');

                else {

                    calculated = Little.memory.operators.call(calculated, sign, token);

                }

            }

        }

    }

    if (castType != null) return typeCast(calculated, castType);

    return calculated;

}

#### group()

הפונקציה מתחילה ישר ולעניין, מכיוון שאין ערך בלבדוק למקרי קיצון, הם כולם יתנהגו נכון.  
אופרטורים בזמן הריצה מופרדים לקבוצות לפי סדר פעולות. את סדר הפעולות ואת הסימנים אנו באמת מושכים משם, בשורה:

        for (operatorGroup in Little.operators.iterateByPriority()) {

ואז מתחילים לעבור על הטוקנים של השכבה הנוכחית – כל פעם שאנו מסיימים קבוצה, הטוקנים האלו מעובדים קצת יותר:

        while (i < pre.length) {

מכיוון שאופרטור יכול להתבטא גם כמזהה או בלוק, יש לחשב אותם, ורק אז להתחיל:

            var token = pre[i].is(IDENTIFIER, BLOCK) ? evaluate(pre[i]) : pre[i];

ועכשיו, מתחיל ה"סיבוך" האמיתי – בסופו של יום יש רק 3 מקרים בהם צריך לבנות את הoutput בצורה שונה, אך אחד מהם מאוד, *מאוד* סבוך. אתחיל מהמקרים הסופיים, שהם התקלות במספר או ביטוי:

case Expression(parts, type): post.push(Expression(group(parts), type));

case \_: post.push(token);

המקרה האחר אולי נראה קצת סבוך, אבל הוא פשוט בודק האם קיבלנו אופרטור, והאם הסימן שהוא מכיל נמצא בשכבה הנוכחית:

case Sign(operatorGroup.filter(x -> x.sign == \_).length > 0 => true):

בדיקה זו מתחילה במקרה קצה פשוט, שהוא האם הסימן נמצא בסוף המערך, במקרה כזה הוא חייב להיות אופרטור של צד שמאל בלבד:

if (i == pre.length - 1) {

post.push(PartArray([post.pop(), token]));

break;

}

לאחר הבדיקה, אנו מושכים את הטוקן מלפנים ומאחורה, ובודקים שני מקרים:

**מקרה ראשון: מלפנינו יש אופרטור, והוא באותה דרגה בסדר הפעולות כמו האופרטור הזה.**

מייצג מספר מקרים:

* + **סאב-מקרה שני: אנחנו אופרטור חד צדדי של צד שמאל, ומלפנינו אופרטור דו צדדי.** במקרה זה, אנו פשוט לוקחים את הטוקן האחרון שעיבדנו, ושמים אותו איתנו כאשר הטוקן הוא אופרנד שמאלי.
  + **סאב-מקרה ראשון: אנחנו אופרטור דו-צדדי, ומלפנינו סימנים חד-צדדיים ברצף.** במקרה זה, אנו עוקבים אחר הסימנים ומוסיפים אותם למערך:

var g = [];

while (lookahead2.is(SIGN) && operatorGroup.filter(x -> x.sign == lookahead2.parameter(0) && x.side == RHS\_ONLY).length > 0) {

    g.push(lookahead2);

    i++;

    if (i + 2 >= pre.length) error("Expression ended with an operator, when an operand was expected.");

    lookahead2 = pre[i + 2].is(IDENTIFIER, BLOCK) ? evaluate(pre[i + 2]) : pre[i + 2];

}

// Last token is an operand

g.push(lookahead2);

// And increment i since lookahead2 uses i + 1

i++;

לאחר שבנינו את המערך והוספנו את האופרנד שאחרי הסימנים, הופכים אותו לאופרנד השמאלי, בעזרת קריאה רקורסיבית לgroup על המערך שבנינו (כשהאיבר האחרון במערך זה האופרנד שקבוצת האופרטורים החד צדדיים פועלים עליו):

var operand2 = g.length == 1 ? g[0] : PartArray(group(g));

עכשיו שיש לנו את הצד **הימני** של האופרטור שאנחנו עובדים עליו כרגע, וכבר מלפני זה יש לנו את האופרנד השמאלי:

var operand1 = post.pop();

לוקחים את הטוקן הקודם, ובונים PartArray על הכל:

post.push(PartArray([operand1, op, operand2]));

* **מקרה שני: מלפנינו טוקן של ערך, מאחורינו אופרטור בעל עדיפות נמוכה או ערך**

גם מייצג שני מקרים:

* + **סאב-מקרה ראשון: יש מלפנינו אופרטור כלשהו.** במקרה כזה אנחנו אופרטור חד צדדי של צד שמאל:

if (lookahead.is(SIGN)) {

post.push(PartArray([post.pop(), token]));

}

* + **סאב-מקרה שני: יש מלפנינו ערך.** אם מלפנינו ומאחורינו יש טוקן שניתן להתייחס אליו כערך, אנחנו אופרטור דו-צדדי רגיל. אנו מוסיפים לi מכיוון שצרכנו את lookahead:

else {

    post.push(PartArray([post.pop(), token, lookahead]));

    i++;

}

#### calculate()

פונקציה יותר פשוטה - הפונקציה מתחילה בדאגה למקרים פשוטים/פירוק אלמנט אחד המכיל הרבה אחרים, למערך אלמנטים נורמאלי.

אנו מכריזים על 3 משתנים: אופרטור עדכני, ערך מחושב עד עכשיו, וסוג מחושב עד עכשיו.

לאחר מכן, אנו מתחילים לעבור על הטוקנים, אחד אחרי השני. כל טוקן יכול להיות אחד מ4 מקרים.

**מקרה ראשון: קביעת מודולה.** אנו מתעלמים, שכן הטוקן הזה מופיע בתחילת כל גוף אשר מסוגל לקפוץ שורות קוד, ואין לא ערך אמיתי.

**מקרה שני: אופרטור.** האופרטור העדכני נערך לאופרטור הזה.שני מקרי קצה:

* + **ראשון-** זה הטוקן היחיד שנמצא. הוא מוחזר.
  + **שני-** זה הטוקן האחרון במערך. מחשבים קריאה לערך שחושב עד עכשיו באופרנד שמאלי לאופרטור הזה.שמים אותה בתוך הערך והסוג המחושבים.
* **מקרה שלישי: PartArray או Expression.** מדובר בסוגריים שאו הפונקציה group שמה, או שהמשתמש שם. מכאן הפעולות הבאות מותנות:
  + **יש אופרטור עדכני והמחושב עד עכשיו לא קיים.** משווים את הערך הנוכחי לקריאה לאופרטור העדכני עם אופרנד צד ימין בלבד.
  + **אין ערך מחושב עד עכשיו.** משווים אותו לחישוב של הסוגריים הנוכחיים.
  + **יש ערך מחושב, אין אופרטור.** זורקים שגיאה ברמת Little, שכן שני אופרנדים ללא הקשר לא יכולים לבוא מיד אחרי השני.
  + **אחרת:** קוראים לאופרטור הנוכחי עם הערך המחושב עד עכשיו באופרנד שמאלי, והסוגריים הנוכחיים כאופרנד ימני. משווים את התוצאה לערך העדכני.

תלוי במקרה, יש אפשרות לנסות יציקה לסוג מסוים

* **מקרה רביעי: כמו מקרה שלישי, אך עם כל טוקן ערך אחר.** התנהגות זהה למקרה 3, אך ללא אפשרות ליצוק את הערך לסוג.

### עיצוב ה-Referrer

(לא אדביק כאן קוד ספציפי, מעבר לפונקציה אחת, רק כדי להראות את ה"קטע".)

הReferrer נעשה כמין שילוב של מבנה הסטאק וה-heap – הוא בנוי כמו הסטאק בדרך שמסגרות נוספות אליו, ודומה לheap בדרך שזיכרון מנוהל בו.

כל מסגרת בנויה כמערך, שכל תא בו בגודל 16 ביטים, ומכיל 4 פיסות מידע:

4 ביטים ראשונים – ערך הhash של שם המשתנה

4 ביטים שניים – מיקום שם המשתנה במחרוזת בזיכרון

4 ביטים שלישיים – מיקום הערך בזיכרון

4 ביטים אחרונים – מיקום סוג הערך בזיכרון.

בתחילת כל מסגרת יש header של 4 ביטים, המורכב גם הוא מחלקים:

שני ביטים ראשונים – כמות האלמנטים הנמצאים במסגרת הקודמת

שני ביטים אחרונים – כמות האלמנטים שנוספו עד עכשיו למסגרת הנוכחית

מעבר לheader שיש לכל מסגרת, המערך מתחיל ב4 ביטים של UInt32 שמצביעים על מיקום המסגרת הנוכחית בזיכרון הReferrer.

מבנה זה מאפשר לבצע פעולות חשובות במהירות ובקלות, כמו לשחק עם מסגרות במהירות ובקלות, ולעבור על אלמנטים בקצת קוד, ועדיין במהירות:

/\*\*

        Creates a new scope. Fields created after this will be added to the new scope, and won't affect fields from the previous scopes.

    \*\*/

    public function pushScope() {

        var currentScopeLength = bytes.getUInt16(bytes.getInt32(0) + 2);

        var currentScopeStart = bytes.getInt32(0) + 4; // each header is 4 bytes long.

        var header = new ByteArray(4);

        header.setUInt16(0, currentScopeLength);

        header.setUInt16(2, 0); // Currently, 0 elements ahead.

        var writePosition = currentScopeStart + currentScopeLength \* KEY\_SIZE;

        if (writePosition + 2 + 2 > bytes.length) {

            requestMemory();

        }

        bytes.setBytes(writePosition, header);

        bytes.setInt32(0, writePosition); // Update the start of the scope.

    }

    /\*\*

        Removes the last scope. TODO: Garbage collection.

    \*\*/

    public function popScope() {

        var currentScopePosition = bytes.getInt32(0);

        var previousScopeLength = bytes.getUInt16(currentScopePosition);

        var currentScopeLength = bytes.getUInt16(currentScopePosition + 2);

        // Update the start of the scope. Also, -4 is for the header, since we need to point to its start.

        bytes.setInt32(0, currentScopePosition - previousScopeLength \* KEY\_SIZE - 4);

    }

/\*\*

        Returns an iterator over all key/value pairs in all scopes, starting from the current scope, and going up the parent scopes.

    \*\*/

    public function keyValueIterator():KeyValueIterator<String, {address:MemoryPointer, type:String}> {

        var map = new Map<String, {address:MemoryPointer, type:String}>();

        var checkingScope = currentScopeStart;

        var elementCount = bytes.getUInt16(currentScopeStart + 2);

        var nextScope = currentScopeStart - bytes.getUInt16(currentScopeStart) \* KEY\_SIZE - 4;

        do {

            var i = checkingScope;

            while (i < (checkingScope + elementCount \* KEY\_SIZE)) {

                var stringName = parent.storage.readString(bytes.getInt32(i + 4));

                map.set(stringName, {

                    address: MemoryPointer.fromInt(bytes.getInt32(i + 4 + POINTER\_SIZE)),

                    type: parent.storage.readString(bytes.getInt32(i + 4 + POINTER\_SIZE \* 2))

                });

                i += KEY\_SIZE;

            }

            checkingScope = nextScope;

            elementCount = bytes.getUInt16(nextScope + 2);

            nextScope = nextScope - bytes.getUInt16(nextScope) \* KEY\_SIZE - 4;

        } while (checkingScope != 0);

        return map.keyValueIterator();

    }

בעוד שהחסרונות" שבמבנה מהסוג שלו בקושי מתממשות

חסרון ראשון: גישה בסיבוכיות O(n) – לא רלוונטי מכיוון שרק לעיתים נדירות מאוד מסגרת אחת בReferrer תכיל הרבה מפתחות. במקרה כזה, אפשר אפילו להגיד שזו בעיה אצל המפתח...

חסרון שני: גודל – גם לא רלוונטי, המקרים היחידים בהם מפתח יכול למלא את הReferrer "מהר במיוחד" הם גם אותם מקרים שבהרצות רגילות הוא יקבל stack overflow, אז אולי הטרמינציה המוקדמת אפילו מועילה...

### יצירת סוגים אקסטרניים

גם כאן הקוד ארוך ואולי נראה סבוך, אך יחסית פשוט. אפצל את ההסבר והתכונות לשלבים למען הנוחות. להלן הקוד:

@:noCompletion static var \_\_noTypeCreation:Bool;

    /\*\*

        registers a class in little code, or extends the fields of an existing class. The class' fields are dictated by this function's `fields` attribute,

        which provides instance & static functions, variables, and nested objects.

        The allowed key-value types in `fields`'s key-value pairs:

        |Key Syntax                                           | Type                                                                                                                          | Application       | Description |

        |-----------------------------------------------------|-------------------------------------------------------------------------------------------------------------------------------|-------------------|-------------|

        |`public <Type> <name>`                               | `(address:MemoryPointer, value:InterpTokens) -> InterpTokens`                                                                 | Instance Variable | A function that returns a value, that can be based on its parent. The returned value is stored in memory upon retrieval. |

        |`public <Type> <name>`                               | `(address:MemoryPointer, value:InterpTokens) -> {address:MemoryPointer, value:InterpTokens}`                                  | Instance Variable | A function that returns a value, that can be based on its parent. The returned value is not stored in memory, and we rely upon the given pointer to be correct. |

        |`public <Type> <name> (define <param> as <Type>)`    | `(address:MemoryPointer, value:InterpTokens, givenParams:Array<InterpTokens>) -> InterpTokens`                                | Instance Function | A function, that returns a value based on its parent & other given parameters, provided by a Little function call. The returned value is stored in memory upon retrieval. |

        |`static <Type> <name>`                               | `() -> InterpTokens`                                                                                                          | Static Variable   | A function that returns a static value. The returned value is stored in memory upon retrieval. |

        |`static <Type> <name>`                               | `() -> {address:MemoryPointer, value:InterpTokens}`                                                                           | Static Variable   | A function that returns a static value. The returned value is not stored in memory, and we rely upon the given pointer to be correct. |

        |`static <Type> <name> ()`                            | `(givenParams:Array<InterpTokens>) -> InterpTokens`                                                                           | Static Function   | A function that returns a value based on some given parameters, provided by a Little function call. The returned value is stored in memory upon retrieval. |

        |`static <Type> <name>`                               | `TypeFields`                                                                                                                  | Static Variable   | Another option for a static variable, but this time it's for a nested object. The object itself isn't allocated in Little's memory, but its decedents may be. instance objects are not available this way, since they are tied to an object, thus needing to be allocated many times. |

**\*\*Notice\*\*** - key syntax is very sensitive - must start with `public` or `static`, continue with a `little` type, then a name, and parameters if its a function. Each element separated by a single whitespace. Example:

            'public Number id'

            'static ${Conversion.toLittleType("String")} getProfile (define summed as ${Conversion.toLittleType("Bool")})'

**\*\*Notice 2\*\*** - for function parameters, syntax follows Little function parameter syntax - multiple parameter declarations, with optional type and optional default values, separated by a comma.

        @param typeName The name of the class. May be nested inside other "packages" using a `.` (for example. my\_pack.MyClass)

        @param fields A string map that has key-value pairs of certain types. Refer to the table above for more information.

    \*\*/

    public function registerType(typeName:String, fields:TypeFields) {

        var instances = memory.externs.createPathFor(memory.externs.instanceProperties, ...typeName.split("."));

        var statics = memory.externs.createPathFor(memory.externs.globalProperties, ...typeName.split("."));

        instances.type = statics.type = memory.getTypeInformation(Little.keywords.TYPE\_MODULE).pointer;

        if (\_\_noTypeCreation) \_\_noTypeCreation = false;

        else if (!memory.externs.externToPointer.exists(typeName) && !memory.constants.hasType(typeName)) {

            memory.externs.externToPointer[typeName] = memory.storage.storeByte(1);

            statics.getter = (\_, \_) -> {

                objectValue: ClassPointer(memory.externs.externToPointer[typeName]),

                objectAddress: memory.externs.externToPointer[typeName]

            }

        } else if (memory.constants.hasType(typeName) && !memory.externs.externToPointer.exists(typeName)) {

            memory.externs.externToPointer[typeName] = memory.constants.getType(typeName);

            statics.getter = (\_, \_) -> {

                objectValue: ClassPointer(memory.externs.externToPointer[typeName]),

                objectAddress: memory.externs.externToPointer[typeName]

            }

        }

        for (key => field in fields) {

            switch key.split(" ") {

                case (\_[0] == "public" && \_.length == 3) => true: {

                    var name = key.split(" ")[2];

                    var type = memory.getTypeInformation(key.split(" ")[1]).pointer;

                    instances.properties[name] = new ExtTree(type, (value, address) -> {

                        // We can't optimize for the two cases outside of the callback, since Haxe doesn't support

                        // type checking on function types.

                        try {

                            var result = untyped field(address, value);

                            if (result is InterpTokens) {

                                return {

                                    objectValue: result,

                                    objectAddress: memory.store(result)

                                };

                            }

                            return {

                                objectValue: untyped result.value,

                                objectAddress: untyped result.address

                            }

                        } catch (e) {

                            return {

                                objectValue: ErrorMessage('External Variable Error: ' + e.details()),

                                objectAddress: memory.constants.ERROR

                            }

                        }

                    });

                }

                case (\_[0] == "public") => true: {

                    var name = key.split(" ")[2];

                    var type = memory.getTypeInformation(key.split(" ")[1]);

                    var params = Interpreter.convert(...Parser.parse(Lexer.lex(key.replaceFirst('public function $name ', "").replaceFirst("(", "").replaceLast(")", ""))));

                    var paramMap = new OrderedMap<String, InterpTokens>();

                    for (entry in params) {

                        if (entry.is(SPLIT\_LINE, SET\_LINE)) continue;

                        switch entry {

                            case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, Identifier(Little.keywords.TYPE\_DYNAMIC));

                            case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, type);

                            case Write(assignees, value): {

                                switch assignees[0] {

                                    case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(value, Identifier(Little.keywords.TYPE\_DYNAMIC));

                                    case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(value, type);

                                    default:

                                }

                            }

                            default:

                        }

                    }

                    instances.properties[name] = new ExtTree(memory.getTypeInformation(Little.keywords.TYPE\_FUNCTION).pointer, (value, address) -> {

                        var returnType:InterpTokens = type.typeName.asTokenPath();

                        return {

                            objectValue: FunctionCode(paramMap, Block([

                                FunctionReturn(HaxeExtern(() -> {

                                    var result = (field : (MemoryPointer, InterpTokens, Array<InterpTokens>) -> InterpTokens)(address, value, paramMap.keys().toArray().map(key -> Interpreter.evaluate(memory.read(key).objectValue)));

                                    return result;

                                }), returnType)

                            ], returnType)),

                            objectAddress: memory.constants.EXTERN

                        }

                    });

                }

                case (\_[0] == "static" && \_.length == 3) => true: {

                    var name = key.split(" ")[2];

                    var type = memory.getTypeInformation(key.split(" ")[1]).pointer;

                    if (field is StringMap) {

                        \_\_noTypeCreation = true;

                        registerType(typeName + "." + name, field);

                        continue;

                    }

                    statics.properties[name] = new ExtTree(type, (\_, \_) -> {

                        // We can't optimize for the two cases outside of the callback, since Haxe doesn't support

                        // type checking on function types.

                            try {

                                var result = untyped field();

                                if (result is InterpTokens) {

                                    return {

                                        objectValue: result,

                                        objectAddress: memory.store(result)

                                    };

                                }

                                return {

                                    objectValue: untyped result.value,

                                    objectAddress: untyped result.address

                                }

                            } catch (e) {

                                return {

                                    objectValue: ErrorMessage('External Variable Error: ' + e.details()),

                                    objectAddress: memory.constants.ERROR

                                }

                            }

                    });

                }

                case (\_[0] == "static") => true: {

                    var name = key.split(" ")[2];

                    var type = memory.getTypeInformation(key.split(" ")[1]);

                    var params = Interpreter.convert(...Parser.parse(Lexer.lex(key.replaceFirst('static function $name ', "").replaceFirst("(", "").replaceLast(")", ""))));

                    var paramMap = new OrderedMap<String, InterpTokens>();

                    for (entry in params) {

                        if (entry.is(SPLIT\_LINE, SET\_LINE)) continue;

                        switch entry {

                            case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, Identifier(Little.keywords.TYPE\_DYNAMIC));

                            case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, type);

                            case Write(assignees, value): {

                                switch assignees[0] {

                                    case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(value, Identifier(Little.keywords.TYPE\_DYNAMIC));

                                    case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(value, type);

                                    default:

                                }

                            }

                            default:

                        }

                    }

                    statics.properties[name] = new ExtTree(memory.getTypeInformation(Little.keywords.TYPE\_FUNCTION).pointer, (\_, \_) -> {

                        var returnType:InterpTokens = type.typeName.asTokenPath();

                        return {

                            objectValue: FunctionCode(paramMap, Block([

                                FunctionReturn(HaxeExtern(() -> {

                                    var result = untyped field(paramMap.keys().toArray().map(key -> Interpreter.evaluate(memory.read(key).objectValue)));

                                    return result;

                                }), returnType)

                            ], returnType)),

                            objectAddress: memory.constants.EXTERN

                        }

                    });

                }

                case \_: throw 'Invalid key syntax for `$key`. Must start with either `public`/`static` continue with a type, and end with a variable name. (Example: `public Number myVar`). Each item must be separated by a single whitespace.';

            }

        }

    }

ועכשיו, ההסבר:

#### סוגי זוגות key-value

בגלל הגבלה של Haxe, המפה מספקת 7 אופציות לתכנות שדה במקום 8 (חסר מקרה ספציפי של פונקציה תלוית מקרה שמחזירה גם ערך וגם כתובת.). הפונקציה יודעת באיזה סוג משתמשים בעזרת הקלט מהמפתח. ישנם 4 סוגי קלט המוחלטים ע"י 2 זוגות של הקדמות:

public/static – אם המפתח מתחיל בpublic, השדה יהיה תלוי מקרה. static, השדה יהיה סטטי. כל דבר אחר יזרוק שגיאה.

מכיל/לא מכיל סוגריים – אם המפתח נגמר בסוגריים עם/בלי תוכן, מדובר בפונקציה. אחרת, מדובר במשתנה.

המידע הנוסף ההכרחי לא בהכרח מחליט על סוג השדה:

לאחר public או static, חייב לבוא סוג המשתנה, או סוג ההחזרה של הפונקציה

בתוך הסוגריים, חייבים להיות הכרזות פרמטרים הכתובים ספציפית בLittle. הם מחליטים על כמות וסוגם של הפרמטרים המובאים.

למפתח יש פורמט קבוע:

כל חלק במפתח מופרד ברווח אחד

סוגים ומילות מפתח הינם case sensitive

#### שדות תלויי מקרה

יוצרים עץ אקסטרנים ( ExtTree) חדש על עץ האקסטרנים של הסוג, שלקוח מinstanceProperties:

var instances = memory.externs.createPathFor(memory.externs.instanceProperties, ...typeName.split("."));

בהתאם לסוג השדה המבוקש, נותנים סוג שונה לעץ:

משתנים:

var type = memory.getTypeInformation(key.split(" ")[1]).pointer;

instances.properties[name] = new ExtTree(type, (value, address) -> {

פונקציות:

instances.properties[name] = new ExtTree(memory.getTypeInformation(Little.keywords.TYPE\_FUNCTION).pointer, (value, address) -> {

מכיוון שאנו נותנים למפתח להחזיר או ערך או זוג של מצביע וערך, צריך להתמודד עם זה בקריאה:

משתנים:

try {

    var result = untyped field(address, value);

    if (result is InterpTokens) {

        return {

            objectValue: result,

            objectAddress: memory.store(result)

        };

    }

    return {

        objectValue: untyped result.value,

        objectAddress: untyped result.address

    }

} catch (e) {

    return {

        objectValue: ErrorMessage('External Variable Error: ' + e.details()),

        objectAddress: memory.constants.ERROR

    }

}

כאן, קוראים לפונקציה שניתנה לנו עם המפתח. אם התוצאה היא ערך, משלימים את המצביע. אחרת, מחזירים את הזוג. במקרה שמשהו לא עובד, זורקים שגיאה ברמת Little.

פונקציות:

var returnType:InterpTokens = type.typeName.asTokenPath();

                        return {

                            objectValue: FunctionCode(paramMap, Block([

                                FunctionReturn(HaxeExtern(() -> {

                                    var result = (field : (MemoryPointer, InterpTokens, Array<InterpTokens>) -> InterpTokens)(address, value, paramMap.keys().toArray().map(key -> Interpreter.evaluate(memory.read(key).objectValue)));

                                    return result;

                                }), returnType)

                            ], returnType)),

                            objectAddress: memory.constants.EXTERN

                        }

מכיוון שאין שני אפשרויות לערך המוחזר, זה יותר פשוט. הערך שאנו מחזירים הוא פונקציה, המקבלת כמות פרמטרים מסוימת ומכילה טוקן החזרה יחיד הקורא לקוד חיצוני להחזיר לו ערך.

#### שדות סטטיים

המקרה כאן דומה מאוד, רק שהפעם אנו עובדים עם החלק הסטטי:

var statics = memory.externs.createPathFor(memory.externs.globalProperties, ...typeName.split("."));

ויש הבדל אחד – מכיוון שבמקרה של משתנים סטטיים אפשר גם להביא פשוט עוד מפה, אנו דואגים לזה, בדרך פשוטה במיוחד:

if (field is StringMap) {

                        \_\_noTypeCreation = true;

                        registerType(typeName + "." + name, field);

                        continue;

                    }

על אף שהשדה שנוצר הוא לא סוג, אפשר פשוט ליצור פרמטר חיצוני, שיבטל יצירת סוג. הפרמטר החיצוני בא לידי ביטוי בכל קריאה לפונקציה הזאת: (קטע קוד זה לקוח מתחילת הפונקציה)

if (\_\_noTypeCreation) \_\_noTypeCreation = false;

else if (!memory.externs.externToPointer.exists(typeName) && !memory.constants.hasType(typeName)) {

    memory.externs.externToPointer[typeName] = memory.storage.storeByte(1);

    statics.getter = (\_, \_) -> {

        objectValue: ClassPointer(memory.externs.externToPointer[typeName]),

        objectAddress: memory.externs.externToPointer[typeName]

    }

} else if (memory.constants.hasType(typeName) && !memory.externs.externToPointer.exists(typeName)) {

    memory.externs.externToPointer[typeName] = memory.constants.getType(typeName);

    statics.getter = (\_, \_) -> {

        objectValue: ClassPointer(memory.externs.externToPointer[typeName]),

        objectAddress: memory.externs.externToPointer[typeName]

    }

}

פשוט מאוד – לפני שמכריזים על אותו עץ כסוג, אנחנו מכניסים תנאי קטן, שאם הוא אמת, מונע יצירת סוג, וגורם לכל מקום אחר בקוד להתייחס לסוג שאנו יוצרים פה, כמו לאובייקט רגיל...

## בדיקות ותוצאות

יפה והכל שיש לנו סוויטת בדיקות רחבה, אבל גם צריך שהיא תעבוד...  
להבא, אפרט על כל הבדיקות, מהראשונה עד לאחרונה, ואפילו קצת על בדיקות שמעבר לסוויטה...

### בדיקה ביחידות (Unit Testing)

בדיקה מס' 1: Basic Math

* + מטרה: לבדוק שחישוב הביטויים המתמטיים של Little עובד, ויודע להמיר לסוג תוצאה אחר בעת הצורך.
  + בפועל: מדפיסים ביטוי מתמטי ערוך המערב סוגריים ואת האופרטורים +, -, \*, /, ^, !.
  + תוצאה: הצלחה
  + בעיות שהתגלו: מעולם לא היו בעיות רציניות מעבר לטעויות לא משמעותיות באלגוריתם החישוב.

בדיקה מס' 2: Variable declaration

* + מטרה: לבדוק שהכרזת משתנים רגילים עובדת, ולבדוק שניתן לאחזר את הערך שלהם במקרה הצורך
  + בפועל: מכריזים על 3 משתנים, אחד עם סוג וערך, אחד רק עם סוג, ואחד בלי סוג ובלי ערך. מדפיסים את ערך המשתנה הראשון, ואת סוגם של כל המשתנים, אחד אחרי השני.
  + תוצאה: הצלחה
  + בעיות שהתגלו: כשה-Referrer היה בפיתוח, קרו שגיאות בהן הReferrer לא שמר/קרא את שמות המשתנים נכון, אז היינו יכולים להכריז על משתנה, ו"לאבד" אותו מיד אחרי.

בדיקה מס' 3: Function declaration

* + מטרה: לבדוק שהכרזת פעולות רגילות עובדת, ושניתן לקרוא להם עם פרמטרים מסוימים עם סוגים קונקרטיים קבועים ע"י המתכנת.
  + בפועל: מוכרזות 3 פונקציות המדפיסות ערכים – אחת ללא פרמטרים, אחת עם פרמטר דינמי אחד, ואחת עם פרמטר מסוג קונקרטי. קוראים לשלושת הפונקציות.
  + תוצאה: הצלחה
  + בעיות שהתגלו: אותו סוג שגיאה של הכרזת משתנים – כשה-Referrer היה בפיתוח, קרו שגיאות שמירה וקריאה.

בדיקה מס' 4: Property access

* + מטרה: לבדוק האם גישה לשדה הנמצא בתוך אובייקט דינמי יכולה לערוך ולאחזר את אותו הערך של אותו שדה
  + בפועל: מכריזים על אובייקט דינמי חדש, ובתוכו שמים שני שדות, שאחד מהם גם אובייקט חדש. גם על האובייקט השני שמים שדה. מדפיסים את כל השדות שאינם אובייקטים.
  + תוצאה: הצלחה
  + בעיות שהתגלו: לא היו בעיות, אלא מודיפיקציות:
    - פעם, קריאות פונקציה היו יכולות להיחשב כשדה שניגשים אליו (PropertyAccess(f, FunctionCall(name))), דבר שהיה חסר הגיון, ולכן שונה. עכשיו זה יסרק כ: FunctionCall(PropertyAccess(f, name)).
    - לפני כן, הפונקציה שהייתה מייצרת PropertyAccessים הייתה הולכת מהסוף להתחלה, ולכן, כאשר הייתה מייצרת טוקנים כאלה שאחד בתוך השני, היה מאוד קשה לקרוא אותם: PropertyAccess(a, PropertyAccess(b, c)). כיוון הסריקה שונה, ועכשיו טוקנים כאלה נכנסים אחד בתוך השני כך: PropertyAccess(PropertyAccess(a, b), c).

בדיקה מס' 5: Loops

* + מטרה: לבדוק האם לולאות for וwhile עובדות כשורה.
  + בפועל: יוצרים משתנה, ומריצים איתו לולאת while שמדפיסה אותו עד שמגיע ל-5. מריצים לאחר מכן לולאת for המדפיסה את הערכים מ0 עד 10 בקפיצות של 3.
  + תוצאה: הצלחה
  + בעיות שהתגלו: לא היו בעיות ספציפיות.

בדיקה מס' 6: Events and conditionals

* + לבדוק האם התנאי if ו"אירועי התנאי" after וwhenever עובדים כשורה.
  + בפועל: יוצרים משתנה, ומיד אחריו בודקים תנאי שחייב להיות שגוי. אחריו, מוספים את שני אירועי התנאי, ומשנים את ערך המשתנה. מצפים שהם יורצו במקרים מסוימים ובסדר מסוים.
  + תוצאה: הצלחה
  + בעיות שהתגלו: לא היו בעיות ספציפיות.

בדיקה מס' 7: Code blocks

* + מטרה: לוודא שניתן לייצר ערכים בעזרת בלוק של קוד המאחזר ערך, ולא רק ערך "inline"
  + מכריזים על משתנה, שערכו הוא בלוק של קוד שאמור להחזיר את המספר 180. את הערך של המשתנה מדפיסים.
  + תוצאה: הצלחה
  + בעיות שהתגלו: לא היו בעיות ספציפיות.

בדיקה מס' 8: Self assignment

* + מטרה: לוודא שניתן לשנות משתנה בעזרת הערך של עצמו. משמש לווידוא שימור קונטקסט במקרי שינוי עצמי.
  + יוצרים משתנה שערכו 1.2, ומשווים אותו לעצמו + 2 \* עצמו בסוגריים, לחלק לעצמו. מדפיסים את הערך הסופי, צריך להיות 3, מסוג מספר עשרוני.
  + תוצאה: הצלחה
  + בעיות שהתגלו: לא היו בעיות ספציפיות.

בדיקה מס' 9: If-Else

* + מטרה: לבדוק ששרשראות if-else עובדות כשורה.
  + בפועל: מתחילים עם תנאי הנפתר לfalse, ועליו לא להיות מורץ. אחריו יש else-if שגם חייב לא להיות מורץ. אחריו יש else ריק, ומכיוון שלא הורץ כלום עד עכשיו, חייב להיות מורץ.
  + תוצאה: הצלחה
  + בעיות שהתגלו: לא היו בעיות ספציפיות.

בדיקה מס' 10: Nested code blocks

* + מטרה: לבדוק שבלוקים של קוד הפועלים בתוך בלוקים אחרים יכולים לעשות הצללה על משתנים עם אותו השם, בבלוק חיצוני יותר (הכוונה – לשנות את הערך של משתנה באופן זמני רק לבלוק הנוכחי, בעזרת הכרזה על משתנה עם אותו שם כמו משתנה בבלוק חיצוני)
  + בפועל: מכריזים על משתנה I שערכו 3. מתחילם 3 בלוקים, אחד בתוך השני. בבלוק הכי פנימי I מוכרז שוב, עם הערך 5, ומודפס מיד לאחר מכן. אחרי הבלוקים, מודפס שוב ערכו של I, שצריך להיות הI ממקודם, שערכו 3.
  + תוצאה: הצלחה
  + בעיות שהתגלו: הייתה פעם שגיאת off-by-one שהייתה קורית כשהיית מנסה ליצור מסגרת חדשה ב-Referrer כאשר לא היו משתנים במסגרת הנוכחית. בגלל גישה שגויה למערך הבתים, הheader החדש היה יכול להיות ממוקם על מקום שכבר קים בו מידע, והיה יכול להתחשב בחלק מהמידע שם כמידע על הheader. זה היה יכול לגרום לכך שהזיכרון היה חושב שלמסגרת שלפני האחת הזאת יש כמות אלמנטים הזויה, וכך הייתה מדלגת אחורה לבתים "שליליים" וקורסת מגישה Out Of Bounds.

בדיקה מס' 11: Inline Blocks

* + מטרה: הרחבה של בדיקה 7, לוודא שניתן גם לאחזר מזהים בעזרת בלוק של קוד, ולא רק ערכים.
  + בפועל: מוכרז משתנה a שערכו בלוק של קוד, שבו מוחזר משתנה אחר שנוצר ומוכפל ב-10. אחר כך, מודפס עוד בלוק של קוד, שבו יש הוספה עצמית של 3 לערך של a, ואחרי ההוספה הוא מאוחזר.
  + תוצאה: הצלחה
  + בעיות שהתגלו: לא היו בעיות ספציפיות

בדיקה מס' 12: Constant pool

* + מטרה: לבדוק שבריכת הקבועים עובדת כשורה ויכולה לאחזר ערכים מתי שצריך במקום לפנות עוד מקום.
  + בפועל: מכריזים על 4 משתנים: שני nullים, 0, ו-0.0. מדפיסים האם שני המשתנים הראשונים משתפים כתובת, והאם השניים האחרונים גם משתפים כתובת. שני הבדיקות אמורות לצאת אמת.
  + תוצאה: הצלחה
  + בעיות שהתגלו: המבנה פשוט, לא היו בעיות ספציפיות.

בדיקה מס' 13: Type Name Property

* + מטרה: לבדוק שהשדה הגלובלי type עובד כשורה, ואכן מדווח את הסוג הנכון לכל סוג ערך.
  + בפועל: מודפסים 6 סוגים, באותה מחרוזת, ללא רווח: הסוג של 5, 5.5, true, nothing (null), האופרטור + ,והסוג Number. צריך להדפיס: " NumberDecimalBooleanAnythingSignType"
  + תוצאה: הצלחה
  + בעיות שהתגלו: לא היו בעיות ספציפיות.

בדיקה מס' 14: Reference vs. Value

* + מטרה: לבדוק האם כשמשחקים עם ערכים שאמורים להיות מועברים כערך או כאזכור, האם מה שמועבר זה המיקום בזיכרון (לאלמנטים מאוזכרים) או הערך המועתק (לאלמנטים המועברים כערך).
  + בפועל: יוצרים משתנה a שערכו אובייקט חדש. יוצרים משתנה חדש b ומשווים אותו ל-a. מדפיסים האם הכתובות שלהם שוות (צריך לצאת אמת). יוצרים משתנה c ומשווים אותו ל502. יוצרים עוד משתנה, d, ומשווים אותו ל-c. מדפיסים האם הכתובות שלהם שוות (צריך לצאת שקר)
  + תוצאה: הצלחה
  + בעיות שהתגלו: כשהוספתי את הבדיקה הזאת, שכחתי לגמרי מזה שצריך להתקין מערכת שתבדיל בין סוגי הערכים. בעקבות הבדיקה, שונתה קצת צורת הגישה לזיכרון, וגם עכשיו יכולה לתמוך בהחזרת מזהים במקום ערכים, והמרתם לערכים בעת הצורך (לדוגמה, אם יש משתנה x שערכו 5, עכשיו אפשר להחזיר את המזהה x, ולא את המספר 5).
* בדיקה מס' 15: Arrays
  + מטרה: לבדוק האם המערכים בספריה הסטנדרטית אכן עובדים כמצופה.
  + בפועל: יוצרים משתנה שערכו מערך. עורכים בו תא אחד ומדפיסים אותו. מדפיסים את אורך המערך, וסוג האלמנט שהוא מכיל
  + תוצאה: הצלחה
  + בעיות שהתגלו: לא היו בעיות ספציפיות.

### בדיקות ידניות

**בעבוע אחזורים מתנאים ולולאות**: כשתכנתי מחדש את הדרך שתנאים מאוחסנים בזיכרון, שמתי לב לoversight יחסית משמעותי: מכיוון שאני מריץ את גוף התנאי/הלולאה באמצעות פונקציית ההרצה הרגילה, אם תמצא בה המילה return במקום כלשהו, במקום שהיא תחזיר ערך מהפונקציה שממנה היא נקראת, היא פשוט תצא מהלולאה – כאילו היא מחזירה את הערך שמייצג בלוק הקוד של הלולאה.   
  
פתרתי את הבעיה בעזרת הוספת פרמטר לפונקציית ההרצה – propagateReturns – כאשר הפרמטר הוא true ואנחנו נתקלים בטוקן מסוג FunctionReturn, במקום להחזיר את ערכו של האחזור, הוא מחזיר ממש את טוקן האחזרה עצמו. ההחזרה מפסיקה את הלולאה, והלולאה נפתרת לטוקן FunctionReturn, אותו פונקציית ההרצה הרגילה (ללא propagateReturns) רואה, מפסיקה את הרצתה, ומחזירה את הערך המתאים.

**קריאת שדות מערכי "Inline"**: כשסיימתי עם הבסיס של מודולת הזיכרון בפרויקט, רציתי לבדוק כמה טוב היא עובדת עם גישה לשדות רגילים, שדות בתוך שדות, וכו'. אחת הבדיקות שביצעתי היא גישה לשדות גלובליים על ערכים שלא שמורים בזיכרון עדיין (לדוגמה: 5.type, 13.address), וגיליתי משהו יחסית חמור – כאשר אנו מנסים לקרוא מהזיכרון בעזרת פונקציית הקריאה הראשית, Memory.read, הפונקציה תמיד מנסה לעקוב אחרי כל מזהה שמובא לה כאילו הוא שם משתנה בפני עצמו, ולכן הפונקציה נכשלת במקרים שהמזהה הראשון הוא לא שם משתנה, אלא פשוט ערך.  
  
לאחר שהבנתי לגמרי את הבעיה, הפתרון היה יחסית פשוט – הכנתי אלטרנטיבה של הפונקציה, ששמה readFrom – הפונקציה הזאת, במקום להתחיל במשתנה, מתחילה במידע על הערך – ערכו, מיקומו בזיכרון, וסוגו. משם, הפונקציה משיגה מידע על שדות הערך, וממשיכה כמו הפונקציה read.

**השוואת משתנים לפונקציות חיצוניות**: כשבדקתי את הפרויקט לאחר כמה תוספות ושינויי, גיליתי עוד oversight משמעותי: מכיוון שהכתובת של פונקציות חיצוניות מעולם לא זמינה, הכתובת של כל פונקציה חיצונית היא כתובת הערך החיצוני הגלובלי – Memory.constants.EXTERN. לכן יוצא, שכשמשווים משתנה רגיל לפונקציה חיצונית, האינטרפרטר חושב שערכו זה קוד של פונקציה השוכן בכתובת של EXTERN. זה רע מאוד, מכיוון שבכתובת הזאת בכלל לא מאוחסנת פונקציה – אחריה עדיין נמצא חלק מבריכת הקבועים, ולכן גם לא ניתן לערוך את המשתנה, וגם אי אפשר לקרוא לפונקציה שהמשתנה מייצג.  
  
הפתרון יחסית "האקי", מכיוון שכחלק מההגבלות של השפה, לא ניתן לאחסן פונקציות "חיות" של Haxe ולהריץ אותן סתם כך, ואחסון הפונקציה מסתמך על שמירת הקוד בזיכרון בצורה כלשהי. לכן, כאשר הזיכרון מזהה ניסיון אחסון של פונקציה אקסטרנית, הוא שומר את ערך המשתנה לא כאותה פונקציה ממש, אלא כפונקציה אחרת, המקבלת את אותם פרמטרים כמו הפונקציה האקסטרנית, ומחזירה טוקן קריאה לאותה פונקציה אקסטרנית עם הפרמטרים הדרושים. זה נראה כך:

FunctionCode(params, Block([

    FunctionReturn(FunctionCall(token, PartArray(forwardedParams)), cell.objectTypeName.asTokenPath())

], cell.objectTypeName.asTokenPath()));

# מדריך למשתמש

## עץ קבצים

C:.

│   .gitattributes

│   .gitignore

│   book.docx

│   compile.hxml

│   demoCode.ltl

│   formatted.ltl

│   haxelib.json

│   LICENSE

│   Little.desktop

│   Logo-small.png

│   Logo.ico

│   Logo.png

│   rcedit-x64.exe

│   README.md

│   tree.txt

│   z.hx

│

├───.vscode

│       launch.json

│       settings.json

│       tasks.json

│

├───compilers

│       linux.hxml

│       windows.hxml

│

└───src

    │   Main.hx

    │   UnitTests.hx

    │

    ├───js\_example

    │       JsExample.js.hx

    │

    └───little

        │   KeywordConfig.hx

        │   Little.hx

        │

        ├───interpreter

        │   │   ByteCode.hx

        │   │   Interpreter.hx

        │   │   Runtime.hx

        │   │   StdOut.hx

        │   │   Tokens.hx

        │   │

        │   └───memory

        │           ConstantPool.hx

        │           ExternalInterfacing.hx

        │           HashTables.hx

        │           Memory.hx

        │           MemoryPointer.hx

        │           Operators.hx

        │           Referrer.hx

        │           Storage.hx

        │

        ├───lexer

        │       Lexer.hx

        │       Tokens.hx

        │

        ├───parser

        │       Parser.hx

        │       Tokens.hx

        │

        └───tools

                Conversion.hx

                Extensions.hx

                Layer.hx

                OrderedMap.hx

                Plugins.hx

                PrepareRun.hx

                PrettyPrinter.hx

                TextTools.hx

## התקנה

### למפתחי תוכנה

לפני שמתחילים, יש לוודא שהשפה Haxe והכלים שלה מותקנות כראוי: יש להתקין את הטרנספיילר של Haxe, ולבדוק ש:

הפקודה Haxe נמצאת בPATH, או לפחות ניתן למצוא את הקובץ ולהפעיל אותו בעזרת המסלול אליו.

הפקודה Haxelib עובדת, אמורה להדפיס מידע על שימוש במנהל הספריות.

מעבר לזה, אני ממליץ:

להוריד Visual Studio Code ולהוריד את ההרחבה Haxe Extension Pack

להוסיף בפרויקט שלהם תקייה ששמה .vscode, ולהוסיף בה את הקובץ tasks.json עם התוכן:

{

    "version": "2.0.0",

    "tasks": [

        {

            "type": "hxml",

            "file": "compile.hxml",

            "problemMatcher": [

                "$Haxe-absolute",

                "$Haxe",

                "$Haxe-error",

                "$Haxe-trace"

            ],

            "group": "build",

            "label": "Haxe: compile.hxml"

        }

    ]

}

עם הקובץ הזה, אפשר לבנות את הפרויקט שלך באמצעות לחיצה על Ctrl+Shift+B

עכשיו כשהכל מותקן כשורה, אפשר להוריד את הפרויקט כספריה באמצעות מנהל הספריות Haxelib, בעזרת הפקודה:  
Haxelib git little https://github.com/ShaharMS/Little/tree/branch/functional-programming

לכלול את הספרייה בפרויקט שלך באמצעות הוספת השורה הזאת בקובץ הקומפילציה (hxml) שלך:

--library little

ועכשיו אפשר להשתמש בקוד!

#### QuickStart

ניתן להריץ קוד בעזרת הפונקציה Little.run:

Little.run("define x = 3, print(x)").

var output = Little.runtime.stdout.output;

להוסיף "קובץ" קוד להרצה באמצעות קריאה לLittle.loadModule לפני ההרצה. כמו כן, לשני הפונקציות יש פרמטר לאפשור debugging. יש לציין שרק כאשר loadModule מורץ במקום פרמטר הdebug שלו משנה:

Little.loadModule("define x = 3", "MyModule");

Little.run("print(x)", true);

var output = Little.runtime.stdout.output;

לקמפל לקוד-בתים באמצעות הפונקציה Little.compile:

var ast = Little.compile("define x = 3, print(x + 6 ^ 3)");

File.saveContent(ByteCode.compile(...ast), "compiled.txt");

ולפרמט קוד באמצעות Little.format:

trace(Little.format("define    x=   3, print (x + 6^3)")); // define x = 3, print(x + 6 ^ 3)

הפונקציה reset משמשת למחיקת כל המידע על ההרצה האחרונה, כדי לתת לך להתכונן להרצה חדשה:

Little.run("define x = 3, print(x)"); // output: 3

Little.reset();

Little.run("print(x)"); // output: error: x is undefined

אפשר לגשת למאזיני אירועים, פונקציות הדפסה בסיסיות ומידע עדכני על ההרצה בעזרת השדה Little.runtime:

Little.runtime.onFieldDeclared.push((name, type) -> {

trace('$type declared: $name');

})

Little.run("define x = 3, print(x)"); // VARIABLE declared: x

לקרוא, לכתוב ולאחסן זיכרון בעזרת Little.memory:

Little.memory.write(["x"], Number(3), "Number");

Little.run("print(x)"); // output: 3

להוסיף אלמנטים אקסטרניים לשפה באמצעות Little.plugin:

Little.plugin.registerFunction("print3", "Idk", [], (params) ->{

    Little.runtime.print("3");

    return NullValue;

}, "Anything");

Little.run("print3()"); // output: 3

ולראות, לשנות מילים ולהחליף סטים של מילים שמורות בעזרת הפעולות שב-Little.keywords:

Little.keywords.PRINT\_FUNCTION\_NAME = "הדפס";

Little.run("הדפס(3)"); // output: 3

### מתכנתים ב-Little

יש לחפש בדפדפן ShaharMS, ולהיכנס לתוצאה הראשונה (כנראה):
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לאחר הכניסה ללינק, יוצג המסך הבא. יש ללחוץ על הפרויקט Little ב"חלון" הימני העליון:
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![](data:image/png;base64,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)![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG4AAAAhCAYAAAA4VZ5CAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAQmSURBVGhD7ZttSFNRGMf/2xK1qJgNCxoWJRFGYkYU0QuifejlQxSJX4IsBCEIDCoEex9IBQl9CiQS+jIMI8jqg0pYIkVUYtSHsiCxCFvaC2Vi2zrP3bPteu9de7u6rc4PDt5znnsHnt+e55y73Vlm2+f7EQHHpgWYW5SH7PxcwMqDkqnFB4wPj+HryxF47n/kQT2G4rLn5cC5ZwksDivGfv/ChHeCI5LpIMuWhdwZOfB7fBi6/hbjn39xJIxhHpG033k+fBv/LqWlAJpzmntyQC6M0Imj8qhk2sQYj0hSBTkgF+REi07c3CK7Uh4l6QG5ICdadOKy82fK8phGkAtyokW/xhmuepKUYuBEaspQpLgMRYrLUKS4DEWKy1AyTlxpRRsG6h+FW20dSjkWN846dCVzfQqZEnHnd5zArf3XuBfm2eEunNt+nHvxshNXhKjWwh5UNq5FYbA9LMDBEj7lP8J0cSRt18rteDT4lEfCdLzqxu7iHQnJq6qsx+Y3jSi83IRJr9xXhwN9fPwfYaq4oLQbz2/D1dnEo2GOtp9RYnHLEyWtZukQWnpv8kAkitFQ+7cyGsjaYPzKch4OoYknmMlblm0OvYa2Va+p4rOSwzRxamkkKBIJyXMUYNFoD+4Mcd8QktaMfSMiK7mMVg5sQGtIHsXrsfhxTSjekVeFRUqM0MYbga1taHByOA6oshy7fZZ7Yej/vvrYzb3kMEXcoY01MUkLopZH15qCsxxl9l40tIaz8mnnabRgA7bR5HO8ubM/EBS4e914x8coqcY+uHEkFL+JjjdOlC0v5n58tPW3T5IX69zEiqml0u+P+GV6cngG8c5egGXcNUTJykG84q6OaHHCXoVWVVlzLeXxBAnKaxFZZqY0whRxlx40x1X+1GWVro3KUBfuja5HTUWUd380udo4yeRDhVH35B2raOWqDE0Ekme03ieLaRkX69oV61o4mX642sXasKYZA5U7eYwpaQpsIvquokXIdanipRUnxZp3DS5aG/u60Q21fLGmrVvPxwKKi4y7EO3NkSbonjkpOrUanh8e7sVPUIy2xhOJSVPDGxD194p0ixBa12hXKG4buKdkkPr2gW649wY3JGKXercHZeuAI6FzNNdDrJmNdWLlSy2OWQ68PPWEewFMF0eQINoSr7pYziMB6Aacdlxm1/t/nWkTJzEXI3Gm7iol04cUl6Hoxfn4ryR9MHCiEzc+/FN5klaSHpALcqJFJ+7LixHl8WdJekAuyIkWnbhP3R/g93iRm5XLI5JUQQ7IBTnRohNntdow6H6NGSMWzMmeLctmCqA5p7knB+SCnGgx/LUOfVjs9XqRX7YQ9hX0M6uZBoolU4LyM6ufGBXlcfjee9hsNlgsFg6GMRQXxOfziubnT/0jniYxFYsiymqlps+0AMAfnSPNRst2EGUAAAAASUVORK5CYII=)לאחר מכן, יש ללחוץ על הלחצן ולבחור את האופציה :

לאחר הורדת קובץ הZIP, יש לחלץ אותו (כל תוכנת חילוץ טובה), לגשת אל תוך הפרויקט, ולהיכנס לתיקייה clients. בתקיה יהיו 3 סוגי לקוחות בשלוש תיקיות:

תיקייה web – הלקוח האינטרנטי, זמין גם ב <https://spacebubble.io/little/demo>. מפעילים בעזרת לחיצה כפולה על הקובץ index.html, או בפתיחה שלו בעזרת דפדפן כזה או אחר.

תיקייה המתחילה ב-windows – לקוח שורת הפקודה כתוכנה להרצה בwindows.

תיקייה המתחילה ב-linux – לקוח שורת הפקודה כתוכנה להרצה בlinux

#### QuickStart

לקוח אינטרנטי – יש להסתכל בצד הימני של המסך – מעבר למקום להחלפת מילים שמורות, הוא גם מכיל דוגמאות קוד שאפשר ואמורים ללמוד מהם.

לקוח שורת פקודה – יש להשתמש בפקודה printSample! כמו שהוזכר תחת הכותרת [סוג לקוח: לומד תכנות, מתכנת Little](#_סוג_לקוח:_לומד)

# רפלקציה

## עבודה על הפרויקט

לצערי ולשמחתי, פרויקטים כאלה מעולם אינם נגמרים – אנחנו אולי יכולים להציב אבני דרך, אך אי אפשר "להשלים" פרויקטים כאלה.

אז הייתי חייב להחליט על אבן דרך "סופית". לגרסת הפרויקט שאני מגיש, הצבתי את אבן הדרך הסופית בתכנות פונקציונאלי. הצבתי את אבן הדרך הסופית שם משתי סיבות:  
הראשונה אולי ברורה, והיא שצריך לסיים עם הפרויקט מתישהו, אך מאחורי השנייה יש מחשבה – תוך כדי התכנות של הפרויקט, שמתי לב שכשאני "חופר" יותר אל תוך נושאים מסוימים, הכרזת מחלקות לדוגמה, אני מבזבז הרבה מאוד זמן על תכנות דברים שאני גם כבר יודע איך עושים, וגם כוללים הרבה עבודה שחורה.
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(בתמונה: גרף תדירות commits לפי זמן, מאפריל 2022 עד מאי 2024)

מהפרויקט הזה למדתי על הרבה דברים, אך לא ישירות, ולכן, אני לא זוכר שאי פעם הייתה לי בעיה משמעותית עם תכנות של חלק מהפרויקט – כל פעם שהגעתי למשהו קשה, כבר למדתי הרבה מאוד, והייתי יכול להשתמש בניסיון ובידע שלי כדי לפתור אותו. לכן אפשר גם לראות, שרוב האלגוריתמים שהשתמשתי בהם בפרויקט הם גרסאות "השראה" של אלגוריתמים אחרים – לא הייתי צריך להיצמד וללמוד ספציפית אך ורק ממקום אחד – כל פעם שנתקלתי בבעיה כזו או אחרת, לקחתי הרבה ידע מהרבה מקומות, ועיצבתי פתרון שבסוף עבד מצוין.

בגלל המודל שבעזרתו למדתי, יחסית קל לי להעיד על נושאים שלמדתי עליהם מהפרויקט:

Hashing

ניהול זיכרון, Stack/Heap

ByteCode וקוד מכונה

עצי syntax

שיטות עיבוד מידע בסדר גודל גדול/עצום

ומעבר לתחומים לימודיים, התחלתי להרגיש מאוד בנוח עם מגוון "דרכי תכנות", ובמיוחד רקורסיה, שכן רוב הפרויקט – מפונקציות, מחלקות ועד אובייקטים וADTים, כתוב מאילוץ בצורה רקורסיבית...

## תובנות

מתכנון ומתהליך "בניית" הפרויקט רכשתי מגוון כלים ולמדתי הרבה "לקחים" לעתיד:

**חשיבות תכנון הפרויקט**: תוך כדי בניית הפרויקט, "גיליתי" 3 סיבות ב3 מילים למה תכנון המבנה של הפרויקט זה דבר כל-כך חשוב:

* + **Scalability** – ככל שפרויקט נהיה רחב וגדול יותר, מתפתח דבר שקוראים לו "Software Rot" – יותר מדי חלקים שלא עובדים הכי טוב אחד עם השני, ולא בנויים טוב אחד על השני, מתחילים בסוף לזייף יותר ויותר, עד שאנחנו מגיעים למצב ששום דבר לא עובד כמצופה, וגם אין דרך חזור. מבנה פרויקט טוב מאט מאוד את היווצרות ה"עובש", ולכן התכנון כזה חשוב.
  + **Burnout** – כשהפרויקט בנוי כך שכל החלקי בבירור מפוצלים לחלקים שונים, שמשתמשים אך לא מסתמכים אחד על השני, אפשר לקפוץ מתכנות חלק אחד לחלק אחר בפרויקט, וההתקדמות גם נשארת קרובה לליניארית, וגם נמאס לך הרבה, *הרבה* יותר לאט...
  + **Learnability** – אחד מהדברים הכי מבאסים כשמפתח מחפש כלי להשתמש בו, או ללמוד ממנו. זה שהוא לא מצליח בכלל להבין את הכלי – איך כל דבר משתמש בכל דבר אחר, למה הרכיב הזה ספציפית חיוני, וכו'. לכן, על מנת שכולם יוכלו לפתח יותר טוב, אנחנו נרצה לפתח קוד טוב יותר, שמייצג דוגמה טובה יותר, וקל ללמוד גם ממנו, וגם לאמץ את המבנה שלו...

**אסור לפחד מנושאים גדולים**: כשנושא נראה ענק, זה בדרך כלל אשליה – בסופו של יום, כל נושא מורכב מהרבה מאוד חלקים, שחלק חיוני לדעת, וחלק פחות. דבר חשוב שלמדתי במהלך הפרויקט, ואפילו בכלליות במהלך המסע שלי כמתכנת, זה שלכל שלב נתון, צריך לדעת כמות יחסית קטנה של מידע מאותו נושא, ואולי עם הזמן צריך להרחיב אותה, אבל זה לעולם לא באופן מידי – זה לא נכון להסתכל על נושא כמונולית', אלא כערמת אבנים...

**מותר לטעות, ואפילו בגדול**: יצא לי לעשות refactoring שלוש פעמים במהלך תכנות הפרויקט, וברטרוספקט, אני שמח על כל פעם שמחקתי את כל הקוד וכתבתי אותו מחדש. באף אחת מהפעמים שעשיתי זאת לא הפסדתי התקדמות: בסוף, יוצא שאדם מתכנת משהו, במשך אפילו חצי שנה, מבין שהדבר לא טוב, מתכנת את זה טוב יותר, ומדביק את הפער ואפילו יותר תוך שבועיים. אצרף גרף לזה:  
(בגרף: כל חלק עליה זה התקדמות בפרויקט, כל ירידה היא תכנות מחדש/refactor)  
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## הסתכלות

### אחורנית

הפרויקט הזה פותח במשך שנתיים, בהם למדתי המון. ברור שהיו דברים שהייתי מיישם אחרת:

אופרטורים – גם בהסתכלות אחורה, אני לא 100% בטוח למה פיצלתי בין פעולות וערכים רגילים, לאופרטורים. אין בזה שום דבר טוב. האימפלמנטציה לא מאפשרת לי דינמית להכריז על משתנים, ובמיוחד שלא לאחזר אותן לפי הצדדים שהם מבקשים. פשוט, לא משהו...

אחסון פונקציות חיצוניות – אם הייתי יודע יותר, הייתי גם משקיע יותר בפתרון לשמירת פעולות אקסטרניות בזיכרון, ולא הייתי חייב להסתבך חודש שלם על בעיות שקשורות לאימפלמנטציה של זה.

### וקדימה

אם היו לי יותר משאבים ויותר זמן, הייתי מוסיף ומשנה יחסית הרבה דברים:

מחיקה שלמה של מערכת האופרטורים, ושילובה עם המערכת הרגילה והאקסטרנית

מוסיף הכרזה על סוגים, אופרטורים, ותנאים ולולאות

הוספת זיהוי אופרטורים רב-סימניים גם כפיצ'ר של זמן ריצה, על מנת לאפשר הכרזה דינמית לגמרי של אופרטורים

הרחבה משמעותית של הספרייה הסטנדרטית שהשפה מספקת

מוסיף קומפיילר לקוד מכונה, ולא רק לקוד-בתים ספציפי

משפר את התמיכה בדוקומנטציה ברחבי השפה, ומאפשר גישה דינמית אליהם

## תודות

קודם כל, לאח שלי גיא, שהיה מוכן לעזור לי בכל נושא, ואפילו ממש לקבוע פגישות זום כדי ללמד. תודה ענקית!

מעבר לו, לא קיבלתי עזרה מיוחדת מאדם ספציפי, אך כן מאוד נעזרתי בשלושה "מקורות":

YouTube, במיוחד ערוצים כמו Low Level Learning

Haxe Discord Server, מלא אנשים שיודעים מלא דברים, ובאופן מפתיע, מאוד ידידותיים ומוכנים תמיד לעזור

וכמובן, ויקיפדיה – באופן אירוני במיוחד, זה היה מקור המידע האולטימטיבי לאורך כל המסע הזה – ומה אני מופתע – הרבה אנשים שהרבה יותר חכמים ממני עבדו בצורה הרבה יותר מבוקרת מהרגיל על "מאמרים" שהם סוג של מחקר מדעי - הם חייבים להיות טובים...

# ביבליוגרפיה

אנליזה לקסיקאלית, כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/Lexical_analysis>

ניהול זיכרון - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/Memory_management#STACK>

SipHash - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/SipHash>

הקצאת זיכרון מבוססת מחסנית - כותבי ויקיפדיה, <https://en.wikipedia.org/wiki/Stack-based_memory_allocation>

ערימה - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/Heap>

איסוף זבל (מדעי המחשב) - כותבי ויקיפדיה, ללא תאריך. <https://en.m.wikipedia.org/wiki/Garbage_collection_(computer_science)>

קוד בריחה של ANSI - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/ANSI_escape_code>

אלגוריתם Shunting Yard - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/Shunting_yard_algorithm>

חישוב ביטויים מבוסס סמלים - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/Symbolic_method>

חישוב סימבולי-נומרי - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/Symbolic-numeric_computation>

- MurmurHash כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/MurmurHash>

ניהול זיכרון בשיטת Buddy-Blocks - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/Buddy_memory_allocation>

Visual Basic for Applications - כותבי ויקיפדיה, <https://en.wikipedia.org/wiki/Visual_Basic_for_Applications>

Heap דו-הורי - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/Beap>

SHA-1 - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/SHA-1>

- SHA-2 כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/SHA-2>

- CityHash כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/?title=CityHash&redirect=no>

F# (שפת תכנות) - כותבי ויקיפדיה, ללא תאריך. <https://en.wikipedia.org/wiki/F_Sharp_(programming_language)>

# נספחים

## הקדמה קצרצרה

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAVCAYAAABYHP4bAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAFlSURBVEhLY9QOn/WfgQ6ACUrTHNDNIrxBd2VFKpRFPNCJmA1loQKCFuHSiA3gU0+URcT4DKZuwH1EVGIAGYCMlzb7MxhrSEBlEeDi7VdQFiYgy0dSIjwMlYlWDIZq4gwCvBwMHz7/YDh/6yVD+/xjDM/efIGqQgUk+QjkE5Ali5v8GCx1pBl+/v7LEN+wGUyD+CBxkDw2QJRFIF+BcHTtRrBPPn75yfDo5SeG9QduMpy98QJMv3z/FSwOkscGWKA0XgDyzct3Xxmcs5bBgwsE1OSEGDKCjMBsGBAT5IKyUAHRPgJZAgIgS2DxBvMpMh/mCHRAso9AEQ/iw8SRAYgPkscGiLII5mIQAKUuaVFeMHvfmQcMU1adZcgJM2bwtFJm+PnrL8PT15/BcuiAYNCBXAnDoFQHSsL8POwMcuJ8DIEO6uD8BKLFBbnB4iB5bABvPsIFyMlHZFlEDiAq1VEDDDeLGBgANqW4VId4i48AAAAASUVORK5CYII=)לפני שנתחיל עם הקוד, בגלל האורך שלו, גם לגובה וגם לרוחב, אני ממליץ להעביר את word למצב עמוד אינטרנטי, באמצעות לחיצה על שנמצא בצד ימין/שמאל למטה של חלון הוורד, תלוי בשפה של וורד.  
  
עוד יש לציין, שבגלל אורך הקבצים תהיה התעלמות מוחלטת מהפיצול לעמודים. עדיין, למען שימור הפורמט עד עכשיו, הקוד יתחיל בעמוד הבא.

אם הפורמט בספר לא נוח, אני ממליץ להסתכל על הקוד בעמוד הגיטהאב של הפרויקט,   
<https://github.com/ShaharMS/Little/tree/branch/functional-programming>  
הוא פחות לאגי, מציג את מבנה התיקיות ויודע לקשר בין מקומות בקוד.

Syntax highlighting נעשה באמצעות Visual Studio Code.

## קוד הפרויקט

package;

import little.KeywordConfig;

import little.interpreter.ByteCode;

import little.interpreter.memory.Storage;

import haxe.Resource;

import little.interpreter.memory.Memory;

import little.tools.PrepareRun;

import haxe.Log;

import vision.tools.MathTools;

import haxe.io.Path;

import little.tools.Plugins;

import little.tools.Conversion;

import little.Little;

import little.interpreter.Runtime;

import little.tools.PrettyPrinter;

import little.interpreter.Interpreter;

#if js

import js.Browser;

import js\_example.JsExample;

#elseif sys

import sys.FileSystem;

import sys.io.File;

import haxe.SysTools;

#end

import little.parser.Parser;

import little.lexer.Lexer;

using StringTools;

using little.tools.TextTools;

class Main {

    /\*\*

        The main function - the entry point of the program

    \*\*/

    static function main() {

        #if (sys && special)

        var file = File.getContent("src/little/interpreter/Runtime.hx");

        var vars = ~/public(?: inline){0,1} var (.+?)(?:;$|; | =)/m;

        var matches = ~/public(?: inline){0,1} function (.+?) \{$/m;

        var fields = [];

        while (vars.match(file)) {

            fields.push(vars.matched(1));

            file = file.replaceFirst(vars.matched(0), "");

            Sys.println(vars.matched(1));

        }

        while (matches.match(file)) {

            fields.push(matches.matched(1));

            file = file.replaceFirst(matches.matched(0), "");

            Sys.println(matches.matched(1));

        }

        #elseif js

        new JsExample();

        #elseif unit

        UnitTests.run();

        #elseif formatting

        File.saveContent("formatted.txt", Little.format(Resource.getString("sample")));

        #elseif sys

        try {

            var preDefInput:String = null;

            Sys.print("Little Interpreter v"

                + Little.version

                + "\n\n"

                +

                "Type \"ml!\" for multi-line mode, \"default!\" for single-line mode, or \"ast!\" for abstract syntax tree mode.\nPress `Ctrl`+`C` to exit at any time.\n\n");

            Sys.print("If You're new to the language, type \"printSample!\" to print a file of sample code.\n\n");

            Sys.println("-------------SINGLE-LINE MODE--------------\n");

            while (true) {

                if (preDefInput == null)

                    Sys.print("  >> ");

                var input = preDefInput ?? Sys.stdin().readLine();

                if (input == "ml!") {

                    Sys.command("cls");

                    Sys.print("--------------MULTI-LINE MODE--------------\n");

                    Sys.println("Commands:\n\t- \"run!\": runs the code\n\t- \"clear!\": resets the code\n\t- \"clearLine!\": deletes the last line\n");

                    Sys.println("Command \"printSample!\" is temporarily disabled. return to single-line or ast mode to use it again\n");

                    var code = "";

                    while (true) {

                        Sys.print("  >> ");

                        var input = Sys.stdin().readLine();

                        if (input == "run!") {

                            Little.run(code, true);

                            Sys.println("Output:");

                            Sys.println(Little.runtime.stdout.output + "\n");

                            Little.reset();

                            Sys.print(code.replaceFirst("\n", "  >> ").replace("\n", "\n  >> ") + "\n");

                        } else if (input == "default!") {

                            Sys.command("cls");

                            Sys.println("-------------SINGLE-LINE MODE--------------\n");

                            break;

                        } else if (input == "ast!") {

                            Sys.command("cls");

                            preDefInput = "ast!";

                            break;

                        } else if (input == "clear!") {

                            code = "";

                            Sys.command("cls");

                            Sys.println("--------------MULTI-LINE MODE--------------\n");

                        } else if (input == "clearLine!") {

                            Sys.command("cls");

                            Sys.println("--------------MULTI-LINE MODE--------------\n");

                            Sys.print(code.replaceFirst("\n", "  >> ").replace("\n", "\n  >> ") + "\n");

                            code = code.split("\n").slice(0, -1).join("\n");

                        } else {

                            code += "\n" + input;

                        }

                    }

                    if (preDefInput == "ast!")

                        continue; // A little hacky, i don't mind though

                } else if (input == "ast!") {

                    Sys.println('${preDefInput == "ast!" ? "" : "\n"}---------ABSTRACT SYNTAX TREE MODE---------\n');

                    while (true) {

                        Sys.print("  >> ");

                        var input = Sys.stdin().readLine();

                        if (input == "default!") {

                            Sys.println("\n-------------SINGLE-LINE MODE--------------\n");

                            break;

                        } else if (input == "printSample!") {

                            Sys.println("\n---------------SAMPLE CODE-----------------\n");

                            Sys.println(Resource.getString("sample"));

                            Sys.println("\n---------ABSTRACT SYNTAX TREE MODE---------\n");

                            continue;

                        }

                        try {

                            Sys.println("Output:");

                            Sys.println(PrettyPrinter.printInterpreterAst(Interpreter.convert(...Parser.parse(Lexer.lex(input)))) + "\n");

                        } catch (e) {}

                    }

                } else if (input == "printSample!") {

                    Sys.println("\n---------------SAMPLE CODE-----------------\n");

                    Sys.println(Resource.getString("sample"));

                    Sys.println("\n-------------SINGLE-LINE MODE--------------\n");

                } else {

                    Little.run(input, true);

                    Sys.println("Output:");

                    Sys.println(Little.runtime.stdout.output + "\n");

                    Little.reset();

                }

                preDefInput = null;

            }

        } catch (e) {

            // This jsut means Ctrl + c, or, exiting the program

            Sys.println("\n\nExiting...");

            Sys.exit(0);

        }

        #end

    }

}

package;

#if sys

import little.interpreter.Interpreter;

import little.interpreter.Tokens.InterpTokens;

import sys.io.File;

import sys.FileSystem;

import little.tools.PrettyPrinter;

import eval.luv.Stream;

import little.Little;

import little.interpreter.Runtime;

import little.lexer.Lexer;

import little.parser.Parser;

import little.tools.Layer;

using StringTools;

using little.tools.TextTools;

using little.tools.Extensions;

typedef UnitTestResult = {

    testName:String,

    success:Bool,

    returned:InterpTokens,

    expected:InterpTokens,

    code:String

}

class UnitTests {

    // ANSI colors

    static var RED = "\033[31m";

    static var GREEN = "\033[32m";

    static var YELLOW = "\033[33m";

    static var BLUE = "\033[34m";

    static var MAGENTA = "\033[35m";

    static var CYAN = "\033[36m";

    static var WHITE = "\033[37m";

    static var RESET = "\033[0m";

    static var BOLD = "\033[1m";

    static var ITALIC = "\033[3m";

    static var UNDERLINE = "\033[4m";

    public static function run(bulk:Bool = false) {

        var testFunctions = [

            test1, test2, test3, test4, test5, test6, test7, test8, test9, test10, test11, test12, test13, test14, test15

        ];

        var allSuccessful = true;

        var unsuccessful = 0;

        var i = 1;

        for (func in testFunctions) {

            var result = func();

            Sys.println('$CYAN$BOLD Unit Test $i:$RESET $BOLD$ITALIC${if (result.success) GREEN else RED}${result.testName}$RESET');

            Sys.println('    - $RESET$BOLD$WHITE Result: $ITALIC${if (result.success) GREEN else RED}${if (result.success) "Success" else "Failure"}$RESET');

            if (!result.success) {

                Sys.println('        - $RESET$BOLD$WHITE Expected:$RESET $ITALIC$GREEN${result.expected}$RESET');

                Sys.println('        - $RESET$BOLD$WHITE Returned:$RESET $ITALIC$RED${result.returned}$RESET');

                Sys.print('        - $RESET$BOLD$WHITE Code:$RESET \n            ${result.code.replace("\n", "\n            ")}$RESET\n');

                Sys.print('        - $RESET$BOLD$WHITE Abstract Syntax Tree:$RESET\n            ${PrettyPrinter.printParserAst(Parser.parse(Lexer.lex(result.code))).replace("\n", "\n            ")}$RESET\n');

                Sys.print('        - $RESET$BOLD$WHITE Stdout:$RESET\n            ${Little.runtime.stdout.output.replace("\n", "\n            ")}$RESET\n');

            }

            if (!result.success) {

                allSuccessful = false;

                unsuccessful++;

            }

            if (!result.success && !bulk)

                Sys.exit(1);

            Sys.sleep(bulk ? 0.02 : 0.2);

            Little.reset();

            i++;

        }

        if (allSuccessful) {

            Sys.println('$GREEN$BOLD🥳 🥳 🥳 All tests passed! 🥳 🥳 🥳$RESET');

        } else if (unsuccessful < testFunctions.length / 2) {

            Sys.println('$YELLOW$BOLD⚠️  ⚠️  ⚠️  $unsuccessful out of ${testFunctions.length} tests failed! ⚠️  ⚠️  ⚠️$RESET');

        } else if (unsuccessful >= testFunctions.length / 2) {

            Sys.println('$RED$BOLD❌ ❌ ❌ $unsuccessful out of ${testFunctions.length} tests failed! ❌ ❌ ❌$RESET');

        }

    }

    public static function test1():UnitTestResult {

        var code = "print((5 + (3 - 2)) \* 5^2 + 3 \* 4 / 4 + 4! + 8 + -2)";

        Little.run(code);

        var result = Little.runtime.stdout.stdoutTokens.pop();

        return {

            testName: "Basic Math",

            success: result.equals(Decimal(183)),

            returned: result,

            expected: Decimal(183),

            code: code

        }

    }

    public static function test2():UnitTestResult {

        var code = 'define x as Number = 3, define y as Decimal, define z\nprint(x + ", " + y.type.toCharacters() + ", " + z.type.toCharacters() + ", " + z)';

        Little.run(code);

        var result = Little.runtime.stdout.stdoutTokens.pop();

        return {

            testName: "Variable declaration",

            success: result.equals(Characters("3, Decimal, Anything, nothing")),

            returned: result,

            expected: Characters("3, Decimal, Anything, nothing"),

            code: code

        }

    }

    public static function test3():UnitTestResult {

        var code = "action x1() = { print(1) }\naction x2(define x as Number) = { print(x) }\naction x21(define x as Number) = { return x }\naction x3() = { print(1 + x21(5)) }\n\nx1(), x2(5), x3()";

        Little.run(code);

        var result = PartArray(Little.runtime.stdout.stdoutTokens);

        var exp = PartArray([Number(1), Number(5), Number(6)]);

        return {

            testName: "Function declaration",

            success: !Lambda.has([for (i in 0...3) Type.enumEq(result.parameter(0)[i], exp.parameter(0)[i])], false),

            returned: result,

            expected: Characters("1, 5, 6"),

            code: code

        }

    }

    public static function test4():UnitTestResult {

        var code = "define x = Object.create(), define x.value as Number = 3\ndefine x.y = Object.create(), define x.y.value = 5\ndefine x.y.z = x.y.value\nprint(x.y.z + x.y.value + x.value)";

        Little.run(code);

        var result = Little.runtime.stdout.stdoutTokens.pop();

        return {

            testName: "Property access",

            success: result.equals(Number(13)),

            returned: result,

            expected: Number(13),

            code: code

        };

    }

    public static function test5():UnitTestResult {

        var code = "define i = 0\nwhile (i <= 5) { print (i); i = i + 1}\nfor (define j from 0 to 10 jump 3) print(j)";

        Little.run(code);

        var result = PartArray(Little.runtime.stdout.stdoutTokens);

        var exp = PartArray([

            Number(0), Number(1), Number(2), Number(3), Number(4), Number(5), Number(0), Number(3), Number(6), Number(9)]);

        return {

            testName: "Loops",

            success: !Lambda.has([for (i in 0...10) Type.enumEq(exp.parameter(0)[i], result.parameter(0)[i])], false),

            returned: result,

            expected: exp,

            code: code

        };

    }

    public static function test6():UnitTestResult {

        var code = 'define i = 4, if (i != 0) print(true)\nafter (i == 6) print("i is 6"), whenever (i == i) print("i has changed")\ni = i + 1, i = i + 1';

        Little.run(code);

        var result = PartArray(Little.runtime.stdout.stdoutTokens);

        var exp = PartArray([

            TrueValue,

            Characters("i has changed"),

            Characters("i is 6"),

            Characters("i has changed")

        ]);

        return {

            testName: "Events and conditionals",

            success: !Lambda.has([for (i in 0...4) Type.enumEq(exp.parameter(0)[i], result.parameter(0)[i])], false),

            returned: result,

            expected: exp,

            code: code

        }

    }

    public static function test7():UnitTestResult {

        var code = "define x = {define y = 0; y = y + 5; (6^2 \* y)}, print(x)";

        Little.run(code);

        var result = Little.runtime.stdout.stdoutTokens.pop();

        return {

            testName: "Code blocks",

            success: result.equals(Number(180)),

            returned: result,

            expected: Number(180),

            code: code

        };

    }

    public static function test8():UnitTestResult {

        var code = '\ndefine x = 1.2\nx = (x + 2 \* x) / x\nprint(x)';

        Little.run(code);

        var result = Interpreter.evaluate(Little.runtime.stdout.stdoutTokens.pop());

        return {

            testName: "Self assignment",

            success: result.equals(Decimal(3)),

            returned: result,

            expected: Decimal(3),

            code: code

        }

    }

    public static function test9():UnitTestResult {

        var code = 'if (false) print("Wrong") else if (false && true) print("Also Wrong") else { print("Right") }';

        Little.run(code);

        var result = Little.runtime.stdout.stdoutTokens.pop();

        return {

            testName: "If-Else",

            success: result.equals(Characters("Right")),

            returned: result,

            expected: Characters("Right"),

            code: code

        }

    }

    public static function test10():UnitTestResult {

        var code = 'define i = 3\n{{{define i = 5, print(i)}}}\nprint(i)';

        Little.run(code);

        var result = PartArray(Little.runtime.stdout.stdoutTokens);

        var exp = PartArray([Number(5), Number(3)]);

        return {

            testName: "Nested code blocks",

            success: !Lambda.has([for (i in 0...2) Type.enumEq(exp.parameter(0)[i], result.parameter(0)[i])], false),

            returned: result,

            expected: exp,

            code: code

        }

    }

    public static function test11():UnitTestResult {

        var code = 'define a = {define b = 3, (b \* 10)}, print({a = a + 3, a})';

        Little.run(code);

        var result = Little.runtime.stdout.stdoutTokens.pop();

        return {

            testName: "Inline Blocks",

            success: result.equals(Number(33)),

            returned: result,

            expected: Number(33),

            code: code

        }

    }

    public static function test12():UnitTestResult {

        var code = 'define a = nothing, define b = nothing, define c = 0, define d = 0.0, print(a.address == b.address), print(c.address == d.address)';

        Little.run(code);

        var result = PartArray(Little.runtime.stdout.stdoutTokens);

        var exp = PartArray([TrueValue, TrueValue]);

        return {

            testName: "Constant pool",

            success: !Lambda.has([for (i in 0...2) Type.enumEq(exp.parameter(0)[i], result.parameter(0)[i])], false),

            returned: result,

            expected: exp,

            code: code

        }

    }

    public static function test13():UnitTestResult {

        var code = 'print(5.type.toCharacters() + 5.5.type.toCharacters() + true.type.toCharacters() + nothing.type.toCharacters() + +.type.toCharacters() + Number.type.toCharacters())';

        Little.run(code);

        var result = Little.runtime.stdout.stdoutTokens.pop();

        var exp = Characters("NumberDecimalBooleanAnythingSignType");

        return {

            testName: "Type Name Property",

            success: result.equals(exp),

            returned: result,

            expected: exp,

            code: code

        }

    }

    public static function test14():UnitTestResult {

        var code = 'define a = Object.create(), define b = a, print(a.address == b.address)\ndefine c = 502, define d = c, print(c.address == d.address)';

        Little.run(code);

        var result = PartArray(Little.runtime.stdout.stdoutTokens.slice(0, 2));

        var exp = PartArray([TrueValue, FalseValue]);

        return {

            testName: "Reference vs. Value",

            success: !Lambda.has([for (i in 0...2) Type.enumEq(exp.parameter(0)[i], result.parameter(0)[i])], false),

            returned: result,

            expected: exp,

            code: code

        }

    }

    public static function test15():UnitTestResult {

        var code = 'define a = Array.create(Number, 10), a.set(5, 172482), print(a.get(5)), print(a.elementType), print(a.length)';

        Little.run(code);

        var result = PartArray(Little.runtime.stdout.stdoutTokens);

        return {

            testName: "Arrays",

            success: !Lambda.has([for (i in 0...3) Type.enumEq(result.parameter(0)[i], result.parameter(0)[i])], false),

            returned: result,

            expected: PartArray([Number(172482), ClassPointer(Little.memory.constants.INT), Number(10)]),

            code: code

        }

    }

}

package js\_example;

import js.html.Event;

import little.KeywordConfig;

import js.html.SpanElement;

import js.html.TableColElement;

import js.html.Node;

import js.Syntax;

import haxe.display.Display.Keyword;

import js.html.TableRowElement;

import js.html.TableElement;

import js.html.TextAreaElement;

import js.html.Document;

import little.interpreter.Runtime;

import little.Little;

import js.Browser;

using js\_example.JsExample;

using StringTools;

class JsExample {

    var d = Browser.document;

    public function new() {

        var input:TextAreaElement = cast d.getElementById("input");

        var ast:TextAreaElement   = cast d.getElementById("ast");

        var output:TextAreaElement = cast d.getElementById("output");

        var version:SpanElement = cast d.getElementById("version");

        // var buildDate:SpanElement = cast d.getElementById("build-date");

        // var buildNumber:SpanElement = cast d.getElementById("build-number");

        version.innerText = Little.version;

        if (Little.version.endsWith("f")) d.getElementById("casing").innerHTML += " (f - Functional programming only)";

        input.addEventListener("keyup", function(\_) {

            try {

                ast.value = little.tools.PrettyPrinter.printInterpreterAst(little.interpreter.Interpreter.convert(...little.parser.Parser.parse(little.lexer.Lexer.lex(input.value))));

            } catch (e) {}

            try {

                Little.reset();

                Little.run(input.value, true);

                output.value = Little.runtime.stdout.output;

            } catch (e) {}

        });

        input.onkeydown = function(e) {

            if (e.key == 'Tab') {

                e.preventDefault();

                var start = input.selectionStart;

                var end = input.selectionEnd;

                // set textarea value to: text before caret + tab + text after caret

                input.value = input.value.substring(0, start) + "\t" + input.value.substring(end);

                // put caret at right position again

                input.selectionStart = input.selectionEnd = start + 1;

            }

        }

        var keywordTable:TableElement = cast d.getElementById("k-table-body");

        /\*\*

            Update tables

        \*\*/

        function update() {

            var firstRow = true;

            for (row in keywordTable.rows) {

                if (firstRow) {

                    firstRow = false;

                    continue;

                }

                var p = row.getElementsByTagName("p")[0];

                var input = row.getElementsByTagName("input")[0];

                p.innerText = getCodeExample(input.id);

                p.onchange();

            }

            input.dispatchEvent(new Event("keyup"));

        }

        for (keyword in Type.getInstanceFields(KeywordConfig)) {

            if (keyword == "change")

                continue;

            if (getCodeExample(keyword) == "irrelevant") continue;

            var row = d.createTableRowElement();

            var usage = d.createTextNode(keyword.snakeToTitleCase());

            var input = d.createInputElement();

            input.id = keyword;

            input.placeholder = "single word, e.g. " + Reflect.field(Little.keywords, keyword);

            input.onchange = () -> {

                Reflect.setField(Little.keywords, keyword,

                    input.value != null ? (input.value != "" ? input.value : Reflect.field(Little.keywords,

                        keyword)) : Reflect.field(Little.keywords, keyword));

                update();

            }

            var p = d.createParagraphElement();

            var td1 = d.createTableCellElement();

            td1.appendChild(usage);

            var td2 = d.createTableCellElement();

            td2.appendChild(input);

            var td3 = d.createTableCellElement();

            td3.appendChild(p);

            row.appendChild(td1);

            row.appendChild(td2);

            row.appendChild(td3);

            keywordTable.appendChild(row);

        }

        Syntax.plainCode("Highlighter.registerOnParagraphs()");

        Syntax.plainCode('document.getElementById("input").dispatchEvent(new Event("keyup"));');

        update();

    }

    public function getCodeExample(keyword:String) {

        var ret = switch keyword {

            case "VARIABLE\_DECLARATION": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_INT} = 8';

            case "FUNCTION\_DECLARATION": '${Little.keywords.FUNCTION\_DECLARATION} y(${Little.keywords.VARIABLE\_DECLARATION} parameter, ${Little.keywords.VARIABLE\_DECLARATION} times ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_INT}) ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_STRING} =  {\n&nbsp;&nbsp;&nbsp;&nbsp;${Little.keywords.FUNCTION\_RETURN} parameter ${Little.keywords.MULTIPLY\_SIGN} times\n}\n${Little.keywords.PRINT\_FUNCTION\_NAME}(y("Hey", 3))';

            case "NULL\_VALUE": 'if (x ${Little.keywords.EQUALS\_SIGN} ${Little.keywords.NULL\_VALUE}) {}\n${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.NULL\_VALUE}';

            case "RUN\_CODE\_FUNCTION\_NAME": '${Little.keywords.RUN\_CODE\_FUNCTION\_NAME}("${Little.keywords.PRINT\_FUNCTION\_NAME}(5 ${Little.keywords.ADD\_SIGN} 3)")';

            case "RAISE\_ERROR\_FUNCTION\_NAME": '${Little.keywords.RAISE\_ERROR\_FUNCTION\_NAME}("My Own Custom Error! :D")';

            case "PRINT\_FUNCTION\_NAME": '${Little.keywords.PRINT\_FUNCTION\_NAME}("Hello World")';

            case "TYPE\_DECL\_OR\_CAST": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_STRING}\nx = ${Little.keywords.TRUE\_VALUE} ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_STRING} """ "${Little.keywords.TRUE\_VALUE}" """';

            case "TYPE\_CAST\_FUNCTION\_PREFIX": 'if (1${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_BOOLEAN}()) {\n&nbsp;&nbsp;&nbsp;&nbsp;${Little.keywords.PRINT\_FUNCTION\_NAME}("${Little.keywords.TRUE\_VALUE}"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_BOOLEAN}()${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_INT}())\n}';

            case "TYPE\_FLOAT": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_FLOAT} = 8.8';

            case "TYPE\_INT": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_INT} = 8';

            case "TYPE\_BOOLEAN": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_BOOLEAN} = ${Little.keywords.TRUE\_VALUE} || ${Little.keywords.FALSE\_VALUE}';

            case "TYPE\_STRING": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_STRING} = "Hey There!"';

            case "TYPE\_MODULE": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_MODULE} = ${Little.keywords.TYPE\_BOOLEAN}';

            case "TYPE\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_SIGN} = ${Little.keywords.ADD\_SIGN}';

            case "TYPE\_OBJECT": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_OBJECT} = ${Little.keywords.TYPE\_OBJECT}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.INSTANTIATE\_FUNCTION\_NAME}()\n${Little.keywords.VARIABLE\_DECLARATION} x${Little.keywords.PROPERTY\_ACCESS\_SIGN}y = 4\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x${Little.keywords.PROPERTY\_ACCESS\_SIGN}y) """4"""';

            case "TYPE\_MEMORY": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_allocate}(amount)\n${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_write}(x, myNumericArray)\n${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_free}(x, arrayByteAmount)\n${Little.keywords.PRINT\_FUNCTION\_NAME}(${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_size} ${Little.keywords.DIVIDE\_SIGN} ${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_maxSize})';

            case "TYPE\_UNKNOWN": '${Little.keywords.VARIABLE\_DECLARATION} x, ${Little.keywords.PRINT\_FUNCTION\_NAME}(x${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME}) """ ${Little.keywords.TYPE\_UNKNOWN} """';

            case "TYPE\_ARRAY": '${Little.keywords.VARIABLE\_DECLARATION} array ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_ARRAY} = ${Little.keywords.TYPE\_ARRAY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.INSTANTIATE\_FUNCTION\_NAME}(${Little.keywords.TYPE\_STRING}, 3)\narray${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_ARRAY\_set}(1, "Hey!")\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_ARRAY\_get}(1)) """ "Hey!" """\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_ARRAY\_length}) """ 3 """';

            case "TYPE\_FUNCTION": '${Little.keywords.FUNCTION\_DECLARATION} x() = {}\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME}) """ ${Little.keywords.TYPE\_FUNCTION} """';

            case "TYPE\_CONDITION": '${Little.keywords.PRINT\_FUNCTION\_NAME}(${Little.keywords.CONDITION\_\_IF}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME}) """ ${Little.keywords.TYPE\_CONDITION} """';

            case "FUNCTION\_RETURN": '${Little.keywords.FUNCTION\_DECLARATION} y() = {\n&nbsp;&nbsp;&nbsp;&nbsp;${Little.keywords.FUNCTION\_RETURN} 8\n}';

            case "READ\_FUNCTION\_NAME": '${Little.keywords.VARIABLE\_DECLARATION} x = 3\n${Little.keywords.READ\_FUNCTION\_NAME}("x")';

            case "TYPE\_DYNAMIC": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_DYNAMIC} = nothing';

            case "PROPERTY\_ACCESS\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} len = 8${Little.keywords.PROPERTY\_ACCESS\_SIGN}type${Little.keywords.PROPERTY\_ACCESS\_SIGN}length\n${Little.keywords.PRINT\_FUNCTION\_NAME}(len${Little.keywords.PROPERTY\_ACCESS\_SIGN}type) """ ${Little.keywords.TYPE\_INT} """';

            case "TRUE\_VALUE": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_BOOLEAN} = ${Little.keywords.TRUE\_VALUE} ${Little.keywords.OR\_SIGN} ${Little.keywords.FALSE\_VALUE}\nif (${Little.keywords.TRUE\_VALUE}) {}';

            case "FALSE\_VALUE": '${Little.keywords.VARIABLE\_DECLARATION} x ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${Little.keywords.TYPE\_BOOLEAN} = ${Little.keywords.TRUE\_VALUE} ${Little.keywords.AND\_SIGN} ${Little.keywords.FALSE\_VALUE}\nif (${Little.keywords.FALSE\_VALUE}) {}';

            case "EQUALS\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.TRUE\_VALUE} ${Little.keywords.EQUALS\_SIGN} ${Little.keywords.TRUE\_VALUE}\nif (x ${Little.keywords.EQUALS\_SIGN} ${Little.keywords.TRUE\_VALUE}) {}';

            case "NOT\_EQUALS\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.TRUE\_VALUE} ${Little.keywords.NOT\_EQUALS\_SIGN} ${Little.keywords.TRUE\_VALUE}\nif (x ${Little.keywords.NOT\_EQUALS\_SIGN} ${Little.keywords.TRUE\_VALUE}) {}';

            case "LARGER\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 5\nif (x ${Little.keywords.LARGER\_SIGN} 1) {}';

            case "SMALLER\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.NEGATE\_SIGN}5\nif (x ${Little.keywords.SMALLER\_SIGN} 1) {}';

            case "LARGER\_EQUALS\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 5\nif (x ${Little.keywords.LARGER\_EQUALS\_SIGN} 1 ${Little.keywords.ADD\_SIGN} 4) {}';

            case "SMALLER\_EQUALS\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 5\nif (x ${Little.keywords.SMALLER\_EQUALS\_SIGN} ${Little.keywords.NEGATE\_SIGN}(1 ${Little.keywords.ADD\_SIGN} 4)) {}';

            case "XOR\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.TRUE\_VALUE} ${Little.keywords.XOR\_SIGN} ${Little.keywords.TRUE\_VALUE}\nif (x ${Little.keywords.XOR\_SIGN} ${Little.keywords.TRUE\_VALUE}) {}';

            case "OR\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.TRUE\_VALUE} ${Little.keywords.OR\_SIGN} ${Little.keywords.TRUE\_VALUE}\nif (x ${Little.keywords.OR\_SIGN} ${Little.keywords.TRUE\_VALUE}) {}';

            case "AND\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.TRUE\_VALUE} ${Little.keywords.AND\_SIGN} ${Little.keywords.TRUE\_VALUE}\nif (x ${Little.keywords.AND\_SIGN} ${Little.keywords.TRUE\_VALUE}) {}';

            case "NOT\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.NOT\_SIGN}${Little.keywords.TRUE\_VALUE}\nif (${Little.keywords.NOT\_SIGN}x) {}';

            case "ADD\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 1 ${Little.keywords.ADD\_SIGN} 2\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 3 """';

            case "SUBTRACT\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 1 ${Little.keywords.SUBTRACT\_SIGN} 2\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ ${Little.keywords.NEGATE\_SIGN}1 """';

            case "MULTIPLY\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 1 ${Little.keywords.MULTIPLY\_SIGN} 2\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 2 """';

            case "DIVIDE\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 1 ${Little.keywords.DIVIDE\_SIGN} 2\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 0.5 """';

            case "MOD\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 1 ${Little.keywords.MOD\_SIGN} 2\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 1 """';

            case "POW\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 1 ${Little.keywords.POW\_SIGN} 2\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 1 """';

            case "FACTORIAL\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 1 ${Little.keywords.FACTORIAL\_SIGN}\n${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 1 """';

            case "SQRT\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = 3${Little.keywords.SQRT\_SIGN}8 ${Little.keywords.ADD\_SIGN} ${Little.keywords.SQRT\_SIGN}25 \n${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 7 """';

            case "NEGATE\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.NEGATE\_SIGN}1 \n${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ ${Little.keywords.NEGATE\_SIGN}1 """';

            case "POSITIVE\_SIGN": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.POSITIVE\_SIGN}1 \n${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 1 """';

            case "OBJECT\_TYPE\_PROPERTY\_NAME": '${Little.keywords.PRINT\_FUNCTION\_NAME}(1${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME}) """ ${Little.keywords.TYPE\_INT} """';

            case "OBJECT\_ADDRESS\_PROPERTY\_NAME": '${Little.keywords.PRINT\_FUNCTION\_NAME}(0${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.OBJECT\_ADDRESS\_PROPERTY\_NAME}) """ ${Little.memory.constants.ZERO.rawLocation} """';

            case "CONDITION\_\_FOR\_LOOP": '${Little.keywords.CONDITION\_\_FOR\_LOOP} (${Little.keywords.FOR\_LOOP\_FROM} 0 ${Little.keywords.FOR\_LOOP\_TO} 10 ${Little.keywords.FOR\_LOOP\_JUMP} 2) { ${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 0, 2, 4, 6, 8 """ }';

            case "CONDITION\_\_WHILE\_LOOP": '${Little.keywords.CONDITION\_\_WHILE\_LOOP} (${Little.keywords.TRUE\_VALUE}) {\n&nbsp;&nbsp;&nbsp;&nbsp;${Little.keywords.PRINT\_FUNCTION\_NAME}(x), x = x ${Little.keywords.ADD\_SIGN} 1 """ 0, 1, 2, 3, 4... """\n}';

            case "CONDITION\_\_IF": '${Little.keywords.CONDITION\_\_IF} (${Little.keywords.TRUE\_VALUE}) { ${Little.keywords.PRINT\_FUNCTION\_NAME}(0) """ 0 """ }';

            case "CONDITION\_\_ELSE": '${Little.keywords.CONDITION\_\_IF} (${Little.keywords.FALSE\_VALUE}) {}\n${Little.keywords.CONDITION\_\_ELSE} ${Little.keywords.CONDITION\_\_IF} (0${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_BOOLEAN}) {}\n${Little.keywords.CONDITION\_\_ELSE} { ${Little.keywords.PRINT\_FUNCTION\_NAME}(1) """ 1 """ }';

            case "CONDITION\_\_WHENEVER": '${Little.keywords.CONDITION\_\_WHENEVER} (value ${Little.keywords.EQUALS\_SIGN} ${Little.keywords.TRUE\_VALUE}) { ${Little.keywords.PRINT\_FUNCTION\_NAME}(0) """ 0 Every time this is true. """ }';

            case "CONDITION\_\_AFTER": '${Little.keywords.CONDITION\_\_AFTER} (value ${Little.keywords.EQUALS\_SIGN} ${Little.keywords.TRUE\_VALUE}) { ${Little.keywords.PRINT\_FUNCTION\_NAME}(0) """ 0 Only once. """ }';

            case "STDLIB\_\_FLOAT\_isWhole": '5.6${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_FLOAT\_isWhole}';

            case "STDLIB\_\_STRING\_length": '"Hey There"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_length}';

            case "STDLIB\_\_STRING\_toLowerCase": '"HEY THERE"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_toLowerCase}()';

            case "STDLIB\_\_STRING\_toUpperCase": '"hey there"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_toUpperCase}()';

            case "STDLIB\_\_STRING\_trim": '"  Hey There  "${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_trim}()';

            case "STDLIB\_\_STRING\_substring": '"Hey There erowih"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_substring}(0, 10)';

            case "STDLIB\_\_STRING\_charAt": '"Hey ! There"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_charAt}(4)';

            case "STDLIB\_\_STRING\_split": '""${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_split}(" ")';

            case "STDLIB\_\_STRING\_replace": '"Hey There"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_replace}("There", "You!")';

            case "STDLIB\_\_STRING\_remove": '"Hey, You There"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_remove}(", You ")';

            case "STDLIB\_\_STRING\_contains": '"Hey There"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_contains}("There")';

            case "STDLIB\_\_STRING\_indexOf": '"Hey There"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_indexOf}("The")';

            case "STDLIB\_\_STRING\_lastIndexOf": '"Hey There"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_lastIndexOf}("e")';

            case "STDLIB\_\_STRING\_startsWith": '"Hey There"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_startsWith}("Hey")';

            case "STDLIB\_\_STRING\_endsWith": '"Hey There"${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_endsWith}("ere")';

            case "STDLIB\_\_STRING\_fromCharCode": '${Little.keywords.TYPE\_STRING}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_STRING\_fromCharCode}(72)';

            case "STDLIB\_\_ARRAY\_length": 'myArray${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_ARRAY\_length}';

            case "STDLIB\_\_ARRAY\_elementType": 'myArray${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_ARRAY\_elementType} """ An Array of Strings will return `${Little.keywords.TYPE\_STRING}`"""';

            case "STDLIB\_\_ARRAY\_get": 'myArray${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_ARRAY\_get}(0)';

            case "STDLIB\_\_ARRAY\_set": 'myArray${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_ARRAY\_set}(0, "Hey")';

            case "STDLIB\_\_MEMORY\_allocate": '${Little.keywords.VARIABLE\_DECLARATION} address = ${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_allocate}(byteAmount)';

            case "STDLIB\_\_MEMORY\_free": '${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_free}(address, byteAmount)';

            case "STDLIB\_\_MEMORY\_read": '${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_read}(address, valueType """`${Little.keywords.TYPE\_INT}`, `${Little.keywords.TYPE\_BOOLEAN}`...""")';

            case "STDLIB\_\_MEMORY\_write": '${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_write}(address, myNumericOrBooleanArray)';

            case "STDLIB\_\_MEMORY\_size": '${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_size}';

            case "STDLIB\_\_MEMORY\_maxSize": '${Little.keywords.TYPE\_MEMORY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.STDLIB\_\_MEMORY\_maxSize}';

            case "FOR\_LOOP\_FROM": '${Little.keywords.CONDITION\_\_FOR\_LOOP} (${Little.keywords.FOR\_LOOP\_FROM} 0 ${Little.keywords.FOR\_LOOP\_TO} 10 ${Little.keywords.FOR\_LOOP\_JUMP} 2) { ${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 0, 2, 4, 6, 8 """ }';

            case "FOR\_LOOP\_TO": '${Little.keywords.CONDITION\_\_FOR\_LOOP} (${Little.keywords.FOR\_LOOP\_FROM} 0 ${Little.keywords.FOR\_LOOP\_TO} 10 ${Little.keywords.FOR\_LOOP\_JUMP} 2) { ${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 0, 2, 4, 6, 8 """ }';

            case "FOR\_LOOP\_JUMP": '${Little.keywords.CONDITION\_\_FOR\_LOOP} (${Little.keywords.FOR\_LOOP\_FROM} 0 ${Little.keywords.FOR\_LOOP\_TO} 10 ${Little.keywords.FOR\_LOOP\_JUMP} 2) { ${Little.keywords.PRINT\_FUNCTION\_NAME}(x) """ 0, 2, 4, 6, 8 """ }';

            case "INSTANTIATE\_FUNCTION\_NAME": '${Little.keywords.VARIABLE\_DECLARATION} x = ${Little.keywords.TYPE\_OBJECT}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.INSTANTIATE\_FUNCTION\_NAME}()\n${Little.keywords.VARIABLE\_DECLARATION} a = ${Little.keywords.TYPE\_ARRAY}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${Little.keywords.INSTANTIATE\_FUNCTION\_NAME}(${Little.keywords.TYPE\_STRING}, 10)';

            case "RECOGNIZED\_SIGNS": "irrelevant";

            case "CONDITION\_PATTERN\_PARAMETER\_NAME": "irrelevant";

            case "CONDITION\_BODY\_PARAMETER\_NAME": "irrelevant";

            case "MAIN\_MODULE\_NAME": "irrelevant";

            case "REGISTERED\_MODULE\_NAME": "irrelevant";

            case \_: '""" No Example Yet! Stay tuned... """';

        }

        return ret == '' ? '""" No Example Yet! Stay tuned... """' : ret;

    }

    static function snakeToTitleCase(str:String):String {

        var words = str.split("\_");

        for (i in 0...words.length) {

            var word = words[i];

            if (word.length > 0) {

                var firstChar = word.charAt(0);

                var rest = word.substr(1);

                words[i] = firstChar.toUpperCase() + rest.toLowerCase();

            }

        }

        return words.join(" ");

    }

}

package little;

import little.lexer.Lexer;

import haxe.exceptions.ArgumentException;

using StringTools;

using little.tools.TextTools;

/\*\*

    Represents a set of keys to use for different keywords/features in `Little`.

\*\*/

@:structInit

class KeywordConfig {

    /\*\*

        The default keyword configuration. Here incase you want to reset keywords, or just have a reference to the original ones.

    \*\*/

    public static var defaultConfig(default, never):KeywordConfig = {};

    /\*\*

        every single character in this array will be recognized as an operator.

        If you register an operator, it should automatically exist here too.

        IMPORTANT - this is not the same as the field RECOGNIZED\_SIGNS - this is

        used strictly for lexing purposes.

    \*\*/

    public static var recognizedOperators:Array<String> = ["!", "#", "$", "%", "&", "'", "(", ")", "\*", "+", "-", ".", "/", ":", "<", "=", ">", "?", "@", "[", "\\", "]", "^", "\_", "`", "{", "|", "}", "~", "^", "√"];

    /\*\*

        Creates a new keyword config, using an existing config, made using the anonymous structure syntax.

        @param config The config to use. Not all fields have to be referenced - those that aren't referenced are set

        to their default value. For the default configuration, don't provide parameters.

        @param nullifyDefaults

    \*\*/

    public function new(?config:KeywordConfig, nullifyDefaults:Bool = true) {

        if (config == null)

            return;

        if (nullifyDefaults) {

            var fields = Type.getInstanceFields(KeywordConfig);

            fields.remove("defaultConfig");

            for (field in fields) {

                var configValue = (Reflect.field(config, field) : String);

                if (configValue.length == 0)

                    throw new ArgumentException('config.$field', "Keywords of length 0 are not allowed.");

                if (configValue.contains(" "))

                    throw new ArgumentException('config.$field', "Keywords cannot contain whitespaces.");

                if (configValue.containsAny(recognizedOperators))

                    throw new ArgumentException('config.$field', "Keywords cannot contain operators/signs.");

                if (~/[0-9]/.match(configValue.charAt(0)))

                    throw new ArgumentException('config.$field', "Keywords cannot start with numbers.");

                if (configValue == Reflect.field(defaultConfig, field))

                    Reflect.setField(this, field, null);

                else

                    Reflect.setField(this, field, configValue);

            }

        }

    }

    /\*\*

        Applies a different set of keywords onto this one. If it contains nulls, they are skipped.

        Any other value is not skipped.

        @param config the configuration to apply.

    \*\*/

    public function change(config:KeywordConfig) {

        var fields = Type.getInstanceFields(KeywordConfig);

        fields.remove("defaultConfig");

        for (field in fields) {

            var configValue = (Reflect.field(config, field) : String);

            if (configValue == null)

                continue;

            Reflect.setField(this, field, configValue);

        }

    }

    @:optional public var VARIABLE\_DECLARATION:String = "define";

    @:optional public var FUNCTION\_DECLARATION:String = "action";

    @:optional public var TYPE\_DECL\_OR\_CAST:String = "as";

    @:optional public var FUNCTION\_RETURN:String = "return";

    @:optional public var NULL\_VALUE:String = "nothing";

    @:optional public var TRUE\_VALUE:String = "true";

    @:optional public var FALSE\_VALUE:String = "false";

    @:optional public var TYPE\_DYNAMIC:String = "Anything";

    @:optional public var TYPE\_INT:String = "Number";

    @:optional public var TYPE\_FLOAT:String = "Decimal";

    @:optional public var TYPE\_BOOLEAN:String = "Boolean";

    @:optional public var TYPE\_STRING:String = "Characters";

    @:optional public var TYPE\_OBJECT:String = "Object";

    @:optional public var TYPE\_MEMORY:String = "Memory";

    @:optional public var TYPE\_ARRAY:String = "Array";

    /\*\*

        Represents the main function type.

        The underlying type is `TYPE\_STRING`.

    \*\*/

    @:optional public var TYPE\_FUNCTION:String = "Action";

    /\*\*

        Represents the general type of a condition.

        The underlying type is `TYPE\_STRING`.

    \*\*/

    @:optional public var TYPE\_CONDITION:String = "Condition";

    /\*\*

        represent the "type" type:

        for example: `5` is of type `Number`, and `Number` is of type `Type`

    \*\*/

    @:optional public var TYPE\_MODULE:String = "Type";

    /\*\*

        Represents the type of a sign (for example, +)

        Exists for fun, but still functional :)

    \*\*/

    @:optional public var TYPE\_SIGN:String = "Sign";

    @:optional public var MAIN\_MODULE\_NAME:String = "Main";

    @:optional public var OBJECT\_TYPE\_PROPERTY\_NAME:String = "type";

    @:optional public var OBJECT\_ADDRESS\_PROPERTY\_NAME:String = "address";

    @:optional public var PRINT\_FUNCTION\_NAME:String = "print";

    @:optional public var RAISE\_ERROR\_FUNCTION\_NAME:String = "error";

    @:optional public var READ\_FUNCTION\_NAME:String = "read";

    @:optional public var RUN\_CODE\_FUNCTION\_NAME:String = "run";

    @:optional public var CONDITION\_PATTERN\_PARAMETER\_NAME:String = "pattern";

    @:optional public var CONDITION\_BODY\_PARAMETER\_NAME:String = "code";

    @:optional public var CONDITION\_\_FOR\_LOOP:String = "for";

    @:optional public var CONDITION\_\_WHILE\_LOOP:String = "while";

    @:optional public var CONDITION\_\_IF:String = "if";

    @:optional public var CONDITION\_\_ELSE:String = "else";

    @:optional public var CONDITION\_\_WHENEVER:String = "whenever";

    @:optional public var CONDITION\_\_AFTER:String = "after";

    /\*\*

        No need to ever change this, this is a parser-only feature

    \*\*/

    @:optional public var TYPE\_UNKNOWN:String = "Unknown";

    public var RECOGNIZED\_SIGNS:Array<String> = [];

    /\*\*

        When changing this to a multi-char sign (such as "->"), remember to also push that sign to `RECOGNIZED\_SIGNS`, so it would be parsed correctly.

    \*\*/

    @:optional public var PROPERTY\_ACCESS\_SIGN:String = ".";

    @:optional public var EQUALS\_SIGN:String = "==";

    @:optional public var NOT\_EQUALS\_SIGN:String = "!=";

    @:optional public var LARGER\_SIGN:String = ">";

    @:optional public var SMALLER\_SIGN:String = "<";

    @:optional public var LARGER\_EQUALS\_SIGN:String = ">=";

    @:optional public var SMALLER\_EQUALS\_SIGN:String = "<=";

    @:optional public var XOR\_SIGN:String = "^^";

    @:optional public var OR\_SIGN:String = "||";

    @:optional public var AND\_SIGN:String = "&&";

    @:optional public var NOT\_SIGN:String = "!"; //on the left side

    @:optional public var ADD\_SIGN:String = "+";

    @:optional public var SUBTRACT\_SIGN:String = "-";

    @:optional public var MULTIPLY\_SIGN:String = "\*";

    @:optional public var DIVIDE\_SIGN:String = "/";

    @:optional public var MOD\_SIGN:String = "%";

    @:optional public var POW\_SIGN:String = "^";

    @:optional public var FACTORIAL\_SIGN:String = "!"; //on the right side

    @:optional public var SQRT\_SIGN:String = "√";

    @:optional public var NEGATE\_SIGN:String = "-";

    @:optional public var POSITIVE\_SIGN:String = "+";

    // Cast functions are done using the `to` keyword and type. They are not here.

    //Float: DONE

    @:optional public var STDLIB\_\_FLOAT\_isWhole:String = "isWhole";

    //String: DONE

    @:optional public var STDLIB\_\_STRING\_length:String = "length";

    @:optional public var STDLIB\_\_STRING\_toLowerCase:String = "toLowerCase";

    @:optional public var STDLIB\_\_STRING\_toUpperCase:String = "toUpperCase";

    @:optional public var STDLIB\_\_STRING\_trim:String = "trim";

    @:optional public var STDLIB\_\_STRING\_substring:String = "substring";

    @:optional public var STDLIB\_\_STRING\_charAt:String = "charAt";

    @:optional public var STDLIB\_\_STRING\_split:String = "split";

    @:optional public var STDLIB\_\_STRING\_replace:String = "replace";

    @:optional public var STDLIB\_\_STRING\_remove:String = "remove";

    @:optional public var STDLIB\_\_STRING\_contains:String = "contains";

    @:optional public var STDLIB\_\_STRING\_indexOf:String = "indexOf";

    @:optional public var STDLIB\_\_STRING\_lastIndexOf:String = "lastIndexOf";

    @:optional public var STDLIB\_\_STRING\_startsWith:String = "startsWith";

    @:optional public var STDLIB\_\_STRING\_endsWith:String = "endsWith";

    @:optional public var STDLIB\_\_STRING\_fromCharCode:String = "fromCharCode";

    //Array: DONE

    @:optional public var STDLIB\_\_ARRAY\_length:String = "length";

    @:optional public var STDLIB\_\_ARRAY\_elementType:String = "elementType";

    @:optional public var STDLIB\_\_ARRAY\_get:String = "get";

    @:optional public var STDLIB\_\_ARRAY\_set:String = "set";

    @:optional public var STDLIB\_\_MEMORY\_allocate:String = "allocate";

    @:optional public var STDLIB\_\_MEMORY\_free:String = "free";

    @:optional public var STDLIB\_\_MEMORY\_read:String = "read";

    @:optional public var STDLIB\_\_MEMORY\_write:String = "write";

    @:optional public var STDLIB\_\_MEMORY\_size:String = "size";

    @:optional public var STDLIB\_\_MEMORY\_maxSize:String = "maxSize";

    @:optional public var FOR\_LOOP\_FROM:String = "from";

    @:optional public var FOR\_LOOP\_TO:String = "to";

    @:optional public var FOR\_LOOP\_JUMP:String = "jump";

    @:optional public var TYPE\_CAST\_FUNCTION\_PREFIX:String = "to";

    @:optional public var INSTANTIATE\_FUNCTION\_NAME:String = "create";

}

package little;

import little.interpreter.Tokens.InterpTokens;

import vision.ds.Queue;

import vision.helpers.VisionThread;

import little.tools.PrettyPrinter;

import little.interpreter.memory.Memory;

import little.tools.Plugins;

import little.tools.PrepareRun;

import little.lexer.Lexer;

import little.parser.Parser;

import little.interpreter.Interpreter;

import little.interpreter.Runtime;

import little.interpreter.memory.Operators;

@:access(little.interpreter.Interpreter)

@:access(little.interpreter.Runtime)

@:expose("Little")

class Little {

    /\*\*

        A feature of the `Little` programming language is that it is possible to change keywords & other

        usually hardcoded properties.

        You can change the values here if you want to, or just

    \*\*/

    public static var keywords:KeywordConfig = {};

    /\*\*

        Used to access runtime details of the current "running instance" of `Little`.

        Contains callbacks for operations, access to the callstack, and more.

    \*\*/

    public static var runtime(default, null):Runtime = new Runtime();

    /\*\*

        The independent memory manager. Allocates and deallocates variables, using

        gradually allocated byte arrays.

    \*\*/

    public static var memory(default, null):Memory = new Memory();

    /\*\*

        A portal that allows external interfacing with little code, both during and before runtime.

        You can add classes, variables, functions, and even operators.

    \*\*/

    public static var plugin(default, null):Plugins = new Plugins(Little.memory);

    /\*\*

        Used to store code that is currently being ran/queued for running right before the main module using

        `runRightBeforeMain` in `Little.loadModule()`.

    \*\*/

    public static var queue(default, null):Queue<String> = new Queue();

    /\*\*

        When enabled:

         - `print`, `error` and `warn` calls will contain the part of the lexer/parser/interpreter hat called them (see `little.tools.Layer`)

    \*\*/

    public static var debug:Bool = false;

    /\*\*

        Indicates the version of the Little compiler & Interpreter.

        First number is the major version, second is the minor version, third is the patch.

    \*\*/

    public static var version:String = "1.0.0-f";

    /\*\*

        Loads little code, without clearing memory, stdout or the callstack. useful if you want to

        use multiple files/want to preload code for the end user to use.

        Notice - after calling this method, event listeners will dispatch (i.e. they're not exclusive to the `run()` method).

        @param code a string containing code written in Little.

        @param name a name to call the module, so it would be easily identifiable

        @param debug when runRightBeforeMain is set to false, this temporarily overrides default `Little.debug`.

        @param runRightBeforeMain When set to true, instead of parsing and running the code right after this function is called,

            we wait for `Little.run()` to get called, and then we parse and run this module right before the main module. Defaults to false.

    \*\*/

    public static function loadModule(code:String, name:String, debug:Bool = false, runRightBeforeMain:Bool = false) {

        runtime.errorThrown = false;

        runtime.line = 0;

        runtime.module = name;

        if (runRightBeforeMain) {

            Little.queue.enqueue(code);

        } else {

            final previous = Little.debug;

            #if !static if (debug != null) #end Little.debug = debug;

            if (!PrepareRun.prepared) {

                PrepareRun.addTypes();

                PrepareRun.addSigns();

                PrepareRun.addFunctions();

                PrepareRun.addConditions();

                PrepareRun.addProps();

            }

            Interpreter.run(Interpreter.convert(...Parser.parse(Lexer.lex(code))));

            #if !static if (debug != null) #end Little.debug = previous;

        }

    }

    /\*\*

        Runs a new Little program.

        If you want to preload some more code, use the `Little.loadModule()` method before calling this.

         - **\*\*pay attention - all modules & registered elements are unloaded after each run.\*\***

        If you want to use another keyword set (for example, to allow programming everything in spanish),

        make sure to set `currentKeywordSet` before calling this. If you want to use the default keywords with some changes,

        you can make some changes to the properties in `little.Keywords` instead.

        To register different types of "elements", such as definitions (variables), actions (functions), or even entire classes, you can use the various registration methods inside this class.

        If you want to add event listeners, to certain code interpretation events, check out the stats and listeners inside `Little.runtime`.

        @param code

        @param debug specifically specify whether or not to print more debugging information. Overrides default `Little.debug`.

    \*\*/

    public static function run(code:String, ?debug:Bool) {

        try {

            final previous = Little.debug;

            if (debug != null) Little.debug = debug;

            if (!PrepareRun.prepared) {

                PrepareRun.addTypes();

                PrepareRun.addSigns();

                PrepareRun.addFunctions();

                PrepareRun.addConditions();

                PrepareRun.addProps();

            }

            runtime.module = keywords.MAIN\_MODULE\_NAME;

            runtime.errorThrown = false;

            runtime.line = 0;

            Little.queue.enqueue(code);

            for (item in Little.queue) {

                Interpreter.run(Interpreter.convert(...Parser.parse(Lexer.lex(item))));

            }

            if (debug != null) Little.debug = previous;

        } catch (e) {

            // e.message == "Quitting..." ? trace(e.message) : trace(e.details());

            // Do nothing

        }

    }

    /\*\*

        Converts a string of code written in Little into an array of tokens, representing an AST.

        This array can be compiled into bytecode using `ByteCode.compile`, or run

        on the spot using `Interpreter.run`.

        This function, `ByteCode.compile` and `Interpreter.run` do no error handling on their own.

        When using this function, either verify that the coe your'e running is 100% correct, or encase

        the calls in a try-catch block.

        Aside from the difference mentioned above, code running "on the spot" behaves no

        different than code running using `Little.run`.

        @param code

    \*\*/

    public static function compile(code:String):Array<InterpTokens> {

        return Interpreter.convert(...Parser.parse(Lexer.lex(code)));

    }

    public static function format(code:String):String {

        return PrettyPrinter.stringifyParser(Parser.parse(Lexer.lex(code)));

    }

    /\*\*

        Resets all runtime details.

    \*\*/

    public static function reset() {

        runtime = new Runtime();

        Little.memory.reset();

        Little.queue = new Queue();

    }

}

package little.lexer;

enum LexerTokens {

    Identifier(name:String);

    Sign(char:String);

    Number(num:String);

    Boolean(value:String);

    Characters(string:String);

    NullValue;

    Newline;

    SplitLine;

    Documentation(content:String);

}

package little.lexer;

import little.lexer.Tokens.LexerTokens;

using StringTools;

using little.tools.TextTools;

using little.tools.Extensions;

class Lexer {

    /\*\*

        Converts a string with many items separated by word boundaries into different tokens

        of type `LexerTokens`.

    \*\*/

    public static function lex(code:String):Array<LexerTokens> {

        var tokens:Array<LexerTokens> = [];

        var i = 0;

        while (i < code.length) {

            var char = code.charAt(i);

            if (i < code.length - 2 && code.substr(i, 3).replace('"', "").length == 0) {

                var string = "";

                var queuedNewlines = 0;

                i += 3;

                while (i < code.length - 2 && code.substr(i, 3).replace('"', "").length != 0) {

                    string += code.charAt(i);

                    if (code.charAt(i) == "\n") queuedNewlines++;

                    i++;

                }

                i += 2;

                for (j in 0...queuedNewlines) tokens.push(Newline);

                tokens.push(Documentation(string.replace("<br>", "\n").replace("</br>", "\n").trim()));

            }

            else if (char == '"') {

                var string = "";

                i++;

                while (i < code.length && code.charAt(i) != '"') {

                    string += code.charAt(i);

                    i++;

                }

                tokens.push(Characters(string));

            } else if ("1234567890.".contains(char)) {

                var num = char;

                i++;

                while (i < code.length && "1234567890.".contains(code.charAt(i))) {

                    num += code.charAt(i);

                    i++;

                }

                i--;

                if (num == ".") tokens.push(Sign("."))

                else if (num.endsWith(".")) {

                    tokens.push(Number(num.replaceLast(".", "")));

                    tokens.push(Sign("."));

                }

                else tokens.push(Number(num));

            } else if (char == "\n") {

                tokens.push(Newline);

            } else if (char == ";" || char == ",") {

                tokens.push(SplitLine);

            } else if (KeywordConfig.recognizedOperators.contains(char)) {

                var sign = char;

                i++;

                while (i < code.length && KeywordConfig.recognizedOperators.contains(code.charAt(i))) {

                    sign += code.charAt(i);

                    i++;

                }

                i--;

                tokens.push(Sign(sign));

            } else if (new EReg('[^${KeywordConfig.recognizedOperators.join("")} \\t\\n\\r;,\\(\\)\\[\\]\\{\\}]', "g").match(char)) {

                var name = char;

                i++;

                while (i < code.length && new EReg('[^${KeywordConfig.recognizedOperators.join("")} \\t\\n\\r;,\\(\\)\\[\\]\\{\\}]', "g").match(code.charAt(i))) {

                    name += code.charAt(i);

                    i++;

                }

                i--;

                tokens.push(Identifier(name));

            }

            i++;

        }

        tokens = separateBooleanIdentifiers(tokens);

        tokens = mergeOrSplitKnownSigns(tokens);

        return tokens;

    }

    /\*\*

        Converts `Identifier("true"|"false"|"null")` tokens into `Boolean("true"|"false")` or `NullValue`.

    \*\*/

    public static function separateBooleanIdentifiers(tokens:Array<LexerTokens>):Array<LexerTokens> {

        return tokens.map(token -> {

            if (Type.enumEq(token, Identifier(Little.keywords.TRUE\_VALUE)) || Type.enumEq(token, Identifier(Little.keywords.FALSE\_VALUE))) {

                Boolean(token.getParameters()[0]);

            } else if (Type.enumEq(token, Identifier(Little.keywords.NULL\_VALUE))) {

                NullValue;

            } else token;

        });

    }

    /\*\*

        Some signs are more than 1 character long, so we need split/merge them when needed.

    \*\*/

    public static function mergeOrSplitKnownSigns(tokens:Array<LexerTokens>):Array<LexerTokens> {

        var post = [];

        var i = 0;

        while (i < tokens.length) {

            var token = tokens[i];

            switch token {

                case Sign(char): {

                    // First: reorder the keyword array by length

                    var recognizedSigns = TextTools.sortByLength(Little.keywords.RECOGNIZED\_SIGNS.concat([Little.keywords.PROPERTY\_ACCESS\_SIGN]));

                    recognizedSigns.reverse();

                    var shouldContinue = false;

                    while (char.length > 0) {

                        shouldContinue = false;

                        for (sign in recognizedSigns) {

                            if (char.startsWith(sign)) {

                                char = char.substring(sign.length);

                                post.push(Sign(sign));

                                shouldContinue = true;

                                break;

                            }

                        }

                        if (shouldContinue) continue;

                        post.push(Sign(char.charAt(0)));

                        char = char.substring(1);

                    }

                }

                case \_: post.push(token);

            }

            i++;

        }

        return post;

    }

}

package little.parser;

enum ParserTokens {

    SetLine(line:Int);

    SetModule(module:String);

    SplitLine;

    Variable(name:ParserTokens, type:ParserTokens, ?doc:ParserTokens);

    Function(name:ParserTokens, params:ParserTokens, type:ParserTokens, ?doc:ParserTokens);

    ConditionCall(name:ParserTokens, exp:ParserTokens, body:ParserTokens);

    Read(name:ParserTokens);

    Write(assignees:Array<ParserTokens>, value:ParserTokens);

    Identifier(word:String);

    TypeDeclaration(value:ParserTokens, type:ParserTokens);

    FunctionCall(name:ParserTokens, params:ParserTokens);

    Return(value:ParserTokens, type:ParserTokens);

    Expression(parts:Array<ParserTokens>, type:ParserTokens);

    Block(body:Array<ParserTokens>, type:ParserTokens);

    PartArray(parts:Array<ParserTokens>);

    PropertyAccess(name:ParserTokens, property:ParserTokens);

    Sign(sign:String);

    Number(num:String);

    Decimal(num:String);

    Characters(string:String);

    /\*\*

        Documentation strings

    \*\*/

    Documentation(doc:String);

    /\*\*

        Used for errors & warnings

    \*\*/

    ErrorMessage(msg:String);

    NullValue;

    TrueValue;

    FalseValue;

    /\*\*

        A custom token, if you want to implement macros with special syntax.

        You can match against your custom token using this syntax:

            switch token {

                case Custom("TokenName", [param1, param2]): {

                    // do something

                }

                case Custom("IntHaver", [num]) if (num.match(Number(\_))):

                case Custom("SimpleToken", []):

                case Custom("AnotherToken", enumParameters):

            }

    \*\*/

    Custom(name:String, params:Array<ParserTokens>);

}

package little.parser;

import little.tools.Layer;

import little.tools.PrettyPrinter;

import little.parser.Tokens.ParserTokens;

import little.lexer.Tokens.LexerTokens;

import little.interpreter.Runtime;

using StringTools;

using little.tools.TextTools;

using little.tools.Extensions;

using little.parser.Parser;

@:access(little.interpreter.Runtime)

class Parser {

    /\*\*

        An array of functions, which take in the current state of the abstract syntax tree as an array of `ParserTokens`,

        and returns a manipulated version of that abstract syntax tree as another array of `ParserTokens`.

        @see `Parser.mergeElses`

    \*\*/

    public static var additionalParsingLevels:Array<Array<ParserTokens> -> Array<ParserTokens>> = [Parser.mergeElses];

    /\*\*

        Parses the given array of `LexerTokens` into an abstract syntax tree, using tokens of type `ParserTokens`.

        To allow "macro" insertion, this function is assignable, which allows you to add parsing functions between existing ones.

        If your macros aren't parse-level sensitive, it is recommended that you use the `additionalParsingLevels`

        field instead of reassigning this function.

        @param lexerTokens The given tokens

        @return An array of tokens, representing an abstract syntax tree

    \*\*/

    public static dynamic function parse(lexerTokens:Array<LexerTokens>):Array<ParserTokens> {

        var tokens = convert(lexerTokens);

        tokens.unshift(SetModule(module));

        #if parser\_debug trace("before:", PrettyPrinter.printParserAst(tokens)); #end

        tokens = mergeBlocks(tokens);

        #if parser\_debug trace("blocks:", PrettyPrinter.printParserAst(tokens)); #end

        tokens = mergeExpressions(tokens);

        #if parser\_debug trace("expressions:", PrettyPrinter.printParserAst(tokens)); #end

        tokens = mergePropertyOperations(tokens);

        #if parser\_debug trace("props:", PrettyPrinter.printParserAst(tokens)); #end

        tokens = mergeTypeDecls(tokens);

        #if parser\_debug trace("types:", PrettyPrinter.printParserAst(tokens)); #end

        tokens = mergeComplexStructures(tokens);

        #if parser\_debug trace("structures:", PrettyPrinter.printParserAst(tokens)); #end

        tokens = mergeCalls(tokens);

        #if parser\_debug trace("calls:", PrettyPrinter.printParserAst(tokens)); #end

        tokens = mergeWrites(tokens);

        #if parser\_debug trace("writes:", PrettyPrinter.printParserAst(tokens)); #end

        tokens = mergeValuesWithTypeDecls(tokens);

        #if parser\_debug trace("casts:", PrettyPrinter.printParserAst(tokens)); #end

        tokens = mergeNonBlockBodies(tokens);

        #if parser\_debug trace("non-block bodies:", PrettyPrinter.printParserAst(tokens)); #end

        for (level in Parser.additionalParsingLevels) {

            tokens = level(tokens);

            #if parser\_debug trace('${level}:', PrettyPrinter.printParserAst(tokens)); #end

        }

        #if parser\_debug trace("macros:", PrettyPrinter.printParserAst(tokens)); #end

        return tokens;

    }

    /\*\*

        Simply converts lexer to parser tokens.

    \*\*/

    public static function convert(lexerTokens:Array<LexerTokens>):Array<ParserTokens> {

        var tokens:Array<ParserTokens> = [];

        var line = 1;

        var i = 0;

        while (i < lexerTokens.length) {

            var token = lexerTokens[i];

            switch token {

                case Identifier(name): tokens.push(Identifier(name));

                case Sign(char): tokens.push(Sign(char));

                case Number(num): {

                    if (num.countOccurrencesOf(".") == 0) tokens.push(Number(num));

                    else if (num.countOccurrencesOf(".") == 1) tokens.push(Decimal(num));

                }

                case Boolean(value): {

                    if (value == Little.keywords.FALSE\_VALUE) tokens.push(FalseValue);

                    else if (value == Little.keywords.TRUE\_VALUE) tokens.push(TrueValue);

                }

                case Characters(string): tokens.push(Characters(string));

                case NullValue: tokens.push(NullValue);

                case Newline: {

                    tokens.push(SetLine(line));

                    line++;

                }

                case SplitLine: tokens.push(SplitLine);

                case Documentation(content): tokens.push(Documentation(content));

            }

            i++;

        }

        return tokens;

    }

    /\*\*

        Merges This structure:

        ```

        { ... }

        ```

        Into a `Block()` token

    \*\*/

    public static function mergeBlocks(pre:Array<ParserTokens>):Array<ParserTokens> {

        if (pre == null) return null;

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<ParserTokens> = [];

        var i = 0;

        while (i < pre.length) {

            var token = pre[i];

            switch token {

                case SetLine(line): {setLine(line); post.push(token);}

                case SetModule(module): {Parser.module = module; post.push(token);}

                case SplitLine: {nextPart(); post.push(token);}

                case Sign("{"): {

                    var blockStartLine = line;

                    var blockBody:Array<ParserTokens> = [SetModule(module), SetLine(blockStartLine)];

                    var blockStack = 1; // Open and close the block on the correct curly bracket

                    while (i + 1 < pre.length) {

                        var lookahead = pre[i + 1];

                        if (Type.enumEq(lookahead, Sign("{"))) {

                            blockStack++;

                            blockBody.push(lookahead);

                        } else if (Type.enumEq(lookahead, Sign("}"))) {

                            blockStack--;

                            if (blockStack == 0) break;

                            blockBody.push(lookahead);

                        } else blockBody.push(lookahead);

                        i++;

                    }

                    // Throw error for unclosed blocks;

                    if (i + 1 == pre.length) {

                        Little.runtime.throwError(ErrorMessage('Unclosed code block, starting at line ' + blockStartLine));

                        return null;

                    }

                    post.push(Block(mergeBlocks(blockBody), null)); // The check performed above includes unmerged blocks inside the outer block. These unmerged blocks should be merged

                    i++;

                }

                case Expression(parts, type): post.push(Expression(mergeBlocks(parts), mergeBlocks([type])[0]));

                case Block(body, type): post.push(Block(mergeBlocks(body), mergeBlocks([type])[0]));

                case Custom(name, params): post.push(Custom(name, params.map(x -> mergeBlocks([x])[0])));

                case \_: post.push(token);

            }

            i++;

        }

        resetLines();

        return post;

    }

    /\*\*

        Merges This structure:

        ```

        (...)

        ```

        Into an `Expression()` token

    \*\*/

    public static function mergeExpressions(pre:Array<ParserTokens>):Array<ParserTokens> {

        if (pre == null) return null;

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<ParserTokens> = [];

        var i = 0;

        while (i < pre.length) {

            var token = pre[i];

            switch token {

                case SetLine(line): {setLine(line); post.push(token);}

                case SetModule(module): {Parser.module = module; post.push(token);}

                case SplitLine: {nextPart(); post.push(token);}

                case Sign("("): {

                    var expressionStartLine = line;

                    var expressionBody:Array<ParserTokens> = [];

                    var expressionStack = 1; // Open and close the block on the correct curly bracket

                    while (i + 1 < pre.length) {

                        var lookahead = pre[i + 1];

                        if (Type.enumEq(lookahead, Sign("("))) {

                            expressionStack++;

                            expressionBody.push(lookahead);

                        } else if (Type.enumEq(lookahead, Sign(")"))) {

                            expressionStack--;

                            if (expressionStack == 0) break;

                            expressionBody.push(lookahead);

                        } else expressionBody.push(lookahead);

                        i++;

                    }

                    // Throw error for unclosed expressions;

                    if (i + 1 == pre.length) {

                        Little.runtime.throwError(ErrorMessage('Unclosed expression, starting at line ' + expressionStartLine));

                        return null;

                    }

                    post.push(Expression(mergeExpressions(expressionBody), null)); // The check performed above includes unmerged blocks inside the outer block. These unmerged blocks should be merged

                    i++;

                }

                case Expression(parts, type): post.push(Expression(mergeExpressions(parts), mergeExpressions([type])[0]));

                case Block(body, type): post.push(Block(mergeExpressions(body), mergeExpressions([type])[0]));

                case Custom(name, params): post.push(Custom(name, params.map(x -> mergeExpressions([x])[0])));

                case \_: post.push(token);

            }

            i++;

        }

        resetLines();

        return post;

    }

    /\*\*

       Merges a chain of single tokens seperated by `.`s into a

       `PropertyAccess(first, second)`

       Or a nested version when there are multiple `.`s

       `PropertyAccess(PropertyAccess(first, second), third)`

    \*\*/

    public static function mergePropertyOperations(pre:Array<ParserTokens>) :Array<ParserTokens> {

        if (pre == null) return null;

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<ParserTokens> = [];

        var i = 0;

        while (i < pre.length) {

            var token = pre[i];

            switch token {

                case SetLine(line): {setLine(line); post.push(token);}

                case SetModule(module): {Parser.module = module; post.push(token);}

                case SplitLine: {nextPart(); post.push(token);}

                case Sign(\_ == Little.keywords.PROPERTY\_ACCESS\_SIGN => true): {

                    if (i + 1 >= pre.length) {

                        Little.runtime.throwError(ErrorMessage("Property access cut off by the end of file, block or expression."), Layer.PARSER);

                        return null;

                    }

                    if (post.length == 0) {

                        Little.runtime.throwError(ErrorMessage("Property access cut off by the start of file, block or expression."), Layer.PARSER);

                        return null;

                    }

                    var lookbehind = post.pop();

                    switch lookbehind {

                        case SplitLine | SetLine(\_) | SetModule(\_): {

                            Little.runtime.throwError(ErrorMessage("Property access cut off by the start of a line, or by a line split (; or ,)."), Layer.PARSER);

                            return null;

                        }

                        case Expression(\_, \_): {

                            var field = mergePropertyOperations([pre[++i]])[0];

                            // There are multiple cases, either:

                            // - ().something, in which outright parsing is valid

                            // - p().something, in which we need to generate a function call

                            // - read()().something, the latter gets a little compilcated.

                            // Also, need to handle a.b().c()().d type stuff.

                            var beforePropertyCalls:Array<ParserTokens> = [lookbehind];

                            while (post.length > 0) {

                                var last = post.pop();

                                switch last {

                                    case Identifier(\_) | PropertyAccess(\_, \_): {

                                        beforePropertyCalls.push(last);

                                        break;

                                    }

                                    case Block(body, type): {

                                        beforePropertyCalls.push(Block(mergePropertyOperations(body), mergePropertyOperations([type])[0]));

                                        break;

                                    }

                                    case Expression(parts, type): beforePropertyCalls.push(Expression(mergePropertyOperations(parts), mergePropertyOperations([type])[0]));

                                    case \_: {

                                        post.push(last);

                                        break;

                                    }

                                }

                            }

                            var parent:ParserTokens = lookbehind;

                            if (beforePropertyCalls.length > 0) {

                                parent = beforePropertyCalls.pop();

                                while (beforePropertyCalls.length > 0) {

                                    parent = FunctionCall(parent, beforePropertyCalls.pop());

                                }

                            }

                            post.push(PropertyAccess(parent, field));

                        }

                        case \_: {

                            var field = mergePropertyOperations([pre[++i]])[0];

                            post.push(PropertyAccess(lookbehind, field));

                        }

                    }

                }

                case Block(body, type): post.push(Block(mergePropertyOperations(body), mergePropertyOperations([type])[0]));

                case Expression(parts, type): post.push(Expression(mergePropertyOperations(parts), mergePropertyOperations([type])[0]));

                case Custom(name, params): post.push(Custom(name, params.map(x -> mergePropertyOperations([x])[0])));

                case \_: post.push(token);

            }

            i++;

        }

        resetLines();

        return post;

    }

    /\*\*

        Merges `as <Type>` sequences into `TypeDeclaration(null, <Type>)`

    \*\*/

    public static function mergeTypeDecls(pre:Array<ParserTokens>):Array<ParserTokens> {

        if (pre == null) return null;

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<ParserTokens> = [];

        var i = 0;

        while (i < pre.length) {

            var token = pre[i];

            switch token {

                case SetLine(line): {setLine(line); post.push(token);}

                case SetModule(module): {Parser.module = module; post.push(token);}

                case SplitLine: {nextPart(); post.push(token);}

                case Identifier(word): {

                    if (word == Little.keywords.TYPE\_DECL\_OR\_CAST && i + 1 < pre.length) {

                        var lookahead = pre[i + 1];

                        post.push(TypeDeclaration(null, mergeTypeDecls([lookahead])[0]));

                        i++;

                    } else if (word == Little.keywords.TYPE\_DECL\_OR\_CAST) {

                        // Throw error for incomplete type declarations;

                    if (i + 1 == pre.length) {

                        Little.runtime.throwError(ErrorMessage('Incomplete type declaration, make sure to input a type after the `${Little.keywords.TYPE\_DECL\_OR\_CAST}`.'));

                        return null;

                    }

                    } else {

                        post.push(token);

                    }

                }

                case Expression(parts, type): post.push(Expression(mergeTypeDecls(parts), mergeTypeDecls([type])[0]));

                case Block(body, type): post.push(Block(mergeTypeDecls(body), mergeTypeDecls([type])[0]));

                case PropertyAccess(name, property): post.push(PropertyAccess(mergeTypeDecls([name])[0], mergeTypeDecls([property])[0]));

                case Custom(name, params): post.push(Custom(name, params.map(x -> mergeTypeDecls([x])[0])));

                case \_: post.push(token);

            }

            i++;

        }

        resetLines();

        return post;

    }

    /\*\*

        Merges many complex seqences into single tokens:

         - `define <name> [as <Type>]` -> `VariableCreation()`

         - `action <name>(<params>) [as <Type>]` -> `FunctionCreation()`

         - and more...

    \*\*/

    public static function mergeComplexStructures(pre:Array<ParserTokens>):Array<ParserTokens> {

        if (pre == null) return null;

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<ParserTokens> = [];

        var currentDoc:ParserTokens = null;

        var i = 0;

        while (i < pre.length) {

            var token = pre[i];

            switch token {

                case SetLine(line): {setLine(line); post.push(token);}

                case SetModule(module): {Parser.module = module; post.push(token);}

                case SplitLine: {nextPart(); post.push(token);}

                case Documentation(doc): currentDoc = token;

                case Identifier(\_ == Little.keywords.VARIABLE\_DECLARATION => true): {

                    i++;

                    if (i >= pre.length) {

                        Little.runtime.throwError(ErrorMessage("Missing variable name, variable is cut off by the end of the file, block or expression."), Layer.PARSER);

                        return null;

                    }

                    var name:ParserTokens = null;

                    var type:ParserTokens = null;

                    while (i < pre.length) {

                        var lookahead = pre[i];

                        switch lookahead {

                            case TypeDeclaration(\_, typeToken): {

                                if (name == null) {

                                    Little.runtime.throwError(ErrorMessage("Missing variable name before type declaration."), Layer.PARSER);

                                    return null;

                                }

                                type = typeToken;

                                break;

                            }

                            case SetLine(\_) | SetModule(\_) | SplitLine | Sign("="): i--; break;

                            case Block(body, type): {

                                if (name == null) name = Block(mergeComplexStructures(body), mergeComplexStructures([type])[0]);

                                else if (type == null) type = Block(mergeComplexStructures(body), mergeComplexStructures([type])[0]);

                                else {

                                    i--;

                                    break;

                                }

                            }

                            case Expression(body, type): {

                                if (name == null) name = Expression(mergeComplexStructures(body), mergeComplexStructures([type])[0]);

                                else if (type == null) type = Expression(mergeComplexStructures(body), mergeComplexStructures([type])[0]);

                                else {

                                    i--;

                                    break;

                                }

                            }

                            case \_: {

                                if (name == null) name = lookahead;

                                else if (type == null && lookahead.is(TYPE\_DECLARATION)) type = lookahead;

                                else {

                                    i--;

                                    break;

                                }

                            }

                        }

                        i++;

                    }

                    if (name == null)

                        Little.runtime.throwError(ErrorMessage("Missing variable name, variable is cut off by the end of the file, block or expression."), Layer.PARSER);

                    post.push(Variable(name, type, currentDoc));

                    currentDoc = null;

                }

                case Identifier(\_ == Little.keywords.FUNCTION\_DECLARATION => true): {

                    i++;

                    if (i >= pre.length) {

                        Little.runtime.throwError(ErrorMessage("Missing function name, function is cut off by the end of the file, block or expression."), Layer.PARSER);

                        return null;

                    }

                    if (i + 1 >= pre.length) {

                        Little.runtime.throwError(ErrorMessage("Missing function parameter body, function is cut off by the end of the file, block or expression."), Layer.PARSER);

                        return null;

                    }

                    var name:ParserTokens = null;

                    var params:ParserTokens = null;

                    var type:ParserTokens = null;

                    while (i < pre.length) {

                        var lookahead = pre[i];

                        switch lookahead {

                            case TypeDeclaration(\_, typeToken): {

                                if (name == null) {

                                    Little.runtime.throwError(ErrorMessage("Missing function name and parameters before type declaration."), Layer.PARSER);

                                    return null;

                                }

                                else if (params == null) {

                                    Little.runtime.throwError(ErrorMessage("Missing function parameters before type declaration."), Layer.PARSER);

                                    return null;

                                }

                                type = mergeComplexStructures([typeToken])[0];

                                break;

                            }

                            case Sign("="): i--; break;

                            case Block(body, type): {

                                if (name == null) name = Block(mergeComplexStructures(body), mergeComplexStructures([type])[0]);

                                else if (params == null) params = Block(mergeComplexStructures(body), mergeComplexStructures([type])[0]);

                                else if (type == null) type = Block(mergeComplexStructures(body), mergeComplexStructures([type])[0]);

                                else {

                                    break;

                                }

                            }

                            case Expression(body, type): {

                                if (name == null) name = Expression(mergeComplexStructures(body), mergeComplexStructures([type])[0]);

                                else if (params == null) params = Expression(mergeComplexStructures(body), mergeComplexStructures([type])[0]);

                                else if (type == null) type = Expression(mergeComplexStructures(body), mergeComplexStructures([type])[0]);

                                else {

                                    break;

                                }

                            }

                            case \_: {

                                if (name == null) name = lookahead;

                                else if (params == null) params = lookahead;

                                else if (type == null && lookahead.getName() == "TypeDeclaration") type = mergeComplexStructures([lookahead.parameter(1)])[0];

                                else {

                                    break;

                                }

                            }

                        }

                        i++;

                    }

                    if (name == null)

                        Little.runtime.throwError(ErrorMessage("Missing function name and parameters, function is cut off by the end of the file, block or expression."), Layer.PARSER);

                    else if (params == null)

                        Little.runtime.throwError(ErrorMessage("Missing function parameters, function is cut off by the end of the file, block or expression."), Layer.PARSER);

                    post.push(Function(name, params, type, currentDoc));

                    currentDoc = null;

                }

                case Identifier(\_ == Little.keywords.FUNCTION\_RETURN => true): {

                    i++;

                    if (i >= pre.length) {

                        Little.runtime.throwError(ErrorMessage("Missing return value, value is cut off by the end of the file, block or expression."), Layer.PARSER);

                        return null;

                    }

                    var valueToReturn:Array<ParserTokens> = [];

                    while (i < pre.length) {

                        var lookahead = pre[i];

                        switch lookahead {

                            case SetLine(\_) | SetModule(\_) | SplitLine: i--; break;

                            case Block(body, type): {

                                valueToReturn.push(Block(mergeComplexStructures(body), mergeComplexStructures([type])[0]));

                            }

                            case Expression(body, type): {

                                valueToReturn.push(Expression(mergeComplexStructures(body), mergeComplexStructures([type])[0]));

                            }

                            case \_: valueToReturn.push(lookahead);

                        }

                        i++;

                    }

                    post.push(Return(if (valueToReturn.length == 1) valueToReturn[0] else Expression(valueToReturn.copy(), null), null));

                }

                case Identifier(\_): { // Conditions are definable, or at least, developers can register them dynamically, we need to look for the syntax: Identifier -> Expression -> Block.

                    i++;

                    var name:ParserTokens = Identifier(token.parameter(0));

                    var exp:ParserTokens = null;

                    var body:ParserTokens = null;

                    var fallback = i - 1; // Reason for -1 here is because of the lookahead - if this isn't a condition, i-1 is pushed and i is the next token.

                    while (true) {

                        if (body != null) break;

                        if (i >= pre.length) {

                            i = fallback;

                            break;

                        }

                        var lookahead = pre[i];

                        switch lookahead {

                            case SplitLine | SetModule(\_) | SetLine(\_): { // Encountering a hard split in any place breaks the sequence (if (), {}, if, () {})

                            if (exp != null && body != null) break;

                                i = fallback;

                                break;

                            }

                            case Block(b, type): {

                                if (exp == null) {

                                    i = fallback;

                                    break;

                                }

                                else if (body == null) body = Block(mergeComplexStructures(b), mergeComplexStructures([type])[0]);

                            }

                            case Expression(parts, type): {

                                if (exp == null) exp = PartArray(mergeComplexStructures(parts));

                                else if (body == null) {

                                    i = fallback;

                                    break;

                                }

                            }

                            case \_: {

                                if (exp == null || body == null) {

                                    i = fallback;

                                    break;

                                }

                            }

                        }

                        i++;

                    }

                    if (i == fallback) {

                        post.push(token);

                    } else {

                        i -= 1;

                        post.push(ConditionCall(name, exp, body));

                        currentDoc = null;

                    }

                }

                case Expression(parts, type): post.push(Expression(mergeComplexStructures(parts), mergeComplexStructures([type])[0]));

                case Block(body, type): post.push(Block(mergeComplexStructures(body), mergeComplexStructures([type])[0]));

                case PropertyAccess(name, property): post.push(PropertyAccess(mergeComplexStructures([name])[0], mergeComplexStructures([property])[0]));

                case Custom(name, params): post.push(Custom(name, params.map(x -> mergeComplexStructures([x])[0])));

                case \_: post.push(token);

            }

            i++;

        }

        resetLines();

        return post;

    }

    /\*\*

        Merges a token followed by an expression immediately into a `FunctionCall()`

    \*\*/

    public static function mergeCalls(pre:Array<ParserTokens>):Array<ParserTokens> {

        if (pre == null) return null;

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<ParserTokens> = [];

        var i = 0;

        while (i < pre.length) {

            var token = pre[i];

            switch token {

                case SetLine(line): {setLine(line); post.push(token);}

                case SetModule(module): {Parser.module = module; post.push(token);}

                case SplitLine: {nextPart(); post.push(token);}

                case Expression(parts, type): {

                    parts = mergeCalls(parts);

                    if (i == 0) {

                        post.push(Expression(parts, type));

                    } else {

                        var lookbehind = pre[i - 1];

                        switch lookbehind {

                            case Sign(\_) | SplitLine | SetLine(\_) | SetModule(\_): post.push(Expression(parts, type));

                            case \_: {

                                var previous = post.pop(); // When parsing a function that returns a function, this handles the "nested call" correctly

                                token = PartArray(parts);

                                post.push(FunctionCall(previous, token));

                            }

                        }

                    }

                }

                case Block(body, type): post.push(Block(mergeCalls(body), mergeCalls([type])[0]));

                case Variable(name, type, doc): post.push(Variable(mergeCalls([name])[0], mergeCalls([type])[0], mergeCalls([doc])[0]));

                case Function(name, params, type, doc): post.push(Function(mergeCalls([name])[0], mergeCalls([params])[0], mergeCalls([type])[0], mergeCalls([doc])[0]));

                case ConditionCall(name, exp, body): post.push(ConditionCall(mergeCalls([name])[0], mergeCalls([exp])[0], mergeCalls([body])[0]));

                case Return(value, type): post.push(Return(mergeCalls([value])[0], mergeCalls([type])[0]));

                case PropertyAccess(name, property): post.push(PropertyAccess(mergeCalls([name])[0], mergeCalls([property])[0]));

                case PartArray(parts): post.push(PartArray(mergeCalls(parts)));

                case Custom(name, params): post.push(Custom(name, params.map(x -> mergeCalls([x])[0])));

                case \_: post.push(token);

            }

            i++;

        }

        resetLines();

        return post;

    }

    /\*\*

        Merges a chain of single tokens separated by a `=` into a `Write([<sequence>], <end of sequence>)`

    \*\*/

    public static function mergeWrites(pre:Array<ParserTokens>) :Array<ParserTokens> {

        if (pre == null) return null;

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<ParserTokens> = [];

        var i = 0;

        while (i < pre.length) {

            var token = pre[i];

            switch token {

                case SetLine(line): {

                    setLine(line);

                    post.push(token);

                }

                case SetModule(module): {

                    Parser.module = module;

                    post.push(token);

                }

                case SplitLine: {

                    nextPart();

                    post.push(token);

                }

                case Sign("="): {

                    if (post.length == 0) {

                        Little.runtime.callStack.unshift({module: Parser.module, line: line, linePart: linePart, token: Write(null, null)});

                        Little.runtime.throwError(ErrorMessage("Missing assignee before `=`"), Layer.PARSER);

                        return null;

                    }

                    var assignee = post.pop();

                    if (assignee.is(SET\_MODULE, SPLIT\_LINE, SET\_LINE)) {

                        Little.runtime.callStack.unshift({module: Parser.module, line: line, linePart: linePart, token: Write(Interpreter.convert(assignee), null)});

                        Little.runtime.throwError(ErrorMessage("Missing assignee before `=`, assigning operation is cut off by a line split, a new file or a line."), Layer.PARSER);

                    }

                    if (i + 1 >= pre.length) {

                        Little.runtime.callStack.unshift({module: Parser.module, line: line, linePart: linePart, token: Write(Interpreter.convert(assignee), null)});

                        Little.runtime.throwError(ErrorMessage("Missing value after the last `=`"), Layer.PARSER);

                        return null;

                    }

                    var lookahead = mergeWrites([pre[i + 1]])[0];

                    if (assignee.is(WRITE)) {

                        var previousAssignees = assignee.parameter(0);

                        previousAssignees.push(assignee.parameter(1));

                        post.push(Write(previousAssignees, lookahead));

                    }

                    else post.push(Write([assignee], lookahead));

                }

                case Variable(name, type, doc): post.push(Variable(mergeWrites([name])[0], mergeWrites([type])[0], mergeWrites([doc])[0]));

                case Function(name, params, type, doc): post.push(Function(mergeWrites([name])[0], mergeWrites([params])[0], mergeWrites([type])[0], mergeWrites([doc])[0]));

                case ConditionCall(name, exp, body): post.push(ConditionCall(mergeWrites([name])[0], mergeWrites([exp])[0], mergeWrites([body])[0]));

                case Read(name): post.push(Read(mergeWrites([name])[0]));

                case TypeDeclaration(value, type): post.push(TypeDeclaration(mergeWrites([value])[0], mergeWrites([type])[0]));

                case FunctionCall(name, params): post.push(FunctionCall(mergeWrites([name])[0], mergeWrites([params])[0]));

                case Return(value, type): post.push(Return(mergeWrites([value])[0], mergeWrites([type])[0]));

                case Expression(parts, type): post.push(Expression(mergeWrites(parts), mergeWrites([type])[0]));

                case Block(body, type):  post.push(Block(mergeWrites(body), mergeWrites([type])[0]));

                case PartArray(parts): post.push(PartArray(mergeWrites(parts)));

                case PropertyAccess(name, property): post.push(PropertyAccess(mergeWrites([name])[0], mergeWrites([property])[0]));

                case Write(assignees, value): post.push(Write(mergeWrites(assignees), mergeWrites([value])[0]));

                case Custom(name, params): post.push(Custom(name, params.map(x -> mergeWrites([x])[0])));

                case \_: post.push(token);

            }

            i++;

        }

        return post;

    }

    /\*\*

        Merges `<token>, TypeDeclaration(null, <type>)` into `TypeDeclaration(<token>, <type>)`

    \*\*/

    public static function mergeValuesWithTypeDecls(pre:Array<ParserTokens>) :Array<ParserTokens> {

        if (pre == null) return null;

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<ParserTokens> = [];

        var i = pre.length - 1;

        while (i >= 0) {

            var token = pre[i];

            switch token {

                case SetLine(line): {setLine(line); post.unshift(token);}

                case SetModule(module): {Parser.module = module; post.unshift(token);}

                case SplitLine: {nextPart(); post.unshift(token);}

                case TypeDeclaration(null, type): {

                    if (i-- <= 0) {

                        Little.runtime.throwError(ErrorMessage("Value's type declaration cut off by the start of file, block or expression."), Layer.PARSER);

                        return null;

                    }

                    var lookbehind = pre[i];

                    switch lookbehind {

                        case SplitLine | SetLine(\_) | SetModule(\_): {

                            Little.runtime.throwError(ErrorMessage("Value's type declaration access cut off by the start of a line, or by a line split (; or ,)."), Layer.PARSER);

                            return null;

                        }

                        case \_: {

                            post.unshift(TypeDeclaration(lookbehind, type));

                        }

                    }

                }

                case Block(body, type): post.unshift(Block(mergeValuesWithTypeDecls(body), mergeValuesWithTypeDecls([type])[0]));

                case Expression(parts, type): post.unshift(Expression(mergeValuesWithTypeDecls(parts), mergeValuesWithTypeDecls([type])[0]));

                case Variable(name, type, doc): post.unshift(Variable(mergeValuesWithTypeDecls([name])[0], mergeValuesWithTypeDecls([type])[0], mergeValuesWithTypeDecls([doc])[0]));

                case Function(name, params, type, doc): post.unshift(Function(mergeValuesWithTypeDecls([name])[0], mergeValuesWithTypeDecls([params])[0], mergeValuesWithTypeDecls([type])[0], mergeValuesWithTypeDecls([doc])[0]));

                case ConditionCall(name, exp, body): post.unshift(ConditionCall(mergeValuesWithTypeDecls([name])[0], mergeValuesWithTypeDecls([exp])[0], mergeValuesWithTypeDecls([body])[0]));

                case Return(value, type): post.unshift(Return(mergeValuesWithTypeDecls([value])[0], mergeValuesWithTypeDecls([type])[0]));

                case PartArray(parts): post.unshift(PartArray(mergeValuesWithTypeDecls(parts)));

                case FunctionCall(name, params): post.unshift(FunctionCall(mergeValuesWithTypeDecls([name])[0], mergeValuesWithTypeDecls([params])[0]));

                case Write(assignees, value): post.unshift(Write(mergeValuesWithTypeDecls(assignees), mergeValuesWithTypeDecls([value])[0]));

                case PropertyAccess(name, property): post.unshift(PropertyAccess(mergeValuesWithTypeDecls([name])[0], mergeValuesWithTypeDecls([property])[0]));

                case Custom(name, params): post.unshift(Custom(name, params.map(x -> mergeValuesWithTypeDecls([x])[0])));

                case \_: post.unshift(token);

            }

            i--;

        }

        resetLines();

        return post;

    }

    /\*\*

        Merges tokens that expect a `Block` as it's last parameter with the next token, if that last parameter is `null`.

        Comes into play with condition calls:

        ```

        if (<exp>) <exp>

        ```

    \*\*/

    public static function mergeNonBlockBodies(pre:Array<ParserTokens>):Array<ParserTokens> {

        if (pre == null) return null;

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<ParserTokens> = [];

        var i = 0;

        while (i < pre.length) {

            var token = pre[i];

            switch token {

                case SetLine(line): {setLine(line); post.push(token);}

                case SetModule(module): {Parser.module = module; post.push(token);}

                case SplitLine: {nextPart(); post.push(token);}

                case FunctionCall(name, params): {

                    if (i + 1 >= pre.length) {

                        post.push(FunctionCall(mergeNonBlockBodies([name])[0], mergeNonBlockBodies([params])[0]));

                        i++;

                        continue;

                    }

                    var lookahead = pre[i + 1];

                    switch lookahead {

                        case SetLine(\_) | SplitLine | SetModule(\_) | Sign(\_): {

                            post.push(FunctionCall(mergeNonBlockBodies([name])[0], mergeNonBlockBodies([params])[0]));

                        }

                        case \_: {

                            post.push(ConditionCall(mergeNonBlockBodies([name])[0], mergeNonBlockBodies([params])[0], mergeNonBlockBodies([lookahead])[0]));

                            i++; // We consumed the lookahead, so we need to increment to its position, so that the final i++ gets to the next, correct, token.

                        }

                    }

                }

                case Block(body, type): post.push(Block(mergeNonBlockBodies(body), mergeNonBlockBodies([type])[0]));

                case Expression(parts, type): post.push(Expression(mergeNonBlockBodies(parts), mergeNonBlockBodies([type])[0]));

                case Variable(name, type, doc): post.push(Variable(mergeNonBlockBodies([name])[0], mergeNonBlockBodies([type])[0], mergeNonBlockBodies([doc])[0]));

                case Function(name, params, type, doc): post.push(Function(mergeNonBlockBodies([name])[0], mergeNonBlockBodies([params])[0], mergeNonBlockBodies([type])[0], mergeNonBlockBodies([doc])[0]));

                case ConditionCall(name, exp, body): post.push(ConditionCall(mergeNonBlockBodies([name])[0], mergeNonBlockBodies([exp])[0], mergeNonBlockBodies([body])[0]));

                case Return(value, type): post.push(Return(mergeNonBlockBodies([value])[0], mergeNonBlockBodies([type])[0]));

                case PartArray(parts): post.push(PartArray(mergeNonBlockBodies(parts)));

                case Write(assignees, value): post.push(Write(mergeNonBlockBodies(assignees), mergeNonBlockBodies([value])[0]));

                case PropertyAccess(name, property): post.push(PropertyAccess(mergeNonBlockBodies([name])[0], mergeNonBlockBodies([property])[0]));

                case Custom(name, params): post.push(Custom(name, params.map(x -> mergeNonBlockBodies([x])[0])));

                case \_: post.push(token);

            }

            i++;

        }

        resetLines();

        return post;

    }

    /\*\*

        Macro that adds support for `if`-`else` patterns.

    \*\*/

    public static function mergeElses(pre:Array<ParserTokens>):Array<ParserTokens> {

        if (pre == null) return null;

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<ParserTokens> = [];

        var i = 0;

        while (i < pre.length) {

            var token = pre[i];

            switch token {

                case SetLine(line): {setLine(line); post.push(token);}

                case SetModule(module): {Parser.module = module; post.push(token);}

                case SplitLine: {nextPart(); post.push(token);}

                case Identifier(\_ == Little.keywords.CONDITION\_\_ELSE => true): {

                    if (post.length == 0 || !post[post.length - 1].is(CONDITION\_CALL)) {

                        post.push(token);

                        i++;

                        continue;

                    }

                    if (i + 1 >= pre.length) {

                        Little.runtime.throwError(ErrorMessage('Condition has no body, body may be cut off by the end of file, block or expression.'), PARSER);

                        return null;

                    }

                    var exp:ParserTokens = post[post.length - 1].parameter(1); //Condition(name:ParserTokens, ->exp:ParserTokens<-, body:ParserTokens, type:ParserTokens)

                    exp = Expression([exp, Sign("!="), TrueValue], null);

                    i++;

                    var body:ParserTokens = pre[i];

                    switch body {

                        case SplitLine: {

                            Little.runtime.throwError(ErrorMessage('`${Little.keywords.CONDITION\_\_ELSE}` condition has no body, body cut off by a line split, or does not exist'), PARSER);

                            return null;

                        }

                        case SetLine(\_) | SetModule(\_): {

                            Little.runtime.throwError(ErrorMessage('`${Little.keywords.CONDITION\_\_ELSE}` condition has no body, body cut off by a new line, or does not exist'), PARSER);

                            return null;

                        }

                        case ConditionCall(Identifier("if"), exp2, body): post.push(ConditionCall(Identifier("if"), Expression([exp, Sign("&&"), exp2], null) , !body.is(BLOCK) ? Block([body], null) : body));

                        case \_: post.push(ConditionCall(Identifier("if"), exp, !body.is(BLOCK) ? Block([body], null) : body));

                    }

                }

                case Block(body, type): post.push(Block(mergeElses(body), mergeElses([type])[0]));

                case Expression(parts, type): post.push(Expression(mergeElses(parts), mergeElses([type])[0]));

                case Variable(name, type, doc): post.push(Variable(mergeElses([name])[0], mergeElses([type])[0], mergeElses([doc])[0]));

                case Function(name, params, type, doc): post.push(Function(mergeElses([name])[0], mergeElses([params])[0], mergeElses([type])[0], mergeElses([doc])[0]));

                case ConditionCall(name, exp, body): post.push(ConditionCall(mergeElses([name])[0], mergeElses([exp])[0], mergeElses([body])[0]));

                case Return(value, type): post.push(Return(mergeElses([value])[0], mergeElses([type])[0]));

                case PartArray(parts): post.push(PartArray(mergeElses(parts)));

                case FunctionCall(name, params): post.push(FunctionCall(mergeElses([name])[0], mergeElses([params])[0]));

                case Write(assignees, value): post.push(Write(mergeElses(assignees), mergeElses([value])[0]));

                case PropertyAccess(name, property): post.push(PropertyAccess(mergeElses([name])[0], mergeElses([property])[0]));

                case Custom(name, params): post.push(Custom(name, params.map(x -> mergeElses([x])[0])));

                case \_: post.push(token);

            }

            i++;

        }

        resetLines();

        return post;

    }

    static var line(get, set):Int;

    /\*\* Parser.line getter \*\*/ static function get\_line() return Little.runtime.line;

    /\*\* Parser.line setter \*\*/ static function set\_line(l:Int) return Little.runtime.line = l;

    static var module(get, set):String;

    /\*\* Parser.module getter \*\*/ static function get\_module() return Little.runtime.module;

    /\*\* Parser.module setter \*\*/ static function set\_module(l:String) return Little.runtime.module = l;

    static var linePart:Int = 0;

    /\*\*

        Changes the current line. Used only for error reporting.

    \*\*/

    static function setLine(l:Int) {

        line = l;

        linePart = 0;

    }

    /\*\*

        Changes the current line part. Used only for error reporting.

    \*\*/

    static function nextPart() linePart++;

    /\*\*

        Resets the line counters, used between parse stages.

    \*\*/

    static function resetLines() {

        line = 0;

        linePart = 0;

    }

}

package little.interpreter;

import little.tools.OrderedMap;

import little.interpreter.memory.MemoryPointer;

enum InterpTokens {

    SetLine(line:Int);

    SetModule(module:String);

    SplitLine;

    /\*\*

        Usage:

        @param name `Identifier`, `PropertyAccess`

        @param type `Identifier`, `PropertyAccess`

        @param doc `Characters`

    \*\*/

    VariableDeclaration(name:InterpTokens, type:InterpTokens, ?doc:InterpTokens);

    /\*\*

        Usage:

        @param name `Identifier`, `PropertyAccess`

        @param params `PartArray([\*, SplitLine, \*])`, `PartArray([\*, SetLine, \*])`, `PartArray([\*, SetLine, \*, SplitLine, \*])`, `PartArray([\*])`, `PartArray([])`

        @param type `Identifier`, `PropertyAccess`

        @param doc `Characters`

    \*\*/

    FunctionDeclaration(name:InterpTokens, params:InterpTokens, type:InterpTokens, ?doc:InterpTokens);

    /\*\*

        `callers` is a map of `InterpTokens` configs representing the structure of the condition itself, in correlation to the conditions outcome.

        Use haxe `null` to denote a wildcard - a free value decided by the user.

        for example, Little's for loop would be:

            [

                [VariableDeclaration(null, null, null), Identifier("from"), null, Identifier("to"), null, Identifier("jump"), null] => ...,

                [VariableDeclaration(null, null, null), Identifier("from"), null, Identifier("to"), null] => ...

            ]

        Ideally, to validate the "`null`" tokens (the wildcard ones) one will use the macro-ish tools the language provide (extracting type, extracting identifiers...)

**\*\*Important\*\*** - to define a "dynamic" condition (that accepts any number of parameters) you provide a `null` pattern key.

        The actual `Block` that decides how an if to run the code associated with the condition should expect two defined parameters of `InterpTokens.Characters`'s type,

        one named `Little.keywords.CONDITION\_PATTERN\_PARAMETER\_NAME` and one named `Little.keywords.CONDITION\_BODY\_PARAMETER\_NAME`.

        @param callers `Map<Array<InterpTokens.\*>, InterpTokens.Block>`

    \*\*/

    ConditionCode(callers:Map<Array<InterpTokens>, InterpTokens>);

    /\*\*

        Usage:

        @param name `Identifier`, `PropertyAccess`

        @param exp `PartArray`

        @param body `Block`

    \*\*/

    ConditionCall(name:InterpTokens, exp:InterpTokens, body:InterpTokens);

    /\*\*

        Usage:

        @param requiredParams `OrderedMap<String, InterpTokens.Identifier>`

        @param body `Block`

    \*\*/

    FunctionCode(requiredParams:OrderedMap<String, InterpTokens>, body:InterpTokens);

    /\*\*

        Usage:

        @param name `Identifier`, `PropertyAccess`

        @param params `PartArray([\*, SplitLine, \*])`, `PartArray([\*, SetLine, \*])`, `PartArray([\*, SetLine, \*, SplitLine, \*])`, `PartArray([\*])`, `PartArray([])`

    \*\*/

    FunctionCall(name:InterpTokens, params:InterpTokens);

    /\*\*

        Usage:

        @param value `Identifier`, `PropertyAccess`

        @param type `Identifier`, `PropertyAccess`

    \*\*/

    FunctionReturn(value:InterpTokens, type:InterpTokens);

    /\*\*

        Usage:

        @param assignees `Array<InterpTokens.Identifier>`

        @param value `\*`

    \*\*/

    Write(assignees:Array<InterpTokens>, value:InterpTokens);

    /\*\*

        Usage:

        @param value `\*`

        @param type `Identifier`, `PropertyAccess`

    \*\*/

    TypeCast(value:InterpTokens, type:InterpTokens);

    /\*\*

        Usage:

        @param parts `Array<InterpTokens.\*>`

        @param type `Identifier`, `PropertyAccess`

    \*\*/

    Expression(parts:Array<InterpTokens>, type:InterpTokens);

    /\*\*

        Usage:

        @param body `Array<InterpTokens.\*>`

        @param type `Identifier`, `PropertyAccess`

    \*\*/

    Block(body:Array<InterpTokens>, type:InterpTokens);

    /\*\*

        Usage:

        @param parts `Array<InterpTokens.\*>`

    \*\*/

    PartArray(parts:Array<InterpTokens>);

    /\*\*

        Usage:

        @param name `Identifier`, `PropertyAccess`

        @param property `Identifier`, `Number`, `Decimal`, `Characters`, `Sign`, `NullValue`, `TrueValue`, `FalseValue`

    \*\*/

    PropertyAccess(name:InterpTokens, property:InterpTokens);

    /\*\*Int32\*\*/

    Number(num:Int);

    /\*\*Float64\*\*/

    Decimal(num:Float);

    /\*\*String UTF8\*\*/

    Characters(string:String);

    /\*\*String UTF8\*\*/

    Documentation(doc:String);

    /\*\*32/64bit memory pointer\*\*/

    ClassPointer(pointer:MemoryPointer);

    /\*\*String UTF8\*\*/

    Sign(sign:String);

    /\*\*`null`\*\*/

    NullValue;

    /\*\*`true`\*\*/

    TrueValue;

    /\*\*`false`\*\*/

    FalseValue;

    /\*\*

        Usage:

        @param word `String`

    \*\*/

    Identifier(word:String);

    /\*\*

        - `props`' elements may either be a `Object`, a `FunctionCode`, or a **\*\*statically storable\*\*** object.

        - `typeName` must be a `String`, containing a proper, accessible type.

    \*\*/

    Object(props:Map<String, {documentation:String, value:InterpTokens}>, typeName:String);

    /\*\*

        Used for errors & warnings

    \*\*/

    ErrorMessage(msg:String);

    /\*\*

        DO NOT USE. Necessary for very specific cases (extern function calls when params are required)

    \*\*/

    HaxeExtern(func:Void -> InterpTokens);

}

package little.interpreter;

import haxe.Rest;

import little.interpreter.Tokens.InterpTokens;

import little.tools.PrettyPrinter;

import little.tools.Layer;

import little.Little.memory;

import haxe.extern.EitherType;

import little.tools.OrderedMap;

using StringTools;

using Std;

using Math;

using little.tools.TextTools;

using little.tools.Extensions;

@:access(little.interpreter.Runtime)

class Interpreter {

    public static function convert(pre:Rest<little.parser.Tokens.ParserTokens>):Array<InterpTokens> {

        if (pre.length == 1 && pre[0] == null) return [null];

        var post:Array<InterpTokens> = [];

        for (item in pre) {

            post.push(switch item {

                case SetLine(line): SetLine(line);

                case SetModule(module): SetModule(module);

                case SplitLine: SplitLine;

                case Variable(name, type, doc): VariableDeclaration(convert(name)[0], type == null ? Little.keywords.TYPE\_UNKNOWN.asTokenPath() : convert(type)[0], doc == null ? Characters("") : convert(doc)[0]);

                case Function(name, params, type, doc): FunctionDeclaration(convert(name)[0], convert(params)[0], type == null ? Little.keywords.TYPE\_UNKNOWN.asTokenPath() : convert(type)[0], doc == null ? Characters("") : convert(doc)[0]);

                case ConditionCall(name, exp, body): ConditionCall(convert(name)[0], convert(exp)[0], convert(body)[0]);

                case Read(name): null;

                case Write(assignees, value): Write(convert(...assignees), convert(value)[0]);

                case Identifier(word): Identifier(word);

                case TypeDeclaration(value, type): TypeCast(convert(value)[0], convert(type)[0]);

                case FunctionCall(name, params): FunctionCall(convert(name)[0], convert(params)[0]);

                case Return(value, type): FunctionReturn(convert(value)[0], type == null ? Little.keywords.TYPE\_UNKNOWN.asTokenPath() : convert(type)[0]);

                case Expression(parts, type): Expression(convert(...parts), type == null ? Little.keywords.TYPE\_UNKNOWN.asTokenPath() : convert(type)[0]);

                case Block(body, type): Block(convert(...body), type == null ? Little.keywords.TYPE\_UNKNOWN.asTokenPath() : convert(type)[0]);

                case PartArray(parts): PartArray(convert(...parts));

                case PropertyAccess(name, property): PropertyAccess(convert(name)[0], convert(property)[0]);

                case Sign(sign): Sign(sign);

                case Number(num): num.parseFloat().abs() > 2\_147\_483\_647 ? Decimal(num.parseFloat()) : Number(num.parseInt());

                case Decimal(num): Decimal(num.parseFloat());

                case Characters(string): Characters(string);

                case Documentation(doc): Characters('""$doc""'); // Kinda strange behavior, should maybe disable entirely/throw an error.

                case ErrorMessage(msg): ErrorMessage(msg);

                case NullValue: NullValue;

                case TrueValue: TrueValue;

                case FalseValue: FalseValue;

                case Custom(name, params): throw 'Custom tokens cannot remain when transitioning from Parser to Interpreter tokens (found $item)';

            });

        }

        return post;

    }

    /\*\*

        Raise an error in the program, with the given message.

        @param message The error message

        @param layer The layer of the error. see `little.tools.Layer`.

        @return the error token, as InterpTokens.ErrorMessage(msg:String)

    \*\*/

    public static function error(message:String, layer:Layer = INTERPRETER):InterpTokens {

        Little.runtime.throwError(ErrorMessage(message), layer);

        throw "";

        return ErrorMessage(message);

    }

    /\*\*

        Raise a warning in the program, with the given message. A warning never stops execution.

        @param message The warning message

        @param layer The layer of the warning. see `little.tools.Layer`.

        @return the warning token, as InterpTokens.ErrorMessage(msg:String)

    \*\*/

    public static function warn(message:String, layer:Layer = INTERPRETER):InterpTokens {

        Little.runtime.warn(ErrorMessage(message), layer);

        return ErrorMessage(message);

    }

    /\*\*

        If `token` is not of type `isType`, throw an error.

        @param token the token to check

        @param isType the type to check for

        @param errorMessage the error message to throw if `token` is not of type `isType`

    \*\*/

    public static function assert(token:InterpTokens, isType:EitherType<InterpTokensSimple, Array<InterpTokensSimple>>, ?errorMessage:String = null) {

        if ((isType is InterpTokensSimple && !token.is(isType)) || (isType is Array && !isType.containsAny(a -> token.is(a)))) {

            Little.runtime.throwError(errorMessage != null ? ErrorMessage(errorMessage) : ErrorMessage('Assertion failed, token $token is not of type $isType'), INTERPRETER);

            return NullValue;

        }

        return token;

    }

    /\*\*

        Set the current line of the program

    \*\*/

    public static function setLine(l:Int) {

        var o = Little.runtime.line;

        Little.runtime.line = l;

        Little.runtime.linePart = 0;

        for (listener in Little.runtime.onLineChanged) listener(o);

        for (listener in Little.runtime.onLineSplit) listener();

    }

    /\*\*

        Set the current module of the program

    \*\*/

    public static function setModule(m:String) {

        var o = Little.runtime.module;

        Little.runtime.module = m;

        if (o != m) for (listener in Little.runtime.onModuleChanged) listener(o);

    }

    /\*\*

        Split the current line. In other words, create a new line, but keep the old line number.

    \*\*/

    public static function splitLine() {

        Little.runtime.linePart++;

        for (listener in Little.runtime.onLineSplit) listener();

    }

    /\*\*

        Declare a new variable. That variable will be added to the current scope.

        @param name The name of the variable. Can be any token stringifiyable via `token.extractIdentifier()`.

        @param type The type of the variable. Can be any token stringifiyable via `token.extractIdentifier()`.

        @param doc The documentation of the variable. Should be a `InterpTokens.Documentation(doc:String)`

    \*\*/

    public static function declareVariable(name:InterpTokens, type:InterpTokens, doc:InterpTokens) {

        var path = name.asStringPath();

        memory.write(path, NullValue, type.extractIdentifier(), doc != null ? evaluate(doc).extractIdentifier() : "");

        for (listener in Little.runtime.onFieldDeclared)

            listener(name.asJoinedStringPath(), VARIABLE);

    }

    /\*\*

        Declare a new function. That function will be added to the current scope.

        @param name The name of the function. Can be any token stringifiyable via `token.extractIdentifier()`.

        @param params The parameters of the function. Should be a `InterpTokens.PartArray(parts:Array<InterpTokens>)`

        @param doc The documentation of the function. Should be a `InterpTokens.Documentation(doc:String)`

    \*\*/

    public static function declareFunction(name:InterpTokens, params:InterpTokens, doc:InterpTokens) {

        var path = name.asStringPath();

        var paramMap = new OrderedMap<String, InterpTokens>();

        // Because values are allowed as well as types, were gonna abuse TypeCasts:

        var array = (params.parameter(0) : Array<InterpTokens>);

        for (entry in array) {

            if (entry.is(SPLIT\_LINE, SET\_LINE)) continue;

            switch entry {

                case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, Identifier(Little.keywords.TYPE\_UNKNOWN));

                case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, type);

                case Write(assignees, value): {

                    switch assignees[0] {

                        case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(value, Identifier(Little.keywords.TYPE\_UNKNOWN));

                        case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(value, type);

                        default:

                    }

                }

                default:

            }

        }

        memory.write(path, FunctionCode(paramMap, Block([], Identifier(Little.keywords.TYPE\_UNKNOWN))), Little.keywords.TYPE\_FUNCTION, doc != null ? evaluate(doc).extractIdentifier() : "");

        for (listener in Little.runtime.onFieldDeclared)

            listener(name.asJoinedStringPath(), FUNCTION);

    }

    /\*\*

        Calls a condition. The condition's `body` is repeated `0` to `n` times, depending on the condition's `conditionParams`.

**\*\*Important\*\*** - Conditions are not functions, and thus they propagate `return`s.

        @param pattern The pattern of the condition. Should be a `InterpTokens.PartArray(parts:Array<InterpTokens>)`

        @param body The body of the condition. Should be a `InterpTokens.Block(body:Array<InterpTokens>)`

    \*\*/

    public static function condition(name:InterpTokens, pattern:InterpTokens, body:InterpTokens):InterpTokens {

        var conditionToken = memory.read(...name.asStringPath());

        trace(conditionToken, name.asStringPath(), body);

        assert(conditionToken.objectValue, CONDITION\_CODE, '${name.asStringPath()} is not a condition.');

        var patterns:Map<Array<InterpTokens>, InterpTokens> = conditionToken.objectValue.parameter(0);

        var givenPattern = pattern.parameter(0);

        function fit(given:Array<InterpTokens>, pattern:Array<InterpTokens>, currentlyFits:Bool = true):Bool {

            for (i in 0...given.length) {

                if (pattern[i] == null) continue;

                if (given[i].equals(pattern[i])) continue;

                if (given[i].getName() != pattern[i].getName()) return false;

                switch given[i] {

                    case SetLine(\_) | Number(\_) | Decimal(\_) | Characters(\_) | Documentation(\_) | Sign(\_) | Identifier(\_) | ErrorMessage(\_): if (pattern[i].parameter(0) != null) return false;

                    case VariableDeclaration(\_, \_, \_) | FunctionDeclaration(\_, \_, \_, \_): currentlyFits = currentlyFits && fit(cast given[i].getParameters(), cast pattern[i].getParameters(), currentlyFits);

                    case ConditionCode(\_): return false; // Cant be matched with, only valid in the context of a condition definition, which is not supported. Represented by other tokens in other cases

                    case FunctionCode(\_, \_): return false; // same as above

                    case ConditionCall(\_, \_, \_) | FunctionCall(\_, \_): currentlyFits = currentlyFits && fit(cast given[i].getParameters(), cast pattern[i].getParameters(), currentlyFits);

                    case FunctionReturn(\_, \_) | TypeCast(\_, \_): currentlyFits = currentlyFits && fit(cast given[i].getParameters(), cast pattern[i].getParameters(), currentlyFits);

                    case Write(assignees, value): {

                        var patternAssignees:Array<InterpTokens> = pattern[i].parameter(0);

                        if (patternAssignees != null) currentlyFits = currentlyFits && fit(assignees, patternAssignees, currentlyFits);

                        if (pattern[i].parameter(1) != null) currentlyFits = currentlyFits && fit(cast value.getParameters(), cast pattern[i].parameter(1).getParameters(), currentlyFits);

                    }

                    case Expression(parts, type) | Block(parts, type): {

                        var patternParts:Array<InterpTokens> = pattern[i].parameter(0).copy();

                        if (patternParts != null) currentlyFits = currentlyFits && fit(parts, patternParts, currentlyFits);

                        if (pattern[i].parameter(1) != null) currentlyFits = currentlyFits && fit(cast type.getParameters(), cast pattern[i].parameter(1).getParameters(), currentlyFits);

                    }

                    case PartArray(parts): {

                        var patternParts:Array<InterpTokens> = pattern[i].parameter(0);

                        if (patternParts != null) currentlyFits = currentlyFits && fit(parts, patternParts, currentlyFits);

                    }

                    case PropertyAccess(name, property): currentlyFits = currentlyFits && fit(cast given[i].getParameters(), cast pattern[i].getParameters(), currentlyFits);

                    case Object(props, typeName): return false; // Cant be matched with, only valid in the context of object instantiation. Represented by FunctionCall in most cases.

                    case \_: continue;

                }

                if (!currentlyFits) return false;

            }

            return currentlyFits;

        }

        var patternString = PrettyPrinter.stringifyInterpreter(pattern);

        // We might want to attach stuff to the body, so we need to make it so it doesn't create a new scope & strip type info from it

        var bodyString = PrettyPrinter.stringifyInterpreter(body);

        for (\_pattern => caller in patterns) {

            if (\_pattern == null || fit(givenPattern, \_pattern)) { // As per the docs, a null pattern means any pattern

                var conditionRunner = (caller.parameter(0) : Array<InterpTokens>);

                var params = [

                    Write([VariableDeclaration(Identifier(Little.keywords.CONDITION\_PATTERN\_PARAMETER\_NAME), Identifier(Little.keywords.TYPE\_STRING), null)], Characters(patternString)),

                    Write([VariableDeclaration(Identifier(Little.keywords.CONDITION\_BODY\_PARAMETER\_NAME), Identifier(Little.keywords.TYPE\_STRING), null)], Characters(bodyString)),

                ];

                for (listener in Little.runtime.onConditionCalled)

                    listener(name.asJoinedStringPath(), givenPattern, body);

                return run(params.concat(conditionRunner), true);

            }

        }

        return error('Pattern $patternString is not supported in condition ${name.asStringPath()} (patterns (`\*` means any value): \n\t(${[for (pattern in patterns.keys()) pattern].map(x -> PrettyPrinter.stringifyInterpreter(x).replace("null", "\*")).join('),\n\t(')})\n)');

    }

    /\*\*

        Assign a value to multiple variables/functions/types.

        @param assignees The variables/functions/types to assign to. Should be a `InterpTokens.VariableDeclaration(name:InterpTokens, type:InterpTokens, doc:InterpTokens)` or `ParserTokens.FunctionDeclaration(name:InterpTokens, params:ParserTokens, type:InterpTokens, doc:InterpTokens)`

        @param value The value to assign. Can be any token which has a non-void value (not `InterpTokens.SplitLine`, `InterpTokens.SetLine(line:Int)`...)

        @return The value given, evaluated using `Interpreter.evaluate(value)`

    \*\*/

    public static function write(assignees:Array<InterpTokens>, value:InterpTokens):InterpTokens {

        var vars = [], funcs = [];

        var containsFunction = false;

        var containsVariable = false;

        for (assignee in assignees) {

            switch assignee {

                case VariableDeclaration(name, type, doc): declareVariable(name, type, doc); vars.push(name); containsVariable = true;

                case FunctionDeclaration(name, params, type, doc): declareFunction(name, params, doc); funcs.push(name); containsFunction = true; //TODO: find a way to store function type

                case \_: vars.push(assignee); containsVariable = true;

            }

        }

        if (containsFunction) {

            var paths = funcs.map(x -> x.asStringPath());

            for (path in paths) {

                var func = memory.read(...path).objectValue;

                memory.set(path, FunctionCode(func.parameter(0), value), Little.keywords.TYPE\_FUNCTION, "");

            }

        }

        if (containsVariable) {

            var paths = vars.map(x -> x.asStringPath());

            // filter for identifiers/property accesses, for which Memory.retrieve does the work.

            var evaluated = evaluate(value); // No need to calculate multiple times, so we just evaluate once

            for (path in paths) {

                memory.set(path, value.is(IDENTIFIER, PROPERTY\_ACCESS) ? value : evaluated, evaluated.type(), "");

            }

        }

        for (listener in Little.runtime.onWriteValue.copy()) {

            listener(vars.map(x -> x.extractIdentifier()).concat(funcs.map(x -> x.extractIdentifier())));

        }

        return value;

    }

    /\*\*

        Calls a function and returns the result using `params`.

        @param name The name of the function. Can be any token stringifiyable via `token.value()`.

        @param params The parameters of the function. Should be a `InterpTokens.PartArray(parts:Array<InterpTokens>)`

    \*\*/

    public static function call(name:InterpTokens, params:InterpTokens):InterpTokens {

        var functionCode = evaluate(name);

        var functionName = name.asJoinedStringPath();

        var processedParams = [];

        var current = [];

        for (p in (params.parameter(0) : Array<InterpTokens>)) {

            switch p {

                case SplitLine: {

                    processedParams.push(calculate(current));

                    current = [];

                }

                case SetLine(l): setLine(l);

                case \_: current.push(p);

            }

        }

        if (current.length > 0) processedParams.push(calculate(current));

        switch functionCode {

            case FunctionCode(requiredAndOptionalParams, body): {

                var given = processedParams.length;

                var resulting:Array<InterpTokens> = [];

                var required = 0;

                var unattained:Array<String> = [];

                var attachment:Array<InterpTokens> = [];

                for (key => typeCast in requiredAndOptionalParams.keyValueIterator()) {

                    var name = key, value = null, type = Identifier(Little.keywords.TYPE\_DYNAMIC);

                    switch typeCast {

                        case TypeCast(NullValue, t): type = t;

                        case TypeCast(v, \_.parameter(0) == Little.keywords.TYPE\_UNKNOWN => true): value = v;

                        case TypeCast(v, t): type = t; value = v;

                        case \_:

                    }

                    if (value == null) required++;

                    if (processedParams.length > 0) value = processedParams.shift(); // Todo, handle mid-function optional arguments.

                    else if (value == null && processedParams.length == 0) unattained.push(name);

                    resulting.push(value);

                    attachment.push(Write([VariableDeclaration(Identifier(name), type, null)], value));

                }

                if (given > requiredAndOptionalParams.length) required = requiredAndOptionalParams.length; // Better error sensibility.

                if (required > given || given > requiredAndOptionalParams.length) {

                    return error('Incorrect number of parameters: Function `$functionName` fully requires $required parameter${required == 1 ? "" : "s"}, but${given == 0 || given > requiredAndOptionalParams.length ? "" : " only"} ${given} ${processedParams.length == 1 ? "was" : "were"} given ${required > given ? '(parameter${unattained.length == 1 ? "" : "s"} `${unattained.join(", ").replaceLast(",", " &")}` got left out).' : ""}');

                }

                for (listener in Little.runtime.onFunctionCalled) {

                    listener(functionName, resulting);

                }

                Little.runtime.callStack.push({module: Little.runtime.module, line: Little.runtime.line, linePart: Little.runtime.linePart, token: FunctionCall(name, params)});

                var t = run(attachment.concat(body.parameter(0)));

                Little.runtime.callStack.pop();

                return t;

            }

            case \_: return null;

        }

    }

    /\*\*

        Reads the value of a variable/function, When reading a function, the body is returned as a `InterpTokens.FunctionCode(requiredParams:OrderedMap<String, InterpTokens.Identifier>, body:InterpTokens)`.

        @param name The name of the variable/function. Should be one of `InterpTokens.Identifier(name:String)` or `InterpTokens.PropertyAccess(name:InterpTokens, property:InterpTokens)`

        @return The value of the variable/function

    \*\*/

    public static function read(name:InterpTokens):InterpTokens {

        return memory.read(...name.asStringPath()).objectValue;

    }

    /\*\*

        Casts a value to a type

        @param value The value to cast. Can be any token which has a non-void value (not `InterpTokens.SplitLine`, `InterpTokens.SetLine(line:Int)`...)

        @param type The type to cast to. Can be any token which resolves to a correct string path.

        @return The value given, casted to the type.

    \*\*/

    public static function typeCast(value:InterpTokens, type:InterpTokens):InterpTokens {

        var preType = evaluate(value).type().asTokenPath().asStringPath();

        var postType = type.extractIdentifier().asTokenPath().asStringPath();

        if (preType.join("") == postType.join("") || postType.join(Little.keywords.PROPERTY\_ACCESS\_SIGN) == Little.keywords.TYPE\_UNKNOWN) return value;

        preType.push(Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX + postType.join("\_"));

        value = call(preType.join(Little.keywords.PROPERTY\_ACCESS\_SIGN).asTokenPath(), PartArray([value]));

        for (listener in Little.runtime.onTypeCast) {

            listener(value, type.asJoinedStringPath());

        }

        return value;

    }

    /\*\*

        Runs the tokens and returns the result.

        Adds a new scope.

        @param body The tokens to run

        @return The result of the tokens

    \*\*/

    public static function run(body:Array<InterpTokens>, propagateReturns = false):InterpTokens {

        var returnVal:InterpTokens = null;

        memory.referrer.pushScope();

        var i = 0;

        while (i < body.length) {

            var token = body[i];

            //trace('Running: $token. $i');

            if (token == null) {i++; continue;}

            Little.runtime.currentToken = token;

            switch token {

                case SetLine(line): {

                    setLine(line);

                }

                case SetModule(module): setModule(module);

                case SplitLine: splitLine();

                case VariableDeclaration(name, type, doc): {

                    declareVariable(name.is(BLOCK) ? evaluate(name) : name, type.is(BLOCK) ? evaluate(type) : type, doc != null ? evaluate(doc) : Characters(""));

                    returnVal = NullValue;

                }

                case FunctionDeclaration(name, params, type, doc): {

                    declareFunction(name.is(BLOCK) ? evaluate(name) : name, params, doc != null ? evaluate(doc) : Characters("")); // TODO: type is not used

                    returnVal = NullValue;

                }

                case ConditionCall(name, exp, body): {

                    returnVal = condition(name, exp, body);

                    if (returnVal != null && returnVal.is(FUNCTION\_RETURN)) return evaluate(returnVal);

                }

                case Write(assignees, value): {

                    returnVal = write(assignees, value);

                }

                case FunctionCall(name, params): {

                    returnVal = call(name, params);

                }

                case FunctionReturn(value, type): {

                    if (value.is(HAXE\_EXTERN)) {

                        return value.parameter(0)();

                    }

                    // If we don't check for haxe externs, they may return a rogue value

                    // and .type() will fail.

                    var v = evaluate(value);

                    var t = v.type().asTokenPath();

                    return propagateReturns ? FunctionReturn(v, t) : v;

                }

                case Block(body, type): {

                    returnVal = run(body);

                }

                case PropertyAccess(name, property): {

                    returnVal = evaluate(token);

                }

                case Identifier(name): {

                    returnVal =  read(token);

                }

                case HaxeExtern(func): {

                    returnVal = func();

                }

                case \_: returnVal = evaluate(token);

            }

            for (listener in Little.runtime.onTokenInterpreted)

                listener(token);

            Little.runtime.previousToken = token;

            i++;

        }

        memory.referrer.popScope();

        return returnVal;

    }

    /\*\*

        A combination of `Interpreter.run` and `Interpreter.calculate`, which operates on a single `InterpTokens` token.

        @param exp the token to evaluate

        @param dontThrow if `true`, `Little.runtime.throwError` is not called when an error occurs

        @return the result of the evaluation

    \*\*/

    public static function evaluate(exp:InterpTokens, ?dontThrow:Bool = false):InterpTokens {

        switch exp {

            case Number(\_) | Decimal(\_) | Characters(\_) | TrueValue | FalseValue | NullValue | Sign(\_) | FunctionCode(\_, \_) | Object(\_, \_) | ClassPointer(\_): return exp;

            case ConditionCode(callers): return Characters("<condition>");

            case ErrorMessage(msg): {

                if (!dontThrow) Little.runtime.throwError(exp, INTERPRETER\_VALUE\_EVALUATOR);

                return exp;

            }

            case SetLine(line): {

                setLine(line);

                return NullValue;

            }

            case SetModule(module): {

                setModule(module);

                return NullValue;

            }

            case SplitLine: {

                splitLine();

                return NullValue;

            }

            case Expression(parts, t): {

                if (t.asJoinedStringPath() == Little.keywords.TYPE\_UNKNOWN) return calculate(parts);

                return typeCast(calculate(parts), t);

            }

            case Block(body, t): {

                var currentLine = Little.runtime.line;

                var returnVal = run(body);

                setLine(currentLine);

                if (t.asJoinedStringPath() == Little.keywords.TYPE\_UNKNOWN) return evaluate(returnVal, dontThrow);

                return evaluate(typeCast(returnVal, t), dontThrow);

            }

            case FunctionCall(name, params): {

                var currentLine = Little.runtime.line;

                return call(name, params);

                setLine(currentLine);

            }

            case PartArray(parts): {

                return PartArray([for (p in parts) evaluate(p, dontThrow)]);

            }

            case Identifier(word): {

                return read(exp);

            }

            case TypeCast(value, t): return typeCast(value, t);

            case Write(assignees, value): return write(assignees, value);

            case ConditionCall(name, exp, body): return condition(name, exp, body);

            case VariableDeclaration(name, type, doc): {

                declareVariable(name.is(BLOCK) ? evaluate(name) : name, type.is(BLOCK) ? evaluate(type) : type, evaluate(doc));

                return NullValue;

            }

            case FunctionDeclaration(name, params, type, doc): {

                declareFunction(name.is(BLOCK) ? evaluate(name) : name, params, evaluate(doc)); // TODO: type is not stored.

                return NullValue;

            }

            case PropertyAccess(name, property): {

                var path = exp.toIdentifierPath();

                // Two cases:

                //  - regular property access

                //  - access on inline value

                if (path.filter(p -> !p.is(IDENTIFIER)).length == 0) {

                    return read(exp);

                } else if (!path[0].is(IDENTIFIER) && path.slice(1).filter(p -> !p.is(IDENTIFIER)).length == 0) {

                    var value = evaluate(path[0]);

                    return memory.readFrom({

                        objectValue: value,

                        objectAddress: memory.store(value)

                    }, ...path.slice(1).map(ident -> ident.extractIdentifier())).objectValue; // Evaluation is never needed here, since only evaluated values can be stored.

                } else {

                    return error('Cannot access ${path.join(Little.keywords.PROPERTY\_ACCESS\_SIGN)}, path cannot contain a raw value in the middle (for property: ${PrettyPrinter.stringifyInterpreter(path.slice(1).filter(p -> !p.is(IDENTIFIER))[0])}');

                }

            }

            case FunctionReturn(value, t): return evaluate(typeCast(value, t));

            case HaxeExtern(func): return func();

            case \_: return evaluate(ErrorMessage('Unable to evaluate token `$exp`'), dontThrow);

        }

        return NullValue;

    }

    /\*\*

        Calculates the result of a given expression. An "alternative" to `Interpreter.run()`,

        but instead of having code running and memory writing capabilities, it's capable of

        calculating complex equations of different types. example:

        |          Function         |       Input       |   Result  |                           Process                              |

        |           :---:           |       :---        |     ---   |                             ---                                |

        |                           | `1 + 1`           | `1`       | picks up the last token.                                       |

        | `Interpreter.run()`       | `(2 + 2)`         | `4`       | picks up the last token. its an expression, so it's evaluated  |

        |                           | `3 + (5 \* 2)!`    | `!`       | picks up the last token.                                       |

        | ------------------------- | ----------------- | --------- | -------------------------------------------------------------- |

        |                           | `1 + 1`           | `2`       | evaluates all tokens and calculates the relations between them |

        | `Interpreter.calculate()` | `(2 + 2)`         | `4`       | evaluates all tokens and calculates the relations between them |

        |                           | `3 + (5 \* 2)!`    | `3628803` | evaluates all tokens and calculates the relations between them |

        @param parts The parts of the expression

        @return The result of the expression

    \*\*/

    public static function calculate(p:Array<InterpTokens>):InterpTokens {

        while (p.length == 1 && p[0].parameter(0) is Array && !p[0].is(BLOCK)) p = p[0].parameter(0);

        var tokens = group(p);

        var castType:InterpTokens = null;

        if (tokens.length == 1) {

            if (tokens[0].is(PART\_ARRAY)) tokens = tokens[0].parameter(0);

            else if (tokens[0].is(EXPRESSION)) {

                tokens = tokens[0].parameter(0);

                castType = tokens[0].parameter(1);

            } else if (tokens[0].is(BLOCK)) {

                tokens = [run(tokens[0].parameter(0))];

                castType = tokens[0].parameter(1);

            }

        }

        var calculated:InterpTokens = null;

        var sign:String = "";

        tokens = tokens.filter(x -> x != null); // Safety clause, for strange edge cases such as 2 + ---5.

        for (token in tokens) {

            switch token {

                case PartArray(parts): {

                    if (sign != "" && calculated == null) calculated = Little.memory.operators.call(sign, calculate(parts)); // RHS operator

                    else if (calculated == null) calculated = calculate(parts);

                    else if (sign == "") error('Two values cannot come one after the other ($calculated, $token). At least one of them should be an operator, or, put an operator in between.');

                    else {

                        calculated = Little.memory.operators.call(calculated, sign, calculate(parts)); // standard operator

                    }

                }

                case Sign(s): {

                    sign = s;

                    if (tokens.length == 1) return token;

                    if (tokens[tokens.length - 1].equals(token)) calculated = Little.memory.operators.call(calculated, sign); //LHS operator

                }

                case Expression(parts, t): {

                    var val = t != null ? typeCast(calculate(parts), t) : calculate(parts);

                    if (sign != "" && calculated == null) calculated = Little.memory.operators.call(sign, val); // RHS operator

                    else if (calculated == null) calculated = val;

                    else if (sign == "") error('Two values cannot come one after the other ($calculated, $token). At least one of them should be an operator, or, put an operator in between.');

                    else {

                        calculated = Little.memory.operators.call(calculated, sign, val); // standard operator

                    }

                }

                case SetModule(module): setModule(module);

                case \_: {

                    if (sign != "" && calculated == null) calculated = Little.memory.operators.call(sign, token);

                    else if (sign == "" && calculated != null) throw 'Unexpected token: $token After calculating $calculated';

                    else if (calculated == null) calculated = token;

                    else if (sign == "") error('Two values cannot come one after the other ($calculated, $token). At least one of them should be an operator, or, put an operator in between.');

                    else {

                        calculated = Little.memory.operators.call(calculated, sign, token);

                        trace(calculated, sign, token);

                    }

                }

            }

            trace(calculated, castType);

        }

        if (castType != null) {

            return typeCast(calculated, castType);

        }

        return calculated;

    }

    /\*\*

        Sorts out order of operations.

    \*\*/

    public static function group(tokens:Array<InterpTokens>):Array<InterpTokens> {

        var post = tokens;

        var pre = [];

        for (operatorGroup in Little.memory.operators.iterateByPriority()) {

            pre = post.copy();

            post = [];

            // We'll group everything by only recognizing specific signs each "stage" -

            // The signs recognized first will be of the highest priority.

            // One drawback of this system is that its a little messier to detect chaining (e.g. 5!!, √√√64)

            var i = 0;

            while (i < pre.length) {

                var token = pre[i].is(IDENTIFIER, BLOCK) ? evaluate(pre[i]) : pre[i];

                switch token {

                    case Sign(operatorGroup.filter(x -> x.sign == \_).length > 0 => true): {

                        // If theres an operator before this one, its RHS\_ONLY. If theres an operator after, its LHS\_ONLY

                        // If theres no operator, its LHS\_RHS

                        // First lets do a simple edge case - i = pre.length - 1 => LHS\_ONLY operator.

                        if (i == pre.length - 1) {

                            post.push(PartArray([post.pop(), token]));

                            break;

                        }

                        var lookbehind = post.length > 0 ? post[post.length - 1] /\* Post has only evaluated tokens \*/ : Sign("\_"); // Just an arbitrary "sign" to not have null here

                        var lookahead = pre[i + 1].is(IDENTIFIER, BLOCK) ? evaluate(pre[i + 1]) : pre[i + 1];

                        if (lookahead.is(SIGN) && operatorGroup.filter(x -> x.sign == lookahead.parameter(0)).length > 0) {

                            /\* This can be one of two cases:

                            - were working on a binary operator before a unary operator (1 or more)

                            - were working on a unary operator (1 or more) before a binary operator

                            We should naturally prioritize unary operators since they, resulting from their definition, always come first.

                            This makes the parsing very easy, since the first possible binary operator must be the binary one: (pretend +, - and ! are of the same priority)

                            5!! + ---5

                            both + and - cant be LHS\_ONLY, so grouping is:

                            (((5!)!) + (-(-(-5)))) \*/

                            if (operatorGroup.filter(x -> x.sign == token.parameter(0) && x.side == LHS\_ONLY).length > 0) {

                                post.push(PartArray([post.pop(), token]));

                            } else if (operatorGroup.filter(x -> x.sign == token.parameter(0) && x.side == LHS\_RHS).length > 0) {

                                var operand1 = post.pop();

                                var op = lookahead;

                                // We have to repeat the check in RHS\_ONLY, since RHS can also start with a sign

                                if (i + 2 >= pre.length) error("Expression ended with an operator, when an operand was expected.");

                                var lookahead2 = pre[i + 2].is(IDENTIFIER, BLOCK) ? evaluate(pre[i + 2]) : pre[i + 2];

                                if (!lookahead2.is(SIGN)) {

                                    post.push(PartArray([operand1, token, PartArray([lookahead, lookahead2])]));

                                    i += 2; // +2 because we consumed both lookahead and lookahead2 for the PartArray arg

                                } else {

                                    var g = [];

                                    while (lookahead2.is(SIGN) && operatorGroup.filter(x -> x.sign == lookahead2.parameter(0) && x.side == RHS\_ONLY).length > 0) {

                                        g.push(lookahead2);

                                        i++;

                                        if (i + 2 >= pre.length) error("Expression ended with an operator, when an operand was expected.");

                                        lookahead2 = pre[i + 2].is(IDENTIFIER, BLOCK) ? evaluate(pre[i + 2]) : pre[i + 2];

                                    }

                                    // Last token is an operand

                                    g.push(lookahead2);

                                    // And increment i since lookahead2 uses i + 1

                                    i++;

                                    var operand2 = g.length == 1 ? g[0] : PartArray(group(g));

                                    post.push(PartArray([operand1, op, operand2]));

                                }

                            } else if (operatorGroup.filter(x -> x.sign == token.parameter(0) && x.side == RHS\_ONLY).length > 0) {

                                error("An operator that expects a right side can't be preceded by an operator that expects a left side.");

                            }

                        } else {

                            // Both sides are regular operands, so we just pop from `post` and take the lookahead

                            // And no, we should'nt worry about order of operations here. because of this "algorithm"'s format, all

                            // operators are of the same priority, and its the user's responsibility to use parentheses when needed.

                            if (lookahead.is(SIGN)) {

                                post.push(PartArray([post.pop(), token]));

                            } else {

                                post.push(PartArray([post.pop(), token, lookahead]));

                                i++;

                            }

                        }

                    }

                    case Expression(parts, type): post.push(Expression(group(parts), type));

                    case \_: post.push(token);

                }

                i++;

            }

        }

        return post;

    }

}

package little.interpreter;

import haxe.Unserializer;

import haxe.Serializer;

import little.interpreter.Tokens.InterpTokens;

/\*\*

    A class containing functions to compile and decompile Little code into ByteCode.

\*\*/

class ByteCode {

    /\*\*

        Compiles an array of `InterpTokens` into a compact, executable string, or, ByteCode.

        @param ...tokens a Rest-array of `InterpTokens`. Use ... to pass an array of `InterpTokens`

        @return The compiled string

    \*\*/

    public static function compile(...tokens:InterpTokens):String {

        return Serializer.run(tokens); // Simple, for now.

    }

    /\*\*

        Decompiles a string representing executable bytecode into an array of `InterpTokens`.

        Warning: this will only work on strings that are generated by the `compile` function. Any other string will result in unexpected behavior.

        @param bytecode a string representing executable bytecode

        @return an array of `InterpTokens`

    \*\*/

    public static function decompile(bytecode:String):Array<InterpTokens> {

        return Unserializer.run(bytecode);

    }

}

package little.interpreter;

import little.tools.PrettyPrinter;

import little.interpreter.Tokens.InterpTokens;

import little.tools.Layer;

using StringTools;

using little.tools.TextTools;

using little.tools.Extensions;

/\*\*

    A class containing values and callbacks related to Little's runtime.

\*\*/

@:access(little.interpreter.Interpreter)

class Runtime {

    public function new() {}

    /\*\*

        The line currently interpreted.

    \*\*/

    public var line(default, null):Int = 0;

    /\*\*

        The currently interpreted part of a line, split by `,` or `;`

    \*\*/

    public var linePart(default, null):Int = 0;

    /\*\*

        The next token to be interpreted

    \*\*/

    public var currentToken(default, null):InterpTokens = null;

    /\*\*

        The module in which tokens are currently interpreted.

    \*\*/

    public var module(default, null):String;

    /\*\*

        The token that has just been interpreted

    \*\*/

    public var previousToken(default, null):InterpTokens;

    /\*\*

        | Code | Description |

        | :---:| ---         |

        | **\*\*0\*\*** | Everything went fine, aside from potential warnings. |

        | **\*\*1\*\*** | An error was thrown, and terminated the program. The error is printed to stdout, and its token is kept after the fact in `Little.runtime.errorToken`. |

    \*\*/

    public var exitCode(default, null):Int = 0;

    /\*\*

        This is set to `true` if an error was thrown. Execution should stop.

    \*\*/

    public var errorThrown(default, null):Bool = false;

    /\*\*

        The last error that was thrown. On normal settings, gets set at the same time the program terminates.

    \*\*/

    public var errorToken(default, null):InterpTokens;

    /\*\*

        Dispatches right before the interpreter starts running a line of code.

        @param line The line the interpreter just finished running.

    \*\*/

    public var onLineChanged:Array<Int -> Void> = [];

    /\*\*

        Dispatches right after the interpreter switches between running module.

        This can happen when code from another file is suddenly ran, for example,

        from a function call.

        @param previous The module the interpreter just switched from.

    \*\*/

    public var onModuleChanged:Array<String -> Void> = [];

    /\*\*

        Dispatches every time the interpreter finds a line splitter (`,` or `;`), or, right after

        a line-change event.

        @param line The line the interpreter just finished running.

    \*\*/

    public var onLineSplit:Array<Void -> Void> = [];

    /\*\*

        Dispatches after finishing interpreting a token.

        #### - What is a token?

        In order for Little to run your code from a string, it has to

         - first, extract the useful content ot of the string

         - then, extract more information from the useful content we've just extracted

         - and only then, iterate over the tokens in order to run the code

        After each iteration, this method gets called, passing the token we've just parsed as an argument.

        @param token The token that was just interpreted. Note - expressions (`()`) are passed as is, and may contain multiple tokens.

    \*\*/

    public var onTokenInterpreted:Array<InterpTokens -> Void> = [];

    /\*\*

        Dispatches right after an error is thrown, and printed to the standard output.

        @param module the module from which the error was thrown.

        @param line the line from which the error was thrown.

        @param reason The contents of the error.

    \*\*/

    public var onErrorThrown:Array<(String, Int, String) -> Void> = [];

    /\*\*

        Dispatches right after a warning is printed to the standard output

        @param module the module from which the warning was printed.

        @param line the line form which the warning was printed

        @param reason the contents of the warning

    \*\*/

    public var onWarningPrinted:Array<(String, Int, String) -> Void> = [];

    /\*\*

        Dispatches right after the program has written something to a variable/multiple variables.

        @param variables The variables that were written to. Value can be retrieved using `memory.read()`.

    \*\*/

    public var onWriteValue:Array<Array<String> -> Void> = [];

    /\*\*

        Dispatches right before a function is called, and before it is added to the callstack.

        Useful when used with the `line`, `linePart` and `module` properties.

        @param name The name of the function, may include module/object name.

        @param parameters The parameters the function was called with.

    \*\*/

    public var onFunctionCalled:Array<(String, Array<InterpTokens>) -> Void> = [];

    /\*\*

        Dispatches right before a condition is called.

        Useful when used with the `line`, `linePart` and `module` properties.

        @param name The name of the condition, may include module/object name.

        @param parameters The parameters the condition was called with.

        @param body The body of the condition. Is either a `Block` containing code, or another single token.

    \*\*/

    public var onConditionCalled:Array<(String, Array<InterpTokens>, InterpTokens) -> Void> = [];

    /\*\*

        Dispatches right after a field is declared & written to memory.

        Listeners are not triggered on external variable/function declarations.

        @param name The name of the field. Includes full path (`object.a.c`, `b`)

        @param fieldType The type of the field (variable, function, etc.)

    \*\*/

    public var onFieldDeclared:Array<(String, FieldDeclarationType) -> Void> = [];

    /\*\*

        Dispatches right after a value has successfully casted to a type.

        @param value the pre-casted value, which is castable to the type

        @param type the type the value was casted to. Given as a string, containing the path to the type.

    \*\*/

    public var onTypeCast:Array<(InterpTokens, String) -> Void> = [];

    /\*\*

        The program's standard output.

    \*\*/

    public var stdout:StdOut = new StdOut();

    /\*\*

        Contains every function call interpreted during the program's runtime.

    \*\*/

    public var callStack:Array<{module:String, line:Int, linePart:Int, token:InterpTokens}> = [];

    /\*\*

        Stops the execution of the program, and prints an error message to the console. Dispatches `onErrorThrown`.

        @param token some token which is the error, usually `ErrorMessage`

        @param layer the "stage" from which the error was called

        @return the token that caused the error (the first parameter of this function)

        \*\*/

    public function throwError(token:InterpTokens, ?layer:Layer = INTERPRETER):InterpTokens {

        var mod:String = module, reason:String;

        var content = switch token {

            case \_: {

                reason = Std.string(token).remove(token.getName()).substring(1).replaceLast(")", "");

                '${if (Little.debug) (layer : String).toUpperCase() + ": " else ""}ERROR: Module ${module}, Line $line:  ${reason}';

            }

        }

        stdout.output += '\n$content\n';

        stdout.output += callStack.map(obj -> '\tCalled from Module ${obj.module}, Line ${obj.line} (part ${obj.linePart}): ${PrettyPrinter.stringifyInterpreter(obj.token)}').join('\n');

        stdout.stdoutTokens.push(token);

        callStack.push({module: module, line: line, linePart: linePart, token: token});

        exitCode = Layer.getIndexOf(layer);

        errorToken = token;

        errorThrown = true;

        for (func in onErrorThrown) func(mod, line, reason);

        throw token; // Currently, no flag exists that disables immediate quitting, so this is fine.

        return token;

    }

    /\*\*

        Same as `throwError`, but doesn't stop execution, and has the "WARNING" prefix.

        @param token some token which is the error, usually `ErrorMessage`

        @param layer the "stage" from which the error was called

    \*\*/

    public function warn(token:InterpTokens, ?layer:Layer = INTERPRETER) {

        callStack.push({module: module, line: line, linePart: linePart, token: token});

        var reason:String;

        var content = switch token {

            case \_: {

                reason = Std.string(token).remove(token.getName()).substring(1).replaceLast(")", "");

                '${if (Little.debug) (layer : String).toUpperCase() + ": " else ""}WARNING: Module ${module}, Line $line:  ${reason}';

            }

        }

        stdout.output += '\n$content';

        stdout.stdoutTokens.push(token);

        for (func in onWarningPrinted) func(module, line, reason);

    }

    /\*\*

        Prints a Haxe string to `Little`'s standard output.

        @param item

    \*\*/

    public function print(item:String) {

        stdout.output += '\n${if (Little.debug) (INTERPRETER : String).toUpperCase() + ": " else ""}Module $module, Line $line:  $item';

        stdout.stdoutTokens.push(Characters(item));

    }

    /\*\*

        Prints a Haxe string to `Little`'s standard output, without any positional information.

        On `Little.debug` mode, the string will be prefixed with `BROADCAST: `.

    \*\*/

    public dynamic function broadcast(item:String) {

        stdout.output += '\n${if (Little.debug) "BROADCAST: " else ""}${item}';

        stdout.stdoutTokens.push(Characters(item));

    }

    /\*\*

        Quiet broadcast, without addition to stdoutTokens

    \*\*/

    dynamic function \_\_broadcast(item:String) {

        stdout.output += '\n${if (Little.debug) "BROADCAST: " else ""}${item}';

    }

    /\*\*

        A special type of `print`, which allows addition of custom tokens to stdoutTokens.

    \*\*/

    function \_\_print(item:String, representativeToken:InterpTokens) {

        stdout.output += '\n${if (Little.debug) (INTERPRETER : String).toUpperCase() + ": " else ""}Module $module, Line $line:  $item';

        stdout.stdoutTokens.push(representativeToken);

    }

}

/\*\*

    Types of field declarations.

\*\*/

enum FieldDeclarationType {

    VARIABLE;

    FUNCTION;

    CONDITION;

    CLASS;

    OPERATOR;

}

package little.interpreter;

import little.interpreter.Tokens.InterpTokens;

class StdOut {

    /\*\*

        A string, containing everything that was printed to the console during the program's runtime.

    \*\*/

    public var output:String = "";

    /\*\*

        An array of tokens consisting of all tokens that were printed-out.

    \*\*/

    public var stdoutTokens:Array<InterpTokens> = new Array<InterpTokens>();

    /\*\*

        Resets the `output` and `stdoutTokens` variables, thus resetting the console.

    \*\*/

    public function reset() {

        output = "";

        stdoutTokens = new Array<InterpTokens>();

    }

    /\*\*

        Instantiates a new `StdOut`.

    \*\*/

    public function new() {}

}

package little.interpreter.memory;

import little.tools.OrderedMap;

import little.tools.PrettyPrinter;

import little.interpreter.memory.MemoryPointer.POINTER\_SIZE;

import little.tools.TextTools;

import little.interpreter.Tokens.InterpTokens;

import vision.ds.ByteArray;

using little.tools.Extensions;

using vision.tools.MathTools;

class Memory {

    public var storage:Storage;

    public var referrer:Referrer;

    public var externs:ExternalInterfacing;

    public var constants:ConstantPool;

    public var operators:Operators;

    @:noCompletion public var memoryChunkSize:Int = 512; // 512 bytes

    /\*\*

        The maximum amount of memory that can be allocated, by bytes.

    \*\*/

    public var maxMemorySize:Int = 1024 \* 1024 \* 1024 \* 2;

    /\*\*

        The current amount of memory allocated, in bytes.

    \*\*/

    public var currentMemorySize(get, never):Int;

    /\*\* Memory.currentMemorySize getter \*\*/ @:noCompletion function get\_currentMemorySize() {

        return storage.reserved.length + referrer.bytes.length;

    }

    /\*\*

        Instantiates a new `Memory`.

    \*\*/

    public function new() {

        storage = new Storage(this);

        referrer = new Referrer(this);

        constants = new ConstantPool(this);

        externs = new ExternalInterfacing(this);

        operators = new Operators();

    }

    /\*\*

        Resets all stored values, and releases all extra allocated memory.

    \*\*/

    public function reset() {

        storage = new Storage(this);

        referrer = new Referrer(this);

        externs = new ExternalInterfacing(this);

        // Constants don't need to be reset

        operators.lhsOnly.clear();

        operators.rhsOnly.clear();

        operators.standard.clear();

        operators.priority.clear();

    }

    /\*\*

        General-purpose memory allocation for objects:

        - if `token` is `true`, `false`, `0`, or `null`, it pulls a pointer from the constant pool

        - if `token` is a string, a number, a sign or a decimal, it stores & pulls a pointer from the storage.

        - if `token` is a structure, it stores it on the storage, and returns a pointer to it.

        - if `token` is a `ClassPointer`, it returns it's address.

    \*\*/

    public function store(token:InterpTokens):MemoryPointer {

        if (token.is(TRUE\_VALUE, FALSE\_VALUE, NULL\_VALUE)) {

            return constants.get(token);

        } else if (token.staticallyStorable()) {

            return storage.storeStatic(token);

        } else if (token.is(OBJECT)) {

            return storage.storeObject(token);

        } else if (token.is(FUNCTION\_CODE, BLOCK)) {

            return storage.storeCodeBlock(token);

        } else if (token.is(CONDITION\_CODE)) {

            return storage.storeCondition(token);

        } else if (token.is(CLASS\_POINTER)) {

            return token.parameter(0);

        }

        Little.runtime.throwError(ErrorMessage('Unable to allocate memory for token `$token`.'), MEMORY\_STORAGE);

        return constants.NULL;

    }

    /\*\*

        Similar to the `store` function, but respects pass by value/reference rules.

        Whether an object of type `T` is passed by reference or not is dictated by the value of a field

        named `passedByReference`. This field cannot be changed at runtime for existing types.

        @param token A simple token (for which the returned value will be the same as a `store` call), or an identifiable

        token (evaluable by `Extensions.asJoinedStringPath`), specifically ones that return some sort of a "path" to that value.

        @return A pointer to that location/value.

    \*\*/

    public function retrieve(token:InterpTokens):MemoryPointer {

        switch token {

            case \_ if (token.is(TRUE\_VALUE, FALSE\_VALUE, NULL\_VALUE, OBJECT, FUNCTION\_CODE, BLOCK, CONDITION\_CODE, CLASS\_POINTER)

                || token.passedByValue()):

                {

                    return store(token);

                }

            case Identifier(\_) | PropertyAccess(\_, \_):

                {

                    if (token.is(PROPERTY\_ACCESS)) {

                        // Check if it doesnt start in a value

                        var temp = token;

                        while (temp.is(PROPERTY\_ACCESS)) {

                            temp = temp.parameter(0);

                        }

                        if (temp.is(BLOCK))

                            temp = Interpreter.run(temp.parameter(0));

                        if (temp.is(EXPRESSION))

                            temp = Interpreter.calculate(temp.parameter(0));

                        if (!temp.is(IDENTIFIER)) {

                            var p = store(temp);

                            // This starts with a value, jump to readFrom

                            var path = token.asStringPath();

                            path.shift();

                            var cell = readFrom({objectValue: temp, objectAddress: p}, ...path);

                            if (cell.objectAddress == constants.EXTERN) {

                                var params:OrderedMap<String, InterpTokens> = cell.objectValue.parameter(0);

                                var forwardedParams = [];

                                for (key in params.keys()) {

                                    forwardedParams.push(Identifier(key));

                                    forwardedParams.push(SplitLine);

                                }

                                forwardedParams.pop();

                                var fin = FunctionCode(params, Block([

                                    FunctionReturn(FunctionCall(token, PartArray(forwardedParams)), cell.objectTypeName.asTokenPath())

                                ], cell.objectTypeName.asTokenPath()));

                                return store(fin);

                            } else {

                                return readFrom({objectValue: temp, objectAddress: p}, ...path).objectAddress;

                            }

                        }

                    }

                    var path = token.asStringPath();

                    var cell = read(...path);

                    if (cell.objectValue.passedByValue())

                        return store(cell.objectValue);

                    if (externs.hasGlobal(...path) && cell.objectValue.is(FUNCTION\_CODE)) {

                        // Extern function "call" themselves the EXTERN pointer, but here this is not

                        // valid. A nice, nut still a little hacky solution is to create a function

                        // that references the external function, and store it instead.

                        var params:OrderedMap<String, InterpTokens> = cell.objectValue.parameter(0);

                        var forwardedParams = [];

                        for (key in params.keys()) {

                            forwardedParams.push(Identifier(key));

                            forwardedParams.push(SplitLine);

                        }

                        forwardedParams.pop();

                        var fin = FunctionCode(params, Block([

                            FunctionReturn(FunctionCall(token, PartArray(forwardedParams)), cell.objectTypeName.asTokenPath())

                        ], cell.objectTypeName.asTokenPath()));

                        return store(fin);

                    }

                    return cell.objectAddress;

                }

            case Block(\_, \_) | Expression(\_, \_):

                {

                    var result = Interpreter.evaluate(token);

                    switch result {

                        case Identifier(\_) | PropertyAccess(\_, \_): retrieve(result);

                        case \_: {

                                Little.runtime.throwError(ErrorMessage('Code block returned a value that cannot be read from (for value: ${PrettyPrinter.stringifyInterpreter(result)})'));

                                throw 'Unable to retrieve a pointer to token $result';

                            }

                    }

                }

            case \_:

        }

        Little.runtime.throwError(ErrorMessage('Unable to retrieve a pointer to token $token'));

        return constants.NULL;

    }

    function valueFromType(address:MemoryPointer, type:String, fullPath:Array<String>, ...currentPath:String) {

        return switch type {

            case(\_ == Little.keywords.TYPE\_STRING => true): Characters(storage.readString(address));

            case(\_ == Little.keywords.TYPE\_INT => true): Number(storage.readInt32(address));

            case(\_ == Little.keywords.TYPE\_FLOAT => true): Decimal(storage.readDouble(address));

            case(\_ == Little.keywords.TYPE\_BOOLEAN => true): constants.getFromPointer(address);

            case(\_ == Little.keywords.TYPE\_FUNCTION => true): storage.readCodeBlock(address);

            case(\_ == Little.keywords.TYPE\_CONDITION => true): storage.readCondition(address);

            case(\_ == Little.keywords.TYPE\_MODULE => true): ClassPointer(address);

            // Because of the way we store lone nulls (as type dynamic),

            // they might get confused with objects of type dynamic, so we need to do this:

            case((\_ == Little.keywords.TYPE\_DYNAMIC || \_ == Little.keywords.TYPE\_UNKNOWN)

                && constants.hasPointer(address)

                && constants.getFromPointer(address).equals(NullValue) => true): NullValue;

            case(\_ == Little.keywords.TYPE\_SIGN => true): storage.readSign(address);

            case(\_ == Little.keywords.TYPE\_UNKNOWN => true):

                Little.runtime.throwError(ErrorMessage('Could not get the value at ${fullPath.join(Little.keywords.PROPERTY\_ACCESS\_SIGN)} - field ${currentPath.toArray().join(Little.keywords.PROPERTY\_ACCESS\_SIGN)} was declared, but has no value/type.'),

                    MEMORY\_STORAGE);

            // Not sure how someone can even get to the error above, but it's better to be safe than sorry - maybe a developer generates an extern field of type Unknown or something...

            case \_: storage.readObject(address);

        }

    }

    /\*\*

        Reads the value at the end of the path.

        @param path The path to read. Provided as individual parameters. To use an array, use `...pathArray`.

        @return an anonymous structure: `{objectValue:InterpTokens, objectTypeName:String, objectAddress:MemoryPointer}`.

    \*\*/

    public function read(...path:String):{objectValue:InterpTokens, objectTypeName:String, objectAddress:MemoryPointer} {

        // If the path is empty, we just return null

        if (path.length == 0) {

            return {

                objectValue: null,

                objectTypeName: null,

                objectAddress: -1,

            }

        }

        var current:InterpTokens = null;

        var currentAddress:MemoryPointer = -1;

        var currentType:String = null;

        var processed = path.toArray();

        var wentThroughPath = [];

        // Before anything, global external values are prioritized

        if (externs.hasGlobal(processed[0])) {

            if (externs.hasGlobal(...path)) {

                var object = externs.getGlobal(...path);

                var typeName = getTypeName(externs.createPathFor(externs.globalProperties, ...path).type);

                return {

                    objectValue: object.objectValue,

                    objectTypeName: typeName,

                    objectAddress: object.objectAddress,

                }

            } else {

                var external = [processed.shift()];

                wentThroughPath.push(external[0]);

                while (externs.hasGlobal(...external.concat([processed[0]]))) {

                    external.push(processed.shift());

                    wentThroughPath.push(external[external.length - 1]);

                }

                var object = externs.getGlobal(...external);

                current = object.objectValue;

                currentAddress = object.objectAddress;

                currentType = getTypeName(externs.createPathFor(externs.globalProperties, ...external).type);

            }

        } else {

            // If we didn't find anything on the externs, we look in the current scope.

            if (!referrer.exists(path[0])) {

                Little.runtime.throwError(ErrorMessage('Variable `${path[0]}` does not exist'), MEMORY\_REFERRER);

            }

            var data = referrer.get(path[0]);

            current = valueFromType(data.address, data.type, path, path[0]);

            currentAddress = data.address;

            currentType = data.type;

            wentThroughPath.push(processed.shift()); // We just went through with the first element.

        }

        while (processed.length > 0) {

            // Get the current field, and the type of that field as well

            var identifier = processed.shift();

            wentThroughPath.push(identifier);

            var typeName = current.type();

            // By design, the only other way properties are accessible on non-object

            // values is through externs. So, after the object checks, we only need to look there.

            // We should notice that, like before, externs are prioritized, so externs are evaluated first.

            // Property check:

            if (externs.hasInstance(...typeName.split(Little.keywords.PROPERTY\_ACCESS\_SIGN))) {

                var classProperties = externs.instanceProperties.properties.get(typeName);

                if (classProperties.properties.exists(identifier)) {

                    var newCurrent = classProperties.properties.get(identifier).getter(current, currentAddress);

                    current = newCurrent.objectValue;

                    currentAddress = newCurrent.objectAddress;

                    continue;

                }

            }

            // It is possible that the current value is also just a plain type:

            if (current.is(CLASS\_POINTER)) {

                var name = getTypeName(current.parameter(0));

                if (externs.hasGlobal(...name.split(Little.keywords.PROPERTY\_ACCESS\_SIGN))) {

                    var classProperties = externs.createPathFor(externs.globalProperties, ...name.split(Little.keywords.PROPERTY\_ACCESS\_SIGN));

                    if (classProperties.properties.exists(identifier)) {

                        var newCurrent = classProperties.properties.get(identifier).getter(current, currentAddress);

                        current = newCurrent.objectValue;

                        currentAddress = newCurrent.objectAddress;

                        continue;

                    }

                }

            }

            // If it doesn't exist on that specific type, it may exist on TYPE\_DYNAMIC:

            if (externs.hasInstance(...Little.keywords.TYPE\_DYNAMIC.split(Little.keywords.PROPERTY\_ACCESS\_SIGN))) {

                var classProperties = externs.instanceProperties.properties.get(Little.keywords.TYPE\_DYNAMIC);

                if (classProperties.properties.exists(identifier)) {

                    var newCurrent = classProperties.properties.get(identifier).getter(current, currentAddress);

                    current = newCurrent.objectValue;

                    currentAddress = newCurrent.objectAddress;

                    continue;

                }

            }

            // Then, we check the object's hash table for that field

            if (current.is(OBJECT)) {

                var objectHashTableBytes = HashTables.getHashTableOf(currentAddress, storage);

                if (HashTables.hashTableHasKey(objectHashTableBytes, identifier, storage)) {

                    var keyData = HashTables.hashTableGetKey(objectHashTableBytes, identifier, storage);

                    current = valueFromType(keyData.value, getTypeName(keyData.type), path, ...wentThroughPath);

                    currentAddress = keyData.value;

                }

            }

            // If we still don't have a value, we throw an error, cause that means that field doesn't exist.

            else {

                wentThroughPath.pop();

                var p = wentThroughPath.join(Little.keywords.PROPERTY\_ACCESS\_SIGN);

                Little.runtime.throwError(ErrorMessage('Field `$identifier` does not exist on `$p` ${current.is(NULL\_VALUE) ? '(`$p` is `${Little.keywords.NULL\_VALUE}`)' : ''}'));

                return {

                    objectValue: NullValue,

                    objectAddress: constants.NULL,

                    objectTypeName: Little.keywords.TYPE\_DYNAMIC,

                }

            }

        }

        return {

            objectValue: current,

            objectAddress: currentAddress,

            objectTypeName: current.type()

        }

    }

    /\*\*

        Starts reading from a specified value instead of preforming a lookup, and returns the value at the end of the path, when

        originating from the given value.

        @param value a value-address pair

        @param path the path to the value. Provided as individual parameters. To use an array, use `...pathArray`

    \*\*/

    public function readFrom(value:{objectValue:InterpTokens, objectAddress:MemoryPointer}, ...path:String) {

        var current = value.objectValue;

        var currentAddress = value.objectAddress;

        var processed = path.toArray();

        var wentThroughPath = [];

        while (processed.length > 0) {

            // Get the current field, and the type of that field as well

            var identifier = processed.shift();

            wentThroughPath.push(identifier);

            var typeName = current.type();

            // By design, the only other way properties are accessible on non-object

            // values is through externs. So, after the object checks, we only need to look there.

            // We should notice that, like before, externs are prioritized, so externs are evaluated first.

            // Property check:

            if (externs.hasInstance(...typeName.split(Little.keywords.PROPERTY\_ACCESS\_SIGN))) {

                var classProperties = externs.instanceProperties.properties.get(typeName);

                if (classProperties.properties.exists(identifier)) {

                    var newCurrent = classProperties.properties.get(identifier).getter(current, currentAddress);

                    current = newCurrent.objectValue;

                    currentAddress = newCurrent.objectAddress;

                    continue;

                }

            }

            // It is possible that the current value is also just a plain type:

            if (current.is(CLASS\_POINTER)) {

                var name = getTypeName(current.parameter(0));

                if (externs.hasGlobal(...name.split(Little.keywords.PROPERTY\_ACCESS\_SIGN))) {

                    var classProperties = externs.createPathFor(externs.globalProperties, ...name.split(Little.keywords.PROPERTY\_ACCESS\_SIGN));

                    if (classProperties.properties.exists(identifier)) {

                        var newCurrent = classProperties.properties.get(identifier).getter(current, currentAddress);

                        current = newCurrent.objectValue;

                        currentAddress = newCurrent.objectAddress;

                        continue;

                    }

                }

            }

            // If it doesn't exist on that specific type, it may exist on TYPE\_DYNAMIC:

            if (externs.hasInstance(...Little.keywords.TYPE\_DYNAMIC.split(Little.keywords.PROPERTY\_ACCESS\_SIGN))) {

                var classProperties = externs.instanceProperties.properties.get(Little.keywords.TYPE\_DYNAMIC);

                if (classProperties.properties.exists(identifier)) {

                    var newCurrent = classProperties.properties.get(identifier).getter(current, currentAddress);

                    current = newCurrent.objectValue;

                    currentAddress = newCurrent.objectAddress;

                    continue;

                }

            }

            // Then, we check the object's hash table for that field

            if (current.is(OBJECT)) {

                var objectHashTableBytesLength = storage.readInt32(currentAddress);

                var objectHashTableBytes = storage.readBytes(currentAddress.rawLocation + 4, objectHashTableBytesLength);

                if (HashTables.hashTableHasKey(objectHashTableBytes, identifier, storage)) {

                    var keyData = HashTables.hashTableGetKey(objectHashTableBytes, identifier, storage);

                    current = valueFromType(keyData.value, getTypeName(keyData.type), [PrettyPrinter.stringifyInterpreter(value.objectValue)].concat(path),

                        ...wentThroughPath);

                    currentAddress = keyData.value;

                }

            }

            // If we still don't have a value, we throw an error, cause that means that field doesn't exist.

            else {

                wentThroughPath.pop();

                var p = wentThroughPath.join(Little.keywords.PROPERTY\_ACCESS\_SIGN);

                Little.runtime.throwError(ErrorMessage('Field `$identifier` does not exist on `$p` ${current.is(NULL\_VALUE) ? '(`$p` is `${Little.keywords.NULL\_VALUE}`)' : ''}'),

                    MEMORY);

                return {

                    objectValue: NullValue,

                    objectAddress: constants.NULL,

                    objectTypeName: Little.keywords.TYPE\_DYNAMIC,

                }

            }

        }

        return {

            objectValue: current,

            objectAddress: currentAddress,

            objectTypeName: current.type()

        }

    }

    /\*\*

        Writes a new value to a **\*\*new\*\*** path specified by `path`.

        If a part of the path doesn't exist which is not it's end, an error will be thrown in `Little`'s runtime.

        If the path fully exists, it's value will be overwritten

        If `value` is given as an identifier/property access/block, there will be an attempt

        to retrieve the original object's address there, if it's type has `passedByReference` set to `true`. See `Memory.retrieve`

        @param path An array of strings representing the path to the value

        @param value The value to write. If `null`, the value will be set to `NullValue`

        @param type The type of the value. If `null`, the type will be set to `TYPE\_DYNAMIC`

        @param doc The documentation of the value. If `null`, the documentation will be set to `""`

    \*\*/

    public function write(path:Array<String>, ?value:InterpTokens, ?type:String, ?doc:String) {

        // A couple notices:

        /\*

            - The first n-1 elements of the path must exist beforehand, and must be objects

            - The last element will be a field of the last object

         \*/

        if (path.length == 0) {

            Little.runtime.throwError(ErrorMessage('Cannot write to an empty path'));

            // Does not make sense to have a path of length 0, but still more useful than a quiet return/crash.

        }

        if (path.length == 1) {

            referrer.reference(path[0], retrieve(value), type);

        } else {

            var pathCopy = path.slice(0, path.length - 1);

            var wentThroughPath = [path[0]];

            var current = referrer.get(pathCopy.shift());

            while (pathCopy.length > 0) {

                if (!getTypeInformation(current.type).passedByReference) {

                    Little.runtime.throwError(ErrorMessage('Cannot write to a static type. Only objects can have dynamic properties (${wentThroughPath.join(Little.keywords.PROPERTY\_ACCESS\_SIGN)} is `${current.type}`)'));

                }

                if (!HashTables.hashTableHasKey(HashTables.getHashTableOf(current.address, storage), pathCopy[0], storage)) {

                    var a = wentThroughPath.concat([pathCopy[0]]).join(Little.keywords.PROPERTY\_ACCESS\_SIGN);

                    Little.runtime.throwError(ErrorMessage('Cannot write a property to ${a}, since ${pathCopy[0]} does not exist (did you forget to define ${a}?)'));

                }

                var hashTableKey = HashTables.hashTableGetKey(HashTables.getHashTableOf(current.address, storage), pathCopy[0], storage);

                current = {

                    address: hashTableKey.value,

                    type: getTypeName(hashTableKey.type),

                }

                wentThroughPath.push(pathCopy.shift());

            }

            if (!getTypeInformation(current.type).passedByReference) {

                Little.runtime.throwError(ErrorMessage('Cannot write to a property to values of a static type. Only objects can have dynamic properties (${wentThroughPath.join(Little.keywords.PROPERTY\_ACCESS\_SIGN)} is `${current.type}`)'));

            }

            if (!HashTables.hashTableHasKey(HashTables.getHashTableOf(current.address, storage), path[path.length - 1], storage)) {

                HashTables.objectAddKey(current.address, path[path.length - 1], retrieve(value), getTypeInformation(type).pointer, storage.storeString(doc),

                    storage);

            } else if (externs.instanceProperties.properties.exists(path[path.length - 1])) {

                Little.runtime.throwError(ErrorMessage('Cannot write to an extern property (${path[path.length - 1]})'));

            } else {

                HashTables.objectSetKey(current.address, path[path.length - 1], {

                    value: value != null ? retrieve(value) : null,

                    type: type != null ? getTypeInformation(type).pointer : null,

                    doc: doc != null ? storage.storeString(doc) : null

                }, storage);

            }

        }

    }

    /\*\*

        Writes a new value to an **\*\*existing\*\*** path specified by `path`.

        If any part of the path does not exist, an error will be thrown in `Little`'s runtime.

        @param path An array of strings representing the path to the value

        @param value The value to write. If `null`, the original value will be preserved

        @param type The type of the value. If `null`, the original type will be preserved

        @param doc The documentation of the value. If `null`, the original documentation will be preserved

    \*\*/

    public function set(path:Array<String>, ?value:InterpTokens, ?type:String, ?doc:String) {

        if (path.length == 0) {

            Little.runtime.throwError(ErrorMessage('Cannot set the value of an empty path'));

            // Does not make sense to have a path of length 0, but still more useful than a quiet return/crash.

        }

        if (path.length == 1) {

            if (referrer.exists(path[0])) {

                referrer.set(path[0], {address: value != null ? retrieve(value) : null, type: type != null ? type : null});

            } else {

                Little.runtime.throwError(ErrorMessage('Variable/function ${path[0]} does not exist'));

            }

        } else {

            var pathCopy = path.slice(0, path.length - 1);

            var wentThroughPath = [path[0]];

            var current = referrer.get(pathCopy.shift());

            while (pathCopy.length > 0) {

                if (!getTypeInformation(current.type).passedByReference) {

                    Little.runtime.throwError(ErrorMessage('Cannot set properties to values of a static type. Only objects can have dynamic properties (${wentThroughPath.join(Little.keywords.PROPERTY\_ACCESS\_SIGN)} is `${current.type}`)'));

                }

                if (!HashTables.hashTableHasKey(HashTables.getHashTableOf(current.address, storage), pathCopy[0], storage)) {

                    var a = wentThroughPath.concat([pathCopy[0]]).join(Little.keywords.PROPERTY\_ACCESS\_SIGN);

                    Little.runtime.throwError(ErrorMessage('Cannot set a property of ${a}, since ${pathCopy[0]} does not exist (did you forget to define ${a}?)'));

                }

                var hashTableKey = HashTables.hashTableGetKey(HashTables.getHashTableOf(current.address, storage), pathCopy[0], storage);

                current = {

                    address: hashTableKey.value,

                    type: getTypeName(hashTableKey.type),

                }

                wentThroughPath.push(pathCopy.shift());

            }

            if (!getTypeInformation(current.type).passedByReference) {

                Little.runtime.throwError(ErrorMessage('Cannot set properties to values of a static type. Only objects can have dynamic properties (${wentThroughPath.join(Little.keywords.PROPERTY\_ACCESS\_SIGN)} is `${current.type}`)'));

            }

            if (HashTables.hashTableHasKey(HashTables.getHashTableOf(current.address, storage), path[path.length - 1], storage)) {

                HashTables.objectSetKey(current.address, path[path.length - 1], {

                    value: value != null ? retrieve(value) : null,

                    type: type != null ? getTypeInformation(type).pointer : null,

                    doc: doc != null ? storage.storeString(doc) : null

                }, storage);

            } else if (externs.instanceProperties.properties.exists(path[path.length - 1])) {

                Little.runtime.throwError(ErrorMessage('Cannot set an extern property (${path[path.length - 1]})'));

            } else {

                Little.runtime.throwError(ErrorMessage('Cannot set the value of ${path.join(Little.keywords.PROPERTY\_ACCESS\_SIGN)}, since ${path[path.length - 1]} does not exist.'));

            }

        }

    }

    /\*\*

        Allocate `size` bytes of memory.

        @param size The number of bytes to allocate

        @return A pointer to the allocated memory

    \*\*/

    public function allocate(size:Int):MemoryPointer {

        if (size <= 0)

            Little.runtime.throwError(ErrorMessage('Cannot allocate ${size} bytes'));

        return storage.storeBytes(size);

    }

    /\*\*

        Free `size` bytes of memory at `pointer`.

        @param pointer The address of the memory to free

        @param size The number of bytes to free

    \*\*/

    public function free(pointer:MemoryPointer, size:Int) {

        if (pointer.toInt() < 0)

            Little.runtime.throwError(ErrorMessage('Cannot free bytes at negative address ${pointer}'));

        if (pointer.toInt() < constants.capacity)

            Little.runtime.throwError(ErrorMessage('Cannot free bytes from the constant pool (addresses 0 to ${constants.capacity}, attempted to free address ${pointer})'));

        if (pointer.toInt() >= currentMemorySize)

            Little.runtime.throwError(ErrorMessage('Cannot free bytes at an address greater than the current memory size (${pointer} requested but ${currentMemorySize} addresses exist)'));

        if (size <= 0)

            Little.runtime.throwError(ErrorMessage('Cannot free ${size} bytes'));

        if (pointer.toInt() + size > currentMemorySize)

            Little.runtime.throwError(ErrorMessage('Cannot free bytes: The requested free overflows the current memory size (${pointer} + ${size} requested but ${currentMemorySize} addresses exist)'));

        storage.freeBytes(pointer, size);

    }

    /\*\*

        Returns the size of the object pointed to by `pointer`.

        @param pointer The pointer to the object

        @param type The type of the object

        @return The size of the object

    \*\*/

    public function sizeOf(pointer:MemoryPointer, type:String):Null<Int> {

        switch type {

            case (\_ == Little.keywords.TYPE\_INT => true): return 4;

            case (\_ == Little.keywords.TYPE\_FLOAT => true): return 8;

            case (\_ == Little.keywords.TYPE\_BOOLEAN => true): return 1;

            case (\_ == Little.keywords.TYPE\_DYNAMIC => true): return null;

            case (\_ == Little.keywords.TYPE\_UNKNOWN => true): return null;

            case (\_ == Little.keywords.TYPE\_MODULE => true): {

                if (externs.externToPointer.exists(type)) return 1;

                else return 16; // 2 \* 4 bytes for hashtable lengths, 2 \* 4 bytes for the pointers

            }

            case (\_ == Little.keywords.TYPE\_STRING => true) |

                 (\_ == Little.keywords.TYPE\_SIGN => true) |

                 (\_ == Little.keywords.TYPE\_CONDITION => true) |

                 (\_ == Little.keywords.TYPE\_FUNCTION => true): {

                var length = storage.readInt32(pointer);

                return 4 + length; // 4 bytes for the length

            }

            case (\_ == Little.keywords.TYPE\_ARRAY => true): {

                var length = storage.readInt32(pointer);

                var elementSize = storage.readInt32(pointer.rawLocation + 4);

                return 8 + length \* elementSize; // 4 bytes for the length, 4 bytes for element size.

            }

            default: return 8; // Probably an object, so 4 bytes for the pointer, 4 bytes for the length

        }

    }

    /\*\*

        Returns information about types in Little at runtime.

        @param name The name of the type. Allows property access (for example, `pack.Type`)

        @return An object containing information about the type.

    \*\*/

    public function getTypeInformation(name:String):TypeInfo {

        // First, check for primitive types which are pre-allocated

        // in the constant pool

        var p = switch name {

            case(\_ == Little.keywords.TYPE\_INT => true): constants.INT;

            case(\_ == Little.keywords.TYPE\_FLOAT => true): constants.FLOAT;

            case(\_ == Little.keywords.TYPE\_BOOLEAN => true): constants.BOOL;

            case(\_ == Little.keywords.TYPE\_DYNAMIC => true): constants.DYNAMIC;

            case(\_ == Little.keywords.TYPE\_MODULE => true): constants.TYPE;

            case(\_ == Little.keywords.TYPE\_UNKNOWN => true): constants.UNKNOWN;

            case \_: MemoryPointer.fromInt(0);

        }

        if (p.rawLocation != 0) {

            return {

                pointer: p,

                typeName: switch p.rawLocation {

                    case 11 /\* int \*/: Little.keywords.TYPE\_INT;

                    case 12 /\* float \*/: Little.keywords.TYPE\_FLOAT;

                    case 13 /\* bool \*/: Little.keywords.TYPE\_BOOLEAN;

                    case 14 /\* dynamic \*/: Little.keywords.TYPE\_DYNAMIC;

                    case 15 /\* type \*/: Little.keywords.TYPE\_MODULE;

                    case 16 /\* unknown \*/: Little.keywords.TYPE\_UNKNOWN;

                    case \_: throw "How did we get here? 5";

                },

                passedByReference: p.rawLocation >= 14 && p.rawLocation <= 15,

                isExternal: false,

                instanceFields: [],

                staticFields: [],

                defaultInstanceSize: switch p.rawLocation {

                    case 11 /\* int \*/: 4;

                    case 12 /\* float \*/: 8;

                    case 13 /\* bool \*/: 1;

                    case 14 /\* dynamic \*/: -1;

                    case 15 /\* type \*/: -1;

                    case 16 /\* unknown \*/: -1;

                    case \_: throw "How did we get here? 51";

                }

            }

        }

        // If it's not a primitive type, the next priority is external types.

        // The easiest way to get a valid type is to check the externToPointer map

        if (externs.externToPointer.exists(name) && externs.getGlobal(name).objectValue.is(CLASS\_POINTER)) {

            var instProps = externs.createPathFor(externs.instanceProperties, ...name.split(Little.keywords.PROPERTY\_ACCESS\_SIGN));

            var statProps = externs.createPathFor(externs.globalProperties, ...name.split(Little.keywords.PROPERTY\_ACCESS\_SIGN));

            var instances = new Map<String, {type:MemoryPointer, doc:MemoryPointer}>();

            var statics = new Map<String, {type:MemoryPointer, doc:MemoryPointer}>();

            for (key => value in instProps.properties)

                instances[key] = {type: value.type, doc: value.doc};

            for (key => value in statProps.properties)

                statics[key] = {type: value.type, doc: value.doc};

            return {

                pointer: externs.externToPointer[name],

                typeName: name,

                passedByReference: true,

                isExternal: true,

                instanceFields: instances,

                staticFields: statics,

                defaultInstanceSize: 4 + POINTER\_SIZE, // Objects take 8 bytes in-place

            }

        }

        var reference = referrer.get(name);

        var typeInfo = storage.readType(reference.address);

        return typeInfo;

    }

    /\*\*

        Returns the name of the type at the given pointer.

        @param pointer The pointer to the type

        @return The name of the type

    \*\*/

    public function getTypeName(pointer:MemoryPointer):String {

        // Externs prioritized:

        var ext = externs.pointerToExtern.get(pointer);

        if (ext != null && externs.getGlobal(...ext.split(".")).objectValue.is(CLASS\_POINTER)) {

            return externs.pointerToExtern[pointer];

        }

        // Then, constants:

        if (constants.hasPointer(pointer)) {

            return constants.getFromPointer(pointer).asJoinedStringPath();

        }

        return storage.readType(pointer).typeName;

    }

}

/\*\*

    Represents runtime information about a type.

\*\*/

typedef TypeInfo = {

    pointer:MemoryPointer,

    typeName:String,

    passedByReference:Bool,

    isExternal:Bool,

    instanceFields:Map<String, {type:MemoryPointer, doc:MemoryPointer}>,

    staticFields:Map<String, {type:MemoryPointer, doc:MemoryPointer}>,

    defaultInstanceSize:Int

}

package little.interpreter.memory;

import haxe.exceptions.ArgumentException;

import little.interpreter.Tokens;

import vision.ds.ByteArray;

using little.tools.Extensions;

/\*\*

    A class allowing access to static constants in Little, without having to allocate memory for them.

\*\*/

class ConstantPool {

    /\*\*

        The amount of bytes the constant pool takes up.

    \*\*/

    public var capacity(default, null):Int = 24;

    public var NULL:MemoryPointer = 0;

    public var FALSE:MemoryPointer = 1;

    public var TRUE:MemoryPointer = 2;

    public var ZERO:MemoryPointer = 3; // size: 8 bytes.

    public var INT:MemoryPointer = 11; // Int primitive type

    public var FLOAT:MemoryPointer = 12; // Float primitive type

    public var BOOL:MemoryPointer = 13; // Bool primitive type

    public var DYNAMIC:MemoryPointer = 14; // Dynamic type

    public var TYPE:MemoryPointer = 15;

    public var UNKNOWN:MemoryPointer = 16; // Unknown type, used for in-place type inference

    public var ERROR:MemoryPointer = 17; // A thrown error has this pointer

    public var EXTERN:MemoryPointer = 18; // An extern function pointer, uses a haxeExtern token and thus cant be stored normally.

    public var EMPTY\_STRING:MemoryPointer = 19; // size: 4 bytes

    /\*\*

        Instantiates a new `ConstantPool`

    \*\*/

    public function new(memory:Memory) {

        for (i in 0...capacity) memory.storage.reserved[i] = 1; // Contains "Core" values

        memory.storage.setByte(TRUE, 1); // TRUE

    }

    /\*\*

        Converts an `InterpTokens` into a `MemoryPointer`, or throws an `ArgumentException` if it doesn't exist in the constant pool.

        @param token The token to convert

        @return The converted `MemoryPointer`

        @throws ArgumentException If the token can't be represented using the constant pool

    \*\*/

    public function get(token:InterpTokens):MemoryPointer {

        switch (token) {

            case NullValue: return NULL;

            case FalseValue: return FALSE;

            case TrueValue: return TRUE;

            case Number(0) | Decimal(0.): return ZERO;

            case Characters(""): return EMPTY\_STRING;

            case (\_.equals(Identifier(Little.keywords.TYPE\_INT)) => true): return INT;

            case (\_.equals(Identifier(Little.keywords.TYPE\_FLOAT)) => true): return FLOAT;

            case (\_.equals(Identifier(Little.keywords.TYPE\_BOOLEAN)) => true): return BOOL;

            case (\_.equals(Identifier(Little.keywords.TYPE\_DYNAMIC)) => true): return DYNAMIC;

            case (\_.equals(Identifier(Little.keywords.TYPE\_MODULE)) => true): return TYPE;

            case (\_.equals(Identifier(Little.keywords.TYPE\_UNKNOWN)) => true): return UNKNOWN;

            case ErrorMessage(\_): return ERROR;

            case FunctionCode(p, \_.parameter(0).filter(x -> x.is(HAXE\_EXTERN)) => true): return EXTERN;

            case \_: throw new ArgumentException("token", '${token} does not exist in the constant pool');

        }

    }

    /\*\*

        Converts a `MemoryPointer` into an `InterpTokens`, or throws an `ArgumentException` if it doesn't exist in the constant pool.

        @param pointer The pointer to convert

        @return The converted `InterpTokens`

        @throws ArgumentException If the pointer doesn't exist in the constant pool

    \*\*/

    public function getFromPointer(pointer:MemoryPointer):InterpTokens {

        return switch pointer.rawLocation {

            case 0x00: NullValue;

            case 0x01: FalseValue;

            case 0x02: TrueValue;

            case 0x03: Number(0);

            case 0x0B: Identifier(Little.keywords.TYPE\_INT);

            case 0x0C: Identifier(Little.keywords.TYPE\_FLOAT);

            case 0x0D: Identifier(Little.keywords.TYPE\_BOOLEAN);

            case 0x0E: Identifier(Little.keywords.TYPE\_DYNAMIC);

            case 0x0F: Identifier(Little.keywords.TYPE\_MODULE);

            case 0x10: Identifier(Little.keywords.TYPE\_UNKNOWN);

            case 0x11: ErrorMessage("Default value for error message");

            case 0x12: HaxeExtern(() -> Characters("Default value for external haxe code"));

            case 0x13: Characters("");

            case \_: throw 'pointer ${pointer} not in constant pool';

        }

    }

    /\*\*

        Checks if a `MemoryPointer` exists in the constant pool.

        @param pointer The pointer to check

        @return `true` if the pointer exists, `false` otherwise

    \*\*/

    public function hasPointer(pointer:MemoryPointer):Bool {

        return pointer.rawLocation < capacity && pointer.rawLocation >= 0;

    }

    /\*\*

        Checks if a type exists in the constant pool.

        @param typeName The type to check

    \*\*/

    public function hasType(typeName:String) {

        switch typeName {

            case (\_ == (Little.keywords.TYPE\_INT) => true): return true;

            case (\_ == (Little.keywords.TYPE\_FLOAT) => true): return true;

            case (\_ == (Little.keywords.TYPE\_BOOLEAN) => true): return true;

            case (\_ == (Little.keywords.TYPE\_DYNAMIC) => true): return true;

            case (\_ == (Little.keywords.TYPE\_MODULE) => true): return true;

            case (\_ == (Little.keywords.TYPE\_UNKNOWN) => true): return true;

            case \_: return false;

        }

    }

    public function getType(typeName:String):MemoryPointer {

        return switch typeName {

            case (\_ == (Little.keywords.TYPE\_INT) => true): INT;

            case (\_ == (Little.keywords.TYPE\_FLOAT) => true): FLOAT;

            case (\_ == (Little.keywords.TYPE\_BOOLEAN) => true): BOOL;

            case (\_ == (Little.keywords.TYPE\_DYNAMIC) => true): DYNAMIC;

            case (\_ == (Little.keywords.TYPE\_MODULE) => true): TYPE;

            case (\_ == (Little.keywords.TYPE\_UNKNOWN) => true): UNKNOWN;

            case \_: throw new ArgumentException("typeName", '${typeName} does not exist in the constant pool');

        }

    }

}

package little.interpreter.memory;

import little.interpreter.Tokens.InterpTokens;

class ExternalInterfacing {

    public var parent:Memory;

    /\*\*

        For each type registered, a pointer to the type must be provided.

    \*\*/

    public var externToPointer:Map<String, MemoryPointer>;

    /\*\*

        Inverse of `externToPointer`, not performance efficient

    \*\*/

    public var pointerToExtern(get ,null):Map<MemoryPointer, String>;

    /\*\* ExternalInterfacing.pointerToExtern getter \*\*/ @:noCompletion function get\_pointerToExtern() {

        var pointerToExtern = new Map<MemoryPointer, String>();

        for (type => pointer in externToPointer) {

            pointerToExtern[pointer] = type;

        }

        return pointerToExtern;

    }

    /\*\*

        Properties of instances of a certain type.

        for example, one may want to define a `length` property on an array

        Use `TYPE\_DYNAMIC` to have a property for every single type. PAY ATTENTION - it blocks this word from being used as a property name for an object.

    \*\*/

    public var instanceProperties:ExtTree = new ExtTree(0, null, null, 0);

    /\*\*

        Global static variables, defined using a path to the property.

    \*\*/

    public var globalProperties:ExtTree = new ExtTree(0, null, null, 0);

    /\*\*

        Instantiates a new `ExternalInterfacing`.

    \*\*/

    public function new(memory:Memory) {

        parent = memory;

        externToPointer = new Map<String, MemoryPointer>();

    }

    /\*\*

        Creates an object at the end of the path. If some of the path does not exist, it will be created.

        This function only creates paths at a specific tree - either `globalProperties` or `instanceProperties`.

        @param extType The tree to create the object in - either `globalProperties` or `instanceProperties`.

        @param path The path to the object. Provided as individual parameters. To use an array, use `...pathArray`

        @return The created object at the end of the path, of type `ExtTree` (External Tree)

    \*\*/

    public function createPathFor(extType:ExtTree, ...path:String):ExtTree {

        var identifiers = path.toArray();

        var handle = extType;

        while (identifiers.length > 0) {

            var identifier = identifiers.shift();

            if (handle.properties.exists(identifier)) {

                handle = handle.properties[identifier];

            } else {

                handle.properties[identifier] = new ExtTree();

                handle = handle.properties[identifier];

            }

        }

        return handle;

    }

    /\*\*

        Helper function that uses `createPathFor` to create all possible paths for an object,

        on both `globalProperties` and `instanceProperties`.

        @param path The path to the object. Provided as individual parameters. To use an array, use `...pathArray`

    \*\*/

    public function createAllPathsFor(...path:String) {

        for (tree in [globalProperties, instanceProperties]) {

            createPathFor(tree, ...path);

        }

    }

    /\*\*

        Checks if a static object exists at the end of the path

        @param path The path to the object. Provided as individual parameters. To use an array, use `...pathArray`

        @return `true` if the object exists, `false` otherwise

    \*\*/

    public function hasGlobal(...path:String):Bool {

        var identifiers = path.toArray();

        var handle = globalProperties;

        while (identifiers.length > 0) {

            var identifier = identifiers.shift();

            if (handle.properties.exists(identifier))

                handle = handle.properties[identifier];

            else

                return false;

        }

        return true;

    }

    /\*\*

        Checks if an instance field exists at the end of the path

        @param path The path to the object. Provided as individual parameters. To use an array, use `...pathArray`

        @return `true` if the object exists, `false` otherwise

    \*\*/

    public function hasInstance(...path:String):Bool {

        var identifiers = path.toArray();

        var handle = instanceProperties;

        while (identifiers.length > 0) {

            var identifier = identifiers.shift();

            if (handle.properties.exists(identifier))

                handle = handle.properties[identifier];

            else

                return false;

        }

        return true;

    }

    /\*\*

        Gets a static object at the end of the path.

        @param path The path to the object. Provided as individual parameters. To use an array, use `...pathArray`

        @return The object at the end of the path, as a combination of `InterpTokens` and `MemoryPointer`

    \*\*/

    public function getGlobal(...path:String):{objectValue:InterpTokens, objectAddress:MemoryPointer} {

        var identifiers = path.toArray();

        var handle = globalProperties;

        for (ident in identifiers) {

            handle = handle.properties[ident];

        }

        return handle.getter(null, -1); // Static externs are not tied to any runtime object, so this makes sense

    }

}

/\*\*

    The External Object Tree. Used to store information about an external object.

\*\*/

class ExtTree {

    /\*\*

        A getter for the extern value.

        The returned token has its parent's address in memory and value, if you want to modify it.

    \*\*/

    public var getter:(objectValue:InterpTokens, objectAddress:MemoryPointer) -> {objectValue:InterpTokens, objectAddress:MemoryPointer};

    /\*\*

        A pointer to this prop's doc. Used instead of string to avoid re-allocations.

    \*\*/

    public var doc:MemoryPointer;

    /\*\*

        A pointer to the type this prop's getter returns. Used for providing consistent behavior for runtime type info acquisition.

    \*\*/

    public var type:MemoryPointer;

    /\*\*

        This `ExtTree`'s children.

    \*\*/

    public var properties:Map<String, ExtTree>;

    /\*\*

        Instantiates a new `ExtTree`

        @param type The `Little` type this `ExtTree`'s getter should return. Used for runtime type information

        @param getter The getter for the `ExtTree`, can be used in 2 ways - in the global tree, the two arguments are `null` and `null`.

        In the instance tree, the arguments are the parent object's value and it's address in memory. In both cases, the returned value should be a value,

        and it's address in memory.

        @param properties The properties of this tree. Used to quickly populate this `ExtTree` with child trees.

        @param doc The documentation of the field this `ExtTree` represents.

    \*\*/

    public function new(?type:MemoryPointer, ?getter:(objectValue:InterpTokens, objectAddress:MemoryPointer) -> {objectValue:InterpTokens, objectAddress:MemoryPointer}, ?properties:Map<String, ExtTree>, ?doc:MemoryPointer) {

        this.getter = getter ?? (objectValue, objectAddress) -> {

            return {

                objectValue: Characters('Externally registered, attached to $objectAddress'),

                objectAddress: objectAddress,

            }

        }

        this.properties = properties ?? new Map<String, ExtTree>();

        this.doc = doc ?? Little.memory.constants.EMPTY\_STRING;

        this.type = type ?? Little.memory.constants.UNKNOWN;

    }

}

package little.interpreter.memory;

import little.interpreter.memory.MemoryPointer.POINTER\_SIZE;

import haxe.Int64;

import haxe.io.Bytes;

import haxe.hash.Murmur1;

import vision.ds.ByteArray;

class HashTables {

    public static final OBJECT\_HASH\_TABLE\_CELL\_SIZE:Int = POINTER\_SIZE \* 4;

    /\*\*

        Returns a hash table for the given key-value-type pairs.

        Each hash-table value will be 3 pointers, first to the name

        of the field, second to the value, and third to the type of the field.

        The hash-table's size is pre-estimated, and should provide a hash table

        with 0.5 size-to-store ratio.

        @param pairs an array of key-value-type triples

    \*\*/

    public static function generateObjectHashTable(pairs:Array<{key:String, keyPointer:MemoryPointer, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer}>) {

        var initialLength = (pairs.length > 1 ? pairs.length : 5) \* OBJECT\_HASH\_TABLE\_CELL\_SIZE \* 3;

        // a memory pointer is 8 bytes, 3 pointers is `OBJECT\_HASH\_TABLE\_CELL\_SIZE` bytes

        // We triple the memory for a nice size-to-store ratio (0.33)

        var array = new ByteArray(initialLength);

        for (pair in pairs) {

            var keyHash = Murmur1.hash(Bytes.ofString(pair.key));

            // Since the array is `OBJECT\_HASH\_TABLE\_CELL\_SIZE` bytes per entry, We need to assure that keyIndex is divisible by `OBJECT\_HASH\_TABLE\_CELL\_SIZE`

            // What the following line does is assure the value doesn't overflow and wrap around to the negative.

            // Basically, increase the ceiling, multiply by `OBJECT\_HASH\_TABLE\_CELL\_SIZE`, take the remainder, and re-reduce the ceiling.

            var khI64 = Int64.make(0, keyHash);

            var keyIndex = ((khI64 \* OBJECT\_HASH\_TABLE\_CELL\_SIZE) % array.length).low;

            if (array.getInt32(keyIndex) == 0) { // Always ok, on existing cells the first value cant be 0 because it represents `null`, and `null` fields are not creatable.

                array.setInt32(keyIndex, pair.keyPointer.rawLocation);

                array.setInt32(keyIndex + POINTER\_SIZE, pair.value.rawLocation);

                array.setInt32(keyIndex + POINTER\_SIZE \* 2, pair.type.rawLocation);

                array.setInt32(keyIndex + POINTER\_SIZE \* 3, pair.doc.rawLocation);

            } else {

                // To handle collisions, we will basically move on until we find an empty slot

                // Then, fill it with the new key-value-type triplet

                var incrementation = 0;

                var i = keyIndex;

                while (array.getInt32(i) != 0) {

                    i += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

                    incrementation += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

                    if (i >= array.length) {

                        i = 0;

                    }

                    if (incrementation >= array.length) {

                        throw 'Object hash table did not generate. This should never happen. Initial length may be incorrect.';

                    }

                }

                array.setInt32(i, pair.keyPointer.rawLocation);

                array.setInt32(i + POINTER\_SIZE, pair.value.rawLocation);

                array.setInt32(i + POINTER\_SIZE \* 2, pair.type.rawLocation);

                array.setInt32(i + POINTER\_SIZE \* 3, pair.doc.rawLocation);

            }

        }

        return array;

    }

    /\*\*

        Reads an object hash table, optionally provides key names when the storage is given.

        @param bytes the hash table's bytes

        @param storage the storage, if key names are needed. When not provided, key names are `null`.

        @return the hash table as an array.

    \*\*/

    public static function readObjectHashTable(bytes:ByteArray, ?storage:Storage):Array<{key:Null<String>, keyPointer:MemoryPointer, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer}> {

        var arr = [];

        var i = 0;

        while (i < bytes.length) {

            var keyPointer:MemoryPointer = bytes.getInt32(i);

            var value:MemoryPointer = bytes.getInt32(i + POINTER\_SIZE);

            var type:MemoryPointer = bytes.getInt32(i + POINTER\_SIZE \* 2);

            var doc:MemoryPointer = bytes.getInt32(i + POINTER\_SIZE \* 3);

            var key = null;

            if (keyPointer.rawLocation == 0) {

                i += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

                continue; // Nothing to do here

            }

            if (storage != null) {

                key = storage.readString(keyPointer);

            }

            arr.push({

                key: key,

                keyPointer: keyPointer,

                value: value,

                type: type,

                doc: doc

            });

            i += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

        }

        return arr;

    }

    /\*\*

        Whether a given key exists in a hash table.

        @param hashTable The bytes of the hash table, generated using the `HashTables` class

        @param key The key to check

        @param storage Must be provided in order to actually access the key values in the hash table

        @return `true` if the key exists, `false` otherwise

    \*\*/

    public static function hashTableHasKey(hashTable:ByteArray, key:String, storage:Storage):Bool {

        var keyHash = Murmur1.hash(Bytes.ofString(key));

        var khI64 = Int64.make(0, keyHash);

        var keyIndex = ((khI64 \* OBJECT\_HASH\_TABLE\_CELL\_SIZE) % hashTable.length).low;

        var incrementation = 0;

        while (true) {

            var currentKey = storage.readString(hashTable.getInt32(keyIndex));

            if (currentKey == key) {

                return true;

            }

            keyIndex += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

            incrementation++;

            if (keyIndex >= hashTable.length) {

                keyIndex = 0;

            }

            if (incrementation >= hashTable.length) {

                return false;

            }

        }

    }

    /\*\*

        Looks up a key in a hash table.

        @param hashTable The bytes of the hash table, generated using the `HashTables` class

        @param key The key to check

        @param storage Must be provided in order to actually access the keys in the hash table

    \*\*/

    public static function hashTableGetKey(hashTable:ByteArray, key:String, storage:Storage):{key:String, keyPointer:MemoryPointer, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer} {

        var keyHash = Murmur1.hash(Bytes.ofString(key));

        var khI64 = Int64.make(0, keyHash);

        var keyIndex = ((khI64 \* OBJECT\_HASH\_TABLE\_CELL\_SIZE) % hashTable.length).low;

        var incrementation = 0;

        while (true) {

            var currentKey = storage.readString(hashTable.getInt32(keyIndex));

            if (currentKey == key) {

                return {

                    key: key,

                    keyPointer: hashTable.getInt32(keyIndex),

                    value: hashTable.getInt32(keyIndex + POINTER\_SIZE),

                    type: hashTable.getInt32(keyIndex + POINTER\_SIZE \* 2),

                    doc: hashTable.getInt32(keyIndex + POINTER\_SIZE \* 3)

                }

            }

            keyIndex += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

            incrementation += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

            if (keyIndex >= hashTable.length) {

                keyIndex = 0;

            }

            if (incrementation >= hashTable.length) {

                throw 'Key $key not found in hash table';

            }

        }

        throw 'How did you get here? 4';

    }

    /\*\*

        Directly accesses a specific object's memory, and adds a key-value "pair" to it's hash table.

        If the hash table is too full (70% of its size is occupied), the hash table will be rehashed with the new key, and it's size will increase.

        @param object A pointer to an object

        @param key The key to add

        @param value The key's value

        @param type The key's type

        @param doc The key's documentation

        @param storage Must be provided in order to access the object.

    \*\*/

    public static function objectAddKey(object:MemoryPointer, key:String, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer, storage:Storage) {

        var hashTableBytes = storage.readBytes(storage.readPointer(object.rawLocation + POINTER\_SIZE), storage.readInt32(object.rawLocation));

        var table = HashTables.readObjectHashTable(hashTableBytes, storage);

        // Fresh objects have 0.33 size-to-fill ratio, so usually we would just need to hash and add a key.

        // In case the size-to-fill ration is grater that 0,7, we will need to rehash everything and add the key

        var tableSize = hashTableBytes.length;

        var occupied = table.length \* OBJECT\_HASH\_TABLE\_CELL\_SIZE;

        if (occupied / tableSize >= 0.7) {

            // Rehash with the the key:

            table.push({

                key: key,

                keyPointer: storage.storeString(key),

                value: value,

                type: type,

                doc: doc

            });

            var newHashTable = HashTables.generateObjectHashTable(table);

            // Free the old hash table:

            storage.freeBytes(storage.readPointer(object.rawLocation + POINTER\_SIZE), hashTableBytes.length);

            // Store the new one, retrieve the pointer to it:

            var tablePointer = storage.storeBytes(newHashTable.length, newHashTable);

            // Update the object's hash table pointer:

            storage.setPointer(object.rawLocation + 4, tablePointer);

            // Don't forget, the table length also needs to be replaced

            storage.setInt32(object.rawLocation, newHashTable.length);

            return; // The object was rehashed, the given pointer is still valid and all fields are good. Done here.

        }

        var hashTablePosition = storage.readPointer(object.rawLocation + 4);

        var keyHash = Murmur1.hash(Bytes.ofString(key));

        var khI64 = Int64.make(0, keyHash);

        var keyIndex = ((khI64 \* OBJECT\_HASH\_TABLE\_CELL\_SIZE) % hashTableBytes.length).low;

        var incrementation = 0;

        while (true) {

            if (hashTableBytes.getInt32(keyIndex) == 0) {

                storage.setPointer(hashTablePosition.rawLocation + keyIndex, storage.storeString(key).rawLocation);

                storage.setPointer(hashTablePosition.rawLocation + keyIndex + POINTER\_SIZE, value.rawLocation);

                storage.setPointer(hashTablePosition.rawLocation + keyIndex + POINTER\_SIZE \* 2, type.rawLocation);

                storage.setPointer(hashTablePosition.rawLocation + keyIndex + POINTER\_SIZE \* 3, doc.rawLocation);

                return;

            }

            keyIndex += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

            incrementation += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

            if (keyIndex >= tableSize) {

                keyIndex = 0;

            }

            if (incrementation >= tableSize) {

                throw "How did you get here? 6";

            }

        }

    }

    /\*\*

        Directly accesses a specific object's memory, and sets a key-value "pair" to it's hash table.

        @param object A pointer to an object

        @param key The key to add

        @param pair The key's value. Has 3 fields: value, type, doc. if a property is null, it will not modify that specific existing value of the key-value "pair"

        @param storage Must be provided in order to access the object.

    \*\*/

    public static function objectSetKey(object:MemoryPointer, key:String, pair:{?value:MemoryPointer, ?type:MemoryPointer, ?doc:MemoryPointer}, storage:Storage) {

        var hashTableBytesLength = storage.readInt32(object.rawLocation);

        var hashTablePosition = storage.readPointer(object.rawLocation + 4);

        var keyHash = Murmur1.hash(Bytes.ofString(key));

        var khI64 = Int64.make(0, keyHash);

        var keyIndex = ((khI64 \* OBJECT\_HASH\_TABLE\_CELL\_SIZE) % hashTableBytesLength).low;

        var incrementation = 0;

        while (true) {

            var currentKey = storage.readString(storage.readPointer(hashTablePosition.rawLocation + keyIndex));

            if (currentKey == key) {

                if (pair.value != null)

                    storage.setInt32(hashTablePosition.rawLocation + keyIndex + POINTER\_SIZE, pair.value.rawLocation);

                if (pair.type != null)

                    storage.setInt32(hashTablePosition.rawLocation + keyIndex + POINTER\_SIZE \* 2, pair.type.rawLocation);

                if (pair.doc != null)

                    storage.setInt32(hashTablePosition.rawLocation + keyIndex + POINTER\_SIZE \* 3, pair.doc.rawLocation);

                return;

            }

            keyIndex += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

            incrementation += OBJECT\_HASH\_TABLE\_CELL\_SIZE;

            if (keyIndex >= hashTableBytesLength) {

                keyIndex = 0;

            }

            if (incrementation >= hashTableBytesLength) {

                throw "Cannot set a non-existing key in the object's hash table.";

            }

        }

    }

    /\*\*

        Looks up a key in an object's hash table using only the object's pointer.

        @param object A pointer to an object

        @param key The key to look up

        @param storage Must be provided in order to access the object.

    \*\*/

    public static function objectGetKey(object:MemoryPointer, key:String, storage:Storage):{key:String, keyPointer:MemoryPointer, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer} {

        var hashTableBytes = storage.readBytes(storage.readPointer(object.rawLocation + POINTER\_SIZE), storage.readInt32(object.rawLocation));

        return hashTableGetKey(hashTableBytes, key, storage);

    }

    /\*\*

        Retrieves the hash table of an object, as an array of bytes.

        @param objectPointer A pointer to an object

        @param storage Must be provided in order to access the object.

    \*\*/

    public static function getHashTableOf(objectPointer:MemoryPointer, storage:Storage):ByteArray {

        var bytesLength = storage.readInt32(objectPointer.rawLocation);

        var bytesPointer = storage.readPointer(objectPointer.rawLocation + 4);

        return storage.readBytes(bytesPointer, bytesLength);

    }

}

package little.interpreter.memory;

import haxe.io.Bytes;

import haxe.Int64;

inline var POINTER\_SIZE = MemoryPointer.POINTER\_SIZE;

/\*\*

    An abstract over a 32-bit integer representing a memory address.

    Due to language limitations, we can't use an `Int64` for this. (no cross-platform support)

\*\*/

abstract MemoryPointer(Int) {

    public static inline var POINTER\_SIZE:Int = 4; //Currently, since byte array indices are 32bit.

    public var rawLocation(get, set):Int;

    /\*\* MemoryPointer.rawLocation getter \*\*/ inline function get\_rawLocation() return this;

    /\*\* MemoryPointer.rawLocation setter \*\*/ inline function set\_rawLocation(v:Int) return this = v;

    /\*\*

        Instantiates a new `MemoryPointer`.

    \*\*/

    public function new(address:Int) {

        this = address;

    }

    /\*\*

        Converts an `Int` to a `MemoryPointer`.

    \*\*/

    @:from public static function fromInt(i:Int) {

        return new MemoryPointer(i);

    }

    /\*\*

        Returns a string representation of this address.

    \*\*/

    @:to public function toString() {

        return this + "";

    }

    /\*\*

        Converts this address to an array of bytes, representing a 64-bit number.

        The last 4 bytes are filled with zeros.

        @return Array<Int>

    \*\*/

    public function toArray():Array<Int> {

        var bytes = [];

        var i = rawLocation;

        for (\_ in 0...4) {

            bytes.unshift(i & 0xFF);

            i = i >> 8;

        }

        for (\_ in 0...4) {

            bytes.unshift(0);

        }

        return bytes;

    }

    /\*\*

        Converts this address to an array of bytes, representing a 32-bit number.

    \*\*/

    public function toBytes():Bytes {

        var bytes = Bytes.alloc(4);

        for (i in 0...3) {

            bytes.set(i, (rawLocation >> (i \* 8)) & 0xFF);

        }

        return bytes;

    }

    public function toInt():Int {

        return this;

    }

}

package little.interpreter.memory;

import haxe.ds.ArraySort;

import vision.algorithms.Radix;

import little.tools.PrettyPrinter;

import haxe.extern.EitherType;

import little.interpreter.Tokens.InterpTokens;

using little.tools.TextTools;

using StringTools;

/\*\*

    An extension of `little.interpreter.memory.ExternalInterfacing`, that adds support for external operators.

\*\*/

@:access(little.lexer.Lexer)

@:allow(little.interpreter.Interpreter)

@:allow(little.tools.Plugins)

class Operators {

    /\*\*

        Instantiates the `Little.memory.operators` class.

    \*\*/

    public function new() {}

    /\*\*

        A map containing the priority of each operator, sorted by index to an array of operand-position-dependent operators.

        for example:

        | Priority | Little.memory.operators |

        | :---: | :---: |

        | 0 | `{sign: "+", side: STANDARD}`, `{sign: "-", side: STANDARD}` |

        | 1 | `{sign: "\*", side: STANDARD}`, `{sign: "/", side: STANDARD}` |

        | 2 | `{sign: "^", side: STANDARD}`, `{sign: "√", side: RHS\_ONLY}` |

    \*\*/

    public var priority:Map<Int, Array<{sign:String, side:OperatorType}>> = [];

    /\*\*

        Little.memory.operators that require two sides to work, for example:

        | Operator | Code |

        | :---: | :---: |

        | Add | `5 + 5` |

        | Subtract | `5 - 5` |

        | Exponentiation | `5^2` |

        | "Non-Standard" Square Root  | `3√5` |

    \*\*/

    public var standard:Map<String, (lhs:InterpTokens, rhs:InterpTokens) -> InterpTokens> = new Map();

    /\*\*

        Little.memory.operators that require just the right side of the equations, for example:

        | Operator | Code |

        | :---: | :---: |

        | Negate | `-5` |

        | Increment | `++5` |

        | Decrement | `--5` |

        | "Standard" Square Root  | `√5` |

    \*\*/

    public var rhsOnly:Map<String, (InterpTokens) -> InterpTokens> = new Map();

    /\*\*

        Little.memory.operators that require just the left side of the equations, for example:

        | Operator | Code |

        | :---: | :---: |

        | Post Increment | `5++` |

        | Post Decrement | `5--` |

        | Factorial | `5!` |

    \*\*/

    public var lhsOnly:Map<String, (InterpTokens) -> InterpTokens> = new Map();

    /\*\*

        Format of parameter `opPriority`:

        ### Notice

         - When using relative (`before`/`after`) positions, make sure the referenced operator exists. otherwise, it won't be inserted at all...

        | Option | Meaning | Example |

        | :--- | :--- | :---: |

        | `<index>` | Inserts the operator at the specified priority level. | `2`, `1`, `5` |

        | `first` | Inserts the operator at the first priority level (index `0`). | `first` |

        | `last` | Inserts the operator at the last priority level (index `priority.length - 1`). | `last` |

        | `with \_<sign>\_` | Inserts the operator at the same priority level as the given sign. The sign is surrounded by underscores, which means the sign is of type `LHS\_RHS`.| `with \_+\_`, `with \_\*\_`|

        | `between <sign1> <sign2>` | Inserts the operator between the two signs. the signs are **\*\*not\*\*** surrounded by **\*\*any underscores\*\***, which means these signs are of type `LHS\_RHS`.| `between ^ +\_`, ` between \_\*\_ -`|

        | `before \_<sign>` | Inserts the operator before the sign. the sign is surrounded by underscores, which means the sign is of type `LHS\_ONLY`.| `before \_!`|

        | `after <sign>\_` | Inserts the operator after the sign. the has only one underscore to the right of it, which means the sign is of type `RHS\_ONLY`.| `after -\_`, `after +\_`|

    \*\*/

    public function setPriority(op:String, type:OperatorType, opPriority:String) {

        var obj = {sign: op, side: type};

        if (opPriority == "first") {

            if (priority[-1] == null)

                priority[-1] = [];

            priority[-1].push(obj);

        } else if (opPriority == "last") {

            var i = -1;

            for (key in priority.keys())

                if (i < key)

                    i = key;

            if (priority[i + 1] == null)

                priority[i + 1] = [];

            priority[i + 1].push(obj);

        } else if (~/[0-9]+/.match(opPriority)) {

            var p = Std.parseInt(opPriority);

            if (priority[p] == null)

                priority[p] = [];

            priority[p].push(obj);

        } else if (opPriority.startsWith("before") || opPriority.startsWith("after") || opPriority.startsWith("with")) {

            var destinationOp, opSide;

            var signPos = opPriority.remove("before").remove("after").remove("with").trim();

            if (signPos.countOccurrencesOf("\_") != 1) {

                destinationOp = signPos.replace("\_", "");

                opSide = LHS\_RHS;

            } else if (signPos.startsWith("\_")) {

                destinationOp = signPos.replace("\_", "");

                opSide = LHS\_ONLY;

            } else {

                destinationOp = signPos.replace("\_", "");

                opSide = RHS\_ONLY;

            }

            for (key => value in priority) {

                if (value.filter(x -> x.side == opSide && x.sign == destinationOp).length > 0) {

                    if (opPriority.startsWith("before")) {

                        if (priority[key - 1] == null)

                            priority[key - 1] = [];

                        priority[key - 1].push(obj);

                    } else if (opPriority.startsWith("after")) {

                        if (priority[key + 1] == null)

                            priority[key + 1] = [];

                        priority[key + 1].push(obj);

                    } else {

                        // if inserted on the same priority level, and a priority level already exists since the

                        // sign was found on it, we can assume priority[key] already exists

                        priority[key].push(obj);

                    }

                    break;

                }

            }

        } else if (opPriority.startsWith("between")) {

            var signPos = opPriority.remove("between").trim();

            var signs = signPos.split(" ").map(x -> x.trim());

            var sign1Data = signPosToObject(signs[0]);

            var sign2Data = signPosToObject(signs[1]);

            var sign1Level = -1, sign2Level = -1;

            for (key => value in priority) {

                if (value.filter(x -> x.side == sign1Data.side && x.sign == sign1Data.sign).length > 0) {

                    sign1Level = key;

                }

                if (value.filter(x -> x.side == sign2Data.side && x.sign == sign2Data.sign).length > 0) {

                    sign2Level = key;

                }

            }

            if (sign1Level != -1 && sign2Level != -1 && sign1Level != sign2Level && Math.abs(sign1Level - sign2Level) <= 2) {

                if (Math.abs(sign1Level - sign2Level) == 2) {

                    var key = Std.int((sign1Level + sign2Level) / 2);

                    if (priority[key] == null)

                        priority[key] = [];

                    priority[key].push(obj);

                } else {

                    // We need to create a new level between sign1Level and sign2Level, and push everything

                    // after the sign were inserting now backwards

                    var insert = Std.int(Math.max(sign1Level, sign2Level));

                    var newMap = new Map<Int, Array<{sign:String, side:OperatorType}>>();

                    for (k => v in priority) {

                        if (k < insert) {

                            newMap[k] = v;

                        } else {

                            newMap[k + 1] = v;

                        }

                    }

                    newMap[insert] = [obj];

                    priority = newMap;

                }

            }

        }

        // We're working on a map, and negative indices can be used as keys. we need to make sure that

        // all indices are positive, while keeping the order.

        // More than that, we need the list to start at 0, so if theres no 0 in the list, we need to move everything downwards.

        var a = [for (x in priority.keys()) x];

        if (a.length == 0) return;

        ArraySort.sort(a, (x, y) -> x - y);

        var minimumKey = a[0];

        if (minimumKey != 0) {

            var diff = 0 - minimumKey;

            var priorityCopy = new Map<Int, Array<{sign:String, side:OperatorType}>>();

            for (key => value in priority) {

                priorityCopy[key + diff] = value;

            }

            priority = priorityCopy;

        }

    }

    /\*\*

        Returns the 0-based priority of the given operator.

        @param op The operator

        @param type The side of the operator - `LHS\_ONLY`, `RHS\_ONLY` or `LHS\_RHS`

        @return The operator's priority

    \*\*/

    public function getPriority(op:String, type:OperatorType):Int {

        for (index => key in priority)

            if (key.filter(x -> x.sign == op && x.side == type).length > 0) return index;

        throw 'Operator $op not found';

    }

    /\*\*

        Iterates over the operators in arrays ordered by their priority, from `0` to `n`.

    \*\*/

    public function iterateByPriority():Iterator<Array<{sign:String, side:OperatorType}>> {

        var a = [for (x in priority.keys()) x];

        ArraySort.sort(a, (x, y) -> x - y);

        var b = [for (x in a) priority[x]];

        var i = 0;

        return {

            next: () -> b[i++],

            hasNext: () -> i < b.length

        }

    }

    /\*\*

        Adds an operator to be used in the program's runtime.

        @param op the operator itself

        @param operatorType  **\*\*STANDARD\*\*** - operator that works with both sides of the equation, for example: `5 + 5` or `5 - 5`.

**\*\*LHS\_ONLY\*\*** - operator that only works with the left side of the equation, for example: `5++` or `5--`.

**\*\*RHS\_ONLY\*\*** - operator that only works with the right side of the equation, for example: `-5` or `++5`.

        @param priority a string indicating the priority of the operator using positional info/actual index. see `Little.memory.operators.setPriority`

        @param callback depending on the operatorType, either a function that takes two arguments (lhs, rhs) or a function that takes one argument (lhs) or (rhs).

    \*\*/

    public function add(op:String, operatorType:OperatorType, priority:String,

            callback:EitherType<(InterpTokens) -> InterpTokens, (InterpTokens, InterpTokens) -> InterpTokens>) {

        for (i in 0...op.length)

            if (!KeywordConfig.recognizedOperators.contains(op.charAt(i)))

                KeywordConfig.recognizedOperators.push(op.charAt(i));

        Little.keywords.RECOGNIZED\_SIGNS.push(op);

        switch operatorType {

            case LHS\_RHS:

                {

                    standard.set(op, callback);

                }

            case LHS\_ONLY:

                {

                    lhsOnly.set(op, callback);

                }

            case RHS\_ONLY:

                {

                    rhsOnly.set(op, callback);

                }

        }

        setPriority(op, operatorType, priority);

    }

    /\*\*

        Calls the operator `op` with the argument `lhs` to the left side of the equation.

    \*\*/

    overload extern inline public function call(lhs:InterpTokens, op:String) {

        if (lhsOnly.exists(op))

            return lhsOnly[op](lhs);

        else if (rhsOnly.exists(op))

            return

                ErrorMessage('Operator $op is used incorrectly - should appear after the sign ($op${PrettyPrinter.stringifyInterpreter(lhs)} instead of ${PrettyPrinter.stringifyInterpreter(lhs)}$op)');

        else if (standard.exists(op))

            return ErrorMessage('Operator $op is used incorrectly - should appear between two values (${PrettyPrinter.stringifyInterpreter(lhs)} $op <some value>)');

        else

            return ErrorMessage('Operator $op does not exist. did you make a typo?');

    }

    /\*\*

        Calls the operator `op` with the argument `rhs` to the right side of the equation.

    \*\*/

    overload extern inline public function call(op:String, rhs:InterpTokens) {

        if (rhsOnly.exists(op))

            return rhsOnly[op](rhs);

        else if (lhsOnly.exists(op))

            return

                ErrorMessage('Operator $op is used incorrectly - should appear before the sign (${PrettyPrinter.stringifyInterpreter(rhs)}$op instead of $op${PrettyPrinter.stringifyInterpreter(rhs)})');

        else if (standard.exists(op))

            return ErrorMessage('Operator $op is used incorrectly - should appear between two values (${PrettyPrinter.stringifyInterpreter(rhs)} $op <some value>)');

        else

            return ErrorMessage('Operator $op does not exist. did you make a typo?');

    }

    /\*\*

        Calls the operator `op` with the arguments `lhs` and `rhs` to the left and right side of the equation respectively.

    \*\*/

    overload extern inline public function call(?lhs:InterpTokens = null, op:String, ?rhs:InterpTokens = null):InterpTokens {

        if (standard.exists(op))

            return standard[op](lhs, rhs);

        else if (lhsOnly.exists(op))

            return

                ErrorMessage('Operator $op is used incorrectly - should not appear between two values, only to the right of one of them (${PrettyPrinter.stringifyInterpreter(rhs)}$op or ${PrettyPrinter.stringifyInterpreter(lhs)}$op)');

        else if (rhsOnly.exists(op))

            return

                ErrorMessage('Operator $op is used incorrectly - should not appear between two values, only to the left of one of them ($op${PrettyPrinter.stringifyInterpreter(rhs)} or $op${PrettyPrinter.stringifyInterpreter(lhs)})');

        else

            return ErrorMessage('Operator $op does not exist. did you make a typo?');

    }

    /\*\*

        Converts shortened `\_+\_` syntax that includes both the operator and it's side to a sign-`OperatorType` pair.

        @param signPos a string containing the operator and it's sides. see `Little.memory.operators.setPriority` for syntax

        @return a sign-`OperatorType` pair

    \*\*/

    function signPosToObject(signPos:String):{sign:String, side:OperatorType} {

        var destinationOp, opSide;

        if (signPos.countOccurrencesOf("\_") != 1) {

            destinationOp = signPos.replace("\_", "");

            opSide = LHS\_RHS;

        } else if (signPos.startsWith("\_")) {

            destinationOp = signPos.replace("\_", "");

            opSide = LHS\_ONLY;

        } else {

            destinationOp = signPos.replace("\_", "");

            opSide = RHS\_ONLY;

        }

        return {sign: destinationOp, side: opSide};

    }

}

/\*\*

    Types of operators. Rhs means the operand is on the right hand side,

    while Lhs means the operand is on the left hand side.

\*\*/

enum OperatorType {

    LHS\_RHS;

    LHS\_ONLY;

    RHS\_ONLY;

}

package little.interpreter.memory;

import haxe.Int64;

import haxe.hash.Murmur1;

import little.interpreter.memory.MemoryPointer.POINTER\_SIZE;

import vision.ds.ByteArray;

import little.tools.PrettyPrinter;

using little.tools.Extensions;

/\*\*

    A tool to map variable names to their location in memory.

    It's storage method is similar to buddy-blocks with the heap, but each block points both backwards and forwards.

\*\*/

class Referrer {

    /\*\*

        4 bytes for the hash, 1 pointer for the string, 1 pointer for the address in memory, and 1 pointer for the type.

    \*\*/

    public static var KEY\_SIZE:Int = POINTER\_SIZE \* 3 + 4;

    public var parent:Memory;

    public var bytes:ByteArray;

    public var currentScopeStart(get, null):Int;

    /\*\* Referrer.currentScopeStart getter \*\*/ @:noCompletion function get\_currentScopeStart() return bytes.getInt32(0);

    public var currentScopeLength(get, null):Int;

    /\*\* Referrer.currentScopeLength getter \*\*/ @:noCompletion function get\_currentScopeLength() return bytes.getUInt16(bytes.getInt32(0) + 2);

    /\*\*

        Instantiates a new `Referrer`.

    \*\*/

    public function new(memory:Memory) {

        parent = memory;

        bytes = new ByteArray(1024); // 1mb, no need to be too big

        bytes.setInt32(0, 4); // The current scope starts at position 4.

        bytes.setUInt16(4, 0); // always 0 elements backwards, were at the start,

        bytes.setUInt16(6, 0); // Were just starting, forward is 0 and will change.

    }

    /\*\*

        Requests 1024 bytes of extra memory for the referrer.

    \*\*/

    function requestMemory() {

        if (bytes.length > parent.maxMemorySize) {

            Little.runtime.throwError(ErrorMessage('Too many scopes have been created, referrer\'s stack has overflown (check for infinite recursion)'), MEMORY\_REFERRER);

        }

        bytes.resize(bytes.length + 1024);

    }

    /\*\*

        Creates a new scope. Fields created after this will be added to the new scope, and won't affect fields from the previous scopes.

    \*\*/

    public function pushScope() {

        var currentScopeLength = bytes.getUInt16(bytes.getInt32(0) + 2);

        var currentScopeStart = bytes.getInt32(0) + 4; // each header is 4 bytes long.

        var header = new ByteArray(4);

        header.setUInt16(0, currentScopeLength);

        header.setUInt16(2, 0); // Currently, 0 elements ahead.

        var writePosition = currentScopeStart + currentScopeLength \* KEY\_SIZE;

        if (writePosition + 2 + 2 > bytes.length) {

            requestMemory();

        }

        bytes.setBytes(writePosition, header);

        bytes.setInt32(0, writePosition); // Update the start of the scope.

    }

    /\*\*

        Removes the last scope. TODO: Garbage collection.

    \*\*/

    public function popScope() {

        var currentScopePosition = bytes.getInt32(0);

        var previousScopeLength = bytes.getUInt16(currentScopePosition);

        var currentScopeLength = bytes.getUInt16(currentScopePosition + 2);

        // Update the start of the scope. Also, -4 is for the header, since we need to point to its start.

        bytes.setInt32(0, currentScopePosition - previousScopeLength \* KEY\_SIZE - 4);

    }

    /\*\*

        References a variable in the current scope. If it already exists in the current scope, it will be overwritten.

        If it exists in parent scopes, they won't be affected.

        @param key The name of the variable

        @param address The address of the value

        @param type The type of the value

    \*\*/

    public function reference(key:String, address:MemoryPointer, type:String) {

        var keyHash = Murmur1.hash(ByteArray.from(key));

        var stringName = parent.storage.storeString(key);

        var writePosition = currentScopeStart + 4 + currentScopeLength \* KEY\_SIZE;

        if (writePosition + KEY\_SIZE > bytes.length) {

            requestMemory();

        }

        bytes.setUInt32(writePosition, keyHash);

        bytes.setInt32(writePosition + 4, stringName.rawLocation);

        bytes.setInt32(writePosition + 4 + POINTER\_SIZE, address.rawLocation);

        bytes.setInt32(writePosition + 4 + POINTER\_SIZE \* 2, parent.getTypeInformation(type).pointer.rawLocation);

        bytes.setUInt16(currentScopeStart + 2, bytes.getUInt16(currentScopeStart + 2) + 1); // Increment the length of the current scope.

    }

    /\*\*

        Removes a variable from the current scope. If it doesn't exist, throws an error.

        If it also exists in parent scopes, they won't be affected.

        @param key The name of the variable

    \*\*/

    public function dereference(key:String) {

        var keyHash = Murmur1.hash(ByteArray.from(key));

        var writePosition = currentScopeStart + 4;

        while (true) {

            var currentKeyHash = bytes.getUInt32(writePosition);

            if (currentKeyHash == keyHash) {

                var stringName = parent.storage.readString(bytes.getInt32(writePosition + 4));

                if (stringName == key) break;

            }

            writePosition += KEY\_SIZE;

            if (writePosition >= currentScopeStart + currentScopeLength \* KEY\_SIZE) throw 'Cannot dereference key that doesn\'t exist. (key: $key)';

        }

        bytes.setUInt16(bytes.getInt32(0) + 2, bytes.getUInt16(bytes.getInt32(0) + 2) - 1); // Decrement the length of the current scope.

    }

    /\*\*

        Looks up a variable in the current scope.

        If it doesn't exist in the current scope, it will look in parent scopes.

        Throws an error if it doesn't exist in any scope.

        @param key The name of the variable

        @return The address and type of the variable, in the form of an anonymous structure: `{address: MemoryPointer, type: String}`

    \*\*/

    public function get(key:String):{address:MemoryPointer, type:String} {

        // This one is a little more complicated, since it involves lookbehinds.

        var keyHash = Murmur1.hash(ByteArray.from(key));

        var checkingScope = currentScopeStart;

        var elementCount = bytes.getUInt16(currentScopeStart + 2);

        var nextScope = currentScopeStart - bytes.getUInt16(currentScopeStart) \* KEY\_SIZE - 4;

        do {

            var i = checkingScope + 4;

            while (i < (checkingScope + elementCount \* KEY\_SIZE)) {

                var testingHash = bytes.getUInt32(i);

                if (keyHash == testingHash) {

                    var stringName = parent.storage.readString(bytes.getInt32(i + 4));

                    if (stringName == key) {

                        return {

                            address: MemoryPointer.fromInt(bytes.getInt32(i + 4 + POINTER\_SIZE)),

                            type: parent.getTypeName(bytes.getInt32(i + 4 + POINTER\_SIZE \* 2))

                        }

                    }

                }

                i += KEY\_SIZE;

            }

            checkingScope = nextScope;

            elementCount = bytes.getUInt16(nextScope + 2);

            nextScope = nextScope - bytes.getUInt16(nextScope) \* KEY\_SIZE - 4;

        } while (checkingScope != 0);

        throw 'Key $key does not exist.';

    }

    /\*\*

        Sets the value and type of an existing variable in the current scope.

        If it doesn't exist in the current scope, it will look in parent scopes.

        Throws an error if it doesn't exist in any scope.

        @param key The name of the variable

        @param value The new value and type of the variable. If any of these are null, the previous value/type will remain.

    \*\*/

    public function set(key:String, value:{?address:MemoryPointer, ?type:String}) {

        var keyHash = Murmur1.hash(ByteArray.from(key));

        var checkingScope = currentScopeStart;

        var elementCount = bytes.getUInt16(currentScopeStart + 2);

        var nextScope = currentScopeStart - bytes.getUInt16(currentScopeStart) \* KEY\_SIZE - 4;

        do {

            var i = checkingScope + 4;

            while (i < (checkingScope + elementCount \* KEY\_SIZE)) {

                var testingHash = bytes.getUInt32(i);

                if (keyHash == testingHash) {

                    var stringName = parent.storage.readString(bytes.getInt32(i + 4));

                    if (stringName == key) {

                        if (value.address != null) bytes.setInt32(i + 4 + POINTER\_SIZE, value.address.rawLocation);

                        if (value.type != null) bytes.setInt32(i + 4 + POINTER\_SIZE \* 2, parent.getTypeInformation(value.type).pointer.rawLocation);

                        return;

                    }

                }

                i += KEY\_SIZE;

            }

            checkingScope = nextScope;

            elementCount = bytes.getUInt16(nextScope + 2);

            nextScope = nextScope - bytes.getUInt16(nextScope) \* KEY\_SIZE - 4;

        } while (checkingScope != 0);

        throw 'Cannot set $key -  does not exist.';

    }

    /\*\*

        Checks if a key exists in any scope.

        @param key The name of the variable

        @return true if the key exists, false otherwise.

    \*\*/

    public function exists(key:String):Bool {

        var keyHash = Murmur1.hash(ByteArray.from(key));

        var checkingScope = currentScopeStart;

        var elementCount = bytes.getUInt16(currentScopeStart + 2);

        var nextScope = currentScopeStart - bytes.getUInt16(currentScopeStart) \* KEY\_SIZE - 4;

        do {

            var i = checkingScope + 4;

            while (i < (checkingScope + elementCount \* KEY\_SIZE)) {

                var testingHash = bytes.getUInt32(i);

                if (keyHash == testingHash) {

                    var stringName = parent.storage.readString(bytes.getInt32(i + 4));

                    if (stringName == key) {

                        return true;

                    }

                }

                i += KEY\_SIZE;

            }

            checkingScope = nextScope;

            elementCount = bytes.getUInt16(nextScope + 2);

            nextScope = nextScope - bytes.getUInt16(nextScope) \* KEY\_SIZE - 4;

        } while (checkingScope != 0);

        return false;

    }

    /\*\*

        Returns an iterator over all key/value pairs in all scopes, starting from the current scope, and going up the parent scopes.

    \*\*/

    public function keyValueIterator():KeyValueIterator<String, {address:MemoryPointer, type:String}> {

        var map = new Map<String, {address:MemoryPointer, type:String}>();

        var checkingScope = currentScopeStart;

        var elementCount = bytes.getUInt16(currentScopeStart + 2);

        var nextScope = currentScopeStart - bytes.getUInt16(currentScopeStart) \* KEY\_SIZE - 4;

        do {

            var i = checkingScope;

            while (i < (checkingScope + elementCount \* KEY\_SIZE)) {

                var stringName = parent.storage.readString(bytes.getInt32(i + 4));

                map.set(stringName, {

                    address: MemoryPointer.fromInt(bytes.getInt32(i + 4 + POINTER\_SIZE)),

                    type: parent.storage.readString(bytes.getInt32(i + 4 + POINTER\_SIZE \* 2))

                });

                i += KEY\_SIZE;

            }

            checkingScope = nextScope;

            elementCount = bytes.getUInt16(nextScope + 2);

            nextScope = nextScope - bytes.getUInt16(nextScope) \* KEY\_SIZE - 4;

        } while (checkingScope != 0);

        return map.keyValueIterator();

    }

}

package little.interpreter.memory;

import little.tools.OrderedMap;

import little.interpreter.memory.Memory.TypeInfo;

import haxe.hash.Murmur1;

import vision.tools.MathTools;

import haxe.display.Display.Module;

import little.interpreter.memory.MemoryPointer;

import haxe.Int64;

import haxe.ds.Either;

import haxe.exceptions.ArgumentException;

import little.interpreter.Tokens.InterpTokens;

import haxe.xml.Parser;

import haxe.io.Bytes;

import haxe.io.UInt8Array;

import vision.ds.ByteArray;

using little.tools.Extensions;

class Storage {

    public var parent:Memory;

    public var reserved:ByteArray;

    public var storage:ByteArray;

    /\*\*

        Instantiates a new `Storage`

    \*\*/

    public function new(memory:Memory) {

        parent = memory;

        storage = new ByteArray(parent.memoryChunkSize);

        reserved = new ByteArray(parent.memoryChunkSize);

        reserved.fill(0, parent.memoryChunkSize, 0);

    }

    /\*\*

        Requests more memory if needed

    \*\*/

    function requestMemory() {

        if (storage.length > parent.maxMemorySize) {

            Little.runtime.throwError(ErrorMessage('Out of memory'), MEMORY\_STORAGE);

        }

        storage.resize(storage.length + parent.memoryChunkSize);

        reserved.resize(reserved.length + parent.memoryChunkSize);

    }

    /\*\*

        stores a byte to the storage

        @param b an 8-bit number

        @return A pointer to its address on the storage. The size of this "object" is `1`.

    \*\*/

    public function storeByte(b:Int):MemoryPointer {

        if (b == 0) return parent.constants.ZERO;

        #if !static if (b == null) return parent.constants.NULL; #end

        // Find a free spot

        var i = parent.constants.capacity;

        while (i < reserved.length && reserved[i] != 0) i++;

        if (i >= reserved.length) requestMemory();

        storage[i] = b;

        reserved[i] = 1;

        return i;

    }

    /\*\*

        stores a byte to the storage, at the given address. Can overwrite bytes at any address.

        @param address The address to store the byte

        @param b an 8-bit number

    \*\*/

    public function setByte(address:MemoryPointer, b:Int) {

        storage[address.rawLocation] = b;

        reserved[address.rawLocation] = 1;

    }

    /\*\*

        Reads a byte from the storage

        @param address The address of the byte to read

        @return The byte

    \*\*/

    public function readByte(address:MemoryPointer):Int {

        return storage[address.rawLocation];

    }

    /\*\*

        Frees a byte from the storage

        @param address The address of the byte to remove

    \*\*/

    public function freeByte(address:MemoryPointer) {

        storage[address.rawLocation] = 0;

        reserved[address.rawLocation] = 0;

    }

    /\*\*

        Stores an array of bytes.

        @param size The number of bytes to store

        @param b An optional array of bytes

        @return The address of the first byte

    \*\*/

    public function storeBytes(size:Int, ?b:ByteArray):MemoryPointer {

        var i = parent.constants.capacity;

        while (i < reserved.length - size && !reserved.getBytes(i, size).isEmpty()) i++;

        if (i >= reserved.length - size) {

            requestMemory();

            i += size; // Will leave some empty space, Todo.

            while (i + size > reserved.length) requestMemory();

        }

        for (j in 0...size) {

            storage[i + j] = j > b.length ? 0 : b[j];

            reserved[i + j] = 1;

        }

        return i;

    }

    /\*\*

        Sets an array of bytes at the given address. Can overwrite bytes at any address.

        @param address The address to store the bytes at

        @param bytes An array of bytes to write

    \*\*/

    public function setBytes(address:MemoryPointer, bytes:ByteArray) {

        for (j in 0...bytes.length) {

            storage[address.rawLocation + j] = bytes[j];

            reserved[address.rawLocation + j] = 1;

        }

    }

    /\*\*

        Reads an array of bytes from the storage.

        @param address The address of the first byte

        @param size The number of bytes to read

        @return The resulting byte array

    \*\*/

    public function readBytes(address:MemoryPointer, size:Int):ByteArray {

        if (address == parent.constants.NULL) return null;

        var bytes = new ByteArray(size);

        for (j in 0...size) {

            bytes[j] = storage[address.rawLocation + j];

        }

        return bytes;

    }

    /\*\*

        Frees an array of bytes from the storage, starting at the given address

        @param address The address of the first byte

        @param size The number of bytes to remove

    \*\*/

    public function freeBytes(address:MemoryPointer, size:Int) {

        for (j in 0...size) {

            storage[address.rawLocation + j] = 0;

            reserved[address.rawLocation + j] = 0;

        }

    }

    /\*\*

        Stores an array of elements of a specific size.

        @param length The number of elements

        @param elementSize The size of each element

        @param defaultElement An optional default element to store at each index

        @return The address of the array.

    \*\*/

    public function storeArray(length:Int, elementSize:Int, ?defaultElement:ByteArray):MemoryPointer {

        var size = elementSize \* length;

        var bytes = new ByteArray(size + 4 + 4); // First 4 bytes are the length of the array, the other 4 bytes are for element size.

        if (defaultElement != null) {

            for (i in 0...length) {

                bytes.setBytes(i + 4, defaultElement);

            }

        }

        bytes.setInt32(0, length);

        bytes.setInt32(4, elementSize);

        return storeBytes(bytes.length, bytes);

    }

    /\*\*

        Sets an array of elements of a specific size. Can overwrite bytes at any address.

        @param address The address of the array

        @param length The number of elements

        @param elementSize The size of each element

        @param defaultElement An optional default element to store at each index

    \*\*/

    public function setArray(address:MemoryPointer, length:Int, elementSize:Int, ?defaultElement:ByteArray) {

        var size = elementSize \* length;

        var bytes = new ByteArray(size + 4 + 4); // First 4 bytes are the length of the array, next 4 bytes are for element size.

        if (defaultElement != null) {

            for (i in 0...length) {

                bytes.setBytes(i + 8, defaultElement);

            }

        }

        bytes.setInt32(0, length);

        bytes.setInt32(4, elementSize);

        setBytes(address, bytes);

    }

    /\*\*

        Reads an array of elements of a specific size.

        @param address The address of the array

        @return An array of elements, each element being an array of bytes.

    \*\*/

    public function readArray(address:MemoryPointer):Array<ByteArray> {

        if (address == parent.constants.NULL) return null;

        var length = readInt32(address);

        var elementSize = readInt32(address.rawLocation + 4);

        address.rawLocation += 8;

        var array = [];

        for (i in 0...length) {

            array.push(readBytes(address, elementSize));

            address.rawLocation += elementSize;

        }

        return array;

    }

    /\*\*

        Frees an array of elements.

        @param address The address of the array

    \*\*/

    public function freeArray(address:MemoryPointer) {

        var length = readInt32(address);

        var elementSize = readInt32(address.rawLocation + 4);

        freeBytes(address, length \* elementSize + 8);

    }

    /\*\*

        Stores a 16-bit integer.

        @param b The 16-bit integer

        @return The address of the integer

    \*\*/

    public function storeInt16(b:Int):MemoryPointer {

        if (b == 0) return parent.constants.ZERO;

        #if !static if (b == null) return parent.constants.NULL; #end

        // Find a free spot

        var i = parent.constants.capacity;

        while (i < reserved.length - 1 && reserved[i] != 0 && reserved[i + 1] != 0) i++;

        if (i >= reserved.length - 1) {

            requestMemory();

            i += 2; // leaves empty byte Todo.

        }

        for (j in 0...1) {

            storage[i + j] = b & 0xFF;

            b = b >> 8;

            reserved[i + j] = 1;

        }

        return i;

    }

    /\*\*

        Sets a 16-bit integer. Can overwrite bytes at any address.

        @param address The address of the integer

        @param b The 16-bit integer

    \*\*/

    public function setInt16(address:MemoryPointer, b:Int) {

        storage[address.rawLocation] = b & 0xFF;

        storage[address.rawLocation + 1] = (b >> 8) & 0xFF;

        reserved[address.rawLocation] = 1;

        reserved[address.rawLocation + 1] = 1;

    }

    /\*\*

        Reads a 16-bit integer.

        @param address The address of the integer

        @return The 16-bit integer as a 32 bit haxe integer

    \*\*/

    public function readInt16(address:MemoryPointer):Int {

        if (address == parent.constants.NULL) return #if static 0 #else null #end;

        // Dont forget to make the number negative if needed.

        return (storage[address.rawLocation] + (storage[address.rawLocation + 1] << 8)) - 32767;

    }

    /\*\*

        Frees a 16-bit integer.

        @param address The address of the integer

    \*\*/

    public function freeInt16(address:MemoryPointer) {

        storage[address.rawLocation] = 0;

        storage[address.rawLocation + 1] = 0;

        reserved[address.rawLocation] = 0;

        reserved[address.rawLocation + 1] = 0;

    }

    /\*\*

        Stores an unsigned 16-bit integer.

        @param b  The unsigned 16-bit integer as a 32 bit haxe integer

        @return The address of the integer

    \*\*/

    public function storeUInt16(b:Int):MemoryPointer {

        return storeInt16(b < 0 ? b + 32767 : b);

    }

    /\*\*

        Sets an unsigned 16-bit integer. Can overwrite bytes at any address.

        @param address The address of the integer

        @param b The unsigned 16-bit integer

    \*\*/

    public function setUInt16(address:MemoryPointer, b:Int) {

        setInt16(address, b < 0 ? b + 32767 : b);

    }

    /\*\*

        Reads an unsigned 16-bit integer.

        @param address The address of the integer

    \*\*/

    public function readUInt16(address:MemoryPointer) {

        if (address == parent.constants.NULL) return null;

        return (storage[address.rawLocation] + (storage[address.rawLocation + 1] << 8));

    }

    /\*\*

        Frees an unsigned 16-bit integer.

        @param address The address of the integer

    \*\*/

    public function freeUInt16(address:MemoryPointer) {

        freeInt16(address);

    }

    /\*\*

        Stores an 32-bit integer.

        @param b The 32-bit integer

        @return The address of the integer

    \*\*/

    public function storeInt32(b:Int):MemoryPointer {

        if (b == 0) return parent.constants.ZERO;

        #if !static if (b == null) return parent.constants.NULL; #end

        // Find a free spot

        var i = parent.constants.capacity;

        while (i < reserved.length - 3 && reserved[i] + reserved[i + 1] + reserved[i + 2] + reserved[i + 3] != 0) i++;

        if (i >= reserved.length - 3) {

            requestMemory();

            i += 4; // leaves empty bytes Todo.

        }

        for (j in 0...4) {

            storage[i + j] = b & 0xFF;

            b = b >> 8;

            reserved[i + j] = 1;

        }

        return i;

    }

    /\*\*

        Sets an 32-bit integer. Can overwrite bytes at any address.

        @param address The address of the integer

        @param b The 32-bit integer

    \*\*/

    public function setInt32(address:MemoryPointer, b:Int) {

        storage[address.rawLocation] = b & 0xFF;

        storage[address.rawLocation + 1] = (b >> 8) & 0xFF;

        storage[address.rawLocation + 2] = (b >> 16) & 0xFF;

        storage[address.rawLocation + 3] = (b >> 24) & 0xFF;

        reserved[address.rawLocation] = 1;

        reserved[address.rawLocation + 1] = 1;

        reserved[address.rawLocation + 2] = 1;

        reserved[address.rawLocation + 3] = 1;

    }

    /\*\*

        Reads an 32-bit integer.

        @param address The address of the integer

        @return The 32-bit integer

    \*\*/

    public function readInt32(address:MemoryPointer):Int {

        if (address == parent.constants.NULL) return #if static 0 #else null #end;

        return (storage[address.rawLocation] + (storage[address.rawLocation + 1] << 8) + (storage[address.rawLocation + 2] << 16) + (storage[address.rawLocation + 3] << 24));

    }

    /\*\*

        Frees an 32-bit integer.

        @param address The address of the integer

    \*\*/

    public function freeInt32(address:MemoryPointer) {

        for (j in 0...4) {

            storage[address.rawLocation + j] = 0;

            reserved[address.rawLocation + j] = 0;

        }

    }

    /\*\*

        Stores an unsigned 32-bit integer.

        @param b The unsigned 32-bit integer

        @return The address of the integer

    \*\*/

    public function storeUInt32(b:UInt):MemoryPointer {

        return storeInt32(b);

    }

    /\*\*

        Sets an unsigned 32-bit integer. Can overwrite bytes at any address.

        @param address The address of the integer

        @param b The unsigned 32-bit integer

    \*\*/

    public function setUInt32(address:MemoryPointer, b:UInt) {

        setInt32(address, b);

    }

    /\*\*

        Reads an unsigned 32-bit integer.

        @param address The address of the integer

        @return The unsigned 32-bit integer

    \*\*/

    public function readUInt32(address:MemoryPointer):UInt {

        return readInt32(address);

    }

    /\*\*

        Frees an unsigned 32-bit integer.

        @param address The address of the integer

    \*\*/

    public function freeUInt32(address:MemoryPointer) {

        freeInt32(address);

    }

    /\*\*

        Stores a 64-bit floating point number.

        @param b The 64-bit floating point number

        @return The address of the floating point number

    \*\*/

    public function storeDouble(b:Float):MemoryPointer {

        if (b == 0) return parent.constants.ZERO;

        #if !static if (b == null) return parent.constants.NULL; #end

        var i = parent.constants.capacity;

        while (i < reserved.length - 7 &&

            reserved[i] + reserved[i + 1] + reserved[i + 2] + reserved[i + 3] +

            reserved[i + 4] + reserved[i + 5] + reserved[i + 6] + reserved[i + 7] != 0) i++;

        if (i >= reserved.length - 7) {

            requestMemory();

            i += 8; // leaves empty bytes Todo.

        }

        var bytes = Bytes.alloc(8);

        bytes.setDouble(0, b);

        for (j in 0...8) {

            storage[i + j] = bytes.get(j);

            reserved[i + j] = 1;

        }

        return i;

    }

    /\*\*

        Sets a 64-bit floating point number. Can overwrite bytes at any address.

        @param address The address of the floating point number

        @param b The 64-bit floating point number

    \*\*/

    public function setDouble(address:MemoryPointer, b:Float) {

        storage.setDouble(address.rawLocation, b);

        for (j in 0...8) {

            reserved[address.rawLocation + j] = 1;

        }

    }

    /\*\*

        Reads a 64-bit floating point number.

        @param address The address of the floating point number

        @return The 64-bit floating point number

    \*\*/

    public function readDouble(address:MemoryPointer):Float {

        if (address == parent.constants.NULL) return #if static 0.0 #else null #end;

        return storage.getDouble(address.rawLocation);

    }

    /\*\*

        Frees a 64-bit floating point number.

        @param address The address of the floating point number

    \*\*/

    public function freeDouble(address:MemoryPointer) {

        for (j in 0...8) {

            storage[address.rawLocation + j] = 0;

            reserved[address.rawLocation + j] = 0;

        }

    }

    /\*\*

        Stores a memory pointer.

        @param p The memory pointer to store

        @return the address at which the pointer is stored

    \*\*/

    public function storePointer(p:MemoryPointer):MemoryPointer {

        return storeInt32(p.rawLocation); // Currently, only 32-bit pointers are supported because of the memory buffer

    }

    /\*\*

        Sets a memory pointer. Can overwrite bytes at any address.

        @param address The address of the memory pointer

        @param p The memory pointer

    \*\*/

    public function setPointer(address:MemoryPointer, p:MemoryPointer) {

        setInt32(address, p.rawLocation);

    }

    /\*\*

        Reads a memory pointer.

        @param address The address of the memory pointer

        @return The memory pointer

    \*\*/

    public function readPointer(address:MemoryPointer):MemoryPointer {

        return readInt32(address);

    }

    /\*\*

        Frees a memory pointer.

        @param address The address of the memory pointer

    \*\*/

    public function freePointer(address:MemoryPointer) {

        freeInt32(address);

    }

    /\*\*

        Stores a string.

        @param b The string

        @return The address at which the string is stored

    \*\*/

    public function storeString(b:String):MemoryPointer {

        if (b == "") return parent.constants.EMPTY\_STRING;

        if (b == null) return parent.constants.NULL;

        // Convert the string into bytes

        var stringBytes = Bytes.ofString(b, UTF8);

        // In order to accurately keep track of the string, the first 4 bytes will be used to store the length \*of the bytes\*

        var bytes = ByteArray.from(stringBytes.length).concat(stringBytes);

        // Find a free spot. Keep in mind that string's characters in this context are UTF-8 encoded, so each character is 1 byte

        var i = parent.constants.capacity;

        while (i < reserved.length - bytes.length && !reserved.getBytes(i, bytes.length).isEmpty()) i++;

        if (i >= reserved.length - bytes.length) {

            requestMemory();

            i += bytes.length; // leaves empty bytes, intentional.

            while (i + bytes.length > reserved.length) requestMemory();

        }

        // Each character in this string should be UTF-8 encoded

        storage.setBytes(i, bytes);

        reserved.setBytes(i, new ByteArray(bytes.length, 1));

        return i;

    }

    /\*\*

        Sets a string. Can overwrite bytes at any address.

        @param address The address of the string

        @param b The string

    \*\*/

    public function setString(address:MemoryPointer, b:String) {

        // Gets a bit tricky, we need to change the string length too

        var stringBytes = Bytes.ofString(b, UTF8);

        var bytes = ByteArray.from(stringBytes.length).concat(stringBytes);

        for (j in 0...bytes.length) {

            storage[address.rawLocation + j] = bytes.get(j);

            reserved[address.rawLocation + j] = 1;

        }

    }

    /\*\*

        Reads a string.

        @param address The address of the string

        @return The string

    \*\*/

    public function readString(address:MemoryPointer):String {

        if (address == parent.constants.NULL) return null;

        var length = readInt32(address.rawLocation);

        return storage.getString(address.rawLocation + 4, length, UTF8);

    }

    /\*\*

        Frees a string.

        @param address The address of the string

    \*\*/

    public function freeString(address:MemoryPointer) {

        var len = storage.getInt32(address.rawLocation) + 4;

        for (j in 0...len) {

            storage[address.rawLocation + j] = 0;

            reserved[address.rawLocation + j] = 0;

        }

    }

    /\*\*

        Stores a code block, which represents function code.

        @param caller The code block

        @return The address at which the code block is stored

    \*\*/

    public function storeCodeBlock(caller:InterpTokens):MemoryPointer {

        switch caller {

            case Block(body, \_): return storeString(ByteCode.compile(FunctionCode(new OrderedMap(), caller)));

            case FunctionCode(requiredParams, body): return storeString(ByteCode.compile(caller));

            case \_: throw new ArgumentException("caller", '${caller} must be a code block');

        }

    }

    /\*\*

        Sets a code block, which represents function code. Can overwrite bytes at any address.

        @param address The address of the code block

        @param caller The code block

    \*\*/

    public function setCodeBlock(address:MemoryPointer, caller:InterpTokens) {

        switch caller {

            case Block(body, \_):

                setString(address, ByteCode.compile(FunctionCode(new OrderedMap(), caller)));

            case FunctionCode(requiredParams, body):

                setString(address, ByteCode.compile(caller));

            case \_: throw new ArgumentException("caller", '${caller} must be a code block');

        }

    }

    /\*\*

        Reads a code block, which represents function code.

        @param address The address of the code block

        @return The code block

    \*\*/

    public function readCodeBlock(address:MemoryPointer):InterpTokens {

        return ByteCode.decompile(readString(address.rawLocation))[0];

    }

    /\*\*

        Frees a function value.

        @param address The address of the function value

    \*\*/

    public function freeCodeBlock(address:MemoryPointer) {

        freeString(address);

    }

    /\*\*

        Stores a condition code, which represents a condition.

        @param caller The condition

        @return The address at which the condition is stored

    \*\*/

    public function storeCondition(caller:InterpTokens):MemoryPointer {

        switch caller {

            case ConditionCode(\_): return storeString(ByteCode.compile(caller));

            case \_: throw new ArgumentException("caller", '${caller} must be a token of type ${ConditionCode(null).getName()}');

        }

    }

    /\*\*

        Sets a condition code, which represents a condition. Can overwrite bytes at any address.

        @param address The address of the condition

        @param caller The condition

    \*\*/

    public function setCondition(address:MemoryPointer, caller:InterpTokens) {

        switch caller {

            case ConditionCode(\_):

                setString(address, ByteCode.compile(caller));

            case \_: throw new ArgumentException("caller", '${caller} must be a token of type ${ConditionCode(null).getName()}');

        }

    }

    /\*\*

        Reads a `ConditionCode`, which represents a condition.

        @param address The address of the condition

        @return The condition

    \*\*/

    public function readCondition(address:MemoryPointer):InterpTokens {

        return ByteCode.decompile(readString(address.rawLocation))[0];

    }

    /\*\*

        Frees a condition code.

        @param address The address of the condition

    \*\*/

    public function freeCondition(address:MemoryPointer) {

        freeString(address);

    }

    /\*\*

        Stores an operator.

        @param sign The operator

    \*\*/

    public function storeSign(sign:String) {

        return storeString(sign);

    }

    /\*\*

        Sets an operator. Can overwrite bytes at any address.

        @param address The address of the operator

        @param sign The operator

    \*\*/

    public function setSign(address:MemoryPointer, sign:String) {

        setString(address, sign);

    }

    /\*\*

        Reads an operator.

        @param address The address of the operator

        @return The operator

    \*\*/

    public function readSign(address:MemoryPointer):InterpTokens {

        if (address == parent.constants.NULL) return null;

        return Sign(readString(address));

    }

    /\*\*

        Frees an operator.

        @param address The address of the operator

    \*\*/

    public function freeSign(address:MemoryPointer) {

        freeString(address);

    }

    /\*\*

        A helper function that stores tokens of a static length in memory, and strings.

        @param token The token

        @return The address at which the token is stored

    \*\*/

    public function storeStatic(token:InterpTokens):MemoryPointer {

        switch token {

            case NullValue | TrueValue | FalseValue: return parent.constants.get(token);

            case Number(num): return storeInt32(num);

            case Decimal(num): return storeDouble(num);

            case Characters(string): return storeString(string);

            case Sign(sign): return storeSign(sign);

            case ClassPointer(pointer): return pointer;

            case \_: throw new ArgumentException("token", '${token} cannot be statically stored to the storage');

        }

    }

    /\*\*

        Stores an object using 3 parts:

        - POINTER\_SIZE + 4 Bytes directly at the site of storage, including:

          - Byte 0 to 4: The length of the object's hashtable

          - Byte 4 to POINTER\_SIZE + 4: A pointer to the object's hashtable

        - The object's hashtable, at another location. The hashtable can be moved around, and when this

          is done, the data at the object's address changes.

    \*\*/

    public function storeObject(object:InterpTokens):MemoryPointer {

        if (object.is(NULL\_VALUE)) return parent.constants.NULL;

        if (!object.is(OBJECT)) throw new ArgumentException("object", '${object} is not a dynamic object');

        /\*

            We will do the same thing that python does, but simpler.

            Simply put, store everything in a hash-table that contains all object properties.

            that hash table will be stored as a pointer, for easy replacement when needed.

        \*/

        switch object {

            case Object(props, typeName): {

                var quintuples = new Array<{key:String, keyPointer:MemoryPointer, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer}>();

                var propsC = props.copy();

                propsC[Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME] = {

                    value: Characters(typeName),

                    documentation: 'The type of this object, as a ${Little.keywords.TYPE\_STRING}.',

                }

                for (k => v in propsC) {

                    var key = k;

                    var keyPointer = storeString(key);

                    var value = switch v.value {

                        case Object(\_, \_): storeObject(v.value);

                        case FunctionCode(\_, \_): storeCodeBlock(v.value);

                        case \_: storeStatic(v.value);

                    }

                    var type = switch v.value {

                        case Number(\_): parent.getTypeInformation(Little.keywords.TYPE\_INT).pointer;

                        case Decimal(\_): parent.getTypeInformation(Little.keywords.TYPE\_FLOAT).pointer;

                        case Characters(\_): parent.getTypeInformation(Little.keywords.TYPE\_STRING).pointer;

                        case TrueValue | FalseValue: parent.getTypeInformation(Little.keywords.TYPE\_BOOLEAN).pointer;

                        case NullValue: parent.getTypeInformation(Little.keywords.TYPE\_DYNAMIC).pointer;

                        case FunctionCode(\_, \_): parent.getTypeInformation(Little.keywords.TYPE\_FUNCTION).pointer;

                        case ClassPointer(\_): parent.getTypeInformation(Little.keywords.TYPE\_MODULE).pointer;

                        case Object(\_, t): parent.getTypeInformation(t).pointer;

                        case \_: throw "Property value must be a static value, a code block or an object (given: `" + v + "`)";

                    }

                    quintuples.push({key: key, keyPointer: keyPointer, value: value, type: type, doc: storeString(v.documentation) /\*Todo, not a good solution, docs will some out of classes most of the time.\*/});

                }

                var bytes = HashTables.generateObjectHashTable(quintuples);

                var bytesLength = ByteArray.from(bytes.length);

                var bytesPointer = storeBytes(bytes.length, bytes);

                return storeBytes(4 + POINTER\_SIZE , ByteArray.from(bytes.length).concat(ByteArray.from(bytesPointer.rawLocation)));

            }

            case \_:

                throw new ArgumentException("object", '${object} must be an `Interpreter.Object`');

        }

        throw "How did you get here?";

    }

    /\*\*

        Stores an object at a specific address using 3 parts:

        - POINTER\_SIZE + 4 Bytes directly at the site of storage, including:

          - Byte 0 to 4: The length of the object's hashtable

          - Byte 4 to POINTER\_SIZE + 4: A pointer to the object's hashtable

        - The object's hashtable, at another location. The hashtable can be moved around, and when this

          is done, the data at the object's address changes.

    \*\*/

    public function setObject(address:MemoryPointer, object:InterpTokens) {

        if (object.is(NULL\_VALUE)) return parent.constants.NULL;

        if (!object.is(OBJECT)) throw new ArgumentException("object", '${object} is not a dynamic object');

        switch object {

            case Object(props, typeName): {

                var quintuples = new Array<{key:String, keyPointer:MemoryPointer, value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer}>();

                var propsC = props.copy();

                propsC[Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME] = {

                    value: Characters(typeName),

                    documentation: 'The type of this object, as a ${Little.keywords.TYPE\_STRING}.',

                }

                for (k => v in propsC) {

                    var key = k;

                    var keyPointer = storeString(key);

                    var value = switch v.value {

                        case Object(\_, \_): storeObject(v.value);

                        case FunctionCode(\_, \_): storeCodeBlock(v.value);

                        case \_: storeStatic(v.value);

                    }

                    var type = switch v.value {

                        case Number(\_): parent.getTypeInformation(Little.keywords.TYPE\_INT).pointer;

                        case Decimal(\_): parent.getTypeInformation(Little.keywords.TYPE\_FLOAT).pointer;

                        case Characters(\_): parent.getTypeInformation(Little.keywords.TYPE\_STRING).pointer;

                        case TrueValue | FalseValue: parent.getTypeInformation(Little.keywords.TYPE\_BOOLEAN).pointer;

                        case NullValue: parent.getTypeInformation(Little.keywords.TYPE\_DYNAMIC).pointer;

                        case FunctionCode(\_, \_): parent.getTypeInformation(Little.keywords.TYPE\_FUNCTION).pointer;

                        case ClassPointer(\_): parent.getTypeInformation(Little.keywords.TYPE\_MODULE).pointer;

                        case Object(\_, t): parent.getTypeInformation(t).pointer;

                        case \_: throw "Property value must be a static value, a code block or an object (given: `" + v + "`)";

                    }

                    quintuples.push({key: key, keyPointer: keyPointer, value: value, type: type, doc: storeString(v.documentation) /\*Todo, not a good solution, docs will some out of classes most of the time.\*/});

                }

                var bytes = HashTables.generateObjectHashTable(quintuples);

                var bytesLength = ByteArray.from(bytes.length);

                var bytesPointer = storeBytes(bytes.length, bytes);

                setBytes(address, ByteArray.from(bytes.length).concat(ByteArray.from(bytesPointer.rawLocation)));

            }

            case \_:

                throw new ArgumentException("object", '${object} must be an `Interpreter.Object`');

        }

        throw "How did you get here?";

    }

    /\*\*

        Reads an object.

        @param pointer The address of the object

        @return A token representing the object (of type `InterpTokens.Object`)

    \*\*/

    public function readObject(pointer:MemoryPointer):InterpTokens {

        if (pointer == parent.constants.NULL) return null;

        if (parent.constants.hasPointer(readPointer(pointer.rawLocation + 4))) throw "HashTable pointer is not valid";

        var hashTableBytes = readBytes(readPointer(pointer.rawLocation + 4), readInt32(pointer));

        var table = HashTables.readObjectHashTable(hashTableBytes, this);

        var map = new Map<String, {value:InterpTokens, documentation:String}>();

        for (entry in table) {

            map[entry.key] =

            map[entry.key] = {

                value: @:privateAccess parent.valueFromType(entry.value, parent.getTypeName(entry.type), ["<object>"]),

                documentation: readString(entry.doc)

            }

        }

        return Object(

            map,

            map[Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME].value.parameter(0) /\* This value is a `Characters`, so it first param is a `String`.\*/

        );

    }

    /\*\*

        Free an object

        @param pointer The address of the object

    \*\*/

    public function freeObject(pointer:MemoryPointer) {

        // Just free pointer size (4) + int32 size (4)

        var hashTableSize = readInt32(pointer);

        var hashTablePointer = readPointer(pointer.rawLocation + 4);

        freeBytes(hashTablePointer, hashTableSize);

        freeBytes(pointer, POINTER\_SIZE + 4);

    }

    /\*\*

        stores a type, and all its statics and instance fields.

        @param name The name of the type

        @param statics It's static fields

        @param instances It's instance fields

    \*\*/

    public function storeType(name:String, statics:Map<String, {value:InterpTokens, documentation:String, type:String}>, instances:Map<String, {documentation:String, type:String}>) {

        var bytes = ByteArray.from(storeString(name).rawLocation);

        var cellSize = POINTER\_SIZE \* 4;

        // We'll create each map with some extra space to avoid frequent collisions. more overhead? yes. faster? also probably yes.

        cellSize = POINTER\_SIZE \* 4;

        var staticsLength = statics.keys().toArray().length;

        var staticHashMap = new ByteArray(MathTools.floor(staticsLength \* cellSize /\*field name, value, type, doc\*/ \* 3 / 2));

        var instancesLength = instances.keys().toArray().length;

        var instancesHashMap = new ByteArray(MathTools.floor(instancesLength \* (cellSize - POINTER\_SIZE) /\*field name, type, doc\*/ \* 3 / 2));

        for (\_\_item in [{a: staticsLength, b: staticHashMap, c:statics }, {a: instancesLength, b: instancesHashMap, c:instances}]) {

            var elements = \_\_item.a;

            var hashTable = \_\_item.b;

            var fields:Map<String, Dynamic> = \_\_item.c;

            for (k => v in fields) {

                var keyHash = Murmur1.hash(Bytes.ofString(k));

                // Make sure divisibility by cellSize is possible. see HashTables.generateObjectHashTable for more info

                var khI64 = Int64.make(0, keyHash);

                var keyIndex = ((khI64 \* cellSize) % elements).low;

                if (hashTable.getInt32(keyIndex) == 0) {

                    var address = keyIndex;

                    hashTable.setInt32(address, storeString(k).rawLocation);

                    address += POINTER\_SIZE;

                    if (fields == statics) {

                        hashTable.setInt32(address, parent.store(v.value).rawLocation);

                        address += POINTER\_SIZE;

                    }

                    hashTable.setInt32(address, parent.getTypeInformation(v.type).pointer.rawLocation);

                    address += POINTER\_SIZE;

                    hashTable.setInt32(keyIndex, storeString(v.documentation).rawLocation);

                } else {

                    var incrementation = 0;

                    var i = keyIndex;

                    while (hashTable.getInt32(i) != 0) {

                        i += cellSize;

                        incrementation += cellSize;

                        if (i >= hashTable.length) {

                            i = 0;

                        }

                        if (incrementation >= hashTable.length) {

                            throw 'Object hash table did not generate. This should never happen. Initial length may be incorrect.';

                        }

                    }

                    var address = keyIndex;

                    hashTable.setInt32(address, storeString(k).rawLocation);

                    address += POINTER\_SIZE;

                    if (fields == statics) {

                        hashTable.setInt32(address, parent.store(v.value).rawLocation);

                        address += POINTER\_SIZE;

                    }

                    hashTable.setInt32(address, parent.getTypeInformation(v.type).pointer.rawLocation);

                    address += POINTER\_SIZE;

                    hashTable.setInt32(keyIndex, storeString(v.documentation).rawLocation);

                }

            }

            cellSize -= POINTER\_SIZE;

        }

        staticHashMap = ByteArray.from(staticHashMap.length).concat(staticHashMap);

        instancesHashMap = ByteArray.from(instancesHashMap.length).concat(instancesHashMap);

        bytes = bytes.concat(staticHashMap).concat(instancesHashMap);

        return storeBytes(bytes.length, bytes);

    }

    /\*\*

        stores a type, and all its statics and instance fields at a specific address.

        @param address The address of the type

        @param name The name of the type

        @param statics It's static fields

        @param instances It's instance fields

    \*\*/

    public function setType(address:MemoryPointer, name:String, statics:Map<String, {value:InterpTokens, documentation:String, type:String}>, instances:Map<String, {documentation:String, type:String}>) {

        var bytes = ByteArray.from(storeString(name).rawLocation);

        var cellSize = POINTER\_SIZE \* 4;

        // We'll create each map with some extra space to avoid frequent collisions. more overhead? yes. faster? also probably yes.

        cellSize = POINTER\_SIZE \* 4;

        var staticsLength = statics.keys().toArray().length;

        var staticHashMap = new ByteArray(MathTools.floor(staticsLength \* cellSize /\*field name, value, type, doc\*/ \* 3 / 2));

        var instancesLength = instances.keys().toArray().length;

        var instancesHashMap = new ByteArray(MathTools.floor(instancesLength \* (cellSize - POINTER\_SIZE) /\*field name, type, doc\*/ \* 3 / 2));

        for (\_\_item in [{a: staticsLength, b: staticHashMap, c:statics }, {a: instancesLength, b: instancesHashMap, c:instances}]) {

            var elements = \_\_item.a;

            var hashTable = \_\_item.b;

            var fields:Map<String, Dynamic> = \_\_item.c;

            for (k => v in fields) {

                var keyHash = Murmur1.hash(Bytes.ofString(k));

                // Make sure divisibility by cellSize is possible. see HashTables.generateObjectHashTable for more info

                var khI64 = Int64.make(0, keyHash);

                var keyIndex = ((khI64 \* cellSize) % elements).low;

                if (hashTable.getInt32(keyIndex) == 0) {

                    var address = keyIndex;

                    hashTable.setInt32(address, storeString(k).rawLocation);

                    address += POINTER\_SIZE;

                    if (fields == statics) {

                        hashTable.setInt32(address, parent.store(v.value).rawLocation);

                        address += POINTER\_SIZE;

                    }

                    hashTable.setInt32(address, parent.getTypeInformation(v.type).pointer.rawLocation);

                    address += POINTER\_SIZE;

                    hashTable.setInt32(keyIndex, storeString(v.documentation).rawLocation);

                } else {

                    var incrementation = 0;

                    var i = keyIndex;

                    while (hashTable.getInt32(i) != 0) {

                        i += cellSize;

                        incrementation += cellSize;

                        if (i >= hashTable.length) {

                            i = 0;

                        }

                        if (incrementation >= hashTable.length) {

                            throw 'Object hash table did not generate. This should never happen. Initial length may be incorrect.';

                        }

                    }

                    var address = keyIndex;

                    hashTable.setInt32(address, storeString(k).rawLocation);

                    address += POINTER\_SIZE;

                    if (fields == statics) {

                        hashTable.setInt32(address, parent.store(v.value).rawLocation);

                        address += POINTER\_SIZE;

                    }

                    hashTable.setInt32(address, parent.getTypeInformation(v.type).pointer.rawLocation);

                    address += POINTER\_SIZE;

                    hashTable.setInt32(keyIndex, storeString(v.documentation).rawLocation);

                }

            }

            cellSize -= POINTER\_SIZE;

        }

        staticHashMap = ByteArray.from(staticHashMap.length).concat(staticHashMap);

        instancesHashMap = ByteArray.from(instancesHashMap.length).concat(instancesHashMap);

        bytes = bytes.concat(staticHashMap).concat(instancesHashMap);

        return setBytes(address, bytes);

    }

    /\*\*

        Reads a type.

        @param pointer The address of the type

        @return A runtime type information object

    \*\*/

    public function readType(pointer:MemoryPointer):TypeInfo {

        if (pointer == parent.constants.NULL) return null;

        var className = readString(readPointer(pointer.rawLocation));

        var cellSize = POINTER\_SIZE \* 4;

        // Statics:

        var statics:Map<String, {value:MemoryPointer, type:MemoryPointer, doc:MemoryPointer}> = [];

        var staticsLength = readInt32(pointer.rawLocation + POINTER\_SIZE);

        var i = pointer.rawLocation + POINTER\_SIZE;

        while (i < pointer.rawLocation + POINTER\_SIZE + staticsLength) {

            var keyPointer = MemoryPointer.fromInt(readInt32(i));

            var value = MemoryPointer.fromInt(readInt32(i + POINTER\_SIZE));

            var type = MemoryPointer.fromInt(readInt32(i + POINTER\_SIZE \* 2));

            var doc = MemoryPointer.fromInt(readInt32(i + POINTER\_SIZE \* 3));

            if (keyPointer.rawLocation == 0) {

                i += cellSize;

                continue; // Nothing to do here

            }

            statics[readString(keyPointer)] = {

                value: value,

                type: type,

                doc: doc

            }

            i += cellSize;

        }

        cellSize -= POINTER\_SIZE;

        // Instances:

        var instances:Map<String, {type:MemoryPointer, doc:MemoryPointer}> = [];

        var instancesLength = readInt32(i + POINTER\_SIZE);

        while (i < i + POINTER\_SIZE + instancesLength) {

            var keyPointer = readPointer(i);

            var type = readPointer(i + POINTER\_SIZE);

            var doc = readPointer(i + POINTER\_SIZE \* 2);

            if (keyPointer.rawLocation == 0) {

                i += cellSize;

                continue; // Nothing to do here

            }

            instances[readString(keyPointer)] = {

                type: type,

                doc: doc

            }

            i += cellSize;

        }

        return {

            typeName: className,

            pointer: pointer,

            passedByReference: true, // Final decision: static types cannot be created at runtime, only externally

            isExternal: false,

            instanceFields: instances,

            staticFields: statics,

            defaultInstanceSize: 4 + POINTER\_SIZE, // Objects take 8 bytes in-place

        }

    }

    /\*\*

        Frees a type.

        @param pointer The address of the type

    \*\*/

    public function freeType(pointer:MemoryPointer) {

        freeString(pointer);

        var byteCount = readInt32(pointer.rawLocation + POINTER\_SIZE);

        byteCount += readInt32(pointer.rawLocation + POINTER\_SIZE + byteCount);

        byteCount += 4 + 4;

        freeBytes(pointer, byteCount);

    }

}

package little.tools;

import little.interpreter.Tokens.InterpTokens;

import Type.ValueType;

import little.interpreter.Interpreter;

using little.tools.TextTools;

using little.tools.Extensions;

using Std;

/\*\*

    A class containing various functions to statically interface between Haxe and Little

    values/types.

\*\*/

class Conversion {

    /\*\*

        Converts a `ValueType` instance into a string, containing the type it represents.

    \*\*/

    public static function extractHaxeType(type:ValueType):String {

        return switch type {

            case TNull: "Dynamic";

            case TInt: "Int";

            case TFloat: "Float";

            case TBool: "Bool";

            case TObject: "Dynamic";

            case TFunction: "Dynamic"; // Todo: Change this?

            case TClass(c): Type.getClassName(c).split(".").pop(); // Todo: Should I remove the path or nah?

            case TEnum(e): e.getName().split(".").pop(); // Todo: Should I remove the path or nah?

            case TUnknown: "Dynamic";

        }

    }

    /\*\*

        Converts dynamic haxe values into `Little` tokens, specifically `InterpTokens`.

        Only values are supported (no functions).

        Classes and enums are yet to be implemented.

    \*\*/

    public static function toLittleValue(val:Dynamic):InterpTokens {

        if (val == null) return NullValue;

        if (val is String) return Characters(val);

        var type = Type.typeof(val);

        return switch type {

            case TNull: NullValue;

            case TInt: Number(val);

            case TFloat: Decimal(val);

            case TBool: if (val) TrueValue else FalseValue;

            case TObject if (Type.getClass(val) != null): {

                var map:Map<String, {documentation:String, value:InterpTokens}> = new Map();

                for (field in Type.getInstanceFields(Type.getClass(val))) {

                    map[field] = {

                        value: toLittleValue(Reflect.getProperty(val, field)),

                        documentation: ""

                    }

                }

                map[Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX + Little.keywords.TYPE\_STRING] = {

                    value: Block(

                        [FunctionReturn(Characters(Std.string(val)), Identifier(Little.keywords.TYPE\_STRING))], Identifier(Little.keywords.TYPE\_STRING)),

                    documentation: "The function that will be used to convert this object to a string."

                }

                map[Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME] = {

                    value: Characters(toLittleType(Type.getClassName(val))),

                    documentation: 'The type of this object, as a ${Little.keywords.TYPE\_STRING}.'

                }

                Object(map, map[Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME].value.parameter(0));

            }

            case TObject: {

                var objType = Little.keywords.TYPE\_DYNAMIC;

                var map:Map<String, {documentation:String, value:InterpTokens}> = new Map();

                for (field in Type.getInstanceFields(Type.getClass(val))) {

                    map[field] = {

                        value: toLittleValue(Reflect.getProperty(val, field)),

                        documentation: ""

                    }

                }

                Object(map, objType);

            }

            case TFunction: {

                NullValue; // Intended Behavior

            }

            case TClass(c): {

                NullValue; // Intended Behavior

            }

            case TEnum(e): {

                NullValue; // Intended Behavior

            }

            case TUnknown: NullValue;

        }

    }

    /\*\*

        Converts `InterpTokens` into a haxe value, depending on its type.

        `Little` functions are not supported.

    \*\*/

    public static function toHaxeValue(val:InterpTokens):Dynamic {

        val = Interpreter.evaluate(val);

        return switch val {

            case ErrorMessage(msg): {

                trace("WARNING: " + msg + ". Returning null");

                return null;

            }

            case TrueValue: true;

            case FalseValue: false;

            case NullValue: null;

            case Decimal(num): num;

            case Number(num): num;

            case Characters(string): string;

            case Object(props, typeName): {

                var obj:Dynamic = {};

                for (key => value in props) {

                    if (key == Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX + Little.keywords.TYPE\_STRING) continue;

                    obj.key = toHaxeValue(value.value);

                }

                obj;

            }

            case ClassPointer(pointer): {

                return Little.memory.getTypeName(pointer);

            }

            case FunctionCode(\_, \_): {

                return null;

            }

            case \_: {

                return null;

            }

        }

    }

    /\*\*

        Converts core Haxe types into `Little` types.

    \*\*/

    public static function toLittleType(type:String) {

        return switch type {

            case "Bool": Little.keywords.TYPE\_BOOLEAN;

            case "Int": Little.keywords.TYPE\_INT;

            case "Float": Little.keywords.TYPE\_FLOAT;

            case "String": Little.keywords.TYPE\_STRING;

            case "Dynamic": Little.keywords.TYPE\_DYNAMIC;

            case \_: type;

        }

    }

}

package little.tools;

import little.interpreter.memory.MemoryPointer;

import little.parser.Parser;

import little.lexer.Tokens.LexerTokens;

import little.lexer.Lexer;

import little.interpreter.Tokens.InterpTokens;

import little.interpreter.Interpreter;

import little.parser.Tokens.ParserTokens;

using little.tools.TextTools;

/\*\*

    Contains many convenience methods to help write more elegant code.

\*\*/

class Extensions {

    /\*\*

        True if `token`'s name is contained within `tokens`. False otherwise.

    \*\*/

    overload extern inline public static function is(token:ParserTokens, ...tokens:ParserTokensSimple) {

        return tokens.toArray().map(x -> x.getName().remove("\_").toLowerCase()).contains(token.getName().toLowerCase());

    }

    /\*\*

        True if `token`'s name is contained within `tokens`. False otherwise.

    \*\*/

    overload extern inline public static function is(token:InterpTokens, ...tokens:InterpTokensSimple) {

        return tokens.toArray().map(x -> x.getName().remove("\_").toLowerCase()).contains(token.getName().toLowerCase());

    }

    /\*\*

        Converts code into an array of `InterpTokens`.

    \*\*/

    public static function tokenize(code:String):Array<InterpTokens> {

        return Interpreter.convert(...Parser.parse(Lexer.lex(code)));

    }

    /\*\*

        Converts code into an array of `InterpTokens`, runs them, and returns the result.

    \*\*/

    public static function eval(code:String):InterpTokens {

        return Interpreter.run(Interpreter.convert(...Parser.parse(Lexer.lex(code))));

    }

    /\*\*

        Grabs the `index`th parameter from the enum instance `token`.

    \*\*/

    overload extern inline public static function parameter(token:ParserTokens, index:Int):Dynamic {

        return token.getParameters()[index];

    }

    /\*\*

        Grabs the `index`th parameter from the enum instance `token`.

    \*\*/

    overload extern inline public static function parameter(token:InterpTokens, index:Int):Dynamic {

        return token.getParameters()[index];

    }

    /\*\*

        Whether or not `token` is passed by value.

    \*\*/

    public static inline function passedByValue(token:InterpTokens):Bool {

        return is(token, TRUE\_VALUE, FALSE\_VALUE, NULL\_VALUE, NUMBER, DECIMAL, SIGN, CHARACTERS);

    }

    /\*\*

        Wether or not `token` is passed by reference.

    \*\*/

    public static inline function passedByReference(token:InterpTokens):Bool {

        return !passedByValue(token);

    }

    /\*\*

        Whether or not `token` can be stored statically, taking the same amount of memory each time.

        An exception is made for strings, that are stored a little differently.

    \*\*/

    public static inline function staticallyStorable(token:InterpTokens):Bool {

        return passedByValue(token) || is(token, CHARACTERS);

    }

    /\*\*

        Grabs the string from `Identifier` or `Characters` tokens.

        If `token` is not an `Identifier` or `Characters` token, it will use the result of `Interpreter.run([token])`.

    \*\*/

    public static inline function extractIdentifier(token:InterpTokens):String {

        return is(token, IDENTIFIER) ? parameter(token, 0) : parameter(Interpreter.run([token]), 0);

    }

    /\*\*

        Converts nested `PropertyAccess` and `Identifier` tokens into a string array.

    \*\*/

    public static function asStringPath(token:InterpTokens):Array<String> {

        var path = [];

        var current = token;

        while (current != null) {

            switch current {

                case PropertyAccess(source, property): {

                    path.unshift(extractIdentifier(property));

                    current = source;

                }

                case Identifier(word): {

                    path.unshift(word);

                    current = null;

                }

                case Characters(string):

                    path.unshift('"$string"');

                    current = null;

                default: {

                    path.unshift(extractIdentifier(current));

                    current = null;

                }

            }

        }

        return path;

    }

    /\*\*

        Converts nested `PropertyAccess` and `Identifier` tokens into a string.

    \*\*/

    public static function asJoinedStringPath(token:InterpTokens):String {

        return asStringPath(token).join(Little.keywords.PROPERTY\_ACCESS\_SIGN);

    }

    /\*\*

        Returns the type of `token`.

    \*\*/

    public static function type(token:InterpTokens):String {

        switch token {

            case Characters(string): return Little.keywords.TYPE\_STRING;

            case Number(number): return Little.keywords.TYPE\_INT;

            case Decimal(number): return Little.keywords.TYPE\_FLOAT;

            case TrueValue | FalseValue: return Little.keywords.TYPE\_BOOLEAN;

            case NullValue: return Little.keywords.TYPE\_DYNAMIC;

            case FunctionCode(requiredParams, body): return Little.keywords.TYPE\_FUNCTION;

            case ConditionCode(callers): return Little.keywords.TYPE\_CONDITION;

            case Sign(sign): return Little.keywords.TYPE\_SIGN;

            case Object(\_, typeName): return typeName;

            case ClassPointer(pointer): return Little.keywords.TYPE\_MODULE;

            case \_: throw '$token is not a simple token (given $token)';

        }

    }

    public static function asObjectToken(o:Map<String, InterpTokens>, typeName:String):InterpTokens {

        var map = [for (k => v in o) k => {documentation: "", value: v}];

        map[Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME] = {documentation: 'The type of this object, as a ${Little.keywords.TYPE\_STRING}.', value: InterpTokens.Characters(typeName)};

        return Object(map, typeName);

    }

    public static function asEmptyObject(a:Array<Dynamic>, typeName:String):InterpTokens {

        return Object([Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME => {value: Characters(typeName), documentation: 'The type of this object, as a ${Little.keywords.TYPE\_STRING}.'}], typeName);

    }

    /\*\*

        The reverse of `asJoinedStringPath()`.

    \*\*/

    public static function asTokenPath(string:String):InterpTokens {

        var path = string.split(Little.keywords.PROPERTY\_ACCESS\_SIGN);

        if (path.length == 1) return Identifier(path[0]);

        else return PropertyAccess(asTokenPath(path.slice(0, path.length - 1).join(Little.keywords.PROPERTY\_ACCESS\_SIGN)), Identifier(path.pop()));

    }

    public static function extractValue(address:MemoryPointer, type:String):InterpTokens {

        return switch type {

            case (\_ == Little.keywords.TYPE\_STRING => true): Characters(Little.memory.storage.readString(address));

            case (\_ == Little.keywords.TYPE\_INT => true): Number(Little.memory.storage.readInt32(address));

            case (\_ == Little.keywords.TYPE\_FLOAT => true): Decimal(Little.memory.storage.readDouble(address));

            case (\_ == Little.keywords.TYPE\_BOOLEAN => true): Little.memory.constants.getFromPointer(address);

            case (\_ == Little.keywords.TYPE\_FUNCTION => true): Little.memory.storage.readCodeBlock(address);

            case (\_ == Little.keywords.TYPE\_CONDITION => true): Little.memory.storage.readCondition(address);

            case (\_ == Little.keywords.TYPE\_MODULE => true): ClassPointer(address);

            // Because of the way we store lone nulls (as type dynamic),

            // they might get confused with objects of type dynamic, so we need to do this:

            case ((\_ == Little.keywords.TYPE\_DYNAMIC || \_ == Little.keywords.TYPE\_UNKNOWN) && Little.memory.constants.hasPointer(address) && Little.memory.constants.getFromPointer(address).equals(NullValue) => true): NullValue;

            case (\_ == Little.keywords.TYPE\_SIGN => true): Little.memory.storage.readSign(address);

            case (\_ == Little.keywords.TYPE\_UNKNOWN => true): throw 'Cannot extract value of unknown type';

                // Not sure how someone can even get to the error above, but it's better to be safe than sorry - maybe a developer generates an extern field of type Unknown or something...

            case \_: Little.memory.storage.readObject(address);

        }

    }

    public static function writeInPlace(address:MemoryPointer, value:InterpTokens) {

        var type = type(value);

        switch type {

            case (\_ == Little.keywords.TYPE\_STRING => true): Little.memory.storage.setString(address, parameter(value, 0));

            case (\_ == Little.keywords.TYPE\_INT => true): Little.memory.storage.setInt32(address, parameter(value, 0));

            case (\_ == Little.keywords.TYPE\_FLOAT => true): Little.memory.storage.setDouble(address, parameter(value, 0));

            case (\_ == Little.keywords.TYPE\_FUNCTION => true): Little.memory.storage.setCodeBlock(address, parameter(value, 0));

            case (\_ == Little.keywords.TYPE\_CONDITION => true): Little.memory.storage.setCondition(address, parameter(value, 0));

            case (\_ == Little.keywords.TYPE\_MODULE => true): Little.memory.storage.setPointer(address, parameter(value, 0));

            case (\_ == Little.keywords.TYPE\_SIGN => true): Little.memory.storage.setSign(address, parameter(value, 0));

            case (\_ == Little.keywords.TYPE\_UNKNOWN => true): throw 'Cannot extract value of unknown type';

            case \_: Little.memory.storage.setObject(address, parameter(value, 0));

        }

    }

    /\*\*

        Converts nested `PropertyAccess` and `Identifier` tokens into an array of just `Identifier` tokens.

    \*\*/

    public static function toIdentifierPath(propertyAccess:InterpTokens):Array<InterpTokens> {

        var arr = [];

        var current = propertyAccess;

        while (current != null) {

            switch current {

                case PropertyAccess(source, property): {

                    arr.unshift(property);

                    current = source;

                }

                case \_: {

                    arr.unshift(current);

                    current = null;

                }

            }

        }

        return arr;

    }

    /\*\*

        Whether or not any element of `array` matches `func`.

    \*\*/

    public static function containsAny<T>(array:Array<T>, func:T -> Bool):Bool {

        return array.filter(func).length > 0;

    }

    /\*\*

        Converts an `Iterator` to an `Array`.

    \*\*/

    public static function toArray<T>(iter:Iterator<T>):Array<T> {

        return [for (i in iter) i];

    }

}

enum ParserTokensSimple {

    SET\_LINE;

    SET\_MODULE;

    SPLIT\_LINE;

    VARIABLE;

    FUNCTION;

    CONDITION\_CALL;

    READ;

    WRITE;

    IDENTIFIER;

    TYPE\_DECLARATION;

    FUNCTION\_CALL;

    RETURN;

    EXPRESSION;

    BLOCK;

    PART\_ARRAY;

    PROPERTY\_ACCESS;

    SIGN;

    NUMBER;

    DECIMAL;

    CHARACTERS;

    DOCUMENTATION;

    MODULE;

    EXTERNAL;

    EXTERNAL\_CONDITION;

    ERROR\_MESSAGE;

    NULL\_VALUE;

    TRUE\_VALUE;

    FALSE\_VALUE;

    NOBODY;

}

enum InterpTokensSimple {

    SET\_LINE;

    SET\_MODULE;

    SPLIT\_LINE;

    VARIABLE\_DECLARATION;

    FUNCTION\_DECLARATION;

    CONDITION\_DECLARATION;

    CLASS\_DECLARATION;

    CONDITION\_CALL;

    CONDITION\_CODE;

    FUNCTION\_CALL;

    FUNCTION\_CODE;

    FUNCTION\_RETURN;

    WRITE;

    TYPE\_CAST;

    EXPRESSION;

    BLOCK;

    PART\_ARRAY;

    PROPERTY\_ACCESS;

    NUMBER;

    DECIMAL;

    CHARACTERS;

    DOCUMENTATION;

    CLASS\_POINTER;

    SIGN;

    NULL\_VALUE;

    TRUE\_VALUE;

    FALSE\_VALUE;

    IDENTIFIER;

    TYPE\_REFERENCE;

    OBJECT;

    CLASS;

    ERROR\_MESSAGE;

    HAXE\_EXTERN;

}

package little.tools;

/\*\*

    An enumeration of the different layers of the `Little` Interpreter.

\*\*/

enum abstract Layer(String) from String to String {

    var LEXER = "Lexer";

    var PARSER = "Parser";

    var PARSER\_MACRO = "Parser, Macro";

    var INTERPRETER = "Interpreter";

    var INTERPRETER\_VALUE\_EVALUATOR = "Interpreter, Value Evaluator";

    var INTERPRETER\_EXPRESSION\_EVALUATOR = "Interpreter, Expression Evaluator";

    var INTERPRETER\_TOKEN\_VALUE\_STRINGIFIER = "Interpreter, Token Value Stringifier";

    var INTERPRETER\_TOKEN\_IDENTIFIER\_STRINGIFIER = "Interpreter, Token Identifier Stringifier";

    var MEMORY = "Memory";

    var MEMORY\_REFERRER = "Memory, Referrer";

    var MEMORY\_STORAGE = "Memory, Storage";

    var MEMORY\_EXTERNAL\_INTERFACING = "Memory, External Interfacing";

    var MEMORY\_SIZE\_EVALUATOR = "Memory, Size Evaluator";

    var MEMORY\_GARBAGE\_COLLECTOR = "Memory, Garbage Collector";

    /\*\*

        Gets the 0-based index of a layer, as a string.

        @param layer An instance of the `Layer` enum, or a string representing a layer.

    \*\*/

    public static function getIndexOf(layer:String):Int {

        return switch layer {

            case LEXER: 1;

            case PARSER: 2;

            case PARSER\_MACRO: 3;

            case INTERPRETER: 4;

            case INTERPRETER\_VALUE\_EVALUATOR: 5;

            case INTERPRETER\_EXPRESSION\_EVALUATOR: 6;

            case INTERPRETER\_TOKEN\_VALUE\_STRINGIFIER: 7;

            case INTERPRETER\_TOKEN\_IDENTIFIER\_STRINGIFIER: 8;

            case MEMORY: 9;

            case MEMORY\_REFERRER: 10;

            case MEMORY\_STORAGE: 11;

            case MEMORY\_EXTERNAL\_INTERFACING: 12;

            case MEMORY\_SIZE\_EVALUATOR: 13;

            case MEMORY\_GARBAGE\_COLLECTOR: 14;

            case \_: 999999999;

        }

    }

}

package little.tools;

import haxe.ds.StringMap;

import little.interpreter.memory.MemoryPointer;

import little.interpreter.memory.ExternalInterfacing.ExtTree;

import little.interpreter.memory.Memory;

import little.interpreter.memory.Operators.OperatorType;

import haxe.exceptions.ArgumentException;

import little.interpreter.Runtime;

import haxe.extern.EitherType;

import little.lexer.Lexer;

import little.parser.Parser;

import little.interpreter.Interpreter;

import little.interpreter.Tokens.InterpTokens;

import little.Little.\*;

using little.tools.Plugins;

using little.tools.Extensions;

using little.tools.TextTools;

@:access(little.Little)

@:access(little.interpreter.Runtime)

class Plugins {

    private var memory:Memory;

    /\*\*

        Instantiates the `Plugins` class.

    \*\*/

    public function new(memory:Memory) {

        this.memory = memory;

    }

    @:noCompletion static var \_\_noTypeCreation:Bool;

    /\*\*

        registers a class in little code, or extends the fields of an existing class. The class' fields are dictated by this function's `fields` attribute,

        which provides instance & static functions, variables, and nested objects.

        The allowed key-value types in `fields`'s key-value pairs:

        |Key Syntax                                           | Type                                                                                                                          | Application       | Description |

        |-----------------------------------------------------|-------------------------------------------------------------------------------------------------------------------------------|-------------------|-------------|

        |`public <Type> <name>`                               | `(address:MemoryPointer, value:InterpTokens) -> InterpTokens`                                                                 | Instance Variable | A function that returns a value, that can be based on its parent. The returned value is stored in memory upon retrieval. |

        |`public <Type> <name>`                               | `(address:MemoryPointer, value:InterpTokens) -> {address:MemoryPointer, value:InterpTokens}`                                  | Instance Variable | A function that returns a value, that can be based on its parent. The returned value is not stored in memory, and we rely upon the given pointer to be correct. |

        |`public <Type> <name> (define <param> as <Type>)`    | `(address:MemoryPointer, value:InterpTokens, givenParams:Array<InterpTokens>) -> InterpTokens`                                | Instance Function | A function, that returns a value based on its parent & other given parameters, provided by a Little function call. The returned value is stored in memory upon retrieval. |

        |`static <Type> <name>`                               | `() -> InterpTokens`                                                                                                          | Static Variable   | A function that returns a static value. The returned value is stored in memory upon retrieval. |

        |`static <Type> <name>`                               | `() -> {address:MemoryPointer, value:InterpTokens}`                                                                           | Static Variable   | A function that returns a static value. The returned value is not stored in memory, and we rely upon the given pointer to be correct. |

        |`static <Type> <name> ()`                            | `(givenParams:Array<InterpTokens>) -> InterpTokens`                                                                           | Static Function   | A function that returns a value based on some given parameters, provided by a Little function call. The returned value is stored in memory upon retrieval. |

        |`static <Type> <name>`                               | `TypeFields`                                                                                                                  | Static Variable   | Another option for a static variable, but this time it's for a nested object. The object itself isn't allocated in Little's memory, but its decedents may be. instance objects are not available this way, since they are tied to an object, thus needing to be allocated many times. |

**\*\*Notice\*\*** - key syntax is very sensitive - must start with `public` or `static`, continue with a `little` type, then a name, and parameters if its a function. Each element separated by a single whitespace. Example:

            'public Number id'

            'static ${Conversion.toLittleType("String")} getProfile (define summed as ${Conversion.toLittleType("Bool")})'

**\*\*Notice 2\*\*** - for function parameters, syntax follows Little function parameter syntax - multiple parameter declarations, with optional type and optional default values, separated by a comma.

        @param typeName The name of the class. May be nested inside other "packages" using a `.` (for example. my\_pack.MyClass)

        @param fields A string map that has key-value pairs of certain types. Refer to the table above for more information.

    \*\*/

    public function registerType(typeName:String, fields:TypeFields) {

        var instances = memory.externs.createPathFor(memory.externs.instanceProperties, ...typeName.split("."));

        var statics = memory.externs.createPathFor(memory.externs.globalProperties, ...typeName.split("."));

        instances.type = statics.type = memory.getTypeInformation(Little.keywords.TYPE\_MODULE).pointer;

        if (\_\_noTypeCreation) \_\_noTypeCreation = false;

        else if (!memory.externs.externToPointer.exists(typeName) && !memory.constants.hasType(typeName)) {

            memory.externs.externToPointer[typeName] = memory.storage.storeByte(1);

            statics.getter = (\_, \_) -> {

                objectValue: ClassPointer(memory.externs.externToPointer[typeName]),

                objectAddress: memory.externs.externToPointer[typeName]

            }

        } else if (memory.constants.hasType(typeName) && !memory.externs.externToPointer.exists(typeName)) {

            memory.externs.externToPointer[typeName] = memory.constants.getType(typeName);

            statics.getter = (\_, \_) -> {

                objectValue: ClassPointer(memory.externs.externToPointer[typeName]),

                objectAddress: memory.externs.externToPointer[typeName]

            }

        }

        for (key => field in fields) {

            switch key.split(" ") {

                case (\_[0] == "public" && \_.length == 3) => true: {

                    var name = key.split(" ")[2];

                    var type = memory.getTypeInformation(key.split(" ")[1]).pointer;

                    instances.properties[name] = new ExtTree(type, (value, address) -> {

                        // We can't optimize for the two cases outside of the callback, since haxe doesn't support

                        // type checking on function types.

                        try {

                            var result = untyped field(address, value);

                            if (result is InterpTokens) {

                                return {

                                    objectValue: result,

                                    objectAddress: memory.store(result)

                                };

                            }

                            return {

                                objectValue: untyped result.value,

                                objectAddress: untyped result.address

                            }

                        } catch (e) {

                            return {

                                objectValue: ErrorMessage('External Variable Error: ' + e.details()),

                                objectAddress: memory.constants.ERROR

                            }

                        }

                    });

                }

                case (\_[0] == "public") => true: {

                    var name = key.split(" ")[2];

                    var type = memory.getTypeInformation(key.split(" ")[1]);

                    var params = Interpreter.convert(...Parser.parse(Lexer.lex(key.replaceFirst('public function $name ', "").replaceFirst("(", "").replaceLast(")", ""))));

                    var paramMap = new OrderedMap<String, InterpTokens>();

                    for (entry in params) {

                        if (entry.is(SPLIT\_LINE, SET\_LINE)) continue;

                        switch entry {

                            case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, Identifier(Little.keywords.TYPE\_DYNAMIC));

                            case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, type);

                            case Write(assignees, value): {

                                switch assignees[0] {

                                    case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(value, Identifier(Little.keywords.TYPE\_DYNAMIC));

                                    case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(value, type);

                                    default:

                                }

                            }

                            default:

                        }

                    }

                    instances.properties[name] = new ExtTree(memory.getTypeInformation(Little.keywords.TYPE\_FUNCTION).pointer, (value, address) -> {

                        var returnType:InterpTokens = type.typeName.asTokenPath();

                        return {

                            objectValue: FunctionCode(paramMap, Block([

                                FunctionReturn(HaxeExtern(() -> {

                                    var result = (field : (MemoryPointer, InterpTokens, Array<InterpTokens>) -> InterpTokens)(address, value, paramMap.keys().toArray().map(key -> Interpreter.evaluate(memory.read(key).objectValue)));

                                    return result;

                                }), returnType)

                            ], returnType)),

                            objectAddress: memory.constants.EXTERN

                        }

                    });

                }

                case (\_[0] == "static" && \_.length == 3) => true: {

                    var name = key.split(" ")[2];

                    var type = memory.getTypeInformation(key.split(" ")[1]).pointer;

                    if (field is StringMap) {

                        \_\_noTypeCreation = true;

                        registerType(typeName + "." + name, field);

                        continue;

                    }

                    statics.properties[name] = new ExtTree(type, (\_, \_) -> {

                        // We can't optimize for the two cases outside of the callback, since haxe doesn't support

                        // type checking on function types.

                            try {

                                var result = untyped field();

                                if (result is InterpTokens) {

                                    return {

                                        objectValue: result,

                                        objectAddress: memory.store(result)

                                    };

                                }

                                return {

                                    objectValue: untyped result.value,

                                    objectAddress: untyped result.address

                                }

                            } catch (e) {

                                return {

                                    objectValue: ErrorMessage('External Variable Error: ' + e.details()),

                                    objectAddress: memory.constants.ERROR

                                }

                            }

                    });

                }

                case (\_[0] == "static") => true: {

                    var name = key.split(" ")[2];

                    var type = memory.getTypeInformation(key.split(" ")[1]);

                    var params = Interpreter.convert(...Parser.parse(Lexer.lex(key.replaceFirst('static function $name ', "").replaceFirst("(", "").replaceLast(")", ""))));

                    var paramMap = new OrderedMap<String, InterpTokens>();

                    for (entry in params) {

                        if (entry.is(SPLIT\_LINE, SET\_LINE)) continue;

                        switch entry {

                            case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, Identifier(Little.keywords.TYPE\_DYNAMIC));

                            case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, type);

                            case Write(assignees, value): {

                                switch assignees[0] {

                                    case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(value, Identifier(Little.keywords.TYPE\_DYNAMIC));

                                    case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(value, type);

                                    default:

                                }

                            }

                            default:

                        }

                    }

                    statics.properties[name] = new ExtTree(memory.getTypeInformation(Little.keywords.TYPE\_FUNCTION).pointer, (\_, \_) -> {

                        var returnType:InterpTokens = type.typeName.asTokenPath();

                        return {

                            objectValue: FunctionCode(paramMap, Block([

                                FunctionReturn(HaxeExtern(() -> {

                                    var result = untyped field(paramMap.keys().toArray().map(key -> Interpreter.evaluate(memory.read(key).objectValue)));

                                    return result;

                                }), returnType)

                            ], returnType)),

                            objectAddress: memory.constants.EXTERN

                        }

                    });

                }

                case \_: throw 'Invalid key syntax for `$key`. Must start with either `public`/`static` `function`/`var`, and end with a variable name. (Example: `public var myVar`). Each item must be separated by a single whitespace.';

            }

        }

    }

    /\*\*

        registers a haxe value/property inside Little code.

        @param variableName the name of the variable, for usage in Little code. If you want it nested in some kind of path, use `.` (e.g. `mother.varName`)

        @param variableType the type of the variable, in little. Use `Conversion.toLittleType` for haxe basic types if needed.

        @param documentation documentation for this variable.

        @param staticValue **\*\*Option 1\*\*** - a static value to assign to this variable

        @param valueGetter **\*\*Option 2\*\*** - a function that returns a value that this variable gives when accessed.

    \*\*/

    public function registerVariable(variableName:String, variableType:String, ?documentation:String, ?staticValue:InterpTokens, ?valueGetter:Void -> InterpTokens) {

        var varPath = variableName.split(".");

        var object = memory.externs.createPathFor(memory.externs.globalProperties, ...varPath);

        object.type = memory.getTypeInformation(variableName).pointer;

        object.getter = (\_, \_) -> {

            return try {

                var value = staticValue == null ? valueGetter() : staticValue;

                {

                    objectValue: value,

                    objectAddress: memory.store(value),

                    // objectDoc: documentation ?? ""

                }

            } catch (e) {

                {

                    objectValue: ErrorMessage('External Variable Error: ' + e.details()),

                    objectAddress: memory.constants.ERROR,

                    // objectDoc: ""

                }

            }

        }

    }

    /\*\*

        Allows usage of a function written in haxe inside Little code.

        @param actionName The name by which to identify the function. If you want this nested in some kind of path, use `.` (e.g. `mother.funcName`)

        @param documentation documentation for this function.

        @param expectedParameters an `Array<InterpTokens>` consisting of `InterpTokens.Variable`s which contain the names & types of the parameters that should be passed on to the function. For example:

            ```

            [VariableDeclaration(Identifier(x), Identifier("Characters"))]

            ```

**\*\*alternatively\*\*** - can be normal parameter "list" written in little:

            ```

            define x as Characters, define index = 3, define y

            ```

**\*\*Important\*\*** - if variables appear in the end and have assigned values, they are optional.

        @param callback The actual function, which gets an array of the given parameters as reduced little tokens (basic types and `Object`), and returns a value based on them

        @param returnType The type of the returned value. This exists due to implementation limitations. You can use the `Conversion` class to know which types to put here.

    \*\*/

    public function registerFunction(functionName:String, ?documentation:String, expectedParameters:EitherType<String, Array<InterpTokens>>, callback:Array<{objectValue:InterpTokens, objectTypeName:String, objectAddress:MemoryPointer}> -> InterpTokens, returnType:String) {

        var params = if (expectedParameters is String) {

            Interpreter.convert(...Parser.parse(Lexer.lex(expectedParameters)));

        } else (expectedParameters : Array<InterpTokens>);

        var functionPath = functionName.split(".");

        var paramMap = new OrderedMap<String, InterpTokens>();

        for (entry in params) {

            if (entry.is(SPLIT\_LINE, SET\_LINE)) continue;

            switch entry {

                case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, Identifier(Little.keywords.TYPE\_DYNAMIC));

                case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, type);

                case Write(assignees, value): {

                    switch assignees[0] {

                        case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(value, Identifier(Little.keywords.TYPE\_DYNAMIC));

                        case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(value, type);

                        default:

                    }

                }

                default:

            }

        }

        var returnTypeToken = Interpreter.convert(...Parser.parse(Lexer.lex(returnType)))[0]; // May be a PropertyAccess or an Identifier

        var token:InterpTokens = FunctionCode(paramMap, Block([

            FunctionReturn(HaxeExtern(() -> callback(paramMap.keys().toArray().map(key -> memory.read(key)))), returnTypeToken)

        ], returnTypeToken));

        var object = memory.externs.createPathFor(memory.externs.globalProperties, ...functionPath);

        object.type = memory.getTypeInformation(Little.keywords.TYPE\_FUNCTION).pointer;

        object.getter = (\_, \_) -> {

            objectValue: token,

            objectAddress: memory.constants.EXTERN,

            // objectDoc: documentation ?? ""

        }

    }

    /\*\*

        Adds a condition to be used in Little.

        Conditions are can be described as a special function, that decides how many time another given function is run, and with which parameters.

        Their syntax:

            <condition\_name> (<params>) {

                <body>

            }

        @param conditionName The name by which to identify the condition. If you want this nested in some kind of path, use `.` (e.g. `mother.conditionName`)

        @param documentation documentation for this condition.

        @param callback The actual function, which gets an array of the given parameters, exactly as given (which means they might require further evaluation),

            and another array representing the block of code right after the condition, and return an outcome token of the condition.

            The outcome is usually expected to be the last value in the last iteration of the condition (for example, the same as haxe `if` statements)

    \*\*/

    public function registerCondition(conditionName:String, ?documentation:String ,callback:(params:Array<InterpTokens>, body:Array<InterpTokens>) -> InterpTokens) {

        var conditionPath = conditionName.split(".");

        var object = memory.externs.createPathFor(memory.externs.globalProperties, ...conditionPath);

        object.getter = (\_, \_) -> {

            objectValue: ConditionCode([

                null => Block([

                    HaxeExtern(() -> callback(

                        Interpreter.convert(...Parser.parse(Lexer.lex(memory.read(Little.keywords.CONDITION\_PATTERN\_PARAMETER\_NAME).objectValue.parameter(0)))).slice(1),

                        Interpreter.convert(...Parser.parse(Lexer.lex(memory.read(Little.keywords.CONDITION\_BODY\_PARAMETER\_NAME).objectValue.parameter(0))))

                        )

                    ) // No FunctionReturn here, since conditions propagate existing returns, and if we put one here, it will get propagated outside

                      // The scope of this condition, which results in unexpected behavior (program/function quits prematurely)

                ], null)

            ]),

            objectAddress: memory.constants.EXTERN,

            // objectDoc: documentation ?? ""

        }

    }

    /\*\*

        Registers a haxe-property-like variable on a little class found at `onType`.

        @param propertyName The name of the property, must not include property access sign.

        @param propertyType The type of the property. Must be a little class.

        @param onType The type of the object the property is on. Must be a little class, and if the class is nested within an object, a full path must be specified.

        @param documentation The documentation of the property

        @param staticValue **\*\*Option 1\*\***. A static value this property always returns.

        @param valueGetter **\*\*Option 2\*\***. A function that returns the value of the property. It takes in the value of the parent object, and it's address in memory.

    \*\*/

    public function registerInstanceVariable(propertyName:String, propertyType:String, onType:String, ?documentation:String, ?staticValue:InterpTokens, ?valueGetter:(objectValue:InterpTokens, objectAddress:MemoryPointer) -> InterpTokens) {

        var classPath = onType.split(".");

        classPath.push(propertyName);

        var object = memory.externs.createPathFor(memory.externs.instanceProperties, ...classPath);

        object.type = memory.getTypeInformation(propertyType).pointer;

        object.getter = (v, a) -> {

            return try {

                var value = staticValue == null ? valueGetter(v, a) : staticValue;

                {

                    objectValue: value,

                    objectAddress: memory.store(value),

                    // objectDoc: documentation ?? ""

                }

            } catch (e) {

                {

                    objectValue: ErrorMessage('External Function Error: ' + e.details()),

                    objectAddress: memory.constants.ERROR,

                    // objectDoc: ""

                }

            }

        }

    }

    /\*\*

        Registers a method on every object of the given type, that can be called from Little.

        @param propertyName The name of the property, must not include property access sign.

        @param onType The type of the object the property is on. Must be a little class, and if the class is nested within an object, a full path must be specified.

        @param documentation The documentation of the property

        @param expectedParameters an `Array<InterpTokens>` consisting of `InterpTokens.Variable`s which contain the names & types of the parameters that should be passed on to the function. For example:

            ```

            [VariableDeclaration(Identifier(x), Identifier("Characters"))]

            ```

**\*\*alternatively\*\*** - can be normal parameter "list" written in little:

            ```

            define x as Characters, define index = 3, define y

            ```

**\*\*Important\*\*** - if variables appear in the end and have assigned values, they are optional.

        @param callback The actual function, which gets 3 parameters: the value of the object, the address of the object in memory, and an array of the given parameters, exactly as the user gave them (which means they might require further evaluation). The function should return something at the end, or a `VoidValue`.

        @param returnType The type of the returned value. This exists due to implementation limitations. You can use the `Conversion` class to know which types to put here.

    \*\*/

    public function registerInstanceFunction(propertyName:String, onType:String, ?documentation:String, expectedParameters:EitherType<String, Array<InterpTokens>>, callback:(objectValue:InterpTokens, objectAddress:MemoryPointer, params:Array<{objectValue:InterpTokens, objectTypeName:String, objectAddress:MemoryPointer}>) -> InterpTokens, returnType:String) {

        var params = if (expectedParameters is String) {

            Interpreter.convert(...Parser.parse(Lexer.lex(expectedParameters)));

        } else (expectedParameters : Array<InterpTokens>);

        var paramMap = new OrderedMap<String, InterpTokens>();

        for (entry in params) {

            if (entry.is(SPLIT\_LINE, SET\_LINE)) continue;

            switch entry {

                case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, Identifier(Little.keywords.TYPE\_DYNAMIC));

                case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(NullValue, type);

                case Write(assignees, value): {

                    switch assignees[0] {

                        case VariableDeclaration(name, null, \_): paramMap[name.extractIdentifier()] = TypeCast(value, Identifier(Little.keywords.TYPE\_DYNAMIC));

                        case VariableDeclaration(name, type, \_): paramMap[name.extractIdentifier()] = TypeCast(value, type);

                        default:

                    }

                }

                default:

            }

        }

        var classPath = onType.split(".");

        classPath.push(propertyName);

        var object = memory.externs.createPathFor(memory.externs.instanceProperties, ...classPath);

        var returnTypeToken = Interpreter.convert(...Parser.parse(Lexer.lex(returnType)))[0]; // May be a PropertyAccess or an Identifier

        object.type = memory.getTypeInformation(Little.keywords.TYPE\_FUNCTION).pointer;

        object.getter = (v, a) -> {

            return try {

                {

                    objectValue: FunctionCode(paramMap, Block([

                        FunctionReturn(HaxeExtern(() -> callback(v, a, paramMap.keys().toArray().map(key -> memory.read(key)))), returnTypeToken)

                    ], returnTypeToken)),

                    objectAddress: memory.constants.EXTERN,

                    // objectDoc: documentation ?? ""

                }

            } catch (e) {

                {

                    objectValue: ErrorMessage('External Function Error: ' + e.details()),

                    objectAddress: memory.constants.ERROR,

                    // objectDoc: ""

                }

            }

        }

    }

    /\*\*

        Checks if the given `Array<{lhs:String, rhs:String}>` contains the given `lhs` and `rhs` combination.

    \*\*/

    static function combosHas(combos:Array<{lhs:String, rhs:String}>, lhs:String, rhs:String) {

        for (c in combos) if (c.rhs == rhs && c.lhs == lhs) return true;

        return false;

    }

    /\*\*

        Registers an operator, to be used in expressions in `Little`. An operator can be a single sided operator, or a double sided operator.

        An operator can also accept specific types for each side, or specific types for both sides.

        @param symbol a `String` which is the symbol of the operator. Must not contain any letters or whitespaces.

        @param info Information about the operator, including callback for when the operator is used and other properties.

    \*\*/

    public function registerOperator(symbol:String, info:OperatorInfo) {

        if (info.operatorType == null || info.operatorType == LHS\_RHS) {

            if (info.callback == null && info.singleSidedOperatorCallback != null)

                throw new ArgumentException("callback", 'Incorrect callback given for operator type ${info.operatorType ?? LHS\_RHS} - `singleSidedOperatorCallback` was given, when `callback` was expected');

            else if (info.callback == null)

                throw new ArgumentException("callback", 'No callback given for operator type ${info.operatorType ?? LHS\_RHS} (`callback` is null)');

            var callbackFunc:(InterpTokens, InterpTokens) -> InterpTokens;

            // A bunch of ifs in order to shorten the final callback function, improves performance a bit

            if (info.lhsAllowedTypes != null && info.rhsAllowedTypes == null && info.allowedTypeCombos == null) {

                callbackFunc = (lhs, rhs) -> {

                    final lType = Interpreter.evaluate(lhs).type(), rType = Interpreter.evaluate(rhs).type();

                    if (!info.lhsAllowedTypes.contains(lType)) {

                        return Little.runtime.throwError(ErrorMessage('Cannot preform $lType(${lhs.extractIdentifier()}) $symbol $rType(${rhs.extractIdentifier()}) - Left operand cannot be of type $lType (accepted types: ${info.lhsAllowedTypes})'));

                    }

                    return info.callback(lhs, rhs);

                }

            } else if (info.lhsAllowedTypes == null && info.rhsAllowedTypes != null && info.allowedTypeCombos == null) {

                callbackFunc = (lhs, rhs) -> {

                    final lType = Interpreter.evaluate(lhs).type(), rType = Interpreter.evaluate(rhs).type();

                    if (!info.rhsAllowedTypes.contains(rType)) {

                        return Little.runtime.throwError(ErrorMessage('Cannot preform $lType(${lhs.extractIdentifier()}) $symbol $rType(${rhs.extractIdentifier()}) - Right operand cannot be of type $rType (accepted types: ${info.rhsAllowedTypes})'));

                    }

                    return info.callback(lhs, rhs);

                }

            } else if (info.lhsAllowedTypes != null && info.rhsAllowedTypes != null && info.allowedTypeCombos == null) {

                callbackFunc = (lhs, rhs) -> {

                    final lType = Interpreter.evaluate(lhs).type(), rType = Interpreter.evaluate(rhs).type();

                    if (!info.rhsAllowedTypes.contains(rType)) {

                        return Little.runtime.throwError(ErrorMessage('Cannot preform $lType(${lhs.extractIdentifier()}) $symbol $rType(${rhs.extractIdentifier()}) - Right operand cannot be of type $rType (accepted types: ${info.rhsAllowedTypes})'));

                    }

                    if (!info.rhsAllowedTypes.contains(lType)) {

                        return Little.runtime.throwError(ErrorMessage('Cannot preform $lType(${lhs.extractIdentifier()}) $symbol $rType(${rhs.extractIdentifier()}) - Left operand cannot be of type $lType (accepted types: ${info.lhsAllowedTypes})'));

                    }

                    return info.callback(lhs, rhs);

                }

            } else if (info.lhsAllowedTypes != null && info.rhsAllowedTypes == null && info.allowedTypeCombos != null) {

                callbackFunc = (lhs, rhs) -> {

                    final lType = Interpreter.evaluate(lhs).type(), rType = Interpreter.evaluate(rhs).type();

                    if (!info.lhsAllowedTypes.contains(lType) && !info.allowedTypeCombos.containsCombo(lType, rType)) {

                        return Little.runtime.throwError(ErrorMessage('Cannot preform $lType(${lhs.extractIdentifier()}) $symbol $rType(${rhs.extractIdentifier()}) - Right operand cannot be of type $rType while left operand is of type $lType (accepted types for left operand: ${info.lhsAllowedTypes}, accepted type combinations: ${info.allowedTypeCombos.map(object -> '${object.rhs} $symbol ${object.lhs}')})'));

                    }

                    return info.callback(lhs, rhs);

                }

            } else if (info.lhsAllowedTypes == null && info.rhsAllowedTypes != null && info.allowedTypeCombos != null) {

                callbackFunc = (lhs, rhs) -> {

                    final lType = Interpreter.evaluate(lhs).type(), rType = Interpreter.evaluate(rhs).type();

                    if (!info.rhsAllowedTypes.contains(rType) && !info.allowedTypeCombos.containsCombo(lType, rType)) {

                        return Little.runtime.throwError(ErrorMessage('Cannot preform $lType(${lhs.extractIdentifier()}) $symbol $rType(${rhs.extractIdentifier()}) - Right operand cannot be of type $rType while left operand is of type $lType (accepted types for right operand: ${info.rhsAllowedTypes}, accepted type combinations: ${info.allowedTypeCombos.map(object -> '${object.rhs} $symbol ${object.lhs}')})'));

                    }

                    return info.callback(lhs, rhs);

                }

            } else if (info.lhsAllowedTypes != null && info.rhsAllowedTypes != null && info.allowedTypeCombos != null) {

                callbackFunc = (lhs, rhs) -> {

                    final lType = Interpreter.evaluate(lhs).type(), rType = Interpreter.evaluate(rhs).type();

                    if (!info.rhsAllowedTypes.contains(rType) && !info.allowedTypeCombos.containsCombo(lType, rType)) {

                        return Little.runtime.throwError(ErrorMessage('Cannot preform $lType(${lhs.extractIdentifier()}) $symbol ${rType}(${rhs.extractIdentifier()}) - Right operand cannot be of type $rType (accepted types: ${info.rhsAllowedTypes}, accepted type combinations: ${info.allowedTypeCombos.map(object -> '${object.rhs} $symbol ${object.lhs}')})'));

                    }

                    if (!info.rhsAllowedTypes.contains(lType) && !info.allowedTypeCombos.containsCombo(lType, rType)) {

                        return Little.runtime.throwError(ErrorMessage('Cannot preform $lType(${lhs.extractIdentifier()}) $symbol ${rType}(${rhs.extractIdentifier()}) - Left operand cannot be of type $lType (accepted types: ${info.lhsAllowedTypes}, accepted type combinations: ${info.allowedTypeCombos.map(object -> '${object.rhs} $symbol ${object.lhs}')})'));

                    }

                    return info.callback(lhs, rhs);

                }

            } else callbackFunc = info.callback;

            Little.memory.operators.add(symbol, LHS\_RHS, info.priority, callbackFunc);

        } else { // One sided operator

            if (info.singleSidedOperatorCallback == null && info.callback != null)

                throw new ArgumentException("singleSidedOperatorCallback", 'Incorrect callback given for operator type ${info.operatorType} - `callback` was given, when `singleSidedOperatorCallback` was expected');

            else if (info.singleSidedOperatorCallback == null)

                throw new ArgumentException("singleSidedOperatorCallback", 'No callback given for operator type ${info.operatorType ?? LHS\_RHS} (`singleSidedOperatorCallback` is null)');

            var callbackFunc:InterpTokens -> InterpTokens;

            if (info.operatorType == LHS\_ONLY) {

                callbackFunc = (lhs) -> {

                    var lType = Interpreter.evaluate(lhs).type();

                    if (!info.lhsAllowedTypes.contains(lType)) {

                        return Little.runtime.throwError(ErrorMessage('Cannot perform $lType(${lhs.extractIdentifier()})$symbol - Operand cannot be of type $lType (accepted types: ${info.lhsAllowedTypes})'));

                    }

                    return info.singleSidedOperatorCallback(lhs);

                }

            } else {

                callbackFunc = (rhs) -> {

                    var rType = Interpreter.evaluate(rhs).type();

                    if (!info.rhsAllowedTypes.contains(rType)) {

                        return Little.runtime.throwError(ErrorMessage('Cannot perform $symbol$rType(${rhs.extractIdentifier()}) - Operand cannot be of type $rType (accepted types: ${info.rhsAllowedTypes})'));

                    }

                    return info.singleSidedOperatorCallback(rhs);

                }

            }

            Little.memory.operators.add(symbol, info.operatorType, info.priority, callbackFunc);

        }

    }

    /\*\*

        Checks if the given array contains the given combo

    \*\*/

    static function containsCombo(array:Array<{lhs:String, rhs:String}>, lhs:String, rhs:String):Bool {

        for (a in array) {

            if (a.lhs == lhs && a.rhs == rhs) return true;

        }

        return false;

    }

}

/\*\*

    Info about an operator

\*\*/

typedef OperatorInfo = {

    ?lhsAllowedTypes:Array<String>,

    ?rhsAllowedTypes:Array<String>,

    ?allowedTypeCombos:Array<{lhs:String, rhs:String}>,

    ?callback:(InterpTokens, InterpTokens) -> InterpTokens,

    ?singleSidedOperatorCallback:InterpTokens -> InterpTokens,

    ?operatorType:OperatorType,

    /\*\*

        @see Little.memory.operators.setPriority

    \*\*/

    ?priority:String,

}

/\*\*

    Used to represent the fields of a type

\*\*/

typedef TypeFields = Map<String, OneOfSeven<

    // Instance fields:

    (address:MemoryPointer, value:InterpTokens) -> InterpTokens, // variable

    (address:MemoryPointer, value:InterpTokens) -> {address:MemoryPointer, value:InterpTokens}, // variable, with pointer

    (address:MemoryPointer, value:InterpTokens, givenParams:Array<InterpTokens>) -> InterpTokens, // function

        // Static fields:

    () -> InterpTokens, // variable

    () -> {address:MemoryPointer, value:InterpTokens}, // variable

    (givenParams:Array<InterpTokens>) -> InterpTokens, // function

    TypeFields // nested object

>>;

/\*\*

    Can be used to represent the fields of a type

\*\*/

abstract OneOfSeven<T1, T2, T3, T4, T5, T6, T7>(Dynamic)

    from T1 from T2 from T3 from T4 from T5 from T6 from T7

    to T1 to T2 to T3 to T4 to T5 to T6 to T7 {}

package little.tools;

import vision.ds.ByteArray;

import little.interpreter.memory.Memory;

import little.interpreter.memory.HashTables;

import little.interpreter.memory.MemoryPointer;

import little.interpreter.memory.MemoryPointer.POINTER\_SIZE;

import haxe.Json;

import haxe.xml.Access;

import vision.tools.MathTools;

import little.lexer.Lexer;

import little.parser.Parser;

import little.interpreter.Interpreter;

import little.interpreter.Runtime;

import little.interpreter.Tokens;

using Std;

using little.tools.TextTools;

using little.tools.Extensions;

@:access(little.interpreter.Runtime)

/\*\*

    Contains `Little`'s standard library, as a group of functions, each adding different types of features.

\*\*/

class PrepareRun {

    /\*\*

        Whether or not the standard library has been prepared.

    \*\*/

    public static var prepared:Bool = false;

    /\*\*

        Adds Standard library types.

    \*\*/

    public static function addTypes() {

        Little.plugin.registerType(Little.keywords.TYPE\_FUNCTION, []);

        Little.plugin.registerType(Little.keywords.TYPE\_CONDITION, []);

        Little.plugin.registerType(Little.keywords.TYPE\_INT, []);

        Little.plugin.registerType(Little.keywords.TYPE\_FLOAT, []);

        Little.plugin.registerType(Little.keywords.TYPE\_STRING, []);

        Little.plugin.registerType(Little.keywords.TYPE\_SIGN, []);

        Little.plugin.registerType(Little.keywords.TYPE\_MODULE, [

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_STRING} ()' => (address, \_, \_) -> {

                return Conversion.toLittleValue(Little.memory.getTypeName(address));

            }

        ]);

        // Little.plugin.registerType("Date", [

        //  'static ${Little.keywords.TYPE\_STRING} now ()' => (\_) -> {

        //      return Conversion.toLittleValue(Date.now().toString());

        //  }

        // ]);

        Little.plugin.registerType(Little.keywords.TYPE\_INT, [

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_STRING} ()' => (\_, value, \_) -> {

                return Conversion.toLittleValue(Std.string(value.parameter(0)));

            },

            'public ${Little.keywords.TYPE\_FLOAT} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_FLOAT} ()' => (\_, value, \_) -> {

                return Decimal(value.parameter(0));

            },

            'public ${Little.keywords.TYPE\_BOOLEAN} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_BOOLEAN} ()' => (\_, value, \_) -> {

                return Conversion.toLittleValue(value.parameter(0) != 0);

            }

        ]);

        Little.plugin.registerType(Little.keywords.TYPE\_FLOAT, [

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_STRING} ()' => (\_, value, \_) -> {

                return Conversion.toLittleValue(Std.string(value.parameter(0)));

            },

            'public ${Little.keywords.TYPE\_INT} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_INT} ()' => (\_, value, \_) -> {

                return Conversion.toLittleValue(Math.floor(value.parameter(0)));

            },

            'public ${Little.keywords.TYPE\_BOOLEAN} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_BOOLEAN} ()' => (\_, value, \_) -> {

                return Conversion.toLittleValue(value.parameter(0) != 0);

            },

            'public ${Little.keywords.TYPE\_BOOLEAN} ${Little.keywords.STDLIB\_\_FLOAT\_isWhole} ()' => (\_, value, \_) -> {

                return Conversion.toLittleValue((value.parameter(0) : Float) % 1 == 0);

            }

        ]);

        Little.plugin.registerType(Little.keywords.TYPE\_STRING, [

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_STRING} ()' => (\_, value, \_) -> {

                return Conversion.toLittleValue(Std.string(value.parameter(0)));

            },

            'public ${Little.keywords.TYPE\_INT} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_INT} ()' => (\_, value, \_) -> {

                var number = Std.parseInt(value.parameter(0));

                if (number == null) {

                    Little.runtime.throwError(ErrorMessage('${Little.keywords.TYPE\_STRING} instance `"${value.parameter(0)}"` cannot be converted to ${Little.keywords.TYPE\_INT}, since it is not a number  '), INTERPRETER);

                }

                return Conversion.toLittleValue(number);

            },

            'public ${Little.keywords.TYPE\_FLOAT} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_FLOAT} ()' => (\_, value, \_) -> {

                var number = Std.parseFloat(value.parameter(0));

                if (number == Math.NaN) {

                    Little.runtime.throwError(ErrorMessage('${Little.keywords.TYPE\_STRING} instance `"${value.parameter(0)}"` cannot be converted to ${Little.keywords.TYPE\_FLOAT}, since it is not a number    '), INTERPRETER);

                }

                return Conversion.toLittleValue(number);

            },

            'public ${Little.keywords.TYPE\_SIGN} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_SIGN} ()' => (\_, value, \_) -> {

                return Conversion.toLittleValue(Sign(value.parameter(0)));

            },

            'public ${Little.keywords.TYPE\_BOOLEAN} ${Little.keywords.TYPE\_CAST\_FUNCTION\_PREFIX}${Little.keywords.TYPE\_BOOLEAN} ()' => (\_, value, \_) -> {

                return Conversion.toLittleValue(value.parameter(0) == "true" || (Std.parseFloat(value.parameter(0)) != Math.NaN && Std.parseFloat(value.parameter(0)) != 0));

            },

            'public ${Little.keywords.TYPE\_INT} ${Little.keywords.STDLIB\_\_STRING\_length}' => (\_, value) -> {

                return Conversion.toLittleValue(value.parameter(0).length);

            },

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.STDLIB\_\_STRING\_charAt} (define index as ${Little.keywords.TYPE\_INT})' => (\_, value, params) -> {

                return Conversion.toLittleValue(value.parameter(0).charAt(Conversion.toHaxeValue(params[0])));

            },

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.STDLIB\_\_STRING\_substring} (define start as ${Little.keywords.TYPE\_INT}, define end as ${Little.keywords.TYPE\_INT} = -1)' => (\_, value, params) -> {

                return Characters(value.parameter(0).substring(Conversion.toHaxeValue(params[0]), Conversion.toHaxeValue(params[1])));

            },

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.STDLIB\_\_STRING\_toLowerCase} ()' => (\_, value, \_) -> {

                return Characters(value.parameter(0).toLowerCase());

            },

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.STDLIB\_\_STRING\_toUpperCase} ()' => (\_, value, \_) -> {

                return Characters(value.parameter(0).toUpperCase());

            },

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.STDLIB\_\_STRING\_replace} (define search as ${Little.keywords.TYPE\_STRING}, define replace as ${Little.keywords.TYPE\_STRING})' => (\_, value, params) -> {

                return Characters(value.parameter(0).replace(Conversion.toHaxeValue(params[0]), Conversion.toHaxeValue(params[1])));

            },

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.STDLIB\_\_STRING\_trim} ()' => (\_, value, \_) -> {

                return Characters(value.parameter(0).trim());

            },

            'public ${Little.keywords.TYPE\_STRING} ${Little.keywords.STDLIB\_\_STRING\_remove} (define search as ${Little.keywords.TYPE\_STRING})' => (\_, value, params) -> {

                return Characters(value.parameter(0).replace(Conversion.toHaxeValue(params[0]), ""));

            },

            'public ${Little.keywords.TYPE\_BOOLEAN} ${Little.keywords.STDLIB\_\_STRING\_contains} (define search as ${Little.keywords.TYPE\_STRING})' => (\_, value, params) -> {

                return Conversion.toLittleValue(value.parameter(0).contains(Conversion.toHaxeValue(params[0])));

            },

            'public ${Little.keywords.TYPE\_INT} ${Little.keywords.STDLIB\_\_STRING\_indexOf} (define search as ${Little.keywords.TYPE\_STRING})' => (\_, value, params) -> {

                return Conversion.toLittleValue(value.parameter(0).indexOf(Conversion.toHaxeValue(params[0])));

            },

            'public ${Little.keywords.TYPE\_INT} ${Little.keywords.STDLIB\_\_STRING\_lastIndexOf} (define search as ${Little.keywords.TYPE\_STRING})' => (\_, value, params) -> {

                return Conversion.toLittleValue(value.parameter(0).lastIndexOf(Conversion.toHaxeValue(params[0])));

            },

            'public ${Little.keywords.TYPE\_BOOLEAN} ${Little.keywords.STDLIB\_\_STRING\_startsWith} (define prefix as ${Little.keywords.TYPE\_STRING})' => (\_, value, params) -> {

                return Conversion.toLittleValue(value.parameter(0).indexOf(Conversion.toHaxeValue(params[0]) == 0));

            },

            'public ${Little.keywords.TYPE\_BOOLEAN} ${Little.keywords.STDLIB\_\_STRING\_endsWith} (define postfix as ${Little.keywords.TYPE\_STRING})' => (\_, value, params) -> {

                return Conversion.toLittleValue(value.parameter(0).indexOf(Conversion.toHaxeValue(params[0])) == value.parameter(0).length - Conversion.toHaxeValue(params[0]).length);

            },

            'static ${Little.keywords.TYPE\_STRING} ${Little.keywords.STDLIB\_\_STRING\_fromCharCode} (define code as ${Little.keywords.TYPE\_INT})' => (params) -> {

                return Conversion.toLittleValue(String.fromCharCode(Conversion.toHaxeValue(params[0])));

            }

        ]);

        Little.plugin.registerType(Little.keywords.TYPE\_OBJECT, [

            'static ${Little.keywords.TYPE\_OBJECT} ${Little.keywords.INSTANTIATE\_FUNCTION\_NAME} ()' => (params) -> {

                return [].asEmptyObject(Little.keywords.TYPE\_OBJECT);

            }

        ]);

        Little.plugin.registerType(Little.keywords.TYPE\_ARRAY, [

            'static ${Little.keywords.TYPE\_ARRAY} ${Little.keywords.INSTANTIATE\_FUNCTION\_NAME} (define type as ${Little.keywords.TYPE\_MODULE}, define length as ${Little.keywords.TYPE\_INT})' => (params) -> {

                var arrayType:String = Conversion.toHaxeValue(params[0]);

                var size = Little.memory.getTypeInformation(arrayType).defaultInstanceSize;

                var length:Int = Conversion.toHaxeValue(params[1]);

                var byteArray = Little.memory.storage.storeArray(length, size);

                return ["\_\_p" => Number(byteArray.toInt()), "\_\_t" => params[0]].asObjectToken(Little.keywords.TYPE\_ARRAY);

            },

            'public ${Little.keywords.TYPE\_INT} ${Little.keywords.STDLIB\_\_ARRAY\_length}' => (address, value) -> {

                var pointer:Int = Conversion.toHaxeValue(untyped value.parameter(0).get("\_\_p").value);

                return {

                    value: Number(Little.memory.storage.readInt32(pointer)),

                    address: MemoryPointer.fromInt(pointer)

                }

            },

            'public ${Little.keywords.TYPE\_MODULE} ${Little.keywords.STDLIB\_\_ARRAY\_elementType}' => (address, value) -> {

                var typeToken:InterpTokens = untyped value.parameter(0).get("\_\_t").value;

                return {

                    value: typeToken,

                    address: typeToken.parameter(0)

                }

            },

            'public ${Little.keywords.TYPE\_DYNAMIC} ${Little.keywords.STDLIB\_\_ARRAY\_get} (define index as ${Little.keywords.TYPE\_INT})' => (address, value, params) -> {

                var pointer:Int = Conversion.toHaxeValue(untyped value.parameter(0).get("\_\_p").value);

                var elementType:String = Conversion.toHaxeValue(untyped value.parameter(0).get("\_\_t").value);

                var index = Conversion.toHaxeValue(params[0]);

                var elementSize = Little.memory.storage.readInt32(pointer + 4);

                var specificElement = pointer + 4 /\* array length\*/ + 4 /\* array element size \*/ + index \* elementSize;

                return MemoryPointer.fromInt(specificElement).extractValue(elementType);

            },

            'public ${Little.keywords.TYPE\_DYNAMIC} ${Little.keywords.STDLIB\_\_ARRAY\_set} (define index as ${Little.keywords.TYPE\_INT}, define value as ${Little.keywords.TYPE\_DYNAMIC})' => (address, value, params) -> {

                var pointer:Int = Conversion.toHaxeValue(untyped value.parameter(0).get("\_\_p").value);

                var index = Conversion.toHaxeValue(params[0]);

                var elementSize = Little.memory.storage.readInt32(pointer + 4);

                var specificElement = pointer + 4 /\* array length\*/ + 4 /\* array element size \*/ + index \* elementSize;

                MemoryPointer.fromInt(specificElement).writeInPlace(params[1]);

                return NullValue;

            }

        ]);

        Little.plugin.registerType(Little.keywords.TYPE\_MEMORY, [

            'static ${Little.keywords.TYPE\_INT} ${Little.keywords.STDLIB\_\_MEMORY\_allocate} (define amount as ${Little.keywords.TYPE\_INT})' => (params) -> {

                return Conversion.toLittleValue(Little.memory.allocate(Conversion.toHaxeValue(params[0])));

            },

            'static ${Little.keywords.TYPE\_DYNAMIC} ${Little.keywords.STDLIB\_\_MEMORY\_free} (define address as ${Little.keywords.TYPE\_INT}, define amount as ${Little.keywords.TYPE\_INT})' => (params) -> {

                Little.memory.free(Conversion.toHaxeValue(params[0]), Conversion.toHaxeValue(params[1]));

                return NullValue;

            },

            'static ${Little.keywords.TYPE\_DYNAMIC} ${Little.keywords.STDLIB\_\_MEMORY\_read} (define address as ${Little.keywords.TYPE\_INT}, define type as ${Little.keywords.TYPE\_MODULE})' => (params) -> {

                return MemoryPointer.fromInt(params[0].parameter(0)).extractValue(Conversion.toHaxeValue(params[1]));

            },

            'static ${Little.keywords.TYPE\_DYNAMIC} ${Little.keywords.STDLIB\_\_MEMORY\_write} (define address as ${Little.keywords.TYPE\_INT}, define bytes as ${Little.keywords.TYPE\_ARRAY})' => (params) -> {

                var arrayRef = Conversion.toHaxeValue(params[1]).parameter(0);

                var arrayPointer = MemoryPointer.fromInt(arrayRef.get("\_\_p").value.parameter(0)); // Number(p)

                var arrayType = arrayRef.get("\_\_t").value.parameter(0); // ClassPointer(p)

                if (arrayType != Little.memory.constants.INT || arrayType != Little.memory.constants.FLOAT || arrayType != Little.memory.constants.BOOL) {

                    Little.runtime.throwError(ErrorMessage('${Little.keywords.STDLIB\_\_MEMORY\_write} only supports  ${Little.keywords.TYPE\_INT}, ${Little.keywords.TYPE\_FLOAT} or ${Little.keywords.TYPE\_BOOLEAN} arrays, as they\'re the only ones able to meaningfully represent bytes.'));

                }

                var array = Little.memory.storage.readArray(arrayPointer);

                var byteArray = new ByteArray(array.length);

                for (i in 0...array.length) { byteArray.setUInt8(i, array[i].getUInt8(i)); }

                Little.memory.storage.setBytes(Conversion.toHaxeValue(params[0]), byteArray);

                return NullValue;

            },

            'static ${Little.keywords.TYPE\_INT} ${Little.keywords.STDLIB\_\_MEMORY\_size}' => () -> {

                return Conversion.toLittleValue(Little.memory.currentMemorySize);

            },

            'static ${Little.keywords.TYPE\_INT} ${Little.keywords.STDLIB\_\_MEMORY\_maxSize}' => () -> {

                return Conversion.toLittleValue(Little.memory.maxMemorySize);

            }

        ]);

    }

    /\*\*

        Adds standard library, top-level functions.

    \*\*/

    public static function addFunctions() {

        Little.plugin.registerFunction(Little.keywords.PRINT\_FUNCTION\_NAME, null, [VariableDeclaration(Identifier("item"), null)], (params) -> {

            var eval = params[0].objectValue;

            trace(eval, params[0]);

            Little.runtime.\_\_print(eval.is(OBJECT) ? @:privateAccess PrettyPrinter.printInterpreterAst([eval]).split("\n").slice(1).map(s -> s.substring(6)).join("\n") : PrettyPrinter.stringifyInterpreter(eval), eval);

            return NullValue;

        }, Little.keywords.TYPE\_DYNAMIC);

        Little.plugin.registerFunction(Little.keywords.RAISE\_ERROR\_FUNCTION\_NAME, null, [VariableDeclaration(Identifier("message"), null)], (params) -> {

            Little.runtime.throwError(params[0].objectValue);

            return NullValue;

        }, Little.keywords.TYPE\_DYNAMIC);

        Little.plugin.registerFunction(Little.keywords.READ\_FUNCTION\_NAME, null, [VariableDeclaration(Identifier("identifier"), Little.keywords.TYPE\_STRING.asTokenPath())], (params) -> {

            return (Conversion.toHaxeValue(params[0].objectValue) : String).asTokenPath();

        }, Little.keywords.TYPE\_DYNAMIC);

        Little.plugin.registerFunction(Little.keywords.RUN\_CODE\_FUNCTION\_NAME, null, [VariableDeclaration(Identifier("code"), Little.keywords.TYPE\_STRING.asTokenPath())], (params) -> {

            return Interpreter.run(Interpreter.convert(...Parser.parse(Lexer.lex(Conversion.toHaxeValue(params[0].objectValue)))));

        }, Little.keywords.TYPE\_DYNAMIC);

    }

    /\*\*

        Adds standard instance properties to core types.

    \*\*/

    public static function addProps() {

        Little.plugin.registerInstanceVariable(Little.keywords.OBJECT\_TYPE\_PROPERTY\_NAME, Little.keywords.TYPE\_STRING, Little.keywords.TYPE\_DYNAMIC, 'The name of this value\'s type, as a ${Little.keywords.TYPE\_STRING}',

            (value, address) -> {

                return ClassPointer(Little.memory.getTypeInformation(value.type()).pointer);

            }

        );

        Little.plugin.registerInstanceVariable(Little.keywords.OBJECT\_ADDRESS\_PROPERTY\_NAME, POINTER\_SIZE == 4 ? Little.keywords.TYPE\_INT : Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_DYNAMIC, 'The address of this value',

            (value:InterpTokens, address:MemoryPointer) -> {

                return POINTER\_SIZE == 4 ? Number(address.rawLocation) : Decimal(address.rawLocation);

            }

        );

    }

    /\*\*

        Adds standard library operators.

    \*\*/

    public static function addSigns() {

        // --------------------------------------------------

        // ------------------------RHS-----------------------

        // --------------------------------------------------

        Little.plugin.registerOperator(Little.keywords.POSITIVE\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            operatorType: RHS\_ONLY,

            priority: "last",

            singleSidedOperatorCallback: (rhs) -> {

                var r = Conversion.toHaxeValue(rhs);

                if (r is Int)

                    return Number(r);

                return Decimal(r);

            }

        });

        Little.plugin.registerOperator(Little.keywords.NEGATE\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            operatorType: RHS\_ONLY,

            priority: 'with ${Little.keywords.POSITIVE\_SIGN}\_',

            singleSidedOperatorCallback: (rhs) -> {

                var r = Conversion.toHaxeValue(rhs);

                if (r is Int)

                    return Number(-r);

                return Decimal(-r);

            }

        });

        Little.plugin.registerOperator(Little.keywords.SQRT\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            operatorType: RHS\_ONLY,

            priority: "first",

            singleSidedOperatorCallback: (rhs) -> {

                var r:Float = Conversion.toHaxeValue(rhs);

                return Decimal(Math.sqrt(r));

            }

        });

        Little.plugin.registerOperator(Little.keywords.NOT\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_BOOLEAN],

            operatorType: RHS\_ONLY,

            priority: 'with ${Little.keywords.POSITIVE\_SIGN}\_',

            singleSidedOperatorCallback: (rhs) -> {

                var r = Conversion.toHaxeValue(rhs);

                return r ? FalseValue : TrueValue;

            }

        });

        // --------------------------------------------------

        // ------------------------LHS-----------------------

        // --------------------------------------------------

        Little.plugin.registerOperator(Little.keywords.FACTORIAL\_SIGN, {

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            operatorType: LHS\_ONLY,

            priority: 'with ${Little.keywords.SQRT\_SIGN}\_',

            singleSidedOperatorCallback: (lhs) -> {

                var l = Conversion.toHaxeValue(lhs);

                var shifted = Math.pow(10, 10) \* l;

                if (shifted != Math.floor(shifted)) return Number(Math.round(MathTools.factorial(l)));

                return Decimal(MathTools.factorial(l));

            }

        });

        // --------------------------------------------------

        // ----------------------STANDARD--------------------

        // --------------------------------------------------

        Little.plugin.registerOperator(Little.keywords.ADD\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT, Little.keywords.TYPE\_STRING],

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT, Little.keywords.TYPE\_STRING],

            allowedTypeCombos: [{lhs: Little.keywords.TYPE\_STRING, rhs: Little.keywords.TYPE\_DYNAMIC}, {lhs: Little.keywords.TYPE\_DYNAMIC, rhs: Little.keywords.TYPE\_STRING}],

            priority: 'with ${Little.keywords.POSITIVE\_SIGN}\_',

            callback: (lhs, rhs) -> {

                lhs = Interpreter.evaluate(lhs); rhs = Interpreter.evaluate(rhs);

                var l:Dynamic = Conversion.toHaxeValue(lhs),

                    r:Dynamic = Conversion.toHaxeValue(rhs);

                if (l is String || r is String) {

                    l ??= Little.keywords.NULL\_VALUE; r ??= Little.keywords.NULL\_VALUE;

                    return Characters("" + l + r);

                }

                if (l is Int && r is Int)

                    return Number(l + r);

                return Decimal(#if static untyped #else cast #end l + r);

            }

        });

        Little.plugin.registerOperator(Little.keywords.SUBTRACT\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            allowedTypeCombos: [{lhs: Little.keywords.TYPE\_STRING, rhs: Little.keywords.TYPE\_STRING}],

            priority: 'with ${Little.keywords.ADD\_SIGN}',

            callback: (lhs, rhs) -> {

                lhs = Interpreter.evaluate(lhs); rhs = Interpreter.evaluate(rhs);

                var l:Dynamic = Conversion.toHaxeValue(lhs),

                    r:Dynamic = Conversion.toHaxeValue(rhs);

                if (l is String) {

                    l ??= Little.keywords.NULL\_VALUE; r ??= Little.keywords.NULL\_VALUE;

                    return Characters(TextTools.subtract(l, r));

                }

                if (lhs.type() == Little.keywords.TYPE\_INT && rhs.type() == Little.keywords.TYPE\_INT)

                    return Number(untyped l - r);

                return Decimal(#if static untyped #else cast #end l - r);

            }

        });

        Little.plugin.registerOperator(Little.keywords.MULTIPLY\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            allowedTypeCombos: [{lhs: Little.keywords.TYPE\_STRING, rhs: Little.keywords.TYPE\_INT}],

            priority: 'between ${Little.keywords.ADD\_SIGN} ${Little.keywords.SQRT\_SIGN}\_',

            callback: (lhs, rhs) -> {

                lhs = Interpreter.evaluate(lhs); rhs = Interpreter.evaluate(rhs);

                var l:Dynamic = Conversion.toHaxeValue(lhs),

                    r:Dynamic = Conversion.toHaxeValue(rhs);

                if (l is String) {

                    l ??= Little.keywords.NULL\_VALUE;

                    return Characters(TextTools.multiply(l, r));

                }

                if (lhs.type() == Little.keywords.TYPE\_INT && rhs.type() == Little.keywords.TYPE\_INT)

                    return Number(untyped l \* r);

                return Decimal(#if static untyped #else cast #end l \* r);

            }

        });

        Little.plugin.registerOperator(Little.keywords.DIVIDE\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            priority: 'with ${Little.keywords.MULTIPLY\_SIGN}',

            callback: (lhs, rhs) -> {

                var l:Float = Conversion.toHaxeValue(lhs),

                    r:Float = Conversion.toHaxeValue(rhs);

                trace(l, r, Decimal(l / r));

                if (r == 0)

                    return Little.runtime.throwError(ErrorMessage('Cannot divide by 0'));

                return Decimal(#if static untyped #else cast #end l / r);

            }

        });

        Little.plugin.registerOperator(Little.keywords.POW\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            priority: 'before ${Little.keywords.MULTIPLY\_SIGN}',

            callback: (lhs, rhs) -> {

                lhs = Interpreter.evaluate(lhs); rhs = Interpreter.evaluate(rhs);

                var l:Float = Conversion.toHaxeValue(lhs),

                    r:Float = Conversion.toHaxeValue(rhs);

                if (lhs.type() == Little.keywords.TYPE\_INT && rhs.type() == Little.keywords.TYPE\_INT)

                    return Number(Math.pow(l, r).int());

                return Decimal(Math.pow(l, r));

            }

        });

        Little.plugin.registerOperator(Little.keywords.SQRT\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            priority: 'with ${Little.keywords.POW\_SIGN}',

            callback: (lhs, rhs) -> {

                var l:Float = Conversion.toHaxeValue(lhs),

                    r:Float = Conversion.toHaxeValue(rhs);

                var lPositive = l >= 0;

                var oddN = r % 2 == 1;

                if (!lPositive)

                    l = -l;

                return Decimal(Math.pow(l \* ((!lPositive && oddN) ? -1 : 1), 1 / r));

            }

        });

        // Boolean

        Little.plugin.registerOperator(Little.keywords.AND\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_BOOLEAN],

            lhsAllowedTypes: [Little.keywords.TYPE\_BOOLEAN],

            priority: "last",

            callback: (lhs, rhs) -> Conversion.toHaxeValue(lhs) && Conversion.toHaxeValue(rhs) ? TrueValue : FalseValue});

        Little.plugin.registerOperator(Little.keywords.OR\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_BOOLEAN],

            lhsAllowedTypes: [Little.keywords.TYPE\_BOOLEAN],

            priority: 'with ${Little.keywords.AND\_SIGN}',

            callback: (lhs, rhs) -> Conversion.toHaxeValue(lhs) || Conversion.toHaxeValue(rhs) ? TrueValue : FalseValue});

        Little.plugin.registerOperator(Little.keywords.EQUALS\_SIGN, {

            priority: "last",

            callback: (lhs, rhs) -> Conversion.toHaxeValue(lhs) == Conversion.toHaxeValue(rhs) ? TrueValue : FalseValue

        });

        Little.plugin.registerOperator(Little.keywords.NOT\_EQUALS\_SIGN, {

            priority: 'with ${Little.keywords.EQUALS\_SIGN}',

            callback: (lhs, rhs) -> Conversion.toHaxeValue(lhs) != Conversion.toHaxeValue(rhs) ? TrueValue : FalseValue

        });

        Little.plugin.registerOperator(Little.keywords.XOR\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_BOOLEAN],

            lhsAllowedTypes: [Little.keywords.TYPE\_BOOLEAN],

            priority: 'with ${Little.keywords.AND\_SIGN}',

            callback: (lhs, rhs) -> Conversion.toHaxeValue(lhs) != Conversion.toHaxeValue(rhs) ? TrueValue : FalseValue

        });

        Little.plugin.registerOperator(Little.keywords.LARGER\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            allowedTypeCombos: [{lhs: Little.keywords.TYPE\_STRING, rhs: Little.keywords.TYPE\_STRING}],

            priority: 'with ${Little.keywords.EQUALS\_SIGN}',

            callback: (lhs, rhs) -> {

                var l:Dynamic = Conversion.toHaxeValue(lhs),

                    r:Dynamic = Conversion.toHaxeValue(rhs);

                if (l is String)

                    return l.length > r.length ? TrueValue : FalseValue;

                return l > r ? TrueValue : FalseValue;

            }

        });

        Little.plugin.registerOperator(Little.keywords.LARGER\_EQUALS\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            allowedTypeCombos: [{lhs: Little.keywords.TYPE\_STRING, rhs: Little.keywords.TYPE\_STRING}],

            priority: 'with ${Little.keywords.EQUALS\_SIGN}',

            callback: (lhs, rhs) -> {

                var l:Dynamic = Conversion.toHaxeValue(lhs),

                    r:Dynamic = Conversion.toHaxeValue(rhs);

                if (l is String)

                    return l.length >= r.length ? TrueValue : FalseValue;

                return l >= r ? TrueValue : FalseValue;

            }

        });

        Little.plugin.registerOperator(Little.keywords.SMALLER\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            allowedTypeCombos: [{lhs: Little.keywords.TYPE\_STRING, rhs: Little.keywords.TYPE\_STRING}],

            priority: 'with ${Little.keywords.EQUALS\_SIGN}',

            callback: (lhs, rhs) -> {

                var l:Dynamic = Conversion.toHaxeValue(lhs),

                    r:Dynamic = Conversion.toHaxeValue(rhs);

                if (l is String)

                    return l.length < r.length ? TrueValue : FalseValue;

                return l < r ? TrueValue : FalseValue;

            }

        });

        Little.plugin.registerOperator(Little.keywords.SMALLER\_EQUALS\_SIGN, {

            rhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            lhsAllowedTypes: [Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_INT],

            allowedTypeCombos: [{lhs: Little.keywords.TYPE\_STRING, rhs: Little.keywords.TYPE\_STRING}],

            priority: 'with ${Little.keywords.EQUALS\_SIGN}',

            callback: (lhs, rhs) -> {

                var l:Dynamic = Conversion.toHaxeValue(lhs),

                    r:Dynamic = Conversion.toHaxeValue(rhs);

                if (l is String)

                    return l.length <= r.length ? TrueValue : FalseValue;

                return l <= r ? TrueValue : FalseValue;

            }

        });

    }

    /\*\*

        Adds standard library top-level conditions and loops.

    \*\*/

    public static function addConditions() {

        Little.plugin.registerCondition(Little.keywords.CONDITION\_\_WHILE\_LOOP, "A loop that executes code until the condition is not met", (params, body) -> {

            var val = NullValue;

            var safetyNet = 0;

            while (safetyNet < 500000) {

                var condition:Dynamic = Conversion.toHaxeValue(Interpreter.calculate(params));

                if (condition is Bool && condition) {

                    val = Interpreter.run(body);

                    safetyNet++;

                }

                else if (condition is Bool && !condition) {

                    return val;

                }

                else {

                    Little.runtime.throwError(ErrorMessage('`${Little.keywords.CONDITION\_\_WHILE\_LOOP}` condition must be a ${Little.keywords.TYPE\_BOOLEAN} or ${Little.keywords.FALSE\_VALUE}'), INTERPRETER);

                    return val;

                }

            }

            if (safetyNet >= 500000) {

                Little.runtime.throwError(ErrorMessage('Too much iteration in `${Little.keywords.CONDITION\_\_WHILE\_LOOP}` loop (is `${PrettyPrinter.stringifyInterpreter(params)}` forever `${Little.keywords.TRUE\_VALUE}`?)'), INTERPRETER);

            }

            return val;

        });

        Little.plugin.registerCondition(Little.keywords.CONDITION\_\_IF, "Executes the following block of code if the given condition is true.", (params, body) -> {

            trace(params);

            var val = NullValue;

            var cond = Conversion.toHaxeValue(Interpreter.calculate(params));

            if (cond is Bool && cond) {

                val = Interpreter.run(body);

            }

            else if (!(cond is Bool)) {

                Little.runtime.throwError(ErrorMessage('`${Little.keywords.CONDITION\_\_IF}` condition must be a ${Little.keywords.TYPE\_BOOLEAN}'), INTERPRETER);

            }

            return val;

        });

        Little.plugin.registerCondition(Little.keywords.CONDITION\_\_FOR\_LOOP, "A loop that executes code while changing a variable, until it meets a condition", (params:Array<InterpTokens>, body) -> {

            var val = NullValue;

            var fp = [];

            // Incase one does `from (4 + 2)` and it accidentally parses a function

            for (p in params) {

                switch p {

                    case FunctionCall(\_.parameter(0) == Little.keywords.FOR\_LOOP\_FROM => true, params): {

                        fp.push(Identifier(Little.keywords.FOR\_LOOP\_FROM));

                        fp.push(Expression(params.parameter(0), null));

                    }

                    case FunctionCall(\_.parameter(0) == Little.keywords.FOR\_LOOP\_TO => true, params): {

                        fp.push(Identifier(Little.keywords.FOR\_LOOP\_TO));

                        fp.push(Expression(params.parameter(0), null));

                    }

                    case FunctionCall(\_.parameter(0) == Little.keywords.FOR\_LOOP\_JUMP => true, params): {

                        fp.push(Identifier(Little.keywords.FOR\_LOOP\_JUMP));

                        fp.push(Expression(params.parameter(0), null));

                    }

                    case FunctionCall(\_.is(BLOCK) && [Little.keywords.FOR\_LOOP\_FROM, Little.keywords.FOR\_LOOP\_TO, Little.keywords.FOR\_LOOP\_JUMP].contains(Interpreter.evaluate(\_).parameter(0)) => true, params): {

                        fp.push(Identifier(Interpreter.evaluate(p.parameter(0) /\*The Block\*/).parameter(0)));

                        fp.push(Expression(params.parameter(0), null));

                    }

                    case \_: fp.push(p);

                }

            }

            params = fp;

            if (!params[0].is(VARIABLE\_DECLARATION)) {

                Little.runtime.throwError(ErrorMessage('`${Little.keywords.CONDITION\_\_FOR\_LOOP}` loop must start with a variable to count on (expected definition/block, found: `${PrettyPrinter.stringifyInterpreter(params[0])}`)'));

                return val;

            }

            var typeName = (params[0].parameter(1) : InterpTokens).asJoinedStringPath();

            if (![Little.keywords.TYPE\_INT, Little.keywords.TYPE\_FLOAT, Little.keywords.TYPE\_DYNAMIC, Little.keywords.TYPE\_UNKNOWN].contains(typeName)) {

                Little.runtime.throwError(ErrorMessage('`${Little.keywords.CONDITION\_\_FOR\_LOOP}` loop\'s variable must be of type ${Little.keywords.TYPE\_INT}, ${Little.keywords.TYPE\_FLOAT} or ${Little.keywords.TYPE\_DYNAMIC} (given: ${typeName})'));

            }

            var from:Null<Float> = null, to:Null<Float> = null, jump:Float = 1;

            var currentExpression = [];

            var currentlySet:Int = -1; // 0 for FROM, 1 for TO, 2 for JUMP

            for (i in 1...params.length) {

                switch params[i] {

                    case Identifier(\_ == Little.keywords.FOR\_LOOP\_FROM => true): {

                        if (currentExpression.length > 0) {

                            switch currentlySet {

                                case -1: Little.runtime.throwError(ErrorMessage('Invalid `${Little.keywords.CONDITION\_\_FOR\_LOOP}` loop syntax: expected a `${Little.keywords.FOR\_LOOP\_TO}`, `${Little.keywords.FOR\_LOOP\_FROM}` or `${Little.keywords.FOR\_LOOP\_JUMP}` after the variable'));

                                case 0: Little.runtime.throwError(ErrorMessage('Cannot repeat `${Little.keywords.FOR\_LOOP\_FROM}` tag twice in `${Little.keywords.CONDITION\_\_FOR\_LOOP}` loop.'));

                                case 1: to = Conversion.toHaxeValue(Interpreter.calculate(currentExpression));

                                case 2: jump = Conversion.toHaxeValue(Interpreter.calculate(currentExpression));

                            }

                        }

                        currentExpression = [];

                        currentlySet = 0;

                    }

                    case Identifier(\_ == Little.keywords.FOR\_LOOP\_TO => true): {

                        if (currentExpression.length > 0) {

                            switch currentlySet {

                                case -1: Little.runtime.throwError(ErrorMessage('Invalid `${Little.keywords.CONDITION\_\_FOR\_LOOP}` loop syntax: expected a `${Little.keywords.FOR\_LOOP\_TO}`, `${Little.keywords.FOR\_LOOP\_FROM}` or `${Little.keywords.FOR\_LOOP\_JUMP}` after the variable'));

                                case 0: from = Conversion.toHaxeValue(Interpreter.calculate(currentExpression));

                                case 1: Little.runtime.throwError(ErrorMessage('Cannot repeat `${Little.keywords.FOR\_LOOP\_TO}` tag twice in `${Little.keywords.CONDITION\_\_FOR\_LOOP}` loop.'));

                                case 2: jump = Conversion.toHaxeValue(Interpreter.calculate(currentExpression));

                            }

                        }

                        currentExpression = [];

                        currentlySet = 1;

                    }

                    case Identifier(\_ == Little.keywords.FOR\_LOOP\_JUMP => true): {

                        if (currentExpression.length > 0) {

                            switch currentlySet {

                                case -1: Little.runtime.throwError(ErrorMessage('Invalid `${Little.keywords.CONDITION\_\_FOR\_LOOP}` loop syntax: expected a `${Little.keywords.FOR\_LOOP\_TO}`, `${Little.keywords.FOR\_LOOP\_FROM}` or `${Little.keywords.FOR\_LOOP\_JUMP}` after the variable'));

                                case 0: from = Conversion.toHaxeValue(Interpreter.calculate(currentExpression));

                                case 1: to = Conversion.toHaxeValue(Interpreter.calculate(currentExpression));

                                case 2: Little.runtime.throwError(ErrorMessage('Cannot repeat `${Little.keywords.FOR\_LOOP\_JUMP}` tag twice in `${Little.keywords.CONDITION\_\_FOR\_LOOP}` loop.'));

                            }

                        }

                        currentExpression = [];

                        currentlySet = 2;

                    }

                    case \_: currentExpression.push(params[i]);

                }

            }

            switch currentlySet {

                case -1: Little.runtime.throwError(ErrorMessage('Invalid `${Little.keywords.CONDITION\_\_FOR\_LOOP}` loop syntax: expected a `${Little.keywords.FOR\_LOOP\_TO}`, `${Little.keywords.FOR\_LOOP\_FROM}` or `${Little.keywords.FOR\_LOOP\_JUMP}` after the variable'));

                case 0: Little.runtime.throwError(ErrorMessage('Cannot repeat `${Little.keywords.FOR\_LOOP\_FROM}` tag twice in `${Little.keywords.CONDITION\_\_FOR\_LOOP}` loop.'));

                case 1: to = Conversion.toHaxeValue(Interpreter.calculate(currentExpression));

                case 2: jump = Conversion.toHaxeValue(Interpreter.calculate(currentExpression));

            }

            if (from < to) {

                while (from < to) {

                    val = Interpreter.run([

                        Write([params[0]], Conversion.toLittleValue(from))

                    ].concat(body));

                    from += jump;

                }

            } else {

                while (from > to) {

                    val = Interpreter.run([

                        Write([params[0]], Conversion.toLittleValue(from))

                    ].concat(body));

                    from -= jump;

                }

            }

            return val;

        });

        Little.plugin.registerCondition(Little.keywords.CONDITION\_\_AFTER, (params:Array<InterpTokens>, body:Array<InterpTokens>) -> {

            var val = NullValue;

            var ident:String = "";

            if (params[0].is(BLOCK)) {

                var output = Interpreter.run(params[0].parameter(0));

                Interpreter.assert(output, [IDENTIFIER, PROPERTY\_ACCESS], '`${Little.keywords.CONDITION\_\_AFTER}` condition that starts with a code block must have it\'s code block return an identifier using the `${Little.keywords.READ\_FUNCTION\_NAME}` function (returned: ${PrettyPrinter.stringifyInterpreter(output)})');

                ident = output.asJoinedStringPath();

                params[0] = output;

            } else if (params[0].is(IDENTIFIER, PROPERTY\_ACCESS)) {

                ident = params[0].extractIdentifier();

            } else {

                Little.runtime.throwError(ErrorMessage('`${Little.keywords.CONDITION\_\_AFTER}` condition must start with a variable to watch (expected definition, found: `${PrettyPrinter.stringifyInterpreter(params[0])}`)'));

                return val;

            }

            /\*\*

                Listens for when `ident` is written to.

            \*\*/

            function listener(setIdentifiers:Array<String>) {

                var cond:Bool = Conversion.toHaxeValue(Interpreter.calculate(params));

                if (setIdentifiers.contains(ident) && cond) {

                    Interpreter.run(body);

                    Little.runtime.onWriteValue.remove(listener);

                }

            }

            Little.runtime.onWriteValue.push(listener);

            return val;

        });

        Little.plugin.registerCondition(Little.keywords.CONDITION\_\_WHENEVER, (params:Array<InterpTokens>, body:Array<InterpTokens>) -> {

            var val = NullValue;

            var ident:String = "";

            if (params[0].is(BLOCK)) {

                var output = Interpreter.evaluate(params[0]);

                Interpreter.assert(output, [IDENTIFIER, PROPERTY\_ACCESS], '`${Little.keywords.CONDITION\_\_WHENEVER}` condition that starts with a code block must have it\'s code block return a `${Little.keywords.TYPE\_STRING}` (returned: ${PrettyPrinter.stringifyInterpreter(output)})');

                ident = Conversion.toHaxeValue(output);

            } else if (params[0].is(IDENTIFIER, PROPERTY\_ACCESS)) {

                ident = params[0].extractIdentifier();

            } else {

                Little.runtime.throwError(ErrorMessage('`${Little.keywords.CONDITION\_\_WHENEVER}` condition must start with a variable to watch (expected definition, found: `${PrettyPrinter.stringifyInterpreter(params[0])}`)'));

                return val;

            }

            /\*\*

                Listens for when `ident` is written to.

            \*\*/

            function listener(setIdentifiers:Array<String>) {

                var cond:Bool = Conversion.toHaxeValue(Interpreter.calculate(params));

                if (setIdentifiers.contains(ident) && cond) {

                    Interpreter.run(body);

                }

            }

            Little.runtime.onWriteValue.push(listener);

            return val;

        });

    }

}

package little.tools;

import haxe.exceptions.NotImplementedException;

import little.interpreter.Tokens.InterpTokens;

import little.interpreter.memory.Operators.OperatorType;

import haxe.ds.ArraySort;

import vision.algorithms.Radix;

import little.interpreter.Interpreter;

using StringTools;

using little.tools.TextTools;

using little.tools.Extensions;

import little.parser.Tokens;

/\*\*

    A class containing stringifiers of complex structures in this library,

    specifically `ParserTokens` and `InterpTokens`.

\*\*/

class PrettyPrinter {

    /\*\*

        Pretty-Prints an array of `ParserTokens` as a tree, with it's origin being `Ast` (Abstract Syntax Tree)

        @param ast The tokens to stringify

        @param spacingBetweenNodes The length of an indent between nested nodes.

    \*\*/

    public static function printParserAst(ast:Array<ParserTokens>, ?spacingBetweenNodes:Int = 6) {

        if (ast == null) return "null (look for errors in input)";

        s = " ".multiply(spacingBetweenNodes);

        var unfilteredResult = getTree\_PARSER(Expression(ast, null), [], 0, true);

        var filtered = "";

        for (line in unfilteredResult.split("\n")) {

            if (line == "└─── Expression")

                continue;

            filtered += line.substring(spacingBetweenNodes - 1) + "\n";

        }

        return "\nAst\n" + filtered;

    }

    /\*\*

        Pretty-Prints an array of `InterpTokens` as a tree, with it's origin being `Ast` (Abstract Syntax Tree)

        @param ast The tokens to stringify

        @param spacingBetweenNodes The length of an indent between nested nodes.

    \*\*/

    public static function printInterpreterAst(ast:Array<InterpTokens>, ?spacingBetweenNodes:Int = 6) {

        if (ast == null) return "null (look for errors in input)";

        s = " ".multiply(spacingBetweenNodes);

        var unfilteredResult = getTree\_INTERP(Expression(ast, null), [], 0, true);

        var filtered = "";

        for (line in unfilteredResult.split("\n")) {

            if (line == "└─── Expression")

                continue;

            filtered += line.substring(spacingBetweenNodes - 1) + "\n";

        }

        return "\nAst\n" + filtered;

    }

    /\*\*

        Prefix For Array

    \*\*/

    static function prefixFA(pArray:Array<Int>):String {

        var prefix = "";

        for (i in 0...l) {

            if (pArray[i] == 1) {

                prefix += "│" + s.substring(1);

            } else {

                prefix += s;

            }

        }

        return prefix;

    }

    /\*\*

        Pushes Index to Array

    \*\*/

    static function pushIndex(pArray:Array<Int>, i:Int) {

        var arr = pArray.copy();

        arr[i + 1] = 1;

        return arr;

    }

    static var s = "";

    static var l = 0;

    /\*\*

        returns string representation of tree

        @param root The token to start from

        @param prefix An array of prefixes, to determine

        @param level The depth of the tree in the current recursion

        @param last Whether or not the current node is the last

        @return The string representation

    \*\*/

    @:noCompletion static function getTree\_PARSER(root:ParserTokens, prefix:Array<Int>, level:Int, last:Bool):String {

        l = level;

        var t = if (last) "└" else "├";

        var c = "├";

        var d = "───";

        if (root == null)

            return ''; //'${prefixFA(prefix)}$t$d SetLine($line)\n'

        switch root {

            case SetLine(line): return '${prefixFA(prefix)}$t$d SetLine($line)\n';

            case SetModule(module): return '${prefixFA(prefix)}$t$d SetModule($module)\n';

            case SplitLine: return '${prefixFA(prefix)}$t$d SplitLine\n';

            case Characters(string): return '${prefixFA(prefix)}$t$d "$string"\n';

            case ErrorMessage(name): return '${prefixFA(prefix)}$t$d Error: $name\n';

            case Documentation(doc): return '${prefixFA(prefix)}$t$d Documentation: ${doc.replace("\n", "\n" + prefixFA(prefix) + '│                  ')}\n';

            case Decimal(num): return '${prefixFA(prefix)}$t$d $num\n';

            case Number(num): return '${prefixFA(prefix)}$t$d $num\n';

            case FalseValue: return '${prefixFA(prefix)}$t$d ${Little.keywords.FALSE\_VALUE}\n';

            case TrueValue: return '${prefixFA(prefix)}$t$d ${Little.keywords.TRUE\_VALUE}\n';

            case NullValue: return '${prefixFA(prefix)}$t$d ${Little.keywords.NULL\_VALUE}\n';

            case Variable(name, type, doc):

                {

                    var title = '${prefixFA(prefix)}$t$d Variable Creation\n';

                    if (doc != null) title += getTree\_PARSER(doc, prefix.copy(), level + 1, false);

                    title += getTree\_PARSER(name, prefix.copy(), level + 1, type == null);

                    if (type != null) title += getTree\_PARSER(type, prefix.copy(), level + 1, true);

                    return title;

                }

            case Function(name, params, type, doc):

                {

                    var title = '${prefixFA(prefix)}$t$d Function Creation\n';

                    if (doc != null) title += getTree\_PARSER(doc, prefix.copy(), level + 1, false);

                    title += getTree\_PARSER(name, prefix.copy(), level + 1, false);

                    title += getTree\_PARSER(params, prefix.copy(), level + 1, type == null);

                    if (type != null) title += getTree\_PARSER(type, prefix.copy(), level + 1, true);

                    return title;

                }

            case ConditionCall(name, exp, body):

                {

                    var title = '${prefixFA(prefix)}$t$d Condition\n';

                    title += getTree\_PARSER(name, prefix.copy(), level + 1, false);

                    title += getTree\_PARSER(exp, pushIndex(prefix, level), level + 1, false);

                    title += getTree\_PARSER(body, prefix.copy(), level + 1, true);

                    return title;

                }

            case Read(name):

                return '${prefixFA(prefix)}$t$d Read: $name\n';

            case Write(assignees, value):

                {

                    return'${prefixFA(prefix)}$t$d Variable Write\n${getTree\_PARSER(PartArray(assignees), pushIndex(prefix, level), level + 1, false)}${getTree\_PARSER(value, prefix.copy(), level + 1, true)}';

                }

            case Sign(value):

                {

                    return '${prefixFA(prefix)}$t$d $value\n';

                }

            case TypeDeclaration(value, type):

                {

                    return '${prefixFA(prefix)}$t$d Type Declaration\n${getTree\_PARSER(value, if (type == null) prefix.copy() else pushIndex(prefix, level), level + 1, type == null)}${getTree\_PARSER(type, prefix.copy(), level + 1, true)}';

                }

            case Identifier(value): {

                return '${prefixFA(prefix)}$t$d $value\n';

            }

            case Expression(parts, type):

                {

                    if (parts.length == 0)

                        return '${prefixFA(prefix)}$t$d <empty expression>\n';

                    var strParts = ['${prefixFA(prefix)}$t$d Expression\n${getTree\_PARSER(type, prefix.copy(), level + 1, false)}'].concat([

                        for (i in 0...parts.length - 1) getTree\_PARSER(parts[i], pushIndex(prefix, level), level + 1, false)

                    ]);

                    strParts.push(getTree\_PARSER(parts[parts.length - 1], prefix.copy(), level + 1, true));

                    return strParts.join("");

                }

            case Custom(name, parts): {

                if (parts.length == 0) return '${prefixFA(prefix)}$t$d $name\n';

                var strParts = ['${prefixFA(prefix)}$t$d $name\n'].concat([

                    for (i in 0...parts.length - 1) getTree\_PARSER(parts[i], pushIndex(prefix, level), level + 1, false)

                ]);

                strParts.push(getTree\_PARSER(parts[parts.length - 1], prefix.copy(), level + 1, true));

                return strParts.join("");

            }

            case Block(body, type): {

                if (body.length == 0)

                    return '${prefixFA(prefix)}$t$d <empty block>\n';

                var strParts = ['${prefixFA(prefix)}$t$d Block\n${getTree\_PARSER(type, prefix.copy(), level + 1, false)}'].concat([

                    for (i in 0...body.length - 1) getTree\_PARSER(body[i], pushIndex(prefix, level), level + 1, false)

                ]);

                strParts.push(getTree\_PARSER(body[body.length - 1], prefix.copy(), level + 1, true));

                return strParts.join("");

            }

            case PartArray(body): {

                if (body.length == 0)

                    return '${prefixFA(prefix)}$t$d <empty array>\n';

                var strParts = ['${prefixFA(prefix)}$t$d Part Array\n'].concat([

                    for (i in 0...body.length - 1) getTree\_PARSER(body[i], pushIndex(prefix, level), level + 1, false)

                ]);

                strParts.push(getTree\_PARSER(body[body.length - 1], prefix.copy(), level + 1, true));

                return strParts.join("");

            }

            case FunctionCall(name, params):

                {

                    var title = '${prefixFA(prefix)}$t$d Function Call\n';

                    title += getTree\_PARSER(name, pushIndex(prefix, level), level + 1, false);

                    title += getTree\_PARSER(params, prefix.copy(), level + 1, true);

                    return title;

                }

            case Return(value, type): {

                return '${prefixFA(prefix)}$t$d Return\n${getTree\_PARSER(value, prefix.copy(), level + 1, type == null)}${getTree\_PARSER(type, prefix.copy(), level + 1, true)}';

            }

            case PropertyAccess(name, property): {

                return '${prefixFA(prefix)}$t$d Property Access\n${getTree\_PARSER(name, pushIndex(prefix, level), level + 1, false)}${getTree\_PARSER(property, prefix.copy(), level + 1, true)}';

            }

        }

        return "";

    }

    /\*\*

        returns string representation of tree

        @param root The token to start from

        @param prefix An array of prefixes, to determine

        @param level The depth of the tree in the current recursion

        @param last Whether or not the current node is the last

        @return The string representation

    \*\*/

    @:noCompletion static function getTree\_INTERP(root:InterpTokens, prefix:Array<Int>, level:Int, last:Bool):String {

        l = level;

        var t = if (last) "└" else "├";

        var c = "├";

        var d = "───";

        if (root == null)

            return '';

        switch root {

            case SetLine(line): return '${prefixFA(prefix)}$t$d SetLine($line)\n';

            case SetModule(module): return '${prefixFA(prefix)}$t$d SetModule($module)\n';

            case SplitLine: return '${prefixFA(prefix)}$t$d SplitLine\n';

            case Number(num): return '${prefixFA(prefix)}$t$d ${num}\n';

            case Decimal(num): return '${prefixFA(prefix)}$t$d ${num}\n';

            case Characters(string): return '${prefixFA(prefix)}$t$d "${string}"\n';

            case Sign(sign): return '${prefixFA(prefix)}$t$d ${sign}\n';

            case NullValue: return '${prefixFA(prefix)}$t$d ${NullValue}\n';

            case TrueValue: return '${prefixFA(prefix)}$t$d ${TrueValue}\n';

            case FalseValue: return '${prefixFA(prefix)}$t$d ${FalseValue}\n';

            case Identifier(word): return '${prefixFA(prefix)}$t$d ${word}\n';

            case Documentation(doc): return '${prefixFA(prefix)}$t$d """${doc}"""\n';

            case ClassPointer(pointer): return '${prefixFA(prefix)}$t$d ClassPointer: ${pointer}\n';

            case HaxeExtern(func): return '${prefixFA(prefix)}$t$d <Haxe Extern>\n';

            case VariableDeclaration(name, type, doc):

                var title = '${prefixFA(prefix)}$t$d Variable Declaration\n';

                if (doc != null) title += getTree\_INTERP(doc, prefix.copy(), level + 1, false);

                title += getTree\_INTERP(name, prefix.copy(), level + 1, type == null);

                if (type != null) title += getTree\_INTERP(type, prefix.copy(), level + 1, true);

                return title;

            case FunctionDeclaration(name, params, type, doc):

                var title = '${prefixFA(prefix)}$t$d Function Declaration\n';

                if (doc != null) title += getTree\_INTERP(doc, prefix.copy(), level + 1, false);

                title += getTree\_INTERP(name, prefix.copy(), level + 1, false);

                title += getTree\_INTERP(params, prefix.copy(), level + 1, type == null);

                if (type != null) title += getTree\_INTERP(type, prefix.copy(), level + 1, true);

                return title;

            case ConditionCall(name, exp, body):

                var title = '${prefixFA(prefix)}$t$d Condition Call\n';

                title += getTree\_INTERP(name, prefix.copy(), level + 1, false);

                title += getTree\_INTERP(exp, pushIndex(prefix, level), level + 1, false);

                title += getTree\_INTERP(body, prefix.copy(), level + 1, true);

                return title;

            case FunctionCode(requiredParams, body):

                var title = '${prefixFA(prefix)}$t$d Function Code\n';

                title += getTree\_INTERP(Identifier(requiredParams.toString()), prefix.copy(), level + 1, false);

                title += getTree\_INTERP(body, prefix.copy(), level + 1, true);

                return title;

            case ConditionCode(callers):

                var title = '${prefixFA(prefix)}$t$d Condition Code\n';

                title += getTree\_INTERP(Characters(callers.toString()), prefix.copy(), level + 1, true);

                return title;

            case FunctionCall(name, params):

                var title = '${prefixFA(prefix)}$t$d Function Call\n';

                title += getTree\_INTERP(name, pushIndex(prefix, level), level + 1, false);

                title += getTree\_INTERP(params, prefix.copy(), level + 1, true);

                return title;

            case FunctionReturn(value, type):

                var title = '${prefixFA(prefix)}$t$d Function Return\n';

                title += getTree\_INTERP(value, prefix.copy(), level + 1, type == null);

                if (type != null) title += getTree\_INTERP(type, prefix.copy(), level + 1, true);

                return title;

            case Write(assignees, value):

                var title = '${prefixFA(prefix)}$t$d Write\n';

                title += getTree\_INTERP(PartArray(assignees), pushIndex(prefix, level), level + 1, false);

                title += getTree\_INTERP(value, prefix.copy(), level + 1, true);

                return title;

            case TypeCast(value, type):

                var title = '${prefixFA(prefix)}$t$d Type Cast\n';

                title += getTree\_INTERP(value, prefix.copy(), level + 1, false);

                title += getTree\_INTERP(type, prefix.copy(), level + 1, true);

                return title;

            case Expression(parts, type):

                if (parts.length == 0)

                    return '${prefixFA(prefix)}$t$d <empty expression>\n';

                var strParts = ['${prefixFA(prefix)}$t$d Expression\n${getTree\_INTERP(type, prefix.copy(), level + 1, false)}'].concat([

                    for (i in 0...parts.length - 1) getTree\_INTERP(parts[i], pushIndex(prefix, level), level + 1, false)

                ]);

                strParts.push(getTree\_INTERP(parts[parts.length - 1], prefix.copy(), level + 1, true));

                return strParts.join("");

            case Block(body, type):

                if (body.length == 0)

                    return '${prefixFA(prefix)}$t$d <empty block>\n';

                var strParts = ['${prefixFA(prefix)}$t$d Block\n${getTree\_INTERP(type, prefix.copy(), level + 1, false)}'].concat([

                    for (i in 0...body.length - 1) getTree\_INTERP(body[i], pushIndex(prefix, level), level + 1, false)

                ]);

                strParts.push(getTree\_INTERP(body[body.length - 1], prefix.copy(), level + 1, true));

                return strParts.join("");

            case PartArray(parts):

                var title = '${prefixFA(prefix)}$t$d Part Array\n';

                for (part in parts) {

                    title += getTree\_INTERP(part, prefix.copy(), level + 1, part == parts[parts.length - 1]);

                }

                return title;

            case PropertyAccess(name, property):

                var title = '${prefixFA(prefix)}$t$d Property Access\n';

                title += getTree\_INTERP(name, prefix.copy(), level + 1, false);

                title += getTree\_INTERP(property, prefix.copy(), level + 1, true);

                return title;

            case Object(props, \_):

                var title = '${prefixFA(prefix)}$t$d Object\n';

                var i = 0;

                for (key => value in props) {

                    i++;

                    title += getTree\_INTERP(Identifier(key), prefix.copy(), level + 1, i == [for (x in props.keys()) x].length);

                    title += getTree\_INTERP(Characters(value.documentation), i == [for (x in props.keys()) x].length ? prefix.copy() : pushIndex(prefix, level), level + 2, false);

                    title += getTree\_INTERP(value.value, i == [for (x in props.keys()) x].length ? prefix.copy() : pushIndex(prefix, level), level + 2, true);

                }

                return title;

            case ErrorMessage(msg): return '${prefixFA(prefix)}$t$d ${root}\n';

        }

    }

    static var indent = "";

    /\*\*

        Converts an array of `ParserToken`s into their code form, with standard

        indenting & formatting

        @param code An array of `ParserToken`s

        @param token If you jeu need to stringify a single token, give this instead.

    \*\*/

    public static function stringifyParser(?code:Array<ParserTokens>, ?token:ParserTokens) {

        if (token != null) code = [token];

        var s = "";

        for (token in code) {

            switch token {

                case SetLine(line):s += '\n$indent'; continue;

                case SetModule(\_): continue; // Do Nothing, this is not syntax dependent.

                case SplitLine: {

                    if (s.charAt(s.length - 1).isSpace(0)) s = s.substring(0, s.length - 1);

                    s += ",";

                }

                case Variable(name, type): s += '${Little.keywords.VARIABLE\_DECLARATION} ${stringifyParser(name)}${if (type != null  && Interpreter.convert(type)[0].asJoinedStringPath() != Little.keywords.TYPE\_UNKNOWN) ' ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${stringifyParser(type)}' else ''}';

                case Function(name, params, type): s += '${Little.keywords.FUNCTION\_DECLARATION} ${stringifyParser(name)}(${stringifyParser(params).replace(" ,", ",")})${if (type != null  && Interpreter.convert(type)[0].asJoinedStringPath() != Little.keywords.TYPE\_UNKNOWN) ' ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${stringifyParser(type)}' else ''}';

                case ConditionCall(name, exp, body): s += '${stringifyParser(name)} (${stringifyParser(exp)}) ${stringifyParser(body)}';

                case Read(name): s += stringifyParser(name);

                case Write(assignees, value): s += assignees.concat([value]).map(t -> stringifyParser(t)).join(" = ").replace("  =", " =");

                case Identifier(word): s += word;

                case TypeDeclaration(value, type): s += '${stringifyParser(value)} ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${stringifyParser(type)}';

                case FunctionCall(name, params): s += '${stringifyParser(name)}(${stringifyParser(params).replace(" ,", ",")})'.replaceIfLast(" )", ")");

                case Return(value, type): s += '${Little.keywords.FUNCTION\_RETURN} ${stringifyParser(value)}';

                case Expression(parts, type): s += stringifyParser(parts);

                case Block(body, type): {

                    indent += "\t";

                    if (body[0].is(SET\_MODULE)) body.shift();

                    if (body[0].is(SET\_LINE)) body.shift();

                    s += '{${stringifyParser(body)}} ${if (type != null && Interpreter.convert(type)[0].asJoinedStringPath() != Little.keywords.TYPE\_UNKNOWN) '${Little.keywords.TYPE\_DECL\_OR\_CAST} ${stringifyParser(type)}' else ''}';

                    s = s.replaceLast('\t} ', "}");

                    indent = indent.replaceLast("\t", "");

                }

                case PartArray(parts): s += stringifyParser(parts);

                case PropertyAccess(name, property): s += '${stringifyParser(name)}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${stringifyParser(property)}';

                case Sign(sign): s += sign;

                case Number(num): s += num;

                case Decimal(num): s += num;

                case Characters(string): s += '"' + string + '"';

                case Documentation(doc): s += '"""' + doc + '"""';

                case ErrorMessage(msg): continue;

                case NullValue: s += Little.keywords.NULL\_VALUE;

                case TrueValue: s += Little.keywords.TRUE\_VALUE;

                case FalseValue: s += Little.keywords.FALSE\_VALUE;

                case Custom(\_, \_): throw 'Custom tokens cannot be stringified, as they dont represent any output syntax (found $token)';

            }

            s += " ";

        }

        return s.ltrim().replaceLast(" ", "");

    }

    /\*\*

        Converts an array of `InterpTokens`s into their code form, with standard

        indenting & formatting

        @param code An array of `InterpToken`s

        @param token If you jeu need to stringify a single token, give this instead.

    \*\*/

    public static function stringifyInterpreter(?code:Array<InterpTokens>, ?token:InterpTokens) {

        if (token != null) code = [token];

        var s = "";

        var currentLine = -1;

        for (token in code) {

            switch token {

                case SetLine(line): {

                    s += '\n$indent';

                    continue;

                }

                case SetModule(module): continue; // Do Nothing.

                case SplitLine: {

                    if (s.charAt(s.length - 1).isSpace(0)) s = s.substring(0, s.length - 1);

                    s += ",";

                }

                case VariableDeclaration(name, type, doc): s += '${Little.keywords.VARIABLE\_DECLARATION} ${stringifyInterpreter(name)}${if (type != null  && type.asJoinedStringPath() != Little.keywords.TYPE\_UNKNOWN) ' ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${stringifyInterpreter(type)}' else ''}';

                case FunctionDeclaration(name, params, type, doc): s += '${Little.keywords.FUNCTION\_DECLARATION} ${stringifyInterpreter(name)}(${stringifyInterpreter(params).replace(' ,', ',')})${if (type != null && type.asJoinedStringPath() != Little.keywords.TYPE\_UNKNOWN) ' ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${stringifyInterpreter(type)}' else ''}';

                case Write(assignees, value): s += assignees.concat([value]).map(t -> stringifyInterpreter(t)).join(" = ").replace("  =", " =");

                case Identifier(word): s += word;

                case TypeCast(value, type): s += '${stringifyInterpreter(value)} ${Little.keywords.TYPE\_DECL\_OR\_CAST} ${stringifyInterpreter(type)}';

                case FunctionCall(name, params): s += '${stringifyInterpreter(name)}(${stringifyInterpreter(params).replace(' ,', ',')})'.replaceIfLast(" )", ")");

                case ConditionCall(name, exp, body): s += '${stringifyInterpreter(name)} (${stringifyInterpreter(exp)}) ${stringifyInterpreter(body)}';

                case FunctionReturn(value, type): s += '${Little.keywords.FUNCTION\_RETURN} ${stringifyInterpreter(value)}';

                case Expression(parts, type): s += stringifyInterpreter(parts);

                case Block(body, type):

                    indent += "\t";

                    if (body[0].is(SET\_MODULE)) body.shift();

                    if (body[0].is(SET\_LINE)) body.shift();

                    s += '{${stringifyInterpreter(body)}} ${if (type != null && type.asJoinedStringPath() != Little.keywords.TYPE\_UNKNOWN) '${Little.keywords.TYPE\_DECL\_OR\_CAST} ${stringifyInterpreter(type)}' else ''}';

                    s = s.replaceLast('\t}', "}");

                    indent = indent.replaceLast("\t", "");

                case PartArray(parts): s += stringifyInterpreter(parts);

                case PropertyAccess(name, property): s += '${stringifyInterpreter(name)}${Little.keywords.PROPERTY\_ACCESS\_SIGN}${stringifyInterpreter(property)}';

                case Sign(sign): s += sign;

                case Number(num): s += num;

                case Decimal(num): s += num;

                case Characters(string): s += '"' + string + '"';

                case Documentation(doc): s += '"""' + doc + '"""';

                case ErrorMessage(msg):

                case NullValue: s += Little.keywords.NULL\_VALUE;

                case TrueValue: s += Little.keywords.TRUE\_VALUE;

                case FalseValue: s += Little.keywords.FALSE\_VALUE;

                case ClassPointer(pointer): s += Little.memory != null ? Little.memory.getTypeName(pointer) : throw "No memory for ClassPointer token " + pointer;

                case FunctionCode(\_, body) : s += stringifyInterpreter(body);

                case \_: throw 'Stringifying token $token does not make sense, as it is represented by other tokens on parse time, and thus cannot appear in a non-manipulated InterpTokens AST';

            }

            s += " ";

        }

        return s.ltrim().replaceLast(" ", "");

    }

    /\*\*

        Pretty prints the operator priority. Little.memory.operators are registered through plugins.

        @param priority The priority map to print.

    \*\*/

    public static function prettyPrintOperatorPriority(priority:Map<Int, Array<{sign:String, side:OperatorType}>>) {

        var sortedKeys = [for (x in priority.keys()) x];

        ArraySort.sort(sortedKeys, (x, y) -> x - y);

        var string = "";

        for (key in sortedKeys) {

            string += '$key: (';

            for (obj in priority[key]) {

                if (obj.side == LHS\_RHS) string += '\_${obj.sign}\_';

                else if (obj.side == LHS\_ONLY) string += '\_${obj.sign}';

                else if (obj.side == RHS\_ONLY) string += '${obj.sign}\_';

                string += ', ';

            }

            string = string.replaceLast(', ', ')') + '\n';

        }

        return string;

    }

}