**Ch#1 Python - OOP Concepts**

Python has been an object-oriented language since the time it existed. Due to this, creating and using classes and objects are downright easy. This chapter helps you become an expert in using Python's object-oriented programming support.

If you do not have any previous experience with object-oriented (OO) programming, you may want to consult an introductory course on it or at least a tutorial of some sort so that you have a grasp of the basic concepts. However, here is a small introduction of Object-Oriented Programming (OOP) to help you.

Procedural Oriented Approach

Early programming languages developed in 50s and 60s are recognized as procedural (or procedure oriented) languages.

A computer program describes procedure of performing certain task by writing a series of instructions in a logical order. Logic of a more complex program is broken down into smaller but independent and reusable blocks of statements called functions.

Every function is written in such a way that it can interface with other functions in the program. Data belonging to a function can be easily shared with other in the form of arguments, and called function can return its result back to calling function.

Prominent problems related to procedural approach are as follows −

* Its top-down approach makes the program difficult to maintain.
* It uses a lot of global data items, which is undesired. Too many global data items would increase memory overhead.
* It gives more importance to process and doesn't consider data of same importance and takes it for granted, thereby it moves freely through the program.
* Movement of data across functions is unrestricted. In real-life scenario where there is unambiguous association of a function with data it is expected to process.
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In the real world, we deal with and process objects, such as student, employee, invoice, car, etc. Objects are not only data and not only functions, but combination of both. Each real-world object has attributes and behavior associated with it.

![oop_concepts](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAlgCWAAD/4QAiRXhpZgAATU0AKgAAAAgAAQESAAMAAAABAAEAAAAAAAD/2wBDAAIBAQIBAQICAgICAgICAwUDAwMDAwYEBAMFBwYHBwcGBwcICQsJCAgKCAcHCg0KCgsMDAwMBwkODw0MDgsMDAz/2wBDAQICAgMDAwYDAwYMCAcIDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAz/wAARCAE1AlYDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9/KKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAIz1oJ/zio7mZYAzNgKuSWPG3HvX5p+Jv8Agt78YPGXgzxF8WvhH+zXefEb9nXwnrEmmS+JU19INZ12G3uvs91e6dYBGaeEc7GLDcY33bcHEqzlyhsrs/S/HNOCZFfJvwf/AOCkOofFL/gpF4g+B1x4N/sLTdF+H+m+Nvt97ctHqET3ZAa0mt9u1GjyQx3nBU19J+Dvid4b+ID3Eeg+IdD1uWzx9oTT7+K6aAnpuCMSM4PXHQ+lVe6Uu5Ktt2Oiorn/AAt8U/DPjjU7my0XxFoOsXtmN09vZX8VxJAM4yyqxKjPGSBzSaX8VPDOt+KLjQ7PxFoV3rVoXWfT4L+KS6hKffDRhtw298jigo6GiheBRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUA5oAKKaXxSCTB/+vQA+ihTuFFABRRRQAUUUUAFFFFABTWP86dTWXFGnUDC+IuiTeI/BGtafat5d1f2M1vE5zhWZGCnjngn29q/KH/glv8A8FRPhb/wTd/4Id6bp3j7WrCy+InwSuNV8Oa54FN5FFr0uqLqk5W2igOWbeJoyJApQZJLAKxH68N8zd68i8W/sE/BTx58arf4k618KfAGrePrOeK4g8QXWhQTaikkXMbiYru3LgbTnjArOKfM29ml+H/Dho0u6f5n5X/tM/tDeEfB/wDwUu/ae+InjLTfGFv4Pvv2ctIvL3TtPmOna2IbmZdsAdTmCY+YqlsnZzXgP7C8vhTwR/wUG8ZWfhGy8D/AHwD4g/Z11m4mfwf4rk8T3GkQlUEWo6q8DMP7QgDmR1jAKgE5HLV+9XiH9lT4b+LvG2veJtU8B+FNR8QeK9I/sDWNQudNimuNT0/tazOVzJD0+Q8VzXwj/wCCefwL+APiax1jwT8Ifh54V1bTIZ4LW70rQre1mgin/wBcgdVB2v0I6ECqp2jFR7Jr7/8Ahwk/zX6f5H4wf8EW9T8Jfsyf8FDfgf4X1TwZ8PbrxF4q8G6lBo/xG+FXjWTULfxPFDp095cSa1pxJkM5SONgskMbiYqdrlcJwP8AwTgm8F/svftj/s7zappXgH4sf8JX43vNO8PfF/wB41ng8T63cXt/KqNr2myv5xiKFw6SRgBQB5jEHd+9HwR/YS+C/wCzR431DxJ8PvhX4D8F+INUjaK81HR9FgtLidHbcys6KCQWGSM9aTwL+wR8E/hj8ZLz4ieG/hP8P9D8eX8088/iCy0OCDUJZJjumcyqgbLkkk55JNVGSuvJW/ET2a7nr8QxGv0p1IvC0tAwooooAKKKKACiiigAooooAKKKKACiigtigAoo3cUA5oAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigBr9Kjdth571KxFcF+0n8ctI/Zq+CfiPx1rkirpvhuykvDGXCNcOBhIlP952IUe7CnGDnJRW7JlJRV2V/wBon9p7wP8AsseBJPEfjrxBZaDpqnZGZm/eXL9o41xlmPAwPWvlOw/4LJeIPi2803wl/Z7+InjzR4ZPK+3XEy6SHbvtUxvkejZGfbpWL+wx+xlf/tjeJ4P2kPjzbJrWta9um8LeGLtPMsfD1j0jOxhzIwGTlepB5r9ArS1W2gSONRFFEoREXChFHAAA44rvqRoUHyyXNLr0Vzjj7errflXTzPjH/h4X+0Sf+bO/FX1/4Su25/8AINH/AA8K/aKxx+x14q/8Ku2/+M19piPaOrUuzH96s/rFL/n2vvf+Zp7Cp/O/wPiv/h4V+0X/ANGc+Kf/AAq7b/4zR/w8K/aL/wCjOfFP/hV23/xmvtTZ/vUbP96j6xS/59r73/mHsZ/zP8D4rP8AwUK/aK/6M58Vf+FXbf8Axmgf8FCv2i/+jOfFX/hV23/xmvtTy/8Aeo2f71H1il/z7X3v/MPYz/mf4HxX/wAPCv2i/wDoznxT/wCFXbf/ABmj/h4V+0X/ANGc+Kf/AAq7b/4zX2ps/wB786Nn+9R9Ypf8+197/wAw9jP+Z/gfFf8Aw8L/AGiv+jOvFX/hV23/AMZo/wCHhf7RX/Rnfiv/AMKq2/8AjNfanl/71Gz/AHqPrFL/AJ9r8f8AMPYT/nf4HxX/AMPC/wBon/ozvxT+Piu2/wDjNH/Dwr9on/ozzxR/4Vdt/wDGa+0sYP3m/Omg5JHzZ7c0fWKX/Ptfe/8AMPq9T+d/gfF//Dwr9on/AKM88Uf+FXbf/GaX/h4X+0T/ANGd+KP/AAq7f/4zX2e3yn+L86M/7350e3p/8+197/zD2FT+d/gfGH/Dwr9on/ozzxT/AOFXbf8Axmj/AIeE/tE/9Gd+Kf8Awq7b/wCM19oqMj+Km5+b+L86PrFP/n2vvf8AmH1epf43+B8Yf8PC/wBokf8ANnfir/wq7b/4zR/w8L/aJ/6M68V/+FXbf/Ga+09n+9+dHl/71H1in/z7X4/5j9jU/nf4HxZ/w8L/AGif+jOvFf8A4Vdt/wDGaP8Ah4X+0T/0Z14r/wDCrtv/AIzX2n5f+9Rs/wB6j6xT/wCfa/H/ADD2M/5n+B8Wf8PC/wBon/ozrxX/AOFXbf8Axmj/AIeF/tE/9GdeK/8Awq7b/wCM19p+X/vUeX/vUfWKf/Ptfj/mHsZ/zP8AA+Kz/wAFC/2is/8AJnPir/wq7b/4zR/w8L/aK/6M68Vf+FXbf/Ga+1PL/wB6jZ/vUfWKf/Ptfj/mL2M/5n+B8V/8PDP2jP8AozrxT/4VVt/8Zo/4eGftGf8ARnXij/wqrb/4zX2ps/3qNn+9R9Yp/wDPtfj/AJh7Gf8AM/wPiv8A4eGftGf9GdeKP/Cqtv8A4zR/w8L/AGiv+jOvFX/hVW3/AMZr7U8v/eo2f71H1il/z7X4/wCYexn/ADP8D4r/AOHhf7RX/RnXir/wq7b/AOM0D/goV+0V/wBGd+Kv/Crt/wD4zX2ps/3vzprRZPVqPrFL/n2vvf8AmHsJ/wA7/A+IdW/4KcfHLwl/pOt/sj+NLPT4wWmmh8QRXDRoOSQFg+b6ZFegfsn/APBVv4T/ALWniRfDtheaj4X8XEkf2Dr1v9kvJCoy3lq2Q4B78Gvp5092rwH9uP8A4J7eCf23fBjW+r2q6T4rsis2j+JLWIC+06ZOUIbILKD/AAk45B4NVTqYab5Zx5fNN/qZyp14rmjK/loe+xvkdR68VJEc+9fHH/BLf9q7xR4xufFXwV+KLx/8LS+Ezi1uJy53a5YBtsd6AQDg5QFh1JFfY8BymR3rnr0HRnyPXz7nRRrKrHnXzH0UUVibBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAEbrktXw1/wAFtv8AiuPC3wV+Gdw7jS/ib8QtO0vUEUfNJEkqSAD6Ng/UV9zyf5/I18M/8Fdzn4+fsh/9lXs//Qkrty+3t035/kzlxv8ABfy/M+2NG0uPSdKt7WFdsNrEsKD0VQFH8qvRrtWowOP+BVMOBXE23K7OpKysFFFFABRRR0oAKKhkmKnt6c0qT5X+H86BcyJaKj8/3X86PtHuv50C5kSUnUmmfaPdfzo873X86LBzIgvJPIBZmwq8n8q/FL4e/CX4lf8ABwT+2T8cdb1f41eOvhD8NPg14gm8F+HtJ8H3bW0t1JHIwkuZ2LAMXVAcnkFgBgA5/aycLKp3bfm4wD1z+Nfk7e/8E7P2tv8Agmd+2H8TPFv7J6+AfH3w9+MV5LruqaB4yuzbjRtReQuxjKNGXHzsEIP3ThgcBqzjF+1vLa2nqXKScbRet9fSx7h+0H408af8Elf+CN/i0eJvHV98QvGXh20uNI8O61Om2+vXnl8qxR/70y71yeclc186/wDBFTxH8Rv2Iv2+ta+APxe8deIvFt18SvB9j450G51y7aZ2uZFY3cEW5jgKTjaO6mus/bM/4JrftRf8FDv2f/gj8Nfit4g0FrS88ST+IfiRq2hXi2raTCTugsbKNwwlEWcCQ+grg/G//BuJ4m/Y+/aT+Dvxe/Z/8beOPiF4m8G+IYzrdr448QwsjaVwrpA6xK2drMNuSCPetKd/aSlU2lpp2/4cyrSi6SjDda/P/hj5X/4KDfFjwNff8Fh/2iNE+NH7Sfxq+D/h7RpLJ/DVt4TuZ5obtmtwZkKBtse0hCoAwSzZIxX6nf8ABuz4y+MHjv8A4Jj+E774zf2xLrK3VxDo1xq0bR6jd6Su0W0k+75mJy+GPzFdp71xfw6/4JFaj49/4KLftfeKPip4Y8N6p8Lfjlo1jpeizfaI7i9VVhKTMFK5gcNghgeqqee3qX/BEr9nH42fsc/su33wp+McljqkPgnV5rTwprUWqC8k1TSGYtCrrgNEY+gUk8EDotGHi40uR9l+b/H9B4iopVFKO17fgvw/U+0UGAOlPqFZgB1X86d9o91/OizuPmRJRUf2j3X86PtHuv50+VhzIkoqP7R7r+dH2j3X86VmHMiSk3fNimfaPdfzprz+659jQHMiaio0lyKkByKCgooooAKKKKAGkc+n9ailX5un4f5/zzU9Ry8kfXFAXsfB/wC0jp6/CL/gtx8BPEGkqsM3xQ0XVdC1pgo/fx21v50We/VB/wB8192Rfd/CviH9u4Y/4K2fsd/9fWv/APpvkr7gQZ5ruxbvTpN78v6s48KrTmvP9ETDpRRRXCdgUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQA1+q/Wvhn/grt/wAl9/ZD/wCyr2n81r7mfqv1r4Z/4K7f8l9/ZD/7KvafzWuzA/x16P8AJnLjP4XzX5o+4z9386lHSoj9386lHSuM6gooooAKDzRTS2DQB+eP/BY3wInxx/ay/Zp+Guq6tr+n+FfGeqahBqaaTftZXD7IQyssgBwQfY5GRx1Gr/xDt/BOQnPi741jnkDxi/H/AJDqf/gpUNv/AAUu/Y//AOw5qX/pOK+7k6n616tavUpUaTpytdP8zzKdGFSrPnXX9EfBX/EOv8FD/wAzh8bP/Cwb/wCN0o/4N1vgqP8AmbvjV/4WL/8AxqvvbO2svxP4z0nwZZfatY1TTdJtSdolvblLePd6bnIGa5f7SxH87On6lQ/lX3Hw63/Bur8FP+hv+Nn/AIWLf/GqT/iHU+Cv/Q3/ABs/8LBv/jVfb/hTx5ovjy0kuNE1rSdZt4W8t5bG6juEjb0JViM+xrXWVcU/7QxP87+8PqdD+VHwV/xDr/BQf8zd8bP/AAsG/wDjdH/EOx8E8f8AI2/Gv/wsW/8Ajdfe+9cUnmrR/aGJ/nf3h9Tofyo+B/8AiHX+ChP/ACN3xr/8LF//AI3Qf+Ddn4Kr/wAzd8av/Cxb/wCNV98eYuKPMWhZhif5394LB0OkUfA//EOz8FCP+Rs+Nn/hYt/8bpV/4N2vgof+Zs+Nn/hYt/8AG6+9/MU/njrVC68R2dnqlvZTXlpDeXm/7PBJKqyT7eW2KTlsDrjpmj+0MT/O/vH9To/yo+GP+IdX4Kn/AJm742D/ALnBv/jdH/EOp8Ff+hw+Nn/hYN/8ar70jPy80pcZ60f2hif5394vqVD+VHwQf+DdT4K5/wCRv+Nn/hYN/wDG6P8AiHU+Cv8A0N3xt/8ACxb/AON198Zoo/tDE/zv7w+p0P5UfBA/4N1Pgrj/AJG/42f+Fg3/AMao/wCIdT4K/wDQ3/Gv/wALFv8A41X3vRS/tDE/zv7w+pUf5UfA/wDxDq/BX/ob/jZ/4WLf/Gq+f/8AgqJ/wSK+Hf7Dn7DvjX4neDPFfxYk8UeGEtX086h4pee3R5LqKIsyBAWwrsRyMEA84wf14FfF/wDwcGcf8ElPit/1z0//ANL7aunB46vKvGLk7XRz4rCUo0pNK2h9XfC24mvPhp4dmmZpJpNLtmdyclyYlJOfeukTr+Fc78Izn4VeGf8AsE2v/olK6JODXm1PjZ30/gQ6iiipLCiiigAqOX7y/jUlRy/eX8aa3A+HP27j/wAbbf2O/wDr51//ANN719wn74+v9a+Hv27v+Utv7Hf/AF86/wD+m96+4R/rPxP867cX/Cpf4f1Zx4X4p+v6ImHSigdKK4TsCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAGyfw/Wvhn/grn/yXz9kP/sq1n/6Elfcz9V+tfDP/AAV2/wCS+/sh/wDZV7T+a12YH+OvR/kzlxn8L5r80fcZ+7+dSjpUR+7+dSjpXGdQUUUUAFFFFAHwX/wUvP8Axst/Y/8A+w5qX/pOK+8IvvH618H/APBS8/8AGy39j/8A7Dmpf+k4r7wi+8frXoYv+DS9H+Zw4b+NU9V+SCVuK/Ov/g4Zu/B9j8O/grcePtPi1XwfB8QLJtUtJbF75LiHncpgQFpB04A7d+lfopL0r53/AG7v2Qda/au1H4YTaRrVjo//AAgfiu28QXH2iFpDdRx5zGmCMMc9TxXk1ouXLbum/S+p3c3LF+jPiX4CeKvDXwo/aS+Lfxu/Z48G6h4Z+CHhLwBM+p6c+lzaLpPiXXImLokdtKiMjqhG6UIA2QM5Br6I+G//AAUb+Ivhr9jjxR+0J8YPBPhrwb8N7Pw/Hruj6dp+oS3WuSb9qrDcBh5aszMANhP3hmvpT9q/4P3vx/8A2b/G/gqxvLfT7zxVpE+mwXMyl44GkUqGYDBIHoK83139gax+KP8AwTi/4Z+8Yag1xa3PhuPQ7rULFfLKyxhSk0YJOMOobB9OetaNuzS6Wt89yYxXMvPf8LHjV7+3/wDtCfs/XHgPxZ8avhb4H0n4YeONVs9Hu7nw9qlxcat4TkvMC3mvY3XYY1O1ZDGSQzKAMc1Vg/4KHftEfFrxF8YbX4dfCPwO2m/BfxFfaLf3uuaxNCNeS3JO2zEYJEoUYbfhdzDBxVzTv2F/2iv2jYvh/wCEPj948+HV/wDDfwJf2mr3S+FNPubXVPFlzZn/AEeO9eV2SOFj87iHaWZFAIGc+Ffso/Dz9oL4s+Pv2rbP4U+NvAWl6H4q+JOradq8XiPTJ57jRpHJR57IwsoLFDnbLuXcoxwDU6udl2dv+CUrpXl5f0j1nxx/wWrl8aab8L9M+G9n4B0jxV4+0GXxDfP4/wBc/sjStEiik8maEyD5pZhN8oVM5HNLL/wWe1jSv2LfG3jv/hEfDPinx98MvFVp4W1zSfDesi70vUZZ3Xa9jddHBRwRvxyrA1D8Rf8AgiVH4F0z4W6j8Lf+EE8ReIPh54ffw1d2fxG0s6rpWtQSN5slwyph4p2my2+Mjg46Cun8S/8ABOL4g/Fr9iXVfhzrVr8FfAOu3Xiay1iJvA+jXFnpbwW8qyfvY3YuZjgjOcYxV291330/Pp8hX2b7fp/meZ/8FV/jh+1R4Z/4JV+MPFF5p/w98D6y00Usk2ia3di806xeaEx7HKAfaCTtYcjBbFdp421jUpf23P2SLn4xeA/Ct58Vrga/Dp+q+H9bu/sOiQGGHlY3Uee0q43b8bSvy5r3/wD4KEfscXn7an7CfjD4T2GtJ4f1bXtLjt7HUmj3x29xEyPGzrj5oyyYYdcHg5rhbL9jr4s/Fb4zfAH4ifEbXfAcPiP4TyaqmrW3h+0uEtNSiuY4o4TF5rsyMoRi2flyeAKSb1t/N+Fun6hvZy7P799fvPG/in/wWa8XXfjr4jXXgCP4I2/g34XancaTfx+MvF39ma9q8tr/AMfTWtsONoGQhb77cdK6T47/APBXPXpvEPwm034X6X4B0uL4qeFx4qs9b+ImpS6Xo7KeBZRTRjBuu+wkfLyOa53xh/wSM8afDP4veOtT+Gvh/wDZ18YeG/HWszeI3X4l+Gpr/U9LvLg5nijnhZS8BYZCvkrkgHmvUf2x/wBkv40fHj4SaB4H0DQv2b5dBj0L7JfReINDvLhdKvmQo0unokgWNEB+UNk8e1OPwRvvpf8AUct2l2/4Y+svhjf6xqfgLR7jxAulJrU1rG96NMlaWz80qC3lOwBZPQnrXQgYrzn9lT4JTfs5/s9eEfBNxrF5r9z4c06Ozmv7ti0lw6r8zZPOM5Az0AFejCrla+hFO9tQpH+7S0j/AHaksB9418Wf8HCH/KJb4sf9c9P/APS+2r7TH3jXxZ/wcIf8olvix/1z0/8A9L7auzAf7xD1X5nLjf4Mj6w+Ev8AySjwx/2CbX/0UldEPvVzvwkP/FqfDP8A2CbX/wBFLXRf8tK5anxv5m9P4F6DqKKKksKKKKACo5fvL+NSVHL95fxpx3A+HP27j/xtt/Y7/wCvnX//AE3vX3Cfvj6/1r4e/bu/5S2/sd/9fOv/APpvevuEf6z8T/Ou3F/wqX+H9WcmF+Kfr+iJh0ooHSiuE6wooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigBr9V+tfDP/AAV2/wCS+/sh/wDZV7T+a19zP/D9a+G/+CuZz8fP2Q/+yrWn81rswH8Zej/JnLjP4XzX5o+4T9386lHSoj9386lHSuM6gooooAKKKKAPg3/gpf8A8pK/2P8A/sOaj/6Tivu6L7x+tfB//BS8/wDGy39j/wD7Dmpf+k4r7wi+8frXfjP4NK/Z/mcOG/i1PVfkglO1fxzVfd+8/wA5NWJenevg/wD4LsePPit4Z+EPw70b4P8AjzWPh/4s8WeKotNivrBYyZtyHEb71YbC2DxjPfIyD5VSSja/VpfeehGPMfdXmfLgDPPOaDIAP4vTrXxv8Of+CmdnN/wS7uvi9qPmzeJ/DdtNol/p7ALdza1BIbUw7doG+SVdwABGG4GBivMf+CN/7RXxC8FfB/4+TftGfE6616b4Y+Kp0vNU1eWEQ6PaiBJfLDoi8LuHr83C44WtPtSh2V7mMW3BTXXQ/RfqO3XjHes/StA0/wAPPcSWVjaWP2qUzTGGJY/OkPV3I4Zv9o9elfMvwO/4K4+A/jR8SNE8Oy+Cfi94Fi8Wxu3hjV/F3hKfSdK8USBfMSCynk4kmki3SRocM6IxGcV4R8Cv+Cr/AIo/av8AiT+0Z8ONb+GPxO0DTNASey0K/uvCM+nxaTF9glkkGpXPmsIpGYAx8KSpBxzU1JOMbpbK5ry337pH6QA+273HegnGO1fmX/wS3/4Kn+A/hT+yD8IfC+vaR8SpNL1IrpB8cN4fuJfDEd9JKUS3k1BiQshkOzv81fTH7Q//AAVT8E/AT4san4J07wb8V/ih4g8P26T65B4B8Kz64ugBxlFuWjO2NyuW25JxjIHFaS016EKzZ9Ov+HTg+lMWRC23cNw6gNyPwr5l8df8Fb/g/wCGP2e/BPxE0W88Q+PbX4k3h07wxonhfSZNR1zWLhc+dFHaDDhocHzN2AhGDyQD8q/AH9vvwU3/AAU//aW+LWuXfibwn4Q8I/DDw5NremeILGez1DQbgtOWt5rJ/uznfGu1Qcs4Ganryvzf3K5UYtx5vT8WkfqUOP6nPelERP8Ad/KvDv2SP21Lf9rdNSe3+Gvxh+H8OnLGyP428KzaKl8r8gwFyfMA7/WvdI3yBVPR2EpXBBinUUUDCkf7tLSP92gAH3jXxZ/wcIf8olfix/1z0/8A9L7avtMfeNfFn/Bwh/yiW+LH/XPT/wD0vtq7MB/vEPVfmcuN/gyPrD4S/wDJKPDH/YJtf/RSV0Q+9XO/CT/klPhj/sE2v/opa6L/AJaVy1PjfzN6fwL0HUUUVJYUUUUAFRy/eX8akpkoyV+tOO4Hw1+3gf8AjbX+x3/18a//AOm96+4h95fr/Wvh/wDbw4/4K1/sd/8AXz4g/wDTe9fcC/eX6n+dduM/hUv8P6s48N/En6/oiYdKKB0orhOwKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAa3NfDf8AwVyGfj7+yH/2Ve0/mlfcTc7vzr4c/wCCve63+N37Jd0yt9ntvirZNK4/gBaMD8zXXgP469H+TOXGfwvmvzR9wn+tSp92olb+dSbtork6nUOopFbNLQAUUUZoA+C/+Cl5/wCNlv7H/wD2HNS/9JxX3hF94/WvhH/gpb/yks/Y/wD+w7qP/pOK+7UOC31rvxn8Gl6P8zhw38Wp6r8kLIM18i/8FS/gd4y+Mus/BCbwjoN1rg8NePLPVNTaF1X7Fap96VtxGVHtzX15wwzUbRBm615koqTi+zT+47nqmu6t95+aerf8E7fiTd/8FQdQ0Mab5n7NOta5F8Tr6besYTXosLHbAA7mTcN5Xpk5NSSf8E+PiP8AG39n/wDbo8C3el/8I3efGTxZfXXha81CVfIv4GWJklyuSqsU25PQ84NfpR5Ckdqa9sCMe+adtOXy/r7hqdrv0/A/JP8AZQ/Ztm179oX4RW3j/wCHP7cN1feDNbtdSguPFfiGC/8ACWj6nbQuq3ZK4Z4hmRUbHKv05Ir1/wCHngj4lfCX9s/9qfwvqHwx8XapoPxqWPUvDvivT40k0eLbp0sbQXDFw8Unm4UDaRyOa/Q7ycflxSmAbe3TFOcefftb7xp2d/NM/NDxf+yH8UpP+CIHgX4d2Pg3UP8AhP8ASdU0q5udGiaJJ4Fiv0kds52EqoLdzW74V1z4m/8ABN79qD4zXMXwT+I3xg8P/FrU7fxRpmq+FIobmW0n8hIJbO78x0KFSgYEZXBr9EvIUflSLbqg4qu/n/X6Ex+BQf8ATPyp8JfsY/GD9i8/A341yfD/AP4TrxB4X8QeJtQ8WeCfCxWS80uHXlhRWsdzKkrW4gXeAVJ8x8Vr6V8M/HHxU/aa/aM+LvxS/Z18VX3w2+I3w+0TSdO8IokNzrmsJbtKZIZoAw8u5VnyF3fKApDccfqB5A+9xQIFJ/HPWoersuzX3qwN6W9Pwaf6HwV/wSI8FfFLwZ4w8ZWd9pfxg8O/B23trWHQNM+Kd8l5r0F0FYSCF0JItQu0AOSeBya+94eAv0prQqWqRcKa0lLmdyYxtdjqKTcKUHNIoKR/u0pbFNL4oAUfeNfFn/Bwh/yiU+K//XOw/wDS+2r7SVstXxb/AMHB/wDyiW+K3/XPT/8A0vtq7Mv/AN4h6r8zlxv8CXofV/wj/wCSV+Gf+wVa/wDopK6MfernPhGf+LVeGf8AsFWv/ola6M/frlqfGdFP4EOoooqSgooooAKjm+8vsakqOZ/nAP1FHUOh8O/t4D/jbb+x3/19a+P/ACnyV9wIvT6/1FfDX7dl4r/8Fe/2O7f5vM83xBMcdNosHH8yK+5VOG/3ea7cV/Cpf4f1Zx4f+LU9f0RMOlFAORRXEdgUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQBG8fFfJP8AwWZ+BmufFX9kC517wrCJvFnw31C28VaaCxHy20iyT4AHLeSHKjuVA719dEZFVb6BbiFo5FSSNhtdXGVYHggj6f1rajWdKoproZ1qXtIOJ5f+x5+0po/7V/7OvhnxvocjPBq1sq3EDlTNaXC4WSOQKTtcHkqecEcCvU43+Qdfxr4E+Jv7G/xV/YJ+M2sfEr9nKK11rwZr0xvPEvw3uZTHDJIc75rEAbVkPBABU7s5JUkDY0f/AILz/Cvw0kdj8SPDfxE+GniTO2bS9S0WW5aJu/7yEMvHqcV01cFKo+fD6rt1XkcdPFKC5K2jX4n3Mr8dvxNL5h/2fzr4+/4fnfs44H/FXakcjOf7Huf/AImgf8Fzv2cf+hu1L/wUXP8A8TWX1HEfyM6PrlHuj7B8w/7P50m/rn9K+P8A/h+d+zl/0Nupf+Ci5/8AiaP+H5v7OQP/ACNupf8AgouP/iaPqOI/kf3C+uUu6PKv+Cxfxf8ADvwE/bX/AGW/Gni3UP7J8N+HtV1K4v7vymk8hDCqg7VBY5YgYANegj/g4K/ZTU8/EeY85/5Al7/8ap3iH/gs7+y34rjRdU1k6ksf3RdeHZp9v03IazR/wVq/ZDA+/px/7lNv/jVekqLlTjCrSlePn5+hw+0jGpKUJrU0B/wcJfsor/zUab/wS3v/AMap3/EQn+yj/wBFHm/8El7/APGqzf8Ah7X+yH/z00//AMJNv/jVH/D2r9kP/npp/wD4Sbf/ABqp+pw/59S+/wD4Bf1if/Pxfd/wTS/4iE/2Uf8Aoo03/gkvf/jVH/EQn+yj/wBFGm/8El7/APGqzf8Ah7V+yH/z00//AMJNv/jVH/D2r9kP/npp/wD4Sbf/ABql9Uh/z6l9/wDwA+sT/wCfi+7/AIJpf8RCn7KP/RRpv/BLe/8Axqk/4iE/2Uc/8lGm/wDBLe//ABqs4/8ABWr9kMf8ttP/APCTb/41Tf8Ah7b+yHu/12m+/wDxSjcf+Qvwp/Vab/5dS+//AIAfWJ/8/I/d/wAE1P8AiIT/AGUf+ijzf+CS9/8AjVH/ABEJ/so/9FGm/wDBJe//ABqs5P8AgrL+yK/3X0/ryT4UYAHsCfK7nj61u2H/AAUS/Zn1a3aW30mOSONipP8AwiRG0jqCPLyPyp/U4f8APmX3/wDAI+uSX/LyP9fMp/8AEQn+yj/0Uab/AMEl7/8AGqP+IhT9lH/oo03/AIJL3/41VXUf+Cp/7J+k3Aiuo7W3lI3bJPCTqwXpnBiyRnjI71X/AOHtX7IajmTTxzjB8JsCP/IVOWBgt6M/v/4BSxUn/wAvI/18zS/4iE/2Uf8Aoo03/gkvf/jVH/EQn+yj/wBFHm/8El7/APGqzT/wVr/ZCB/1um/+Eo3/AMaoH/BWv9kI/wDLTTv/AAlG/wDjVR9Vp/8APqX3/wDAH9Yn/Ovu/wCCaX/EQn+yj/0Ueb/wSXv/AMao/wCIhP8AZR/6KPN/4JL3/wCNVm/8Pav2Q/8Anpp//hKN/wDGqP8Ah7V+yH/z00//AMJN/wD41T+qQ/59S+//AIAvrNT+dfd/wTS/4iE/2Uf+ijTf+CS9/wDjVH/EQn+yif8Amo03/gkvf/jVZv8Aw9q/ZD/56af/AOEm/wD8ao/4e1fsh/8APTT/APwk3/8AjVH1SH/PqX3/APAD6zU/nX3f8E0P+IhH9lL/AKKPN/4JL3/41XzT/wAFfP8AgsD+z/8AtYf8E8viJ4G8E+OP7U8TavFaNZ2j6bcwed5d1FK/zugUYSNzyRnAA5Ir6G/4e0/sh4/1mn/+Em//AMapr/8ABWf9kNv+Wmnf+Eo3/wAa+v51pSoxpzU1Slp5/wDAIqVpTg4ymrH2F8JGI+FfhnjB/sm1GPT9yldGr4P+Jr4+i/4Lkfs4QRKkfizUFRBtVV0W4AUDoB8g6U7/AIfm/s4j/mbtS/8ABPc//E15ksDiG78j+4744qilbmR9g+Z/u/nR5h/2fzr4+/4fnfs5f9DbqX/gouf/AImj/h+d+zl/0N2pf+Ci5/8AiaX9n1/5X9w/rlL+ZfefYPmH/Z/Ok83n/wCvXx//AMPzv2cf+hu1L/wUXP8A8TR/w/O/Zxz/AMjbqX/gnuT/AOy0fUK/8r+4PrlL+ZH2B5p3Dj8M1XmmCbmb5VXksTwBznmvjXxF/wAF7f2dNFSNYde8RalcTZEUFnoFy7SH+7yoHPvXn3jr46ftA/8ABUFW8KfDfwrrnwX+GN84j1fxbrbfZ9Tv7Y5yLRFBI3428ENzycZBqGX1b3qe6u7InjIfY1fYv/BLxKv7d3/BYHW/HWlt9u+H3wI0qXQtOvjgLNq02Em8v+/GVMhEg4OK/QKFdyjnv+Yrzf8AZV/Zh8J/sifBbSfAvg+wjs9L0tSZZSgE9/O3MlxK3VpHbJLHtgDgCvTIxj/61TiqynJKHwxVl8isLRlCLct3qxw6UUUVynSFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUY5oprvxQA4jNHavj39sj/AIKvQ/s8/tIWHwb+Hfwt8afHL4rSaYuu6nofhyWG3j0TT28wLNcXMp8tJGZFAibDFZFbugbktT/4Lt+CLP8AYQ8ZfGaPwb4mXWPhvr1r4X8WeCL2WO01fQtRmuIoGikLZUqpkJDgYcI2OlSndXC2tj7uByaUVzOpeP4dJ+Gc3iia01Ca2tdNOqPbWsLXF06LF5hjjReZHI4CjljgVn/AP4zWX7Qnwg0Hxlpuk+I9FsdetxcRWOvaa+n6jbDJG2aB/mjfjofY96rq0JST1O2oAwKhjbaR9Olee/tC/tUeC/2YIPCr+MtUbTpPG/iKz8KaHCkDzSajqV0T5UCBQcEqjsS2AFRuScAnkM9IoqOKTPFSUdQCiiigAooooAKaybmHtTqKAImg49frWbqPhPS9Xm8y80vT7p8Y3zWyyN+ZBrXoK5pqTWwnFPcwV+Hmg4/5Aej/APgFH/8AE0H4eaD/ANAPSP8AwCj/APia3ClHl0/aS7k+ziYf/CvNB/6Aekf+AUf/AMTR/wAK70H/AKAmkf8AgFF/8TW0Rg07OPSj2ku4vZowz8OdBJ/5Aej/APgFF/8AE0n/AArnQM/8gPRv/AKL/wCJrdD0wvhqPaS7lezRiH4b6Bj/AJAejf8AgFF/8TSj4ceH8f8AID0f6/Yov/ia0r3UYbGCaed44YYUMkkkjbURQMkknAAx36cH0rx74o/t9fDD4VXwsLnxAmsanI3lxWOkR/bbiZ/l+VVThmO4YAPODjpitaMatTSnd+hjUlSh8Vj0w/DvQAeNC0b/AMA4/wD4mo7rwT4csIWmn0bQ4YYx8zyWkKqvoSSPf8zXz0P2jfjd8cI3XwL8N08K6fIp8rUvEs5jkIIOHEeM8jBAIyCCDU9v+wT4i+K0sF18WfiVrvieSOQv/ZenE2OnKN6Nt2DJZWCgMGyPTGBXS8K4fxppeV7v+vmY+3Uv4UL/AII6L4nftV/BP4X6i2n3B0bVtUUZGn6Rpa39xjeyHKRqcBWQgngDIzjINcXN4z+Knxmt2j8G/BvQPBNnM3ljUPFUUXnQdULG3QHJRwTgE7lAwOa96+Ef7Ofgr4G6ctv4X8P6dpvUtcrGHuJCVRSTKfmOQi55wdvSu4WPH9an61Tp/wAON/Nv9NvzD6tUn/EaXoj5l0z/AIJ8TePjDdfEzxxq3iaRRu/svTYY9L0uEnkqEjUGQK3Ku/zAV6toH7J/w18O6CmmW3gXwvJZxSNIqXWnx3R3N1O6QMxP1PA44FeiKlOVefas62Nr1Pik/RaL8DWng6MNoo+cfFn/AATK+G2s6h9u0dtf8JXu9WWbSNReF4V2FGVC2WXcCdxByST2JB5vWP2cfjj8M71pfDvijwX8QNORon+ya/okFreP8xVoxJGoUII9rF2JZiG46Z+svLxTPJy2a0jmddLlk+Zdmr/nqRLA0W7pWfkfKFz+0nrnwoi/4uF8BbmztYWEcupaJBBfWyheJJWUqrKndQu4kevWu2+HH7WXwO+JsskNnfeHbG9iYLJZ6nYJZXMZLbQDHIoPJ9fUV7w8Ib/9VcF8TP2ZvAnxegmj1/wvo99JcFna4+zLHPvK7dwdcNnHck1X1ijP44uPo/0f+ZPsa0PhkmuzWv3o3dP8HeF9XtvNtdJ0C4jJwGitoXXI7ZAIqZfh5oJ5/sPSOf8ApyjP/steC3v/AATm03wlLdXXw58b+MfAN9PGY0+x3pntQjKNy+U+V+Z0jYuBu+XAIBNQwR/tMfCl5Hlk8F/EqzAR9iq2nXBZjs2KDkbUwJCT1GQOlDoxl/DqfJ6P/IPayj8cH67n0F/wrrQf+gHo/wD4BRf/ABNNPw60Ef8AME0f/wAAov8A4mvAbX/gosvgSWS1+Jnw+8YeCZrfYst6Lb7Zp5IJWSUzJxHGGGQW+YqQcV6p8Pf2qvh38VY4zoXi7RLxpkR1j+0iOQBiVX5WI5J4wOayqUMRDWX9fcaRr0paJq51Y+HWgkf8gTR//AKL/wCJo/4VzoH/AEA9G/8AAGL/AOJrZXinb8tXN7SfU35V5GJ/wrrQB/zA9H/8AY//AImlHw80H/oB6R/4BR//ABNbWVHrRnNHtJdw9mt/0MX/AIV5oP8A0A9I/wDAKP8A+Jo/4V5oP/QD0j/wCj/+JrbwMfepBz3o9pLuHs1/SMX/AIV5oP8A0A9I/wDAKP8A+JoPw70E/wDMD0j/AMAov/ia28D1pdmafPLuHs0YcXgHQ4HzHoukqw5ytnGD/KtaOFY0VV2oq8bQOBUxTNCrip5pPdjUUthEXZ6/0p44FFFIoKKKKACiiigAoopGbFAC0VXnn2K+4qqqM5PQeua5L4Z/tB+BfjVNdx+DPG3hDxdLYKslwui6zb37W6vnYZBC7bQxBAJxnacUAdrRWH4U+Img+OZNQj0PW9I1htJu3sL5bG8juGsrhPvQy7GOyQcZRsMPStdZW2D7v4HNAEtFR+ac0NLg0ASUUwy08HIoAKKKKACiiigAooooAKKKKACiiigAqJufSpc0zAxzQwPze/YV8Sab8Pf+Dgv9tbw34luoLPxV460vwdrfhaO5Bjk1XS7XTHhuTblh8yxSNGjBSclG4/dsR8D/APBRbxFY/E7R/wDgpZ4z8L6lHN4HufEngXRl1mzkV7SbUrV4I7lonUlXeEghmByDjOMiv2Y/bW/4JbfAH/gog2kyfGL4b6T4wvNDG2xv/tVzp1/DH8/7n7VayRTNDl3bymcpuO7bnmo7z/glf8ALr9jxvgCnw10qz+EbSQzTaDY3d1Zi6likSRZZriKVbiaQtGhZ5JWZ9oDlhkVny2ir7pW/Ff5FXs356/gfmjqfwi039gT9snwr4d+FXjTxfrmg/Gz4C+Idd8XQX3iSbVE1C4g09pINWUyuxjLsWIKEKckKAOB84WPi/wCIP7TXgb9jH4Kf8IN4y+MXhab4Q3Hiw+ENI8fReEbjXb/7TNB9rlvZyPNFvErYiU7iSx5VWr9S/iR/wSe+Gf7BnwB+K2vfst/s46XrnxS8faPPoX2GPxO1k7Q3QeOUxT6jLJDbRp5hcxRBA+xV6AYb8AP+CJ3w1+Lv/BND4GfCX9pT4f6L4u174Z6QiDyNRubWXTbl1Pmwx3VpLHIycjcofy3ZFbB2ow0et/Jr9fyuiYyUfd/rofB/wp1r4iftN/Dz9g/9m/44eLtRHw+8ceIvGNn4lu9I8d2Gqt4pj0eNbjR7GXVtMndGMbMkDIsqu8ka/KJERhh/tc/sm/Dfxb8OPgX8P7X4qa98adA8D/tUTfDazkH9oWE/hXS7tBLPoJuXf/TZrc28JF3EeBIwQqGwf19+JX/BKb9nr4ufsmeH/gbrvwt0G6+FnhQxNo+iwyT2rabJGS3nRXMUi3CzOWcySiTfKZZfMZ975zPEv/BHf9mvxd+yPpPwJvvhVpDfCvQ74anZaNBfXlu8N2N3+kfao5VuWlIdg0jSlmUlSSOKOe0+bzv66p6gtrLs1+Z9DeC/C9r4G8KaXotgs0dho9pFZWwllaVxFEgRNzuSzHaoyWJJ6kk81sA5FYfw/wDAul/C/wADaJ4Z0O3ktdF8PWEGmWELzyXDQ28MaxxqZJGZ3IRVG52ZjjJJOTWwWbPGKJb3JjsSUVHvb/Zo3t/s0FElFR72/wBmje3+zQBJRUfmN/s0ea2OlAElGaj3saa8xT/9VAErnik31E83GenHJPQda8k+L37dPws+B8lxHr3jDSvtloxjmsrNjeXMTB9jh0i3FSpzuDYwAfSqp05T+FXIlUhH4meuNJlu1NaUr6V82T/tIfGb4x3iw/D74TTeFNLY7TrHjqQ2coAyrgWceXXBZHVy7BlR12ZwQyP9h/xZ8YoHb4y/FHXvElrcgF/D+gj+ydIxgBo5QuXuBkKykiPac8HNdH1VRV6skvLd/h+rRh9Yk37kb/gjtvi7+3h8Mfg2rJqHiaz1HUDKsEenaW63l3PKWKiNVU43FsjaWBzgcHAPA2/7Rfx0+ON8y+BvhlH4P0dmHk6n4tlMUzpvfDmBfmTITayFWI3gqSPmHs3wk/Zp8A/A+Jf+EX8L6PpNyqGNrqO3DXTqcZDSkbyCQCVzjPau6C/h24qvbUKf8OF/N/5f8En2Vaf8SVvT/M+W7T/gn94g+LFpDL8YPif4k8WSKVkXTdMc6fp8DCEIG2rlmkVmk+cbFYMMoDuz7X8Lv2aPAfwaXd4a8LaRpcxyDNHCGmb5t2C7ZPB9+wruQnrTh0rOrjK09G9Oy0X4GlPC046r7xNuVHNIUyetKX2mkMn+cVy/M6CRY9pp1Rh2A7U4P61QDqKb5lG+gB1FGc0UAFNZKdRQBH5f+FRtEoYk7qkZ9p6Uedmi4bkF3p8N7bNDNGk0LcMkihlYemD9M15T8Uf2Gvhf8Wr2a81Twpp8OoTA7ryyH2WbcQPnymMsNowTk8V635n+cUGTIq6dapT1i7ESoxmrSR8x6l+w742+HEAT4V/F7xN4ftY4ZY00vWh/alnHnBURbipjJcEl2EmAeAOQ1h/in+0b8LlC6z8PvDPj+1hHzTaFqX2S4mLnCqFlAHyZ+YlcEDINfSRGR0p0bYxXT9dlJWqxT9Vb8Vqc31O2tOTX4/gfOvhH/gpp8O7y4sLHxamv/DvXb6JZlsPEOmTWbMu3PmIzKN0RYOiuVXcUbIHSvaPA/wAWfDPxNtRJ4d17R9aXyxKRZ3SStGh6FlB3Ln0IrU8R+GNL8YaXPp+rafZ6pY3S7Zra7gWeGUejKwII9iK8R8W/8E1PhTr+rxajpel6h4P1a2Zpba/8P372U9pKzbhKg5QMvIXKkAEgCi+Gn3i/vX6Mdq8f734HvYYoPmX9KVJMnpXy4f2cfj98JZPM8H/F+28ZabCW2aZ4ssC03lAhlja5VnaWR+ULnywoOQMYxZj/AGtvjB8LbmG38ffA/VNUtWVt2p+C7r+0t0hyyL9kYbkVVwrSGXBZTtXnYs/U21+6lGX4P7mL6zy/xE1+P5H055uPSnGTC59s14T8PP8Agot8HfidIsVn400+xkklaJF1JJLHzMIHLZkCgKQSAWIywwMkYr2jR9Ys9d0yC9sbq3v7O7QSwz28wkjlRuVZWGQQRggjg1jUo1Kek0zohWpz+FmgpyKKjEoA5o87PT+VZmhJRUYlPtR5jE9qAJKKj3t/s0b2/wBmgCSio97f7NG9v9mgCSo5Fy/pRvb/AGaCc/WpkB+f/wDwcL+KNYv/ANnb4Q/DHTdW1LQtO+Onxc8O+AtevbFzFMmmXUrvMiyDlC5ijGQRuG5TwSK8b/4KO/sZfDL/AIJU+P8A9lf4sfAXwnp/w41yz+J+j+BNYh0geTB4j0jUI5op470DPnSgRArK+XBdySWwR9s/8FOv2A7T/gox+zK3gceJtQ8D+I9J1iy8SeGfEtlEZp/D+q2km6G5WMOm8hWkQjcpAk3AhlU183eCv+Cd/wC1T+1x+0F8J/EX7XPjr4K3ng34J6rb+JdH8OfDqxv/APipdZhjkWG91CW7WPyzCxDhIFMcm6RdiDBM073+afy00/Mqdnq9rW+ff8vuPkP9l79rn9oD9i7Vv22vG3wx+HHw/wDFHw1+H/xl1zW/GNxrep3EGqX0Hm/vIdOihXy/MhjjLs8rEHzECqcEV7xr3/BUPwT8HP24/jT8Z5PCa3Gl6R8CNA8YW91Dq12b3VFunzDYmFpms4yHdV8xIQ4+clm+6cXXf+COX7YWmWf7SHgvwn8Q/gLp/wAMf2mPGmo6rrCajFql1rOg6bdSnMtm6RJE11JE7K8UoZFMaFJQWZhyGh/sX+A/2wf+CjH7Q/7PWgeLrW88M2PwG8O+CW13SZIrxtKvbOfaplVCVWZZIwZISynBYfKeRcJOVkt+XS++kWmTKybctr9NviVj1X9jT/g4F8Qa74/8UaL8bLf4K3tvZ/Dm9+JmnXnwq8UprgsbazXfcaZfK0zBb4IQQAyoSCOc5HUfs0f8FKf2v/jRf+C7/V/gX4Fs/CPx98Jaxrvw21bSpNTvrfwncxWhutNj8TTopjhhuleBQ8OwsWO1QQypz/7Hf/BDzx5b6n4ks/jfov7Kvh3wvdeBLrwRZ2/wk+HlpY6pq73UL282qXmo3FolzDciFj+7tnELs2SqhMSdv+wn/wAE8v2rPhN8S/hLo/xU+M3gub4Ofs/aXeaP4Z03wO+qaff+PITALWybX4XZYGFtCkciRxmQbwQxkyZGc+VRdt/w/wCHFrf5/Pp+BB/wbD/FT4ufGj/gmxpviT4nanpOvWOrapf3Oiawb66u9c1Mtf3X2uTUTMNgcTfLGYiQYx8wB5P6PRf6sV8V/wDBFH9iH4w/8E5v2dtS+D/xD1T4Y654M8K3sp8Eaj4bN8NUvLee7uridtTSdREsn7yEIsGQoDqWbAdvtJHwKqo4t+6RTvbXz/MkoozmipNAooooAKKKKACiiigApsnC06obiXYfTAySeg60AO34rmfGXxm8J/DtFfXvEmiaOrHg3V4kOf8Avo18b/tD/tgfEb9rD9oHVPgl+z/NBpcehnZ4o8buPMi0n+9DDgbTLyPyI461vfCf/giP8JtBjkvvHU2ufEzxFfJm/vdavHaKaXILMkWcJk9B6V3rC06cVKvJq/Rb/wDAOL6xObapa26n0L/w2T8KM/8AJRvBv/g2h/8AiqX/AIbI+E5/5qL4N/8ABtD/APFVwcf/AASl/Z3jUL/wqTwi20Yy1uST+tP/AOHU/wCzuf8AmkPhH/wGP+NR/sn978BqWI8vxO4b9sf4T4/5KN4M/wDBtD/8VR/w2L8J1/5qN4N/8G0P/wAVXDj/AIJT/s7g/wDJIvCP/gMf8aX/AIdU/s7/APRIfCP/AIDn/Gi2EX834BzYr+7+J3A/bK+E/wD0Ubwb/wCDaH/4qg/tl/Cdf+ajeDf/AAbQ/wDxVcP/AMOqP2d/+iQ+Ef8AwGP+NH/Dqj9nf/okPhD/AMBj/jR/sv8Ae/AP9p/u/iduf2zPhOf+ajeDf/BrD/8AFUn/AA2T8Jz/AM1G8G/+DWH/AOKrif8Ah1R+zv8A9Eh8If8AgMf8aP8Ah1T+zv8A9Eh8If8AgMf8aP8AZf734B/tP938Ttv+GxvhOf8Amo3g3/waw/8AxVH/AA2N8J/+ijeDT/3FYf8A4quJ/wCHVP7O/wD0SHwj/wCA5/xoP/BKn9nYrz8IfCH/AIDH/Gj/AGT+9+A74n+7+J23/DY3wnx/yUbwb/4NYf8A4qmn9sj4T/8ARRvBv/g1h/8Aiq4tv+CU/wCzrt/5JH4P/wDAY/40g/4JUfs6gf8AJI/B/wD4DH/Gi2E/vfgHNif7v4nbj9sf4T/9FF8G/wDg1h/+Kprftj/CfH/JRvBvQ/8AMVi/+Kri/wDh1P8As6/9Ej8Hn/t2P+NIv/BKz9neORWX4S+EVKNuGLY8HseuM0f7Kv5vwDmxP938Tb+IH7fvwl+HumNcXHjLTL47WYQ6fJ9qkbA6AITjOeMnmvFNZ/4Keah8TtQa18C2vg7w9Z7yrax4u1yK3AAPVbdW3YZcEEtkEEFTXsdx/wAE4/gneafHa3PgHR7yGMMoSbeykMeQRuwRzjB4xWXL/wAErP2eJGZm+EnhDLcn/RiAD9N1dVGtgIK/LKT76fkc9SnjJfaSXlc8lg07wt8WpGk+LX7S2l69ayAB9D0LVYdL01h0ZZdp3SxsoUFWAAOeTmvVPhH4m/Zo+BdrbReGda+GumzWgVY7lb6CS4B2eVnzSSwJXIOCAQx9TUy/8EqP2d2H/JI/CPr/AMe5/wAaUf8ABKb9nc/80j8I/wDgMf8AGpqYqhNcrckuySSHGhVi7pJ/edwv7Y3wlUcfEbwb/wCDWH/4qkP7Y3wlP/NRvBvp/wAhaH/4quHP/BKj9ncf80j8I/8AgOf8aB/wSp/Z3H/NI/CP/gOf8a5/9k6c34GnNiP7v4ncf8Ni/CcDj4jeDT/3FYf/AIqlH7Y3wn/6KJ4N/wDBtD/8VXDf8OrP2dyf+SReD/xtj/jS/wDDqr9nf/okPg//AMBj/jS/2T+9+BXNienL+J3H/DYvwn/6KJ4N/wDBtD/8VR/w2L8J/wDoong3/wAG0P8A8VXD/wDDqr9nf/okPg//AMBj/jQf+CVH7PH/AESHwf8A+Ax/xo/2T+9+AXxPl+J3A/bG+E//AEUXwb/4NYf/AIqk/wCGxvhP/wBFG8G/+DWH/wCKrh/+HVH7PH/RIfB//gMf8acP+CVf7O4H/JIfB/8A4Dn/AOKpf7H/AHvwDmxPl+J23/DY3wm/6KP4N/8ABrD/APFUn/DY/wAJ8/8AJRvBv/g1h/8Aiq4r/h1Z+zv/ANEh8H/+A5/+KpD/AMEqv2d/+iR+D1/7dmx/OqX1P+9+A74nyPSfCv7S3w+8b6gLTR/GnhjU7ntFb6jFIx/AGu2gmE8YZWVlboQc5r5T+If/AARf/Z+8caXJDaeD/wDhGJmO5brRbl7SaMj0YH8a8U1fxH8X/wDgjzr2n3Gv63qPxY+Al5cJbT3tzGTqXhgMdq5IzujHHJ4NXHC0aitRlr2fUj6xVp61Y6d+x+jgw1PXgVi+C/F+neOfC1hrWj3kGoaZqkC3NrcwuHSaNhkMCOORWwGJFcFnF8rO2Mk1zLZjqjLcnpTWdlbpXxR+13+2146+JHx6/wCFE/AGGzuvGAi3+IPEcvzWnhmLuOODJgjAPQ9q2oYd1ZWWnn2Mq1ZU9z658ZfFTw38Pbbzte17R9Ji6B7u6SEZ/wCBGuRP7ZPwozj/AIWP4N/8GsP/AMVXzr8KP+CJvw9guW1r4oa14h+Kniq9Um+utVu2W1djydsAOFx7V6lbf8Eov2dba3SP/hUvhSTYANzwMWb3PzV0ShhI6OTb8tvxOdTxD1SS9Tuv+Gx/hPj/AJKN4N/8GsP/AMVSf8Nj/Cf/AKKN4N/8GsP/AMVXFf8ADqv9ncf80h8If+A5/wDiqP8Ah1Z+zv8A9Eh8H/8AgOf/AIqp/wBk/vfgac2J/u/idr/w2P8ACf8A6KN4N/8ABrD/APFUo/bG+E//AEUXwb/4NYf/AIquIP8AwSr/AGdz/wA0h8H/APgMf8aT/h1V+zqR/wAkh8If+Ax/xoX1T+9+Ac2J/u/idx/w2N8J/wDoo3g3/wAGsP8A8VQf2xvhPn/kovg31z/asP8A8VXD/wDDqr9nUf8ANIfCH/gM3+NH/Dqr9nb/AKJD4Q/8Bj/jR/sn978BXxP938Ttm/bG+E4P/JRvB3/g1h5/WnD9sf4Tjn/hY3g3n/qKw/8AxVcSv/BKv9nc/wDNIfCP/gMf8aB/wSm/Z2Y/8kl8Ij2+zH/Gj/ZP734C/wBp/u/iWPiR8Tv2dfi+6t4m8QfDXWZlVEWa4u7dpgqliq787toZ2O3OMseMmvHdY+DnwG8NTPdfDX43Q/DHU2nFy39meJFmsbiQN96W3kk2ysq7lXccANyDxXrR/wCCU37O3/RJfCP/AIDH/Gkf/glN+zqE/wCSR+Ef/AY/410UsVQpq0ZS/CxjPD1Z6zjG/wAzx2P9p3x/8GdOP9n/ABg+EPxRs7dwEgvdRjtNQmjDdAyuF3sCeu4LjvXR+Cf+CvXhWGaSz8baRJoOoW8vltLpl7HqtjKdxC7JU2sflwSxQLkkAtjJ78f8EqP2dWGP+FR+Ef8AwHb/ABpV/wCCV37O6Davwn8JoPUQMv67q3+t4GatVg2+6svy0M44fFR1hJemrOl8Ofty/CfxHYPdQ+PPD1vFG5iIu7oW7ZAHRZMEjnqB6+laI/bG+E6nB+Ivg3/wbQ//ABVczqX/AATc+B2taVFYX3w30C7s4ZDMkM6PKqv83PLE5G9sH0JrOH/BKf8AZ12/8kj8I+n/AB7H/GuJ/U76c34HVGWK2na52/8Aw2L8J/8Aoo3g3/waw/8AxVH/AA2N8J/+ijeDf/BrD/8AFVxH/Dqf9nX/AKJH4Q/8BT/8VR/w6o/Z1/6JH4QP/bsf8an/AGTb3vwK5sV5Hb/8NjfCf/oo3g3/AMGsP/xVH/DY3wn/AOij+Df/AAaw/wDxVcOf+CVP7O5/5pH4QP8A27n/ABpw/wCCVP7O+P8AkkPhH/wGP+NT/sn978Bc2K/u/idr/wANj/Cf/oo3g3/waw//ABVH/DZHwnH/ADUbwb/4NYf/AIquK/4dUfs7/wDRIfCH/gMf8aP+HVP7O/8A0SHwj/4DH/Gn/sn978Aviv7v4nbH9sf4St/zUbwb/wCDWH/4qg/tj/CUfd+I3g3/AMG0P/xVcT/w6o/Z3/6JD4R/8Bj/AI0h/wCCU/7O+f8AkkPhH/wGP+NL/ZP734C/2ny/E7U/tj/Cc/8ANRvB2D/1FYf/AIr+Vcr8Pvih+zd8ItZ1zUvCep/CHwvqXiW4+16vdaSLGxm1Wf8A563DxBWlf/afJqqf+CVH7O5/5pF4R/8AAY/40n/Dqf8AZ3z/AMki8I/+Ax/xp/7Jv734B/tG2n4naj9sj4TYH/FxfBoxx/yFYf8AGnH9sj4Tn/mo3g36/wBqw/8AxVcQf+CVH7O+f+SReEP/AAFP+NA/4JUfs7/9Eh8If+Ax/wAaf+yf3vwHfEeX4ncf8NkfCfHy/Ebwb/4NYef/AB6tfwf+0P4H8f3rW+ieLvDeqTjrHbahFI2PoDmvMP8Ah1R+ztgD/hUfg/6G2b/GuG+Jf/BFL4EeNdNdNJ8PXXg2+Ulor3Q7t7eSFux68gelCjhHpdr7hS+sb6H1zFL5iqV5HrmplPFfnVpPxk+LX/BKL4m6H4d+KGsXHxG+CviC8Wzs/Fs0ZW+0CRwQqT448sNtG48EZOa/QfRNWg1zTbe8s5obmzuo1lhlibckqMMhgfQjBrPEYV0mmtYvZr+tzShiFUutmuhfoppY06uc6AooooAKKKKACvD/APgoz8c5/wBnX9jzxt4ms5PJ1GGxNpYv/dnmPlxn8GYV7hXxp/wXlTd/wTs13n72taSMA4/5fY66cHFSrwi+6McQ7Upeh2f/AASt/Zui/Zx/Y98MW9zC3/CSeJIRreuzuPnuLuc72b6cjFfSUMfyDjpWH8MolX4c+Hwv3RptsAP+2a10Q6VGIqOdRylvcKEFGnGK7EbDLU7y6djFFYmw3yh7/nR5Q9/zp1FADfKHv+dHlD3/ADokfbTWnouA7yh7/nR5Q9/zpvnUefRqgHeUPf8AOmum1TQZ/wDdprTZH8OO/NAEjngV8e/8Fxf2rfH37Gn7BWreNfhrqtnovixdY0zTrW7urGO8jhFxcrExMcgKtw3f8K+vmkOOuP61+en/AAc62lvqn/BKfXLW62ta3fiTRbeVC5Xer3iKy5HIyDjjn0weazqXbjZdV+YdH6M9j/Yu+Bv7UngH4iR638Y/j94V+JXhK50lwmi6f4Ch0OaG6cxskpnSRmIVRIu3Azvz1FaXwS/4LBfsz/tH/tC3Hwp8E/GDwt4g8eWrTxDTYvOjjvHgcJIlvcPGsFyw6gQyOWVWdQyKxHkdp/wRx+F/7Mf7Efxnsf2cPBtx4T+IXxS+Hl3o0Ux8SX959tne0lECBry5dIsySkBwUAL5JAAx+eXwe+Mvgn9rn4A/sK/s1/BvwT4k0r9or4D+PNJ1bxzp03hibTbj4dw6ZI8euXl5O6LGq3N0ySmNXJkd40lCzlIm0cvf5fT8W/yJivd5l1v+FvzP1v8AB3/BXL9nHx78d774Y6X8VNFuPHWl32qaffaS1rdRSWMumKzX3nu8QjijiCufNdhG2xtjNtOPmP4kf8F0fBfx6/ba/Zz8Efs9/FTwx4s0PxZ4wu9E8bWcNgxuPIW1eSIp9ojRxGXU4miypx949D4L+zP8AtV+OP7Af/BTvSfAun/bPG3i34t+NNNgggRfPvVjYtHbqcAksJZFALEZc46nPlvw0/bB+DH7Tv7Wf/BN/Q/hf4dvtP1v4ZXLeHvErN4buNMh0K8TTz5ummR0VJJDMJJiI3k4JZiGJBOX34r/AAv71f7h1H7kmv7y+5n78Qcx+tS7RUEMvye1SefRqOOw4xg+tHlD3/Om+fR5gNADvKHv+dHlD3/OmeYPSlEuBQA7yh7/AJ0eUPf86aZvekExNAEgQCjYKTfxQrZov0ADEpo8oYp2c0UARiFSP61gfEj4e6T8VPAur+G9atY73SdctXs7qFxxIjggj9a6MjP51CRt/E96cZNO6JlFSXKz4h/4IyeIr74f6F8UPgfqt0by5+DniOSztHduYrKfdJBHj0VQR9DX28WJQe+OfSvhz/gn7Ci/8FR/2wtqbQdQ0Ykep+zy19xn5gB7V25j/G5u6T+bSZz4PSnbs7fJHn/7Unxej+BH7PnjDxdI2z+w9MmuEbPR9pCn/vrH5V4H/wAEbPgJJ8Of2WrfxpratceMvihcN4g1m8fG6YyElAD1xtwcV0v/AAWAH/GuD4rHof7JI6/7S16R+xfCE/ZK+GgUYX/hGrH/ANEJVfDg/d3lK33IhrmxNn0V/vZ6fGige/0p3lq3se/vQqnFSAYrz9tDt8xvkrR5K06igBvkqKPLHvTqZI+0igBfKHv+dHlD3/Om+dkcdaFmoAd5Q9/zpwG0VH5x9KcsnFADqjmGT7dDTvMpHcYoD1PzE/4LKfFT9rn9j3VdN8deA/jx4R0vwT4y8Z6T4T0vw5N4Dt7m40n7a4h857qRyZtrBmwVXIIAPGT9Tad8d7n/AIJ0fsjSeKf2rvjX4X1ibT75o7jxPHoP9jw3HmyHyLeKzh8x5JAufljDMQjMQArNXhf/AAcbSqP2W/hDkrg/Gbwp1/6+z3/OuV/4LvQxfCb9pf8AZK+OHjnRdQ1z4FfCTxbeS+NJLawbUI/D011DFFYanPAgZ2ihuAH3qpKsiqoaSREfKnJpW6Xtfton+bHOOvyv+Z9QeFv+CuP7Ovjf9nW3+K2kfFHR9U8Az63D4cfVLazu5Psd/NL5UUNxCIfOt9742tMiKQ6Nu2upPqHib9qXwD4O+OumfDPUvElrbeONW0e58QW+mNFKxFhbkLNcSShPKijUkDMjruOcZwa/J/4Sfs82H/BWJP8AgoZ46+Gvhy8h+C3x50HSrDwLf3dg+lW/jHxFpVtMx1KCKRVkWOPUI03SFF8x2fP7xZVTzf8AY5tfih/wWH/ZX/a0+PFvYalL8RNR+F2m/CDwxbECK4uLi0sYrjV1ViQA1xeOzKAQVFwFOD1vdN/yq7+e34/gLTTz/wCB+n4o/Ur4Lf8ABZr9mD9ovx34j8M+C/jF4Z17XfCtndahf28UdxHut7XcZ5IGeNVuVRVZj9nMnyjcMrgnyf8AYL/4OAPg3+1z+zn8S/iR4k8QaJ4E0v4Z6pImpwStcytZac8zxWVy7mFfMe42MVjiVmH3SuevxT8BfjZ8Pf24fiN+wr8N/gP4T1vT/iP+zzqMdx8Q0fwxNpj+A7S3tzBfW93LIioWnud/7tGfc7HOHyp89+D/AO3p4Z/ZV/4JnfEnwS/gXwL4y8feBvjfLN4r0zx14Qv9U0X4f2d5qlwLfWL2KKIGRYyjKogkMiNIv8TKj1ouZddbfetfxDdJr5+Wm34H7Vfsc/8ABQH4Pf8ABQLwhquvfB/x1pfjbTdDvFsdRa3intp7OVlDqHhnjjkVWUkq+3axVwCSjY9miXcvf0r8df8Ag3I+IjfEX/goZ+2Lq1z8Qm+KEniu08JazZ+JJfB//CHf8JJbG3vVF1FpjAGOJQ6IJCD5oCuxzJk/sRFPlPX6VTjbUn7TXmSeWPejyh7/AJ03zqPPqSh3lD3/ADo8oe/503z6DN7qKAHeUPf86PKHv+dNEjEUNIwFADvKHv8AnR5Q9/zoRsinUAN8pcUxoweB2qWhulIDz/8AaN+Buj/tHfBLxN4J123W60zxDZPbujHo/wB5CPowU/hXzx/wRV+J2peI/wBlrUPA+vXb32u/CjXr3wxdXDnLSLHO7QjH+zGVX/gNfYbDDf55r4e/4I9xLH8W/wBqhVUKv/CzJ+B/1xSu+i+bC1Iy6WZxVIpYiEl1uj7gXnn1qUHIpirtY05BgVwJ3O3oLRRRTAKKKKACvjX/AILy/wDKO3XP+w3pH/pbHX2VXxr/AMF5f+Uduuf9hvSP/S2OuzL/APeYeqOfFfwZeh9XfDL/AJJ1oH/YNt//AEUtblYfwy/5J1oP/YNt/wD0UtblctT42bU/hQUUUVJQU1jz7U6kzzQB5d+2Z8e5P2XP2XfHPxEhsF1STwfpMupR2jPtW4KYwpPGM5r4/wDhv+1z+3f8Vvh7ofifQ/gl8H7zSPEFjDqVjOfETxGWCVFdG2NIGXKsDg8jOK9//wCCwH/KMP43f9irdfyFdb/wT3H/ABgp8Hf+xM0n/wBJIq9Ki4U8N7VxTfNbX0TOCspTr+zUmla+nqfN/wDwvv8A4KCY/wCSE/B7/wAKc/8Ax2j/AIX5/wAFAv8AohHwd/8ACnP/AMdr7yxjNUdf1yz8N6Nd6jqFxDaWNjC9xczysFjhiQZZmPoBk1i8ZFLWnH7n/mX9Ul/PL8P8j4b/AOF+f8FAh/zQf4O/+FMf/jtJ/wAL7/4KBf8ARB/g9/4Ux/8Ajte5fCP/AIKj/s9/Hr4jWnhLwb8X/BHiDxLfM62un2t9uluWT7yqCAGI44BJr32B93+z/Wn9cjv7OP3P/MPq8v55fev8j4QPx9/4KBj/AJoP8H//AAqD/wDHaX/hfv8AwUEPP/Ch/g7/AOFQf/jtfeXSij65H/n3H7n/AJk/VZfzy/D/ACPg0fHv/goIFP8AxYf4O/8AhUH/AOO0n/C/P+CgmP8Akg/wd/8ACoP/AMdr7zJzR1/z1pfXI/8APuP3P/Mr6nK3xy/D/I+DT8fP+Cgjf80H+Dv4+Jz/APHaF+Pn/BQT/ohPwe+n/CTn/wCO194Pwv8AOuY+IvxZ8M/CTwLqfijxNrul6L4c0ePzL7Ubq4VLe0XIX536Lyw6+tH1yK/5dx+5/wCYfVZL7cvw/wAj42Hx4/4KBD/mg/wd/wDCnP8A8do/4X9/wUD/AOiD/B7/AMKc/wDx2vuTw14jsvFugWmqabdwX+n6hEtxbXELbo5o2GVZT3BBGD3q8CaPrkf+fcfuf+YLCvbnl+H+R8G/8L+/4KCf9EH+D3/hUH/47R/wvv8A4KBt/wA0H+Dv/hUH/wCO196KcUEcCq+uR/59x+5/5j+qy/nl+H+R8F/8L7/4KCD/AJoP8Hv/AAqD/wDHaP8Ahfv/AAUEB/5IP8Hv/CoP/wAdr70z/nNKCKX1yP8Az7j+P+YfVZfzv8P8j4JPx9/4KCf9EH+D3/hUH/47Q3x//wCCgSL83wJ+Dq7Rkk+KCcdewkzX3qxytQ6gP9Em/wBw5/KnHGRbs6cfx/zIlhZJfGz5s/4Jiftn+JP21fgzres+LND0zQPEHhzXbnQry10+Rng8yEgMVLEk88da+lVOR7+9fCX/AAQUOfgt8WPb4j6v/wCjjX3go+Ss8dTjCvKMVZf8A0wc5SoqUmPX7tAGBSIcilrlOoKhc8/j/Wpqhk6/j/WgD4f/AOCfRz/wVL/bC/6/9F/9J5a+4EPP/ARXxB/wT44/4Klfthf9hDRf/SeWvt9OQPpXbmH8VekfyRy4X+H83+Z80/8ABYP/AJRt/Fj/ALBJ/wDQlr0z9jI/8YmfDX/sW7H/ANErXmf/AAWCOf8Agm18WP8AsEn/ANCWvTP2Mv8Ak0z4a/8AYt2P/olacv8Ac4/4v0QL/en/AIV+Z6gOlFA6UVwnUFFFI/3aAGuSMn+7Xhn/AAUf/awvP2I/2O/GHxMsdNt9XvPDiQGG1uCywu0s8cILFcHavmbjg5wpFe6Dl6+Lf+DhI/8AGpX4rf8AXOw/9L7eunBwjOvGMtm0c+KqOFKUl2OT0b9o39vzW9Htby2+Bvwdmt7yBJo3/wCEkZCVZQwO0y5HXoeRVk/Hz/goJj/khPweP/czn/47X2n8JRj4V+Gf+wVa/wDola6DODW0sVGMmlTj+P8AmYxwsmrub/D/ACPg3/hfP/BQIj/kg/wd/wDCnP8A8dpB8fP+Cgf/AEQf4O/+FOf/AI7X3nTh0+9UfXI/8+4/j/mV9Vk/ty/D/I+Cv+F+f8FBP+iDfB3/AMKc/wDx2lPx7/4KCbf+SD/Bwf8Aczn/AOO196H9O9N6mj65H/n3H8f8xfVJfzy/D/I+C1+Pn/BQQD/kg/we/wDCnP8A8doHx8/4KCL/AM0H+Dv/AIVBP/tWvvUrtFIFwtH1yP8Az7j+P+Ylg3/PL8P8j81/2hvF3/BSD4w/CHWPDvhvwF8N/hnrWqKiQ+I9J1m3vbuwUOpfbFcM8Z3oGjzjcobcpBUGuJ/4J+fA/wDbQ/4JyfsxaH8LfBPwP+GeoadpTzXV3qWp+Kla91S7nkMk1xKY3VdxY7QADtjRFLOQXP6wKvWmmphjIq79nHX16fMqWFbWs3pr0/yPgs/H7/goFt+b4D/B3/wqDx/5FpT8f/8AgoIT/wAkI+D3/hUH/wCO195g4PWiq+uR/wCfcfx/zD6q3vOX4f5HwYfj9/wUEP8AzQj4O/8AhUH/AOO0D4+f8FAsf8kH+Dv/AIVB/wDjtfeYOe9Ko3ULGR/59x/H/MPqjW05fev8j4M/4X5/wUC/6IP8Hf8AwqD/APHaP+F+/wDBQMf80H+D3/hUH/47X3sBgUU/rkf+fcfuf+Y/qr/nl96/yPgn/hf3/BQT/og/we/8Kg//AB2j/hfn/BQTr/wof4O/+FQf/jtfe1Nek8ZH/n3H8f8AMTwsv55fh/kfAeo/tG/t+aXZT3Vz8C/g7FDaxNLKx8TM2FUEkgCXsBntntXvn/BNj9rrUv23P2T9F+IGraTaaPqN9PcW89taMzQhoXKkoWJbB969g+JXzfDvXuP+YdcD/wAhNXyH/wAG/C7f+Cavhv8A7C2pf+lDVrKUamHclFJppaX7PzM4U5U66i5N6dT7cj+7n1pwORUcZwBUgGBXnWsj0Ao70Ud6AI3/ANZ+FfD/APwR+/5K7+1P/wBlMm/9EJX3C33/AMK+Hv8Agj//AMlf/ao/7KZN/wCiEruwv+71P+3fzOKv/Hp/P8j7iHQ/SnU0dD9KdXBHY7QooopgFFFFABXxr/wXl/5R265/2G9I/wDS2OvsqvjX/gvL/wAo7dc/7Dekf+lsddmX/wC8w9Uc+K/gy9D6u+GX/JOtB/7Btv8A+ilrcrD+GX/JOtB/7Btv/wCilrcrlqfGzan8KCiiipKCmj79Opo+/S6gfN//AAWC/wCUYvxu/wCxVuv5Cus/4J7f8mLfBv8A7E3Sf/SSOuT/AOCwX/KMX43f9irdfyFdZ/wT2/5MW+Df/Ym6T/6SR16P/MCv8X6I4/8AmK/7d/U9kbn8683/AGt03/stfEoblUt4Y1IZYZAH2WT2r0hv61zfxc8BR/FH4YeIvDMl1NZJ4g02401riNA7QCaNoy4B4yN2cHg4ryq0XKDijui0ndn43/A7wPrH7cv/AAT/AP2f/hR4J+A/jrwr4g03WtJ1e4+JF/pdnpen6TaWt35s11bXUUrTSylMiNCgDnhiByPsD4N/H/8AaI/af/bg+KnhXQfFHgvwf8OPgz4vhsp3k0f7fqHiS1kiR2tTuYfZ2jCtiUZLeb0+XNfUX7If7Osf7J/7NvhL4dw6xca9D4WsxZpf3MKwyXWGLbio4XrjjPTNc/8As0/sb2v7Nnxn+MHjCHX7zV5Pi1rya7LaS2qxrphWIR+WjgnfnGctjoKvVO3l+Jir7ve/4HzLYftEftLftxeJPih4q+CnjjwT8P8AwJ8NddvPDNhpmseHhqdz4lurEBriVpWZTbo5dEXAOBzXO2//AAUu+OX7THiX4GeHfhxY+E/BuqfFLR9SXxBLqsX20eGr6ymMcksKg4nTIICEgc5zxXp/jf8A4JZ/ETw58TPGtz8Gf2hNX+EPgX4kXzat4h8Lp4Ws9aD3sw2Xc9tc3LGS385NoIThWUMvOTXif7SH7DNx8NP24P2a/hz8HfEfij4ar4Q8Lan/AGT4lhsm1pLWdpCZHvEmzFctICx/ftncdw5Aqb3cU+v+Tvc0qfE7bf8ADGn4/wD+CrPxO/Yg+GXx08L/ABbvvDPi3x98MZNI/sjxNZWB0/Tbu31WaK3huLq3QO0YtpZSXVAxdE45IzX/AGA/+Cq/ibx/+2d4T+GerfGzwT8fLP4hWN6Vl8OeD7zQZPCNzZ20lyzTNJHsmhmx5SksrBkHykk17N4e/wCCOOh+LPgv8SNN+KnjjWPiR8S/ildWd/rHjdbKPR7mC5sGR9Oa2trciOFbeSKN/LX5ZGVt4O5q6z9mL9j/AOPPwm+MFjrfjr9pK1+I3hW3tp4pdCT4baVor3TOhWJzd2/71TGTuwuN2SCOa0j572FdNX6Hkn7Bvxs/ae/bh8D6346vPHXgHwb4c0661bw9ZaZD4eF9Nfy28jrDqDyMw8scgGEZBCE5+avmj9lqH4reFP8Agmj+0r4k8feKvA3xK8I6frus27+F9T8LYgu75bmAmWRvMJMPIIhAwuOvFfpf+w5+x9a/sVfA+58E2+v3niSG41a91Z7u5gS3cG5lLsgVOAFzjPXvXhHhv/gkNr3hzwZ8ZPAVv8aNT/4VX8Vp7y/tfDr+HLWS58PXl1IkjyreMxlmUFMBH4AOBwBWNpJNd4pfNWKlL/0r8NbfoeX/ALYP/BUa/wD2cfC3wP8Ah1o/jPwT8FLzxl4Rj8RXnifUtCm1TT9OtowqfZLayiVizuzDBcqqqp5zgGH4W/8ABWP4nePP2B/jVrXhG50f4xeOPhJqNnZw+L9D0C4stN1iyuiks2oJYzKjlrKF5PMhQnc1ucEhs19DfHP/AIJmXPjaw+HOueA/iNffDv4pfDfRP+EdsPFR0eDVobvTmUCW3msJj5D7m2urABlYfKcVe8LfsmftAeHf2c/E/hif9pS1uvHWrX8M+meLI/htpVuuk2y4MtubFf3M/mAMNz/MoPBJGa0l7ynfuONrRXlqR/8ABKn4+a9+0V8JdU8Rap8dPCPxxs3u1gtr7RPDD+H/AOzyFG6KWCT95uJOfmUHmvq1DlB9a+av2F/2ENU/ZX8WeOPGHjDx/P8AEv4ifEK4gfVdZGjQaHbeTBEsUMSWdufJBULzLje3fvX0pD93r3rSXkZxvrckHSigUVJQj/dqLUP+PCb/AHD/ACqV/u1FqH/HhN/uH+VEfjRMtj4R/wCCCx/4sv8AFj/spGr/APow195fwV8G/wDBBb/ki/xY/wCykav/AOjDX3l/BXZmH+8S+X5I58D/AAI/11FUYFLQOlFcZ1BUMnX8f61NUMnX8f60AfD/APwT6/5Sk/thf9f+i/8ApPNX3Cv8X0/xr4e/4J8f8pSf2wv+whov/pPLX3BHyn4f4125h/EXpH8kc2D/AIfzf5nzT/wWE/5RufFj/sEn/wBDWvTP2Mv+TTPhr/2Ldj/6JWvM/wDgsH/yjb+LH/YJP/oS16Z+xl/yaZ8Nf+xbsf8A0StOX+5x/wAX6ImP+9P/AAr8z1AdKKB0orhOsKR/u0tI/wB2gAH3jXxZ/wAHCB/41KfFb/c0/wD9L7evtMfeNfFn/Bwh/wAok/ix/wBc9P8A/S+2rswH+8Q9V+Zy4z+DL0PrD4Tf8ko8Mf8AYJtf/RSV0B61z/wl/wCSUeGP+wTa/wDopK6Bq5anxv5m9P4V6foZXjDVJdD8Kapew7POtbSaeMv90MikjPtkV+VXh79uj9rTw5+xLd/tTap49+H3iDwToGtSi/8AAieF1sbi8sU1L7EY4r7zCRPg7l+XDMFXvX6m/ELcfAutbFZ3+wT7VA3bj5bYAH/1ua/ND/gkx/wS98C/G79lHw54m8e3HxW1ZY/E2o6jJ4Q1vxPqKeGppodQlaFn0mRlgKhlSVQYyC6h+RiueKftfK36ouppFd7/AKH2L4u/4KffBP4XSaPZeMPHml+GfEGqHT4TotzHLNf21xfQRzW8UkcSMQSsi/N93JxkVb/ab/4KZ/Ar9jjxDp+k/Er4jaV4X1TVLcXdvaSwXFxM0J/jZYY3KA56tt/SvDf2Z/hrZX//AAW3/aV8QX/h1ZrqPQfD9rY6lc6e2PJ+xws0cUzAoRuByFOQQc85rynTf2ovhr/wTl/bt/aQ/wCGjV1LTLz4paraan4Q1ZvDN7rUOt6QLOOD7LGbKCfyjHPHJmOTY2XVsMCDWnPdXXVN29Ogoq14vpofdPjD9uP4TfD/AMHaH4i1r4geG7DQ/E1m9/pN69zuh1GGNQztEyg7yAR8o+b2qL9m/wDbr+Ev7XPhDWNe+HfjzR/Emk+HnZNSljElu1iQCf3iTIjquATuK4PPNfk/rnhfTf2afBf7Mut/E34f6lpfgT/hY2t+LLLw7cWbajP4X0iUb4J5LePeyhSwk8uJWdQ4+TOQOo+PWka1/wAFOvE37Tvj79m3QdY1DwbrHwxtvClnqqafLoh8V6vHeW0rRRQXiwO32eGKZGMiqjbwgLbzUc11dL18tL6hHWylpt+Z+jH7O3/BTz4D/tZ/Fe88EfDv4laL4n8VWNtLeSWMEVxEzwxuI3eNpY1SVVZl5jLcEnpk07Vf+CnHwI0j4j23g+f4l6G/ia6nvLUafbpPcSrLaFxcJJ5cbCMoUbhyCccZr81f2M/if4P/AGiP2sv2f9D1r9rLUPEGveAtZj1HR/A8XwCk8KTWt3FYTwSae+oRWyRRRJHJKrJv8pyoxkiMj67/AOCO/wANbHRPFn7SWsTeGk0/V9W+KmrvLeXGmtFPeRiaRY23OoMibeAVyPc1bTWvk3+S0+8d9PNtfr/kUfhP/wAFuPAn7XNp8ZPCfw78WeE9J+IHhBb6Pw3Nqa3Zsb6KCHcb2dmgURxKxIZTz8vSvePBv7Z2gfBr9iLwn8SvjN4/8G28N1p9udR17S2kbS765cYzbKE8x1Y/dCqTjtXw38Lviz4d+H/jD9tb4Pa1aarpfxJ8R3mp6zoulnQbmQalp4sEPnQ3UcJtyp3DEZl3k5G3Iri/2mvBPjTwn+yJ+xZ8QoNc1T4d+C/h7pd5D4l8RHwcniZvC8txBEttNJo8ql3BZGXzY4meLj7obJV9Fbqo3+e4tW/v/wCAfp58Dv25/hP+0h8HtW8f+C/Hmi614R0GSWLUtSzJbJp7RDMglWZUdMf7SjI6Z5qj+yd/wUO+Dv7b93qsPwr8cWni99DWOS+EFndQCFXzsOZokDBsHlSa/Or9mWP4D/tB/Br9qnxb8Sv2ktc+M3hHxJ4b0jTPHM1h8LtQ8Fto9vHJcPbTpDBbLJczOzNl443bCKr5Uqte4/8ABFb9qbxN8Z/HHjLwvB49n+O3w58NaZYtY/EKbwM3g2aC6Yup02W1khhedhGiv5yKyjHzHc2K05NbIUnp7p+icXC889uKcOlRwknr171JSKCmv0/GnU1+n41MtgMH4l/8k917/sG3H/opq+QP+Dfg/wDGtfw3/wBhbUv/AEoNfX/xL/5J7r3/AGDbj/0U1fIH/Bvx/wAo1/Df/YW1L/0oNehD/dZ+sf1OSp/vEfR/ofbadfxpydKanT8acnSuJnWOooopAM/j/wCA18Pf8Ef/APkr/wC1R/2Uyb/0QlfcP8f/AAGvh7/gj/8A8lf/AGqP+ymTf+iEruw3+71P+3fzOKv/AB6fz/I+4h0P0p1NHQ/SnVwR2O0KKKKYBRRRQAV8a/8ABeX/AJR265/2G9I/9LY6+yq+Nf8AgvL/AMo7dc/7Dekf+lsddmX/AO8w9Uc+K/gy9D6u+GX/ACTrQf8AsG2//opa3Kw/hl/yTrQf+wbb/wDopa3K5anxs2p/CgoooqSgpo+/TqaPv0uoHzf/AMFgv+UYvxu/7FW6/kK6z/gnt/yYt8G/+xN0n/0kjrk/+CwX/KMX43f9irdfyFdZ/wAE9v8Akxb4N/8AYm6T/wCkkdej/wAwK/xfojj/AOYr/t39T2X/ABqBpAPTrUz9Pxrzz9qbULjS/wBmj4iXVrNNb3Fv4b1GSKaFykkTi2kKsrLyGBwQRyDzXl1KnJBy7HdFXdjvhIqN+Z6UhZWXp1xxj19q/K3/AIIB/FbxL8G9Sh+EvjfxL4g8TQfErw1D8TPCOqa1fS3k8qSzTW95YrK5JxB9nik2k8eeTjmuT+GXxy8YftH/APBaT4S/Fy38UeILf4c+PrvxP4T8M6LDeSw6bqmm6OLUx6oYSQrGeS8nXOCf3C9BVw1lFfzK/p1Mub3ZSXT8T9fldGz34zTWZQm1c/Svjn4hf8FUtWPjbxvD8NPg/wCJPif4R+Gd01h4o8RWmr2mnx2NzGC1xFDDM6yXLQx4ZvLUgZwOeK8r/aw/4KYfFlP2rP2dW+DPgnU/GHwz+I0Ut/E8GqafZjxajWzuIQLjD2xiIDEsVBxgZojeVnHqW9LqXQ/Qmw8X6TqmvXmmW+pafcalp4U3NpHMrzW+4ZUug5XI6Z7EHvWpGy4/UV+YHgX4++MPhN/wVd/aO/4Q34Q658Q/GWpaTod/d6RZ6jbWUenwiyiyHu5mELuG3LsU5OARwa+gL7/grv4V1n9nD4X+MvB/hfxF4r8XfGa+udJ8J+DowlrfXd7aTNDfRTSyHyoUtmjlLyuQpVMjOVNKLvFS/r5A73ce35W6n2AzIW5+tZfiPxjo/hJLVtU1Kx05L6dba3NzOsXnyt92NdxGWPYDmvlfwV/wVe0nQdV8eaH8Y/Beu/Bvxd8PtAfxXd6VfXEOpR32kDcPtNvcW5McjB1ZTGDuXaCRhs18p/t3fti+Kf2oLf8AZoTxV8GfFXw103xF8UdI1Lw5qGp3dvexX8AEhVpViLG2kKlWVJeSD61N22o92l97HGPNofrRGV25zSogHy18mfB7/go74i/aH+OOraD8P/hDq/iLwD4b1+bw3qni+TXrK0FpcQfLMxspXFwUWQbQdvzZ3Divq+1cspyNvTjPStLPchSu7Eoj5p4XmlXpRQUFFFFACP8AdqLUP+PCb/cP8qlf7tRah/x4Tf7h/lRH40TLZnwj/wAEFv8Aki/xY/7KRq//AKMNfeX8FfBv/BBb/ki/xY/7KRq//ow195fwV2Zh/vEvl+SOfA/wI/11FUYFLQOlFcZ1BUMnX8f61NUMnX8f60AfD/8AwT6/5Sk/thf9f+i/+k81fcScEV8Pf8E+f+UpP7YX/X/ov/pPLX2/H/D9K7Mw+P5R/JHLhf4fzf5nzR/wWCP/ABrd+LH/AGCD/wChrXpv7GX/ACaZ8Nf+xbsf/RK15j/wWB/5RufFj/sEH/0Na9O/Yy/5NM+Gv/Yt2P8A6JWql/ua/wAX6Cj/AL0/8KPUB0ooHSiuE6wpH+7S0j/doAB9418Wf8HCH/KJX4sf9c9P/wDS+2r7TH3jXxZ/wcIf8olvix/1z0//ANL7auzAf7xD1X5nLjf4Mj6w+En/ACSnwx/2CbX/ANFLXQv96ue+En/JKfDH/YJtf/RS10RGXrlqfG36m9P4F6EMhw3/ANemk8Z9/wA6q+INSj0LRLy+kRmWyhedgvUhVLED34r5a/4Js/8ABVzw7/wUb1fxvpdl4X1vwXq3gu/+zfY9WkRpNStwQPtUOwkGPd8p9CQOtZRac3Bb2uW9EpM+sX/eLjG7+lClj/s/rXyX8f8A/grF4Z+A3/BQn4b/ALPn/CN6zrusePgVm1eylj+yaFKVaRIZwTu3mNQ+BztdT0zX1fLew2wTzJY48nC+Y4Un86cbOKmvRfIWzt1PIPj5+yFY/Hj48/C/x3c69qWl3nwwvZ722tLeKNor8yptKyMwJUD1XntXsHMgGR3yO1cB8bv2nvB37POs+EbHxXqTWNx441ePQ9HRIWl+0XbhmVSVztUhT8xwK838O/tfa1qn/BSDxN8HZtO0qPw1ofhS38QRaiJT9oklkZQVbPy7OeCOfwqI2sorrf79wltzdv8AOx9FqWPfPWlWMsoyvQVEtxGkHmeYuwjduLcEeuelFvfQ3cZMcscijqUYNg/hV9dRq9kSB9p+b5fTmlBYnPzV87f8FK/2wdY/Y0/ZwXxl4b0/Sda1L/hINM0l7e8lby0jurhYmY7eQQDkV73pGuR3Wm2ck0kMU1zEsmwyAHkA8c0Rd1dbDldWv1v+BdJZqcdzMp9KVTuNPXg1QgPzD8acvAoooAKa/T8adTX6fjUy2AwfiX/yT3Xv+wbcf+imr5A/4N+P+Ua/hv8A7C2pf+lBr6++Jf8AyIOuf9g65/8ARTV8hf8ABv1/yjY8N/8AYW1L/wBKDXoQ/wB1l6x/U5an+8R9H+h9tJ1/GpB1qNOg+tSDrXAdQUUUUwGfx/8AAa+Hv+CP/wDyV/8Aao/7KZN/6ISvuH+P/gNfD3/BH/8A5K/+1R/2Uyb/ANEJXdhv93qf9u/mcVf+PT+f5H3EOh+lOpq9D9KdXAtjtCiiimAUUUUAFfGv/BeT/lHZrn/Yb0j/ANLYq+yq+Nf+C8hx/wAE7Ne/7DWkZ+n22KurA/7xD1Rz4r+DL0Pq34Y/8k58P/8AYNtv/RS1u1z/AMNHH/Cu9B29P7NtiB/2yWt9W3CuaXxM2p/ChaKKKRQUd6KO9AHzb/wWC/5Ri/G7/sVbr+QrrP8Agnt/yYt8G/8AsTdJ/wDSSOuS/wCCwf8AyjE+N/8A2Kl1/IV1v/BPT/kxL4Of9iZpH/pJHXof8wX/AG9+hx/8xX/bv6nsj9Pxrif2g/B9/wDEP4F+NNB0tYX1LWtDvbC0WWTy0aWWF0QM3OASRk44FdsRn86aYsivMqRUo8rO2Ls7n5f/ABu/4JbfHS8/4J+fAbTvhrrGj+Ef2gPhPBNo329dQH2O306+xHfL5uweZhEQqNuc7sHOTXtWt/8ABOvVPh/+1H+yRd/D7S9Hs/hr8CtH13TdTja8Mc0H2uKzWExRlT5m54ZSx3DHvmvtQWqk+1I1utNKz+d/wsRGNo8v9bn5RePP+CQ2vfDr45fE68T9n7wr8eND8fa9P4ltNWu/iDc+G7qxa5GJrKa3UGORF2jDgAsGIPSvZv2iP2OviZoFx+zH4w+Efw38JwzfBqSYX/gSTxCLWCzt5bdo9lvdsjBijN3UZFfe/wBlUf3qX7OoHeiK5Uorp/wxcnzScn1Plf8AZd/Zr8d+BP28vjL8TPEem6Xpvh/4gWelHTorfUhdTxSw20ccyOoVQArggMM7hzxXy/8ACH/gmV8cf2ePg58EPGGjaT4V1r4r/BPxr4p1JfDc2tGOx1rSNcuJUlRboqRDMkDh1yhG4EGv1I+zKaRoFXB9KIxtbl7W/G4ujXff8j89fiH+wL8Xv2/te+JHi34q2Og/C++1XwVdeCvCugabqa6x9nafc0l9c3KxoGDEqgiC/KEJJO7FYXxJ/Z2/a0/aq0H4IaD4s8B/Dzwdpvwn8U6bq+r3dv4l+3Sa+lopQSW6iJfJ4wSjZJJPPFfpR9nVj/vc8Un2dWFG1raJa28xwk4n5y+NP2Mfip8Qv28tD8feGfg14V+Dd5a+JPteu+PNM8Zm6uNe0xIWQwvpyxrGzTfKCW5UAnPev0XteQfyqQ2yh/wp8cew1V/dUfUjl1uPUYFFFFBQUUUUAI/3ai1D/jwm/wBw/wAqlf7tRah/x4zf7h/lRH40TLZnwj/wQW/5Iv8AFj/spGr/APow195fwV8G/wDBBj/ki3xa/wCyj6v/AOjTX3l1P4V2Zh/vEvl+SOfA/wACPz/MVRgUtA4FFcZ1BUMnX8f61Ljn8aic/dPXk8UdQPh//gn1/wApSv2wv+v/AEX/ANJ5a+4VOf8Avn/Gvhz/AIJ9SrL/AMFS/wBsLawbbf6KD7H7PLX3CBtAruzD+KvSP5I5sH/D+b/M+av+Cwn/ACjd+LH/AGCW/wDQ1r0v9jH/AJNM+G3/AGLdj/6JWvNP+CwJ/wCNbvxY/wCwQ3/oS16V+xkc/sl/DbHT/hGrD/0SlKWuCX+L9CV/vT/wo9SXpQBimoeKdXEdYUj/AHaWkf7tAAPvGviz/g4Q/wCUSfxY/wCuen/+l9tX2mPvGviz/g4Q/wCUSfxY/wCuen/+l9tXZgP94h6r8zlx38CXofWHwnP/ABanwx/2CbX/ANFJXQ4y1c98J/8AklPhj/sE2v8A6KSuhX71c1S/N950U/hRgfEZc+ANe/7B1x/6Kavxj/Z28bWv7D3wI+AP7VN1/aFr4T8P6n4k8FfEW4s4/OD6VcX91Nazsg5Z1u0t4wcjhgO9ftpqFjFf2c1vPGs0FwjRyIyhldWBBBHfI4Psa8yvf2K/hPqPwEvPhbN8PPCkvw5v5vtFz4bewRtNnk88XBZoiNpPnKsn+8AawinGo6kd7W/FXKetk9j8wrLwPq03xN/ZX+LPiyOMeLvj98dLzxdNLvDPBpY0i4ttKt1PZRp8VszIP4ic8irHxu8N+NP2vP8Agob+0Ro/iH4X2XxYs/Ad7a6T4Zg1P4kP4TXw7aSWccvnQQKMylpmb98SeRjiv1Q8S/s7eB/GV54Pm1Twrod9L8P7gXnhppbVT/Ykyx+Ur2//ADzIjO35f4eK4/8AaF/4J6fBD9rDxVba58SPhh4R8YazY2/2WC+1GwElxHDnOzeMHGecEmtNE9Fpd6epXNeKT3t+TPza/a8/ZIOu/CX9jyT9ojTdM1X4iz+Nbfw3q99Dr80tvJYkzmGFriMojMF2DzMKxK9a9Nvv2MfAPxl/4LI6x4B1i3vrj4e+Hfhbp0Nt4fh1KaO2uVR0ETySK4lcoCdvz85JOeK+4PFH7Bfwa8a/ADS/hXq3w38J6l8OtFdJLDw/NZLJZWjpuKsin7rKXYgjn5jW18Nf2VPhv8IPEVrrPhfwZ4f0PVrHSItAgvbW2VZ49Pix5dsHHzeWuBgewpdeZd2/vViZXtZdkvxuflLp/wAUNZf9mTRfg/qPizxFo/wpt/2oNb+F+sap/ab/AGi28NwtqElpprXJ/eRxF4YIfNLbtuFzzXqXxt8Jaf8A8E9/2yItF/Zw1HUrGHxF8Ptc1TxF4Ss72XU7K1a2gY2up4ldzFIJdqBd2G3n5a+9tZ/Yj+EfiD4b+MPB958OfCdz4X+IGpy614k0x9PjNvrN9LKJnuZ1x80pkVX39dwB7Ufs6fsR/CP9kiPVB8Nfh54W8GNrm3+0G0uxWNrwKOA7csyjsM45PFJ3du6/HTUKlpO8dF+Wtz8j/wBp74CfCnwh/wAEsfg98TtJ8Yajc/Ef4geJfD99rmoza7LNP4rvZroS3ME8Duy/upS+Aqrs2Yzzivbv2jfhKn7OH7ZGrfFj41eFLP4qfDvXdf00aDr1t4ontdW8DCRQsNkNNRlWdEdd27qdxyD0H2xof/BKr9nHw54j1LVrP4LfD2HUNYuRd3co0iM+bMJPND4+6reZ82VA55q1P/wTI+AF58Z1+Isvwl8FXHjZLxdSXV3sFe4W5H3ZgTwHA6EYqqdk77a3t20HUfMvke3abIJbVHTO1kVkz6Y4q5HUdvHtT15xUw4FBEdIpBRRRQUFNfp+NOpr9PxqZbMDB+Jf/JPde/7Btx/6KavkD/g34/5Rr+G/+wtqX/pQa+vviV/yT3Xv+wdc/wDop6+Qf+Dfj/lGv4b/AOwtqX/pQa9CP+7T9V+TOSp/vEfR/ofbadB9akHWo06D61IK4DrCjvRTW+97UwEb7/4V8Pf8Ef8A/kr/AO1R/wBlMm/9EJX3A5w35V8Of8Ee5RL8Xf2qdrbh/wALNnGfpAg/pXZh/wDdqvovzOOv/Gp/P8j7lPBanUwcP+NPri6nYFFFFMAooooAK+c/+CrHwguvjb+w1440ixjE15a2qanDEF3NK9u4lCqMH5jtwK+jKr3tutyGjkUOkiFGU9CDWlKpyTU+zM6sOeDj3PE/+Cdvx9s/2j/2O/A3iW3mVrltNjtb+AtmS0uIhskicdmG2vcEO0f/AF6/O3x/8P8Ax1/wSX+O/iDx/wCB9BvPGPwM8Z3Zu9a8L6YM3Xh+5fG6a3iPybCck4IJ5z2z9L/AT/gpP8Gv2itBS80Hxzo8MyoDPa6hOtrcW7dCjKxA3BuOM12YrCNy9rS1jLXTp5HLh8RGK9nU0a/E99V91OP+eK5FfjX4QkVWHirw9tYZUi/iIYfnTj8a/CI/5mfw/wD+B0f+Ncfsan8r+46vbQ7r7zq/89KAcn6Vyn/C7PCI/wCZo8P/APgdH/jR/wALr8In/maPD/8A4Hx/40exqdn9we1h3X3ni/8AwWDP/Gsb43D/AKlW67ewrrP+CfX7v9hX4OjDH/ii9J/9JIqP2mrLwD+078BPFfw/1bxho1np3izTpNPuJ4L2JpI1fuoJxx6Hg18g6R/wSusvD2lWun6b+2l8XtN0+xiWC2tLXxQIYLaJQFVERZQFUAAADoBXoUacZYf2U20+a+z7HDUquNbngk1buu5+kQfPZvyo3r/db8q/Of8A4dir3/bd+NP/AIVx/wDj1J/w7GX/AKPe+NX/AIVx/wDj1QsDT/n/APJX/kafXJv7P4o/Rrev91vyo8wf3Wr85f8Ah2Mn/R7/AMav/CtP/wAeo/4djJ/0e/8AGr/wrT/8ep/Uaf8AP/5K/wDIPrU/5fxR+jXmD+61KH/2W/KvzlH/AATFXH/J73xp/wDCuP8A8eoP/BMVc/8AJ73xp/8ACvP/AMepfUaf8/8A5LL/ACD61PrH8Ufo1u/2W/Kjd/st+VfnKP8AgmKv/R7vxp/8K8//AB6j/h2Kv/R7nxp/8K8//HqPqNP+f/yWX+QfXJfy/ij9Gt3+y35UBsfwt+VfnKf+CYy/9HvfGn/wrz/8epP+HYyf9HvfGn/wrz/8eo+o0/5//JZf5B9bl/L+KP0b3/7LflSbwP4W/Kvzl/4djJ/0e98af/CvP/x6lH/BMVcf8nu/Gr/wrj/8eo+o0/5//JZf5B9bl/L+KP0Z3r/db8qN6/3W/KvzmP8AwTFXP/J73xq/8K0//HqP+HYq/wDR73xq/wDCtP8A8ep/Uaf8/wD5K/8AIPrU/wCX8UfozvX+635Ub1/ut+VfnL/w7GUf83v/ABq/8K0//HqT/h2Ov/R73xp/8K4//HqPqNP+f/yV/wCQfWp/y/8AkyP0aMij+FvyqK9bday4Vs7D29q/Osf8ExVYf8nvfGn/AMK8/wDx6g/8ExUXn/htz40/L1/4q7147y1KwdNO/P8A+SsmWMqW0j+KOq/4IMhh8E/ixnIP/CydX/8AR1fd4OTXzJ+wb8Bfh/8AsIfC3UvDOn/Em38T/wBqapLqtzfajewrPLNJjduKtznGST1JzXuK/Gjwht/5Gjw//wCB0f8AjU46LqV5Tgm16eRrhWoUVGX6HWDn/wDVQTgVyn/C6fCP/Q0eH/8AwPj/AMaUfGjwiR/yM/h//wAD4/8AGuX2M+z+439tDudR5lUdb1y18P6VdX19NHa2lnC080sjBViRQSxJ9AAea89+Iv7Ynwu+FWh3Opa5488M2NnZrvlJv0d1H+6CSR9Aa+Mfi9+0j42/4K6ahJ8NPgvZ6t4a+FcsoTxL44vFMC31uD80NsF5beBt9++ADXRRwNST5pK0erOetjIR0i7vsdj/AMEdbe4+LfxD+PXxwW3+x6f8T/FXk2MTr+8eKyBiD5/iRt3ynNfdaH92P6d65P4H/BvQf2f/AIWaH4N8NWa2OieHrRLO0iUc7VHU+rHkk+prrv4T+lZYyqp1HOO3RehrhqbhTSZ5P+258KJPjj+yn488LRGNZtW0iZIw67gzBSQMe5AH5V5r/wAEiPjvbfG79iXwnEf3Os+E4joWqWbnM1lNAdoDjsSAD9DX09Iu8f4V8B/tB/A7x7/wTv8A2jNY+Nnwj0aTxN4B8UMJPGfg2yys4l73lvH9wvjqcgkn0rpw8o1KToPe9169jHENwn7ZbdT9AFb0PahH3N0r51/Z1/4KhfBr9pDS92l+LrHRtUhGbvS9XkW0urJh1RwzYyPYmvX4fjd4OnjWSPxT4ddGHysuoREEfnXLLC1YvllF3N4YilKN1I6+mua5X/hdfhH/AKGfw/8A+B8f+NH/AAunwgf+Zn8P/wDgdH/jU+xqdn9xXtodzqcnNfF3/Bwbz/wSV+K3/XOw/wDS+3r6o/4XT4R/6Gjw/wD+B0f+NeV/tofD/wCHf7av7N3iD4a61420nTdN8ReR5lzbXkTyRmKeOZcKSAfmRR9Ca6MLGVOtGck9Guhz4qUZ0pRT3XketfCZwPhV4ZGG/wCQTa9B/wBMVrog/P3W/Kvzkj/4JhRwRLHH+218Zo441CpGvizaqADAAAlAAHpinf8ADsVf+j3fjT/4V5/+PV0TwVNu6qf+Sy/yM44qaVnD8UfoyZefuN+VBk4+635V+c3/AA7GT/o9740/+Fef/j1KP+CYq/8AR7vxp/8ACvP/AMeqPqNP+f8A8ll/kV9bl/L+KP0YV/8AZb8qPNwPut+VfnP/AMOxV/6Pc+NP/hXn/wCPUf8ADsVcf8nvfGn/AMK4/wDx6j6jT/n/APJZf5B9bl0j+KP0X8zgfK35UpkGPut+VfnP/wAOxVP/ADe98av/AArT/wDHqT/h2Mo/5vf+NX/hWn/49T+o0/5//JX/AJB9an/L/wCTI/Rnfg9G/KgyjP3W/Kvzm/4djJ/0e/8AGr/wrT/8eo/4djJ/0e/8av8AwrT/APHqPqVP+f8A8ll/kH1qf8v/AJMj9GfM/wBlvyoWQf3W/Kvzm/4djJ/0e/8AGr/wrT/8eo/4djJ/0e/8av8AwrT/APHqPqNP+f8A8lf+QfWp/wAv/kyP0a3r/db8qN6/3W/Kvzl/4djJ/wBHv/Gr/wAK0/8Ax6j/AIdjJ/0e/wDGr/wrT/8AHqPqNP8An/8AJX/kH1qf8v4o/Rrev91vyo3r/db8q/OX/h2Kv/R73xq/8K0//HqP+HYyj/m9/wCNX/hWn/49R9Rp/wA//kr/AMg+tT/l/FH6Nb1/ut+VIzcfdavzm/4djJ/0e/8AGr/wrT/8eo/4dir/ANHvfGr/AMK4/wDx6p+o0/5//JX/AJB9an/L/wCTI++/iR/yT7XuP+YdcH/yE9fIf/Bvrx/wTU8N/wDYW1H/ANKDXn8v/BMKKSKSOT9tr4zSRyKVZH8WblYHgggynPGR9CfWvpT9iT4YfD39iL4Aaf8AD/SvHmm6xZ6fcTXP2u7u4Y5JDK25uA2K0lTUKDhB3baez7PuZxqudZSmrfNM+hYzn86k/wA9K5QfGvwgB/yNHh//AMD4/wDGj/hdfhE/8zP4f/8AA6P/ABrz/Y1Oz+47vawvujqicf8A6qa71y4+NPhE/wDMz+H/AE/4/wCPr+dcb8V/23/hP8GPDt1qviLx94bs7S1HziO9jmkz6BFJbP4dKFh6r0SYSrU0tZI7f4o/EXTvhT8P9a8SatPFbabolnJdzvIwVFCLnGe2TgD3xXyT/wAEQfCt5efArxv8Sry1+x/8Lc8X6h4hgt3TbJFGJ5IV3Hvu8ssD6EV5p448f+Ov+C0Xiu38J+ENN1bwZ+z3a3aPr2uXgaC48TRoc+RCikho2YL1IGBk8gV+hHgDwZpfw78F6XoGi2cNjpOj2yWlnBGm1Y40AVQPwHXv1rsrR9hQdKXxS1fkuhywl7arzr4Vt5m4oyfxp6/dpFXFOrzvM7gooopgFFFFABTX606igCrcRLcQMjKrJJwwZdyt7EV4H8Z/+CXvwH+PurLfeJvhvoFxeBw5ktYvse5vU+XtBPPevoQxc0EAVdOtOn8DsROnCek1c+Uk/wCCL/7Oaoqr4EkVQNoA1K6GP/H6Q/8ABGD9nXP/ACIsn/g0uv8A4uvq7C+lBGK1+vV/5n97MlhaSWkUfKP/AA5g/Z1/6EWT/wAGl1/8XR/w5g/Z1/6EWT/waXX/AMXX1bilCZFH13Efzv72P6tS/lR8o/8ADmD9nUD/AJEWX/waXX/xdL/w5h/Z1/6EWX/wa3X/AMXX1b5VHlgfw0fXMR/O/vYvqtHrFfcfKP8Aw5g/Z1z/AMiLL/4Nbr/4ulP/AARh/Z1/6EaX/wAGt1/8XX1bs/2aQoKPrmI6yf3sPqlH+VfcfKf/AA5h/Z1/6EaX/wAGl1/8XR/w5h/Z1/6EeX/waXX/AMXX1XtWjatH12v/ADP72H1Sj/KvuPlP/hzD+zr/ANCLJ/4NLr/4uj/hzB+zr/0Isn/g0uv/AIuvqzatG1aPrtf+Z/ew+qUf5V9x8p/8OYP2df8AoRZP/Bpdf/F0f8OYP2dP+hFl/wDBndf/ABdfVm1aNq0fXa/8z+9h9Uo/yr7j5T/4cwfs6f8AQiy/+DO6/wDi6P8AhzB+zr/0Isn/AINLr/4uvqzatG1aPrtf+Z/ew+qUf5V9x8p/8OYP2df+hFk/8Gl1/wDF0f8ADmD9nT/oRZf/AAZ3X/xdfVm1aNq0fXa/8z+9h9Uo/wAq+4+U/wDhzB+zr/0Isn/g0uv/AIulH/BGH9nX/oRpf/Bpdf8AxdfVe1aNq0fXa/8AM/vYfVKP8q+4+VP+HMP7Ov8A0I8v/g0uv/i6P+HMP7Ov/Qiy/wDg1uv/AIuvqvatOEa46UfXK/8AM/vYfVKP8q+4+Uv+HMP7Ov8A0Isv/g1uv/i6Q/8ABGD9nX/oRZP/AAa3X/xdfV3lj+7QY/aj65X/AJn97D6rR6RX3Hyj/wAOYP2dcf8AIiy/+DW6/wDi6P8Ahy/+zrj/AJEWT/waXX/xdfV3lCjYoo+u4jpN/ew+q0usV9x8oj/gjB+zqP8AmRZP/Brdf/F0o/4Iv/s6n/mRZPr/AGrdcf8Aj9fVmxaURCj67iP5397D6rR/lX3Hy/4S/wCCPf7OvgvxNFq1p8N9Lm1CEgh7yaS6Bx6rIxUj2Ir6M8N+FNN8H6PHp+k6fY6XYw/6u2tbdYYk+iqAPyFae3FPHSs516k/jbZVOjCDvFIbtwFFGdop1FZmw0Nx+FQyjepHr7ZqxTPK560mB4T8c/8Agm38Ef2i7lLjxZ8O/D99cqSxlt7f7LI5J6s0W0sfc1xEf/BFz9nOBNi+A2RV4CpqdyFA+gevq7yuP/r0bQK6Y4yvFcqk/vMXhaTd3FfcfKX/AA5h/Z0/6EWT/wAGt1/8XR/w5h/Z0/6EST/wa3X/AMXX1btWgIp7UfXcR/O/vYvqtH+VfcfKY/4Iwfs5/wDQiyf+DS6/+Lo/4cwfs5/9CLJ/4NLr/wCLr6s2L6UbVo+u4j+d/ew+q0f5V9x8pn/gjD+zr/0Isv8A4Nbr/wCLpv8Aw5h/Z1/6EWT/AMGt1/8AF19XbV9qQqtH1zEdZP72L6rR/lX3Hyl/w5g/Z1/6EWT/AMGl1/8AF0f8OYP2df8AoRZP/Bpdf/F19WbVo2rR9dr/AMz+9h9Uo/yr7j5T/wCHMH7On/Qiy/8Agzuv/i6P+HMH7Ov/AEIsn/g0uv8A4uvqzatG1aPrtf8Amf3sPqlH+VfcfKg/4Iw/s6/9CNL/AODS6/8Ai6P+HMP7Ov8A0I8v/g0uv/i6+q9q0bVo+u1/5n97D6pR/lX3Hyp/w5h/Z1/6EeX/AMGl1/8AF0f8OYf2df8AoR5f/Bpdf/F19V7Vo2rR9dr/AMz+9h9Uo/yr7j5U/wCHMP7Ov/Qjy/8Ag0uv/i6P+HMP7Ov/AEI8v/g0uv8A4uvqvatG1aPrtf8Amf3sPqlH+VfcfKn/AA5h/Z1/6EeX/wAGl1/8XR/w5h/Z1/6EeX/waXX/AMXX1XtWjatH12v/ADP72H1Sj/KvuPlT/hzD+zr/ANCPL/4NLr/4uj/hzD+zr/0I8v8A4NLr/wCLr6r2rRtWj67X/mf3sPqlH+VfcfKn/DmH9nX/AKEeX/waXX/xdIf+CMH7Omf+RFm/8Gl1/wDF19WbVp2wY6U/rtfpJ/exrC0V9lfcfKP/AA5f/Z0P/Miy/wDg1uv/AIuj/hy/+zr/ANCLJ/4Nbr/4uvq7Z/s0bKPruI/nf3sf1aj0ivuPlE/8EYf2dB/zIsv/AINLr/4uj/hy/wDs6n/mRZP/AAaXX/xdfV3l0eXS+u4j+d/exfVqX8q+4+Uf+HMH7OqnP/CCyf8Ag0uv/i61/h5/wSP/AGevhh4lTWNL+G2jvfIwYPel7wMR0yspIP0IxX0vsoK5o+uV2rOb+8PqtL+VGfouh2ug6bDZ2Fra2Npbrsigt4hHHGPRVAAA9gK0l6UgXauKUdK57tvU3slohGOKWiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigD//Z)

Attributes

* Name, class, subjects, marks, etc., of student
* Name, designation, department, salary, etc., of employee
* Invoice number, customer, product code and name, price and quantity, etc., in an invoice
* Registration number, owner, company, brand, horsepower, speed, etc., of car

Each attribute will have a value associated with it. Attribute is equivalent to data.

Behavior

Processing attributes associated with an object.

* Compute percentage of student's marks
* Calculate incentives payable to employee
* Apply GST to invoice value
* Measure speed of car

Behavior is equivalent to function. In real life, attributes and behavior are not independent of each other, rather they co-exist.

The most important feature of object-oriented approach is defining attributes and their functionality as a single unit called class. It serves as a blueprint for all objects having similar attributes and behavior.

In OOP, class defines what are the attributes its object has, and how is its behavior. Object, on the other hand, is an instance of the class.

Object-oriented programming paradigm is characterized by the following principles −
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Class

A user-defined prototype for an object that defines a set of attributes that characterize any object of the class. The attributes are data members (class variables and instance variables) and methods, accessed via dot notation.

Object

An individual object of a certain class. An object obj that belongs to a class Circle, for example, is an instance of the class Circle. A unique instance of a data structure that is defined by its class. An object comprises both data members (class variables and instance variables) and methods.

Encapsulation

Data members of class are available for processing to functions defined within the class only. Functions of class on the other hand are accessible from outside class context. So object data is hidden from environment that is external to class. Class function (also called method) encapsulates object data so that unwarranted access to it is prevented.

Inheritance

A software modelling approach of OOP enables extending capability of an existing class to build new class instead of building from scratch. In OOP terminology, existing class is called base or parent class, while new class is called child or sub class.

Child class inherits data definitions and methods from parent class. This facilitates reuse of features already available. Child class can add few more definitions or redefine a base class function.

Polymorphism

Polymorphism is a Greek word meaning having multiple forms. In OOP, polymorphism occurs when each sub class provides its own implementation of an abstract method in base class.

Differences between Procedural and Object Oriented Programming

The following table highlights the major differences between Procedural Programming and Object Oriented Programming −

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Object Oriented Programming** | **Procedural Programming** |
| Definition | Object-oriented Programming is a programming language that uses classes and objects to create models based on the real world environment.  In OOPs, it makes it easy to maintain and modify existing code as new objects are created inheriting characteristics from existing ones. | Procedural Programming is a programming language that follows a step-by-step approach to break down a task into a collection of variables and routines (or subroutines) through a sequence of instructions.  Each step is carried out in order in a systematic manner so that a computer can understand what to do. |
| Approach | In OOPs concept of objects and classes is introduced and hence the program is divided into small chunks called objects which are instances of classes. | In procedural programming, the main program is divided into small parts based on the functions and is treated as separate program for individual smaller program. |
| Access modifiers | In OOPs access modifiers are introduced namely as Private, Public, and Protected. | No such modifiers are introduced in procedural programming. |
| Security | Due to abstraction in OOPs data hiding is possible and hence it is more secure than POP. | Procedural programming is less secure as compare to OOPs. |
| Complexity | OOPs due to modularity in its programs is less complex and hence new data objects can be created easily from existing objects making object-oriented programs easy to modify | There is no simple process to add data in procedural programming, at least not without revising the whole program. |
| Program division | OOP divides a program into small parts and these parts are referred to as objects. | Procedural programming divides a program into small programs and each small program is referred to as a function. |
| Importance | OOP gives importance to data rather than functions or procedures. | Procedural programming does not give importance to data. In POP, functions along with sequence of actions are followed. |
| Inheritance | OOP provides inheritance in three modes i.e. protected, private, and public | Procedural programming does not provide any inheritance. |
| Examples | C++, C#, Java, Python, etc. are the examples of OOP languages. | C, BASIC, COBOL, Pascal, etc. are the examples POP languages. |

**Extra point:**

## The \_\_init\_\_() Function

All classes have a function called \_\_init\_\_(), which is always executed when the class is being initiated.

Use the \_\_init\_\_() function to assign values to object properties, or other operations that are necessary to do when the object is being created:

**Note:** The \_\_init\_\_() function is called automatically every time the class is being used to create a new object.

## The \_\_str\_\_() Function

The \_\_str\_\_() function controls what should be returned when the class object is represented as a string.

If the \_\_str\_\_() function is not set, the string representation of the object is returned:

Example

The string representation of an object WITH the \_\_str\_\_() function:

class Person:  
  def \_\_init\_\_(self, name, age):  
    self.name = name  
    self.age = age  
  
  def \_\_str\_\_(self):  
    return f"{self.name}({self.age})"  
  
p1 = Person("John", 36)  
  
print(p1)

## Object Methods

Objects can also contain methods. Methods in objects are functions that belong to the object.

Instance Methods and Variables:

Instance Variables:

Instance variables are unique to each instance of the class. They are defined inside the constructor (\_\_init\_\_) and are prefixed with self.

class MyClass:

def \_\_init\_\_(self, value):

self.instance\_variable = value

obj1 = MyClass(10)

obj2 = MyClass(20)

print(obj1.instance\_variable) # Output: 10

print(obj2.instance\_variable) # Output: 20

Instance Methods:

Instance methods are defined with self as the first parameter. They can access and modify instance variables.

class MyClass:

def \_\_init\_\_(self, value):

self.instance\_variable = value

def update\_variable(self, new\_value):

self.instance\_variable = new\_value

obj = MyClass(10)

print(obj.instance\_variable) # Output: 10

obj.update\_variable(30)

print(obj.instance\_variable) # Output: 30

**Note:** The self parameter is a reference to the current instance of the class, and is used to access variables that belong to the class.

Delete Object Properties

You can delete properties on objects by using the del keyword:

Example

Delete the age property from the p1 object:

del p1.age

[Try it Yourself »](https://www.w3schools.com/python/trypython.asp?filename=demo_class7)

Delete Objects

You can delete objects by using the del keyword:

Example

Delete the p1 object:

del p1

**1.1 Python - Object and Classes**

Python is a highly object-oriented language. In Python, each and every element in a Python program is an object of one or the other class. A number, string, list, dictionary etc. used in a program they are objects of corresponding built-in classes.

#Example 1

num=20

print (type(num))

num1=55.50

print (type(num1))

s="TutorialsPoint"

print (type(s))

dct={'a':1,'b':2,'c':3}

print (type(dct))

def SayHello():

   print ("Hello World")

   return

print (type(SayHello))

"""In Python, the Object class is the base or parent class for all the classes,

built-in as well as user defined.

The class keyword is used to define a new class"""

class Classname:

    "Optional class documentation string"

    class\_suite

"""

The class has a documentation string, which can be accessed via ClassName.\_\_doc\_\_.

The class\_suite consists of all the component statements defining class members, data attributes and functions.

        """

#Example 2

class Emp(obj):

    "Common base class for all employee"

    pass

"""

Any class in Python is a subclass of object class,

hence object is written in parentheses.

However, later versions of Python don't require object to be put in parentheses.

        """

class Emp:

        "Common base class for all employee"

        pass

#To define an object of this class, use the following syntax −

obj=Emp()#create Emp class instance or object

**1.2 Python - Class Attributes**

Every Python class keeps the following built-in attributes and they can be accessed using dot operator like any other attribute −

* **\_\_dict\_\_** − Dictionary containing the class's namespace.
* **\_\_doc\_\_** − Class documentation string or none, if undefined.
* **\_\_name\_\_** − Class name.
* **\_\_module\_\_** − Module name in which the class is defined. This attribute is "\_\_main\_\_" in interactive mode.
* **\_\_bases\_\_** − A possibly empty tuple containing the base classes, in the order of their occurrence in the base class list.

#Example 1

#Creating class

class Employee:

    #This is emp doc

    "Abasyn employees"

    #Create class constructor(Overload)

    def \_\_init\_\_(self,name="Shary",age=24):

        #Create instance (object) variable

         self.name1=name

         self.age1=age

    #create function

    def displayEmp(self):

        print("Name: ",self.name1,"\tAge: ",self.age1)

#print the output

print("Employee.\_\_doc\_\_:",Employee.\_\_doc\_\_)

print("Employee.\_\_name\_\_(Class\_name):",Employee.\_\_name\_\_)

print("Employee.\_\_module\_\_:",Employee.\_\_module\_\_)

print("Employee.\_\_bases\_\_:",Employee.\_\_bases\_\_)

print("Employee.\_\_dict\_\_:",Employee.\_\_dict\_\_)

"""

name and age are instance variables, as their values may be different for each object.

A class attribute or variable whose value is shared among all the instances of a in this class.

A class attribute represents common attribute of all objects of a class.

Class attributes are not initialized inside \_\_init\_\_() constructor.

They are defined in the class, but outside any method.

"""

#Example 2

"""

Let us add a class variable called empCount in Employee class.

For each object declared, the \_\_init\_\_() method is automatically called.

This method initializes the instance variables as well as increments the empCount by 1."""

class Emp:

    #create class variable

    empCount=0

    #create constructor

    def \_\_init\_\_(self,name,age):

        self.name1=name

        self.age1=age

        Emp.empCount+=1

        print("Name :",self.name1,"\tAge: ",self.age1)

        print("Employee number: ",Emp.empCount)

#Create instances of class

e1=Emp("Shary",24)

e2=Emp("Umair",23)

e3=Emp("Fahad",22)

**1.3 Python - Class Methods**

An instance method accesses the instance variables of the calling object because it takes the reference to the calling object. But it can also access the class variable as it is common to all the objects.

Python has a built-in function classmethod() which transforms an instance method to a class method which can be called with the reference to the class only and not the object.

Syntax

classmethod(instance\_method)

Example

In the Employee class, define a showcount() instance method with the "**self**" argument (reference to calling object). It prints the value of empCount. Next, transform the method to class method counter() that can be accessed through the class reference.

#Example 1

class Employee:

    #  Create class variable initialized to 0

    empCount=0

    #The \_\_init\_\_ method is the constructor that gets called when an object of the class is created.

    def \_\_init\_\_(self,name,age):

        #Instance variables value passed during obj creation

        self.name1=name

        self.age1=age

        #It increments the class variable empCount by 1, indicating the creation of a new employee.

        Employee.empCount+=1

    #Class method

    def showCount(self):

        #This is an instance method named showcount that prints the current value of the class variable empCount

        print("Total Employees: ",self.empCount)

        """

        This line creates a class method named counter using the classmethod decorator.

        The counter class method is associated with the showcount instance method.

        """

    #Class method  using classmethod decorator

    Counter=classmethod(showCount)

#Creates instanses or object

obj1=Employee("Shary",25)

obj2=Employee("Fahad",23)

#Calling instance method

obj1.showCount()#This calls the showcount instance method for the e1 object, which prints the current value of empCount.

#Calling class method

Employee.Counter()#It also prints the current value of empCount because the class method has access to the class variables.

"""

Using @classmethod() decorator is the prescribed way to define

a class method as it is more convenient than first declaring

an instance method and then transforming to a class method.

"""

@classmethod

def showCount1(cls):

        print(cls.empCount)

        return

@classmethod

def newemployee(cls,name,age):

        return cls(name,age)

obj3=Employee("Shary",34)

obj3=Employee("Umair",24)

obj4=Employee.newemployee("Khan",10)

Employee.showCount1()

#important points

"""

Class Methods and Variables:

Class Variables:

Class variables are shared among all instances of a class. They are defined outside any method in the class and are accessed using the class name.

python

Copy code

class MyClass:

    class\_variable = 0

obj1 = MyClass()

obj2 = MyClass()

MyClass.class\_variable = 10

print(obj1.class\_variable)  # Output: 10

print(obj2.class\_variable)  # Output: 10

Class Methods:

Class methods are defined using the @classmethod decorator. They take the class as the first parameter (cls) instead of the instance (self). Class methods can access and modify class variables.

class MyClass:

    class\_variable = 0

    @classmethod

    def update\_class\_variable(cls, new\_value):

        cls.class\_variable = new\_value

obj1 = MyClass()

obj2 = MyClass()

print(obj1.class\_variable)  # Output: 0

MyClass.update\_class\_variable(20)

print(obj1.class\_variable)  # Output: 20

print(obj2.class\_variable)  # Output: 20

    """

**1.4 Python - Static Methods**

is that the static method doesn't have a mandatory argument like reference to the object **− self** or reference to the class **− cls**. Python's standard library fimction staticmethod() returns a static method.

In the Employee class below, a method is converted into a static method. This static method can now be called by its object or reference of class itself.

#Example 1

class Employee:

   empCount = 0

   def \_\_init\_\_(self, name, age):

      self.\_\_name = name

      self.\_\_age = age

      Employee.empCount += 1

    #Create a static method using @static method decorator

   @staticmethod #tecnique 1

   def showCount():

       print("Total Eployees:",Employee.empCount)##It prints the current value of the class variable empCount.

       return

   #Also create from this tecnique 2

   counter=staticmethod(showCount)

#Create object

obj1=Employee("Shary",45)

obj2=Employee("Hamad",14)

#Calling Static Method using an Instance

obj1.counter()

#Calling Static Method using the Class:

Employee.counter()

#Also work

Employee.showCount()

**Class method vs Static Method**

The difference between the Class method and the static method is:

* A class method takes cls as the first parameter while a static method needs no specific parameters.
* A class method can access or modify the class state while a static method can’t access or modify it.
* In general, static methods know nothing about the class state. They are utility-type methods that take some parameters and work upon those parameters. On the other hand class methods must have class as a parameter.
* We use @classmethod decorator in python to create a class method and we use @staticmethod decorator to create a static method in python.

**Decorator:**

In Python, a decorator is a special type of function that is used to modify the behavior of another function or a class method. Decorators allow you to extend or modify the behavior of functions or methods without changing their actual code. Decorators are applied using the **@decorator** syntax before the function or method definition.

**1.5 Python - Constructors**

In object-oriented programming, an object of a class is characterized by one or more instance variables or attributes, whose values are unique to each object. For example, if the Employee class has an instance attribute as name. Each of its objects e1 and e2 may have different value for the name variable.

A constructor is an instance method in a class, that is automatically called whenever a new object of the class is declared. The constructor' role is to assign value to instance variables as soon as the object is declared.

Python uses a special method called \_\_init\_\_() to initialize the instance variables for the object, as soon as it is declared.

The \_\_init\_\_() method acts as a constructor. It needs a mandatory argument self, which the reference to the object.

def \_\_init\_\_(self):

#initialize instance variables

The \_\_init\_\_() method as well as any instance method in a class has a mandatory parameter, **self**. However, you can give any name to the first parameter, not necessarily self.

Let us define the constructor in Employee class to initialize name and age as instance variables. We can then access these attributes of its object.

#Example 1

class Employee:

    "Common base class for all employees"

    #Create Constructors(defult)

    def \_\_init\_\_(self):

        self.name1="Shary"

        self.age1=25

#Create instanse

obj1=Employee()

print(f"Name: {obj1.name1}")

print(f"Age: {obj1.age1}")

#Create 2nd object

obj2=Employee()

print(f"Name: {obj2.name1}")

print(f"Age: {obj2.age1}")

#Note bydefult constructor each object we declare will have same value for its instance variables name and age.

#Example 2

class Employee:

    "Common base class for all employees"

    #Create Parameterized Constructor

    def \_\_init\_\_(self,name,age):

        self.name1=name

        self.age1=age

#Create instances and pass arguments

obj1=Employee("Ali",20)

print(f"Name: {obj1.name1}")

print(f"Age: {obj1.age1}")

#Create 2nd object

obj2=Employee("Fahad",30)

print(f"Name: {obj2.name1}")

print(f"Age: {obj2.age1}")

"""

You can assign defaults to the formal arguments in the constructor

so that the object can be instantiated with or without passing parameters.

        """

#Example 3

class Employee:

    "Common base class for all employees"

    #Create Parameterized Constructor

    def \_\_init\_\_(self,name="Umair",age=40):

        self.name1=name

        self.age1=age

#Create instances and pass arguments

obj1=Employee("Ali",20)

print(f"Name: {obj1.name1}")

print(f"Age: {obj1.age1}")

#Create 2nd object without parameter so its using the above defult values

obj2=Employee()

print(f"Name: {obj2.name1}")

print(f"Age: {obj2.age1}")

#1.5.2  Python - Instance Methods

"""

In addition to the \_\_init\_\_() constructor, there may be one or more instance methods defined in a class.

A method with self as one of the formal arguments is called instance method, as it is called by a specific object."""

#Example 5

"""In the following example a displayEmployee() method has been defined. It returns the name and age attributes of the Employee object that calls the method."""

class Employee:

    "Common base class for all employees"

    #Create Parameterized Constructor

    def \_\_init\_\_(self,name="Umair",age=40):

        self.name1=name

        self.age1=age

    def displayEmp(self):

        print(f"Name: {self.name1} Age:{self.age1}")

#Create objects

obj3=Employee()

obj4=Employee("Ayan",10)

#calling displayEmp using obj

obj3.displayEmp()

obj4.displayEmp()

#You can add, remove, or modify attributes of classes and objects at any time

obj3.salary=700 #Add a salary attribute

print(f"Name: {obj3.name1} Age:{obj3.age1} Salary: {obj3.salary}")

obj3.name1="Umair khan"#Modify name attribute

print(f"Name: {obj3.name1} Age:{obj3.age1} Salary: {obj3.salary}")

del obj3.salary #delete salary attribute

#print(f"Name: {obj3.name1} Age:{obj3.age1} Salary: {obj3.salary}")

#AttributeError: 'Employee' object has no attribute 'salary'

"""

Instead of using the normal statements to access attributes, you can use the following functions −

The getattr(obj, name[, default]) − to access the attribute of object.

The hasattr(obj,name) − to check if an attribute exists or not.

The setattr(obj,name,value) − to set an attribute. If attribute does not exist, then it would be created.

The delattr(obj, name) − to delete an attribute.

        """

print(hasattr(obj3,'salary'))# Returns true if 'salary' attribute exists

setattr(obj3,'salary',8000)# Set attribute 'salary' at 8

print(getattr(obj3,'salary'))# Returns value of name attribute

delattr(obj3,'salary')# Returns value of name attribute

**1.6 Python - Access Modifiers**

The languages such as C++ and Java, use access modifiers to restrict access to class members (i.e., variables and methods). These languages have keywords public, protected, and private to specify the type of access.

A class member is said to be public if it can be accessed from anywhere in the program. Private members are allowed to be accessed from within the class only.

* Usually, methods are defined as public and instance variable are private. This arrangement of private instance variables and public methods ensures implementation of principle of encapsulation.
* **Protected members** are accessible from within the class as well as by classes derived from that class.

Unlike these languages, Python has no provision to specify the type of access that a class member may have. By default, all the variables and methods in a class are public.

Example

Here, we have Employee class with instance variables name and age. An object of this class has these two attributes. They can be directly accessed from outside the class, because they are public.

#Example 1

class Employee:

    "Common base class for all employee"

    #Create overload constructor

    def \_\_init\_\_(self,name="Shary",age=25):

        #Create instance variable

        self.name=name

        self.age=age

#Create instance

obj1=Employee()#no arguments pass so using default parameters

obj2=Employee("Ali",25)#pass args so using this

#Output

#1st obj

print(f"Name: {obj1.name}")#shary

print(f"age: {obj1.age}")#24

#2nd obj

print(f"Name: {obj2.name}")#ali

print(f"age: {obj2.age}")#25

"""

Python doesn't enforce restrictions on accessing any instance variable or method.

However, Python prescribes a convention of prefixing name of variable/method with

single or double underscore to emulate behavior of protected and private access modifiers.

To indicate that an instance variable is private, prefix it with double underscore (such as "\_\_age").

To imply that a certain instance variable is protected, prefix it with single underscore (such as "\_salary")

        """

"""

Let us modify the Employee class. Add another instance variable salary.

Make age private and salary as protected by prefixing double and single underscores respectively.

"""

#Example 2 using Private and protected

class Employee:

    #Create overload constructor

    def \_\_init\_\_(self,name,age,salary):

        self.name=name #public varaible(anywhere acess with any pakage)

        self.\_\_age=age #private variable private access within class and not access without pakage

        self.\_salary=salary# variable protected no access out of class

    def displayEmployee(self):

        print(f"Name: {self.name} age: {self.\_\_age} salary:{self.\_salary}")

obj3=Employee("Khan",25,1200)

print("\nPublic name",obj3.name)

print("protected salary",obj3.\_salary)#protected

#print(obj3.\_\_age)#private not access out of class

**6.1 Name Mangling**

## Name Mangling

Python doesn't block access to private data, it just leaves for the wisdom of the programmer, not to write any code that access it from outside the class. You can still access the private members by Python's name mangling technique.

Name mangling is the process of changing name of a member with double underscore to the form **object.\_class\_\_variable**. If so required, it can still be accessed from outside the class, but the practice should be refrained.

In our example, the private instance variable "\_\_name" is mangled by changing it to the format

obj.\_class\_\_privatevar

So, to access the value of "\_\_age" instance variable of "e1" object, change it to "e1.\_Employee\_\_age".

"""

#We can access private value

print("(Private) age:",obj3.\_Employee\_\_age)

## 6.2 Python Property Object

Python's standard library has a built-in property() function. It returns a property object. It acts as an interface to the instance variables of a Python class.

The encapsulation principle of object-oriented programming requires that the instance variables should have a restricted private access. Python doesn't have efficient mechanism for the purpose. The property() function provides an alternative.

The property() function uses the getter, setter and delete methods defined in a class to define a property object for the class.

### Syntax

property(fget=None, fset=None, fdel=None, doc=None)

### Parameters

* **fget** − an instance method that retrieves value of an instance variable.
* **fset** − an instance method that assigns value to an instance variable.
* **fdel** − an instance method that removes an instance variable
* **fdoc** − Documentation string for the property.

The function uses getter and setter methods to return the property objec.

#Example The complete program with property objects and their use is given below −

class Employee:

     def \_\_init\_\_(self,name,age):

         self.\_\_name=name

         self.\_\_age=age

     def get\_n(self):

         return self.\_\_name

     def get\_a(self):

         return self.\_\_age

     def set\_n(self,name):

         self.\_\_name=name

         return

     def set\_a(self,age):

         self.\_\_age=age

         return

     name=property(get\_n,set\_n,"name")

     age=property(get\_a,set\_a,"Age")

obj6=Employee("Sufyaan",40)

print("\nName:",obj6.name,"Age",obj6.age)

obj6.name='Changed name'

obj6.age=80

print("Name:",obj6.name,"Age:",obj6.age)

## Getters and Setter Methods

A getter method retrieves the value of an instance variable, usually named as get\_varname, whereas the setter method assigns value to an instance variable − named as set\_varname.

Let us define getter methods get\_name() and get\_age(), and setters set\_name() and set\_age() in the Employee class.

#Example of getter and setter methods

class Employee:

    def \_\_init\_\_(self,name,age):

        self.\_\_name=name

        self.\_\_age=age

    def get\_name(self):

        return self.\_\_name

    def get\_age(self):

        return self.\_\_age

    def set\_name(self,name):

        self.\_\_name=name

        return

    def set\_age(self,age):

        self.\_\_age=age

obj5=Employee("Shary",24)

print("get\_Name:",obj5.get\_name(),"get\_age: ",obj5.get\_age())

obj5.set\_name("Ali")

obj5.set\_age(25)

print("Get\_Name:",obj5.get\_name(),"Get\_Age:",obj5.get\_age())

**7. Python - Inheritance**

Inheritance is one of the most important features of Object-oriented programming methodology. It is most often used in software development process using many languages such as Java, PHP, Python, etc.

Instead of starting from scratch, you can create a class by deriving it from a pre-existing class by listing the parent class in parentheses after the new class name.

Instead of starting from scratch, you can create a class by deriving it from a pre-existing class by listing the parent class in parentheses after the new class name.

If you have to design a new class whose most of the attributes are already well defined in an existing class, then why redefine them? Inheritance allows capabilities of existing class to be reused and if required extended to design new class.

Inheritance comes into picture when a new class possesses 'IS A' relationship with an existing class. Car IS a vehicle. Bus IS a vehicle; Bike IS also a vehicle. Vehicle here is the parent class, whereas car, bus and bike are the child classes.
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Syntax

Derived classes are declared much like their parent class; however, a list of base classes to inherit from is given after the class name −

class SubClassName (ParentClass1[, ParentClass2, ...]):

'Optional class documentation string'

class\_suite

**Examples:**

class Parent:

    def \_\_init\_\_(self):#parent constructor

        self.attr=100

        print("Calling parent constructor")

    def parentMethod(self):

        print("Parent method")

    def set\_attr(self,attr):

        self.attr=attr

    def get\_attr(self):

        print("Parent attr:",self.attr)

class child(Parent):#define child class

    def \_\_init\_\_(self):

        print("Calling child constructor")

    def childMethod(self):

        print("Calling child method")

obj1=child()# instace of child c

obj1.parentMethod()#calling parent method

obj1.childMethod()# calling child method

obj1.set\_attr(200)#caliing parent method

class division:

   def \_\_init\_\_(self, a,b):

      self.n=a

      self.d=b

   def divide(self):

      return self.n/self.d

class modulus:

   def \_\_init\_\_(self, a,b):

      self.n=a

      self.d=b

   def mod\_divide(self):

      return self.n%self.d

class div\_mod(division,modulus):

   def \_\_init\_\_(self, a,b):

      self.n=a

      self.d=b

   def div\_and\_mod(self):

      divval=division.divide(self)

      modval=modulus.mod\_divide(self)

      return (divval, modval)

x=div\_mod(10,3)

print ("division:",x.divide())

print ("mod\_division:",x.mod\_divide())

print ("divmod:",x.div\_and\_mod())

# Example 2

# Define a class 'division' with an initializer (\_\_init\_\_) and a method 'div'

class division:

    def \_\_init\_\_(self, a, b):

        self.n = a

        self.d = b

    def div(self):

        return self.n / self.d

# Define a class 'modules' with an initializer (\_\_init\_\_) and a method 'mdiv'

class modules:

    def \_\_init\_\_(self, a, b):

        self.n = a

        self.d = b

    def mdiv(self):

        return self.n % self.d

# Define a class 'div\_mod' that inherits from both 'division' and 'modules'

class div\_mod(division, modules):

    def \_\_init\_\_(self, a, b):      # When you add the \_\_init\_\_() function, the child class will no longer inherit the parent's \_\_init\_\_() function.

        """

        Note: The child's \_\_init\_\_() function overrides the inheritance of the parent's \_\_init\_\_() function.

        To keep the inheritance of the parent's \_\_init\_\_() function, add a call to the parent's \_\_init\_\_() function: """

        division.\_\_init\_\_(self,a,b)

        """Use the super() Function

        Python also has a super() function that will make the child class

        inherit all the methods and properties from its parent:

        """

        # Initialize the attributes of the base classes

        super().\_\_init\_\_(a, b)

        """

        By using the super() function, you do not have to use the name of the parent element,

        it will automatically inherit the methods and properties from its parent.

        """

    def div\_mod\_f(self):

        # Call the 'div' method from the 'division' class and 'mdiv' method from the 'modules' class

        div\_value = self.div()

        mod\_value = self.mdiv()

        return div\_value, mod\_value

# Create an instance of the 'div\_mod' class with values 10 and 3

obj2 = div\_mod(10, 3)

# Print the results of calling methods on the 'div\_mod' instance

print("Division:", obj2.div())            # Output: 3.3333333333333335

print("Mod Division:", obj2.mdiv())       # Output: 1

print("Div and Mod:", obj2.div\_mod\_f())   # Output: (3.3333333333333335, 1)

**8. Python - Polymorphism**

The term "polymorphism" refers to a function or method taking different form in different contexts. Since Python is a dynamically typed language, Polymorphism in Python is very easily implemented.

If a method in a parent class is overridden with different business logic in its different child classes, the base class method is a polymorphic method.

OR

The word "polymorphism" means "many forms", and in programming it refers to methods/functions/operators with the same name that can be executed on many objects or classes.

## Function Polymorphism

An example of a Python function that can be used on different objects is the len() function.

### String

For strings len() returns the number of characters:

Examples:

Print(len(string))

Print(len(dict))

Print(len(tuple))

## Class Polymorphism

Polymorphism is often used in Class methods, where we can have multiple classes with the same method name.

For example, say we have three classes: Car, Boat, and Plane, and they all have a method called move():

#Example 1  Different classes with the same method:

class Car:

    def \_\_init\_\_(self,brand,model):

        self.brand=brand

        self.model=model

    def move(self):

        print("Drive!")

class Boat:

    def \_\_init\_\_(self,brand,model):

        self.brand=brand

        self.model=model

    def move(self):

        print("Sail!")

class Plane:

    def \_\_init\_\_(self,brand,model):

        self.brand=brand

        self.model=model

    def move(self):

        print("Fly!")

#create Car instance

car1=Car("Ford","Mustang")

#create Boat instance

boat1=Boat("Ibiza","Touring 20")

#Create Plane instance

plane1=Plane("Boeing","747")

for i in (car1,boat1,plane1):

    i.move()

#Output

# Drive!

#Sail!

#Fly!

#Note : Look at the for loop at the end. Because of polymorphism we can execute the same method for all three classes.

# 8.1 Inheritance Class Polymorphism

"""

What about classes with child classes with the same name? Can we use polymorphism there?

Yes. If we use the example above and make a parent class called Vehicle,

and make Car, Boat, Plane child classes of Vehicle, the child classes inherits the Vehicle methods, but can override them:

    """

#Example 2

class Vehicle:

    def \_\_init\_\_(self,brand,model):

        self.brand=brand

        self.model=model

    def move(self):

        print("Move!")

class Car(Vehicle):

    pass

class Boat(Vehicle):

    def move(self):

        print("Sail")

class Plane(Vehicle):

    def move(self):

        print("Fly!")

car2=Car("NE","Mustang")

boat2=Boat("Ibiza2","Touring 30")

plane2=Plane("Boeing2","700")

for j in (car2,boat2,plane2):

    print("\n",i.brand)

    print(j.model)

    j.move()

**Note:**

Child classes inherits the properties and methods from the parent class.

In the example above you can see that the Car class is empty, but it inherits brand, model, and move() from Vehicle.

The Boat and Plane classes also inherit brand, model, and move() from Vehicle, but they both override the move() method.

Because of polymorphism we can execute the same method for all classes.

#Example 3

"""

As an example of polymorphism given below, we have shape which is an abstract class.

It is used as parent by two classes circle and rectangle. Both classes overrideparent's draw() method in different ways."""

# Import the ABC (Abstract Base Class) and abstractmethod from the abc module

from abc import ABC, abstractmethod

# Define an abstract class 'shape' that inherits from ABC (Abstract Base Class)

class shape(ABC):

    # Define an abstract method 'draw'

    @abstractmethod

    def draw(self):

        "Abstract method"

        return

# Define a concrete class 'circle' that inherits from the 'shape' class

class circle(shape):

    # Implement the 'draw' method for the 'circle' class

    def draw(self):

        super().draw()  # Call the 'draw' method of the base class (shape) if it exists

        print("Draw a circle")  # Print a message indicating drawing a circle

        return

# Define a concrete class 'rectangle' that inherits from the 'shape' class

class rectangle(shape):

    # Implement the 'draw' method for the 'rectangle' class

    def draw(self):

        super().draw()  # Call the 'draw' method of the base class (shape) if it exists

        print("Draw a rectangle")  # Print a message indicating drawing a rectangle

        return

# Create a list 'shapes' containing instances of 'circle' and 'rectangle'

shapes = [circle(), rectangle()]

# Iterate through each shape in the 'shapes' list and call the 'draw' method

for shp in shapes:

    shp.draw()

**8.1 Python - Dynamic Binding**

In object-oriented programming, the concept of dynamic binding is closely related to polymorphism. In Python, dynamic binding is the process of resolving a method or attribute at runtime, instead of at compile time.

According to the polymorphism feature, different objects respond differently to the same method call based on their individual implementations. This behavior is achieved through method overriding, where a subclass provides its own implementation of a method defined in its superclass.

The Python interpreter determines which is the appropriate method or attribute to invoke by based on the object's type or class hierarchy at runtime. This means that the specific method or attribute to be called is determined dynamically, based on the actual type of the object.

#Example 1

class shape:

   def draw(self):

      print ("draw method")

      return

class circle(shape):

   def draw(self):

      print ("Draw a circle")

      return

class rectangle(shape):

   def draw(self):

      print ("Draw a rectangle")

      return

shapes = [circle(), rectangle()]

for shp in shapes:

   shp.draw()

**Note:**

As you can see, the draw() method is bound dynamically to the corresponding implementation based on the object's type. This is how dynamic binding is implemented in Python.

## 8.1.1 Python - Duck Typing

## Duck Typing

Another concept closely related to dynamic binding is **duck typing**. Whether an object is suitable for a particular use is determined by the presence of certain methods or attributes, rather than its type. This allows for greater flexibility and code reuse in Python.

Duck typing is an important feature of dynamic typing languages like Python (Perl, Ruby, PHP, Javascript, etc.) that focuses on an object's behavior rather than its specific type. According to the "duck typing" concept, "If it walks like a duck and quacks like a duck, then it must be a duck."

Duck typing allows objects of different types to be used interchangeably as long as they have the required methods or attributes. The goal is to promote flexibility and code reuse. It is a broader concept that emphasizes on object behavior and interface rather than formal types.

Here is an example of duck typing

# Example of Duck Typing in Python

# Define a class 'circle'

class Circle:

    def draw(self):

        print("Draw circle")

        return

# Define a class 'rectangle'

class Rectangle:

    def draw(self):

        print("Draw rectangle")

        return

# Define a class 'area'

class Area:

    def draw(self):

        print("Calculate area")

        return

# Define a function 'duck\_Function' that takes any object with a 'draw' method

def duck\_Function(obj):

    obj.draw()

# Create instances of the classes

objects = [Circle(), Rectangle(), Area()]

# Print a newline for better output readability

print("\n")

# Iterate through the list of objects

for obj in objects:

    # Call the 'duck\_Function' on each object, which calls the 'draw' method of each object

    duck\_Function(obj)

**9. Python - Method Overriding**

You can always override your parent class methods. One reason for overriding parent's methods is that you may want special or different functionality in your subclass.

#Example 1

class Parent:#define parent class

    def mymethod(self):

        print("Calling Parent method")

class Child(Parent):#defin child class

    def mymethod(self):

        print("Calling child method")

c=Child()#instance of child Class

c.mymethod()#Child calls overriden method

# Example 2

"""To understand inheritance in Python, let us take another example.

We use the following Employee class as a parent class."""

# Define a class 'Employee' as the parent class

class Employee:

    # Constructor to initialize name and salary attributes

    def \_\_init\_\_(self, name, salary):

        self.name = name

        self.salary = salary

    # Method to get the name of the employee

    def getname(self):

        return self.name

    # Method to get the salary of the employee

    def getsalary(self):

        return self.salary

# Define a class 'SalesOffice' that inherits from the 'Employee' class

class SalesOffice(Employee):

    # Constructor to initialize name, salary, and incentive attributes

    def \_\_init\_\_(self, name, salary, inc):

        # Call the constructor of the base class ('Employee') using super()

        super().\_\_init\_\_(name, salary)

        # Additionally, the child class has one more instance variable 'incentive'

        self.incentive = inc

    # Override the getsalary() method to add the incentive to the salary

    def getsalary(self):

        return self.salary + self.incentive

# Create an instance 'obj1' of the 'Employee' class

obj1 = Employee("Shary", 9000)

# Print the total salary for 'obj1' using getname() and getsalary() methods

print("Total salary for {} is Rs {}".format(obj1.getname(), obj1.getsalary()))

# Create an instance 'obj2' of the 'SalesOffice' class with an incentive of 500

obj2 = SalesOffice("Hamad", 10000, 500)

# Print the total salary for 'obj2' using getname() and getsalary() methods

print("Total salary for {} is Rs {}".format(obj2.getname(), obj2.getsalary()))

Base Overridable Methods

The following table lists some generic functionality of the object class, which is the parent class for all Python classes. You can override these methods in your own class −

|  |  |
| --- | --- |
| **Sr.No** | **Method, Description & Sample Call** |
| 1 | **\_\_init\_\_ ( self [,args...] )**  Constructor (with any optional arguments)  Sample Call : *obj = className(args)* |
| 2 | **\_\_del\_\_( self )**  Destructor, deletes an object  Sample Call : *del obj* |
| 3 | **\_\_repr\_\_( self )**  Evaluatable string representation  Sample Call : *repr(obj)* |
| 4 | **\_\_str\_\_( self )**  Printable string representation  Sample Call : *str(obj)* |

**10. Python - Method Overloading**

Method overloading is an important feature of object-oriented programming. Java, C++, C# languages support method overloading, but in Python it is not possible to perform method overloading.

When you have a class with method of one name defined more than one but with different argument types and/or return type, it is a case of method overloading. Python doesn't support this mechanism as the following code shows

#Example 1

class Add:

    def add(self,a,b):

        result=a+b

        return result

    def add(self,a,b,c):

        result=a+b+c

        return result

obj1=Add()

print("Sum(three para): ",obj1.add(10,20,30))

#print("Sum(two para): ",obj1.add(10,20)) Show error

"""

Output

The first call to add() method with three arguments is successful.

However, calling add() method with two arguments as defined in the class fails.

Python considers only the latest definition of add() method, discarding the earlier definitions.

"""

#Solve this issue

"""

To simulate method overloading, we can use a workaround by defining default value to method arguments as None,

so that it can be used with one, two or three arguments.

"""

class Add:

    def add(self,a=None,b=None,c=None):

        results=0

        if a!=None and b!=None and c!=None:

            results=a+b+c

        elif (a!=None and b!=None and c==None):

            results=a+b

        return results

obj2=Add()

print("Sum of Three number: ",obj2.add(10,20,30))

print("Sum of Two number: ",obj2.add(10,20))

#With this workaround, we are able to incorporate method overloading in Python class.

"""

Python's standard library doesn't have any other provision for implementing method overloading.

However, we can use dispatch function from a third party module named MultipleDispatch for this purpose.

This module has a @dispatch decorator. It takes the number of arguments to be passed to the method to be overloaded.

Define multiple copies of add() method with @dispatch decorator as below −

    """

#Example 3

from multipledispatch import dispatch

class Add:

    @dispatch(int,int)

    def add(self,a,b):

        result=a+b

        return result

    @dispatch(int,int,int)

    def add(self,a,b,c):

        result=a+b+c

        return result

obj1=Add()

print("\nSum(three para): ",obj1.add(10,20,30))

print("Sum(two para): ",obj1.add(10,20))

**Python - Dynamic Typing**

* One of the standout features of Python language is that it is a dynamically typed language.
* The compiler-based languages C/C++, Java, etc. are statically typed.
* Let us try to understand the difference between static typing and dynamic typing.
* In a statically typed language, each variable and its data type must be declared before assigning it a value.
* Any other type of value is not acceptable to the compiler, and it raises a compile-time error.

**11. Python - Abstraction**

Abstraction is one of the important principles of object-oriented programming. It refers to a programming approach by which only the relevant data about an object is exposed, hiding all the other details. This approach helps in reducing the complexity and increasing the efficiency in application development.

**There are two types of abstraction**.

1. **Data abstraction**

One is data abstraction, wherein the original data entity is hidden via a data structure that can internally work through the hidden data entities.

1. **Process abstraction**

Other type is called process abstraction. It refers to hiding the underlying implementation details of a process.

In object-oriented programming terminology, a class is said to be an abstract class if it cannot be instantiated, that is you can have an object of an abstract class. You can however use it as a base or parent class for constructing other classes.

To form an abstract class in Python, it must inherit ABC class that is defined in the abc module. This module is available in Python's standard library. Moreover, the class must have at least one abstract method. Again, an abstract method is the one which cannot be called, but can be overridden. You need to decorate it with @abstractmethod decorator

#Example 1

from abc import ABC,abstractmethod

class demo(ABC):

    @abstractmethod

    def methed1(self):

        print("Abstact Method")

        return

    def methed2(self):

        print("Concrete Method")

#obj1=demo()    #TypeError: Can't instantiate abstract class demo with abstract method method1

"""

The demo class here may be used as parent for another class. However, the child class must override the abstract method in parent class.

If not, Python throws this error −

TypeError: Can't instantiate abstract class concreteclass with abstract method met

"""

#the child class with the abstract method overridden is given in the following example

from abc import ABC,abstractmethod

class demo(ABC):

    @abstractmethod

    def methed1(self):

        print("Abstact Method")

        return

    def methed2(self):

        print("Concrete Method")

class concreteClass(demo):

    def methed1(self):

        super().methed1()

        return

obj2=concreteClass()

obj2.methed1()

obj2.methed2()

**12. Python - Encapsulation**

The principle of Encapsulation is one of the main pillars on which the object-oriented programming paradigm is based. Python takes a different approach towards the implementation of encapsulation.

We know that a class is a user-defined prototype for an object. It defines a set of data members and methods, capable of processing the data. According to principle of data encapsulation, the data members that describe an object are hidden from environment that is external to class. They are available for processing to methods defined within the class only. Methods themselves on the other hand are accessible from outside class context. Hence object data is said to be encapsulated by the methods. The result of such encapsulation is that any unwarranted access to the object data is prevented.

Languages such as C++ and Java use access modifiers to restrict access to class members (i.e., variables and methods). These languages have keywords public, protected, and private to specify the type of access.

A class member is said to be public if it can be accessed from anywhere in the program. Private members are allowed to be accessed from within the class only. Usually, methods are defined as public and instance variable are private. This arrangement of private instance variables and public methods ensures the implementation of encapsulation.

Unlike these languages, Python has no provision to specify the type of access that a class member may have. By default, all the variables and methods in a Python class are public, as is demonstrated by the following example.

**Access modifiers:**

A Class in Python has three types of access modifiers:

* **Public Access Modifier**
* **Protected Access Modifier**
* **Private Access Modifier**

1. **Public Access Modifier:**

The members of a class that are declared public are easily accessible from any part of the program. All data members and member functions of a class are public by default.

## Protected Access Modifier:

The members of a class that are declared protected are only accessible to a class derived from it. Data members of a class are declared protected by adding a single underscore ‘\_’ symbol before the data member of that class.

## Private Access Modifier:

The members of a class that are declared private are accessible within the class only, private access modifier is the most secure access modifier. Data members of a class are declared private by adding a double underscore ‘\_\_’ symbol before the data member of that class.

Example 1

Here, we have an Employee class with instance variables, **name** and **age**. An object of this class has these two attributes. They can be directly accessed from outside the class, because they are public.

#Example 1

class Student:

    def \_\_init\_\_(self,name="Shary",marks=50,age=24):

        self.name=name

        self.\_\_age=age

        self.\_marks=marks

    def studentData(self):

        print("Name: {} age: {} marks: {} ".format(self.name,self.\_\_age,self.\_marks))

obJ1=Student()

obj2=Student("Umair",300,20)

obJ1.studentData()

obj2.studentData()

print(f"\nName: {obj2.name}")#public access in anywhere

print(f"Marks: {obj2.\_marks}")#protected access in out of class but not access out of package

#print(f"Age: {obj2.\_\_age}") not Access out of class

#Private data access

print(obj2.\_Student\_\_age)

**13. Python - Interfaces**

In software engineering, an interface is a software architectural pattern. An interface is like a class but its methods just have prototype signature definition without any body to implement. The recommended functionality needs to be implemented by a concrete class.

In languages like Java, there is interface keyword which makes it easy to define an interface. Python doesn't have it or any similar keyword. Hence the same ABC class and @abstractmethod decorator is used as done in an abstract class.

An abstract class and interface appear similar in Python. The only difference in two is that the abstract class may have some non-abstract methods, while all methods in interface must be abstract, and the implementing class must override all the abstract methods.

#Example 1

from abc import ABC,abstractmethod

class demointerface(ABC):

    @abstractmethod

    def method1(self):

        print("Abstract method1")

        return

    @abstractmethod

    def method2(self):

        print("Abstract method2")

        return

class ConcreteClass(demointerface):

    def method1(self):

        #super().method1()

        print("concrete Method1")

        return

    def method2(self):

        #super().method2()

        print("concrete Method2")

        return

# obj1=demo() TypeError: Can't instantiate abstract class demo with abstract methods method1, method2

obj2=ConcreteClass()

obj2.method1()

obj2.method2()

**Python - Packages**

In Python, module is a Python script with .py extension and contains objects such as classes, functions etc. Packages in Python extend the concept of modular approach further. Package is a folder containing one or more module files; additionally a special file "\_\_init\_\_.py" file which may be empty but may contain the package list.

Let us create a Python package with the name mypackage. Follow the steps given below −

* Create an outer folder to hold the contents of mypackage. Let its name be packagedemo.
* Inside it, create another folder mypackage. This will be the Python package we are going to construct.Two Python modules areafunctions.py and mathfunctions.py will be created inside mypackage.
* Create an empty "\_\_.init\_\_.py" file inside mypackage folder.
* Inside the outer folder, we shall later on store a Python script example.py to test our package.

The **file/folder structure** should be as shown below –
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**Example.py**

#imoprt rectangle (function) from areafunction(filename) from mypackage fulder

from mypackage.areafunction import rectangle

print("Area: ",rectangle(10,20))

from mypackage.mathfunction import avg

print("Average of two numbers: ",avg(10,20))

**testpackage.py**

from mypackage import pow,circle

print("Area of circle: ",circle(5))

print("10 raised to 2: ",pow(10,2))

**Setup.py**

from setuptools import setup

setup(name='mypackage',

      version='0.1',

      description='Package setup script',

      url='#',

      author='Sharykhan',

      author\_email='shahriyarkhan@gmail.com',

      license='MIT',

      packages=['mypackage'],

      zip\_safe=False)

**inner fulder**

**\_\_Init\_\_.py**

from .areafunction import circle

from .mathfunction import sum,pow

**areafunction.py**

#Areafunction

def rectangle(w,h):

    area=w\*h

    return area

def circle(r):

    import math

    area=math.pi\*math.pow(r,2)

    return area

**mathfunction.py**

#Mathfunction

def sum(x,y):

    val=x+y

    return val

def avg(x,y):

    val=(x+y)/2

    return val

def pow(x,y):

    val=x\*\*y

    return val

Using your favorite code editor, save the following two Python modules in mypackage folder.

## Package Installation

Right now, we are able to access the package resources from a script just above the package folder. To be able to use the package anywhere in the file system, you need to install it using the PIP utility.

First of all, save the following script in the parent folder, at the level of package folder.

#setup.py

from setuptools import setup

setup(name='mypackage',

version='0.1',

description='Package setup script',

url='#',

author='anonymous',

author\_email='test@gmail.com',

license='MIT',

packages=['mypackage'],

zip\_safe=False)

Run the PIP utility from command prompt, while remaining in the parent folder.

**python setup.py install**

**15. Python - Inner Classes**

A class defined inside another class is known as an inner class in Python. Sometimes inner class is also called nested class. If the inner class is instantiated, the object of inner class can also be used by the parent class. Object of inner class becomes one of the attributes of the outer class. Inner class automatically inherits the attributes of the outer class without formally establishing inheritance.

Syntax

class outer:

def \_\_init\_\_(self):

pass

class inner:

def \_\_init\_\_(self):

pass

An inner class lets you group classes. One of the advantages of nesting classes is that it becomes easy to understand which classes are related. The inner class has a local scope. It acts as one of the attributes of the outer class.

Example

In the following code, we have student as the outer class and subjects as the inner class. The \_\_init\_\_() constructor of student initializes name attribute and an instance of subjects class. On the other hand, the constructor of inner subjects class initializes two instance variables sub1, sub2.

A show() method of outer class calls the method of inner class with the object that has been instantiated.

# Define the Student class

class Student:

    # Constructor to initialize the student object with a name

    def \_\_init\_\_(self, name):

        # Assign the provided name to the 'name' attribute

        self.name = name

        # Create an instance of the subjects class and assign it to the 'subs' attribute

        self.subs = self.subjects()

    # Method to display the student's name and subjects

    def show(self):

        # Print the student's name and call the display method of the subjects class

        print(f"Name: {self.name} Subjects: {self.subs.display()}")

    # Inner class for representing subjects

    class subjects:

        # Constructor to initialize subjects (HCI and MAD)

        def \_\_init\_\_(self):

            # Assign the subject names to 'sub1' and 'sub2' attributes

            self.sub1 = "HCI"

            self.sub2 = "MAD"

        # Method to display subjects

        def display(self):

            # Return a formatted string representing the subjects

            return f"{self.sub1}, {self.sub2}"

# Create an instance of the Student class with the name "Shary"

obj1 = Student("Shary")

# Call the show method to display information about the student and subjects

obj1.show()

"""

It is quite possible to declare an object of outer class independently,

and make it call its own display() method.

    """

sub=Student("Umair").subjects().display()

**16.Python - Anonymous Class and Objects**

Python's built-in type() function returns the class that an object belongs to. In Python, a class, both a built-in class or a user-defined class are objects of type class.

#Example

class Employee:

    def \_\_init\_\_(self):

        self.var=10

        return

obj=Employee()

print("class of int",type(int))

print("class of list",type(list))

print("class of dict",type(dict))

print("class of Employee",type(Employee))

The type() has a three argument version as follows −

### Syntax

newclass=type(name, bases, dict)

Using above syntax, a class can be dynamically created. Three arguments of type function are −

* **name** − name of the class which becomes \_\_name\_\_ attribute of new class
* **bases** − tuple consisting of parent classes. Can be blank if not a derived class
* **dict** − dictionary forming namespace of the new class containing attributes and methods and their values.

We can create an anonymous class with the above version of type() function. The name argument is a null string, second argument is a tuple of one class the object class (note that each class in Python is inherited from object class). We add certain instance variables as the third argument dictionary. We keep it empty for now.

#Example

class Employee:

    def \_\_init\_\_(self):

        self.var=10

        return

obj=Employee()

print("class of int",type(int))

print("class of list",type(list))

print("class of dict",type(dict))

print("class of Employee",type(Employee))

#

anon=type('',(object,),{})

#To create an object of this anonymous class −

obj=anon()

#The result shows that the object is of anonymous class

print("types of obj:",type(obj))

#The result shows that the object is of anonymous class

#Example 2

"""

We can also add instance variables and instance methods dynamically. Take a look at this example −

    """

# Define a function getA to be used as an instance method

def getA(self):

    # Return the value of the 'a' attribute

    return self.a

# Use the type function to dynamically create a class

# Arguments: class name (''), base classes (object,), and a dictionary with attributes and methods

# This dynamically created class has attributes 'a', 'b', and 'c', and methods 'getA' and 'getB'

# The 'getA' method is defined using the getA function, and the 'getB' method is defined using a lambda function

obj1 = type('', (object,), {'a': 3, 'b': 5, 'c': 6, 'getA': getA, 'getB': lambda self: self.b})()

# Call the getA and getB methods of the dynamically created class and print the results

print(obj1.getA(), obj1.getB())

In Python, an anonymous function is a function that is defined without a name. Anonymous functions are created using the **lambda** keyword. They are also sometimes referred to as lambda functions.

The general syntax for a lambda function is as follows:

pythonCopy code

lambda arguments: expression

Here, **lambda** is the keyword, **arguments** are the input parameters, and **expression** is the result of the function. Lambda functions are often used for short, simple operations where a full function definition is not necessary.

Here's an example of a lambda function that adds two numbers:

pythonCopy code

add = lambda x, y: x + y

result = add(3, 5)

print(result) # Output: 8

**17\_Python - Singleton Class**

A Singleton class is a class of which only one object can be created. This helps in optimizing memory usage when you perform some heavy operation, like creating a database connection.

# Define a class named 'singleton'

class singleton:

    # Class variable to hold the single instance of the class

    \_instance = None

    # Define a special method '\_\_new\_\_' which is called to create a new instance of the class

    def \_\_new\_\_(cls):

        # Check if the class variable '\_instance' is None (indicating no instance has been created yet)

        if cls.\_instance is None:

            print("Creating the object")

            # Create a new instance of the class using the super() function

            cls.\_instance = super(singleton, cls).\_\_new\_\_(cls)

        # Return the existing instance if it already exists, otherwise, return the new instance

        return cls.\_instance

# Create an instance of the 'singleton' class

obj1 = singleton()

# Print the instance (memory address) of the created object

print(obj1)

# Create another instance of the 'singleton' class

obj2 = singleton()

# Print the instance (memory address) of the second object

print(obj2)

This is how the above code works −

When an instance of a Python class declared, it internally calls the \_\_new\_\_() method. We override the \_\_new\_\_() method that is called internally by Python when you create an object of a class. It checks whether our instance variable is None. If the instance variable is None, it creates a new object and call the super() method and returns the instance variable that contains the object of this class.

If multiple objects are created, it becomes clear that the object is only created the first time; after that, the same object instance is returned.

Creating the object

<\_\_main\_\_.SingletonClass object at 0x000002A5293A6B50>

<\_\_main\_\_.SingletonClass object at 0x000002A5293A6B50>

**18. Python - Enums**

The term 'enumeration' refers to the process of assigning fixed constant values to a set of strings, so that each string can be identified by the value bound to it. Python's standard library offers the **enum** module. The Enum class included in **enum** module is used as the parent class to define enumeration of a set of identifiers − conventionally written in upper case.

#EXample 1

from enum import Enum

class subjects(Enum):

    English=1

    Maths=2

    HCI=3

    MAD=4

"""

In the above code, "subjects" is the enumeration.

It has different enumeration members, e.g., subjects.MATHS. Each member is assigned a value.

Each member is ab object of the enumeration class subjects,

and has name and value attributes

"""

obj1=subjects.Maths

obj2=subjects.HCI

print(type(obj1),obj1.value)

print(type(obj2),obj2.value)

#Example 2 Value bound to the enum member needn't always be an integer, it can be a string as well.

class subjects(Enum):

    English="E"

    Maths="M"

    HCI="H"

    MAD="MD"

obj1=subjects.Maths

obj2=subjects.HCI

print("\n",obj1.name,obj1.value)

print(obj2.name,obj2.value,"\n")

#Example 3  You can iterate through the enum members in the order of their appearance in the definition

for sub in subjects:

    print(sub.name,sub.value)

#Example 4

"""

An enum class cannot have same member appearing twice,

however, more than one members may be assigned same value.

To ensure that each member has a unique value bound to it,

use the @unique decorator."""

from enum import Enum,unique

#@unique

class subjects(Enum):

       ENGLISH = 1

       MATHS = 2

       GEOGRAPHY = 3

       HCI = 2

obj3=subjects.MATHS

print(obj3.name,obj3.value,"\n")

"""

unique

    raise ValueError('duplicate values found in

%r: %s' %

ValueError: duplicate values found in <enum 'subjects'>: HCI -> MATH

    """

#Example 5

"""The Enum class is a callable class, hence you can use the following alternative method of defining enumeration −

"""

from enum import Enum

subjects1 = Enum("subjects", "ENGLISH MATHS SCIENCE SANSKRIT")

for sub in subjects1:

    print(sub.name)

**19. Python - Reflection**

In object-oriented programming, reflection refers to the ability to extract information about any object in use. You can get to know the type of object, is it a subclass of any other class, what are its attributes and much more. Python's standard library has a number of functions that reflect on different properties of an object. Reflection is also sometimes called introspect.

Let us take a review of reflection functions.

The type() Function

We have used this function many times. It tells you which class does an object belong to.

#Example1 Following statements print the respective class of different built-in data type objects

print (type(10))

print (type(2.56))

print (type(2+3j))

print (type("Hello World"))

print (type([1,2,3]))

print (type({1:'one', 2:'two'}))

## The isinstance() Function

This is another built-in function in Python which ascertains if an object is an instance of the given class

### Syntax

isinstance(obj, class)

This function always returns a Boolean value, true if the object is indeed belongs to the given class and false if not.

#EXample 2 Let us verify the type of an object of a user-defined class −

class test:

    pass

obj1=test()

print(type(obj1))

#EXample 3

print(isinstance(10,int))

print (isinstance(2.56,int))

print (isinstance(2+3j,complex))

print('\n')

print (isinstance([1,2,3], tuple))

print (isinstance({1:'one', 2:'two'}, set))

## The issubclass() Function

This function checks whether a class is a subclass of another class. Pertains to classes, not their instances.

As mentioned earlier, all Python classes are subclassed from object class. Hence, output of following print statements is True for all

#Example 3

print("\n")

print (issubclass(int, object))

print (issubclass(str, object))

print (issubclass(test, object))

## The callable() Function

An object is callable if it invokes a certain process. A Python function, which performs a certain process, is a callable object. Hence callable(function) returns True. Any function, built-in, user defined or a method is callable. Objects of built-in data types such as int, str, etc., are not callable.

#Example 4 callable fuction

print("\n")

print(callable("Hello"))

print(callable(abs))

print(callable(test))

A string object is not callable. But abs is a function which is callable. The pop method of list is callable, but clear() is actually call to the function and not a function object, hence not a callable

## The getattr() Function

The getattr() built-in function retrieves the value of the named attribute of object.

#Example gettattr() function

class test:

    def \_\_init\_\_(self):

        self.name="Shary"

obj2=test()

print("Name of the attribute:",getattr(obj2,'name'))

## The setattr() Function

The setattr() built-in function adds a new attribute to the object and assigns it a value. It can also change the value of an existing attribute.

In the example below, the object of test class has a single attribute − name. We use setattr to add age attribute and to modify the value of name attribute.

#Example 6 settattr()

#Create new attribute

setattr(obj2,'Age',20)

print("Name:",obj2.name,"Age:",obj2.Age)

setattr(obj2,'name','sharyKhan')

print("Name:",obj2.name,"Age:",obj2.Age)

## The hasattr() Function

This built-in function returns True if the given attribute is available to the object argument, and false if not. We use the same test class and check if it has a certain attribute or not.

#Example 7

print(hasattr(obj2,'Age'))

print(hasattr(obj2,'name'))

print(hasattr(obj2,'marsk'))

## The dir() Function

If his built in function called without an argument, return the names in the current scope. Fpr any object as argument, it returns a list the attributes of the given object, and of attributes reachable from it.

* **For a module object** − the function returns the module's attributes.
* **For a class object** − the function returns its attributes, and recursively the attributes of its bases.
* **For any other object** − its attributes, its class's attributes, and recursively the attributes of its class's base classes.

#Example 8 dir()

print("\ndir(int)",dir(int))

print("\ndir(dict)",dir(dict))