**Linear Search**

**Linear Search Algorithm:**

0. Start.

1. Ask the user to enter the size of the array.

2. Create an array of the specified size.

3. Ask the user to input elements into the array.

4. Ask the user to enter the element to search for.

5. Initialize a flag variable to track if the element is found.

6. Iterate through each element of the array:

- Check if the current element is equal to the search key.

- If it is, set the flag to 1 and break out of the loop.

7. After the loop, check the flag value:

- If the flag is 1, print "Element found in the array."

- If not, print "Element not found in the array."

8. End.

**Linear Search Program:**

**#include <stdio.h>**

**int main()**

**{**

**int n, key;**

**printf("Enter the size of the array: ");**

**scanf("%d", &n);**

**int ar[n];**

**printf("\nEnter the elements of the array: ");**

**for (int i = 0; i < n; i++)**

**{**

**scanf("%d", &ar[i]);**

**}**

**printf("\nEnter the element to search: ");**

**scanf("%d", &key);**

**int flag = 0;**

**for (int i = 0; i < n; i++)**

**{**

**if (ar[i] == key)**

**{**

**flag = 1;**

**break;**

**}**

**}**

**if (flag == 1)**

**{**

**printf("Element found in the array.\n");**

**}**

**else**

**{**

**printf("Element not found in the array.\n");**

**}**

**return 0;**

**}**

**Linear Search Output:**
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**Linear Search Complexity:**

Worst-case time complexity: O(n) where n is the size of the array.

Space complexity: O(n) where n is the size of the array.

**Binary Search**

**Binary Search Algorithm:**

0. Start.

1. Ask the user to enter the size of the array.

2. Create an array of the specified size.

3. Ask the user to input elements into the array.

4. Ask the user to enter the element to search for.

5. Initialize variables for the low index, high index, and a flag to track if the element is found.

6. Start a loop that continues until the low index is less than or equal to the high index.

7. Calculate the middle index of the current range.

8. Check if the middle element is equal to the element being searched for:

- If yes, set the flag to 1 and break out of the loop.

- If not, adjust the range based on whether the middle element is less than or greater than the search element.

9. After exiting the loop, check if the flag is set:

- If yes, print "Element found."

- If not, print "Element not found."

10. End.

**Binary Search Program:**

**#include <stdio.h>**

**int main(){**

**int n;**

**printf("Enter the size of the array: ");**

**scanf("%d", &n);**

**int ar[n];**

**printf("Enter the elements of the array: ");**

**for (int i = 0; i < n; i++)**

**{**

**scanf("%d", &ar[i]);**

**}**

**int key;**

**printf("Enter the element to search: ");**

**scanf("%d", &key);**

**int low = 0, high = n - 1, flag = 0;**

**while (low <= high)**

**{**

**int mid = (low + high) / 2;**

**if (ar[mid] == key)**

**{**

**flag = 1;**

**break;**

**}**

**else if (ar[mid] < key)**

**{**

**low = mid + 1;**

**}**

**else**

**{**

**high = mid - 1;**

**}**

**}**

**if (flag == 1)**

**{**

**printf("Element found.\n");**

**}**

**else**

**{**

**printf("Element not found.\n");**

**}**

**return 0;**

**}**

**Binary Search Output:**
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**Binary Search Complexity:**

During the first iteration, the element is searched in the entire array. Therefore, length of the array = n.

In the second iteration, only half of the original array is searched. Hence, length of the array = n/2.

In the third iteration, half of the previous sub-array is searched. Here, length of the array will be = n/4.

Similarly, in the ith iteration, the length of the array will become n/2i

To achieve a successful search, after the last iteration the length of array must be 1. Hence,

n/2i = 1

That gives us −> n = 2i

Applying log on both sides,

log n = log 2i

log n = i log 2

i = log n

Worst-case time complexity: O(log n)

Space complexity: O(n)

**Bubble Sort**

**Bubble Sort Algorithm:**

0. Start.

1. Ask the user to enter the size of the array.

2. Create an array of the specified size.

3. Ask the user to input elements into the array.

4. Perform a nested loop to compare elements for sorting:

- Loop through each element in the array except the last one.

- For each element, compare it with all the elements after it.

- If an element is greater than the element being compared with, swap them.

5. Print "Sorted array:".

6. Print the sorted array elements.

7. End.

**Bubble Sort Program:**

**#include <stdio.h>**

**int main()**

**{**

**int n;**

**printf("Enter the size of the array: ");**

**scanf("%d", &n);**

**int ar[n];**

**printf("\nEnter the elements of the array: ");**

**for (int i = 0; i < n; i++)**

**{**

**scanf("%d", &ar[i]);**

**}**

**for (int i = 0; i < n - 1; i++)**

**{**

**for (int j = i + 1; j < n; j++)**

**{**

**if (ar[i] > ar[j])**

**{**

**int temp = ar[i];**

**ar[i] = ar[j];**

**ar[j] = temp;**

**}**

**}**

**}**

**printf("\nSorted array: ");**

**for (int i = 0; i < n; i++)**

**{**

**printf("%d ", ar[i]);**

**}**

**return 0;**

**}**

**Bubble Sort Output:**
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**Bubble Sort Complexity:**

1 + 2 + 3 + ... + (n - 1) = n(n - 1)/2 = O(n^2)

Worst-case time complexity: O(n^2)

Space complexity: O(n)

**Insertion Sort**

**Insertion Sort Algorithm:**

0. Start.

1. Ask the user to enter the size of the array.

2. Create an array of the specified size.

3. Ask the user to input elements into the array.

4. Perform insertion sort on the array:

- Start a loop from the second element to the last element of the array.

- Store the current element in a variable key.

- Initialize a variable j to the index before the current element.

- While j is greater than or equal to 0 and the element at index j is greater than the key:

- Shift elements to the right to make space for the key.

- Decrement j.

- Insert the key into its correct sorted position.

5. Print "Sorted array:".

6. Print the sorted array elements.

7. End.

**Insertion Sort Program:**

**#include <stdio.h>**

**int main()**

**{**

**int n;**

**printf("Enter the size: ");**

**scanf("%d", &n);**

**int ar[n];**

**printf("\nEnter the array elements: ");**

**for (int i = 0; i < n; i++)**

**{**

**scanf("%d", &ar[i]);**

**}**

**for (int i = 1; i < n; i++)**

**{**

**int key = ar[i];**

**int j = i - 1;**

**while (j >= 0 && ar[j] > key)**

**{**

**ar[j + 1] = ar[j];**

**j = j - 1;**

**}**

**ar[j + 1] = key;**

**}**

**printf("\nSorted array: ");**

**for (int i = 0; i < n; i++)**

**{**

**printf("%d ", ar[i]);**

**}**

**return 0;**

**}**

**Insertion Sort Program:**
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**Insertion Sort Complexity:**

when the array is sorted in reverse order, the Insertion Sort algorithm will take its maximum number of comparisons and swaps. This results in a time complexity of O(n^2), where n is the number of elements in the array.

(n-1)+ (n-2) +...+3+2+1= (n-1)\* n/2 = (n\*2n-2)/2 =(2n^2-2)/2

Worst-case time complexity: O(n^2)

Space complexity: O(n).

**Merge Sort**

**Merge Sort Algorithm:**

0. Start.

1. Ask the user to enter the size of the array.

2. Create an array of the specified size.

3. Ask the user to input elements into the array.

4. Define a function `Merge` to merge two sorted subarrays.

- Calculate the sizes of the two subarrays.

- Create temporary arrays `Left` and `Right`.

- Copy elements from the main array to the temporary arrays.

- Merge the two subarrays back into the main array in sorted order.

5. Define a function `Merge\_Sort` for performing merge sort.

- If left index is less than the right index:

- Calculate the middle index.

- Recursively call `Merge\_Sort` on the two halves of the array.

- Merge the two sorted halves using the `Merge` function.

6. In the `main` function:

- Call `Merge\_Sort` function on the array to sort it.

- Print "The sorted array is:".

- Print the sorted array elements.

7. End.

**Merge Sort Program:**

**#include <stdio.h>**

**void Merge(int arr[], int left, int mid, int right)**

**{**

**int n1 = mid - left + 1;**

**int n2 = right - mid;**

**int Left[n1], Right[n2];**

**for (int i = 0; i < n1; i++)**

**{**

**Left[i] = arr[left + i];**

**}**

**for (int j = 0; j < n2; j++)**

**{**

**Right[j] = arr[mid + 1 + j];**

**}**

**int i = 0, j = 0, k = left;**

**while (i < n1 && j < n2)**

**{**

**if (Left[i] <= Right[j])**

**{**

**arr[k] = Left[i];**

**i++;**

**}**

**else**

**{**

**arr[k] = Right[j];**

**j++;**

**}**

**k++;**

**}**

**while (i < n1)**

**{**

**arr[k] = Left[i];**

**i++;**

**k++;**

**}**

**while (j < n2)**

**{**

**arr[k] = Right[j];**

**j++;**

**k++;**

**}**

**}**

**void Merge\_Sort(int \*ar, int left, int right)**

**{**

**if (left < right)**

**{**

**int mid = (left + right) / 2;**

**Merge\_Sort(ar, left, mid);**

**Merge\_Sort(ar, mid + 1, right);**

**Merge(ar, left, mid, right);**

**}**

**}**

**int main()**

**{**

**int n;**

**printf("Enter the size: ");**

**scanf("%d", &n);**

**int ar[n];**

**printf("\nEnter the elements of array: ");**

**for (int i = 0; i < n; i++)**

**{**

**scanf("%d", &ar[i]);**

**}**

**Merge\_Sort(ar, 0, n - 1);**

**printf("\nThe sorted array is: ");**

**for (int i = 0; i < n; i++)**

**{**

**printf("%d ", ar[i]);**

**}**

**return 0; }**

**Merge Sort Output:**

![](data:image/png;base64,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)

**Merge Sort Complexity:**

Worst-case time complexity: O(n log n)

Space complexity: O(n)