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**Abstract:**

In this paper, we used the statlog heart disease dataset from University of California Irvine repositary to evaluate the performance of SVM, MLPClassifier, K-NN and DecisionTreeClassifier. The dataset takes a decision whether the patient is prone to heart disease based on some medical data recorded on the patient. We explained the skeleton of the dataset and listed its features. We discussed the types of algorithms used in the process of classification. We observed that the performance of MLPClassifier and SVM are the best on this dataset in terms of accuracy. We evaluated couple of others parameters to determine the performance of the algorithms and found out that MLPClassifier has edge over the other algorithms. We analyzed the algorithms and detected why one algorithm performs better than others on some specific tasks.

**Objective:**

Diagnosing heart disease is a pretty confusing and lengthy process. People often misjudges the symptoms and hence bear severe consequences. It is a major cause of mortality both in developed and developing countries. We designed a classification method for determining heart disease and did a comparative study of four classification algorithms to figure out the most accurate algorithm on the dataset used.

**Related Works:**

Previous works on heart disease prediction was based on different data mining [1] [2] and machine learning algorithms [3]. In their work on [1], researches built an intelligent disease prediction system. They used three algorithms; naïve Bayes, decision tree and neural network and gave a pretty brief comparison of the three algorithms used. In [4], they did a comparative study of Decision tree, Bayesian classification, KNN, neural network and classification based on clustering. They reveal that decision tree outperforms all other and sometimes Bayesian classification has same accuracy as decision tree.

What we did here was that, we dragged SVM into the game and did multiple simple comparison between them on various prediction tasks using scikit-learn [5].

**Dataset:**

We used the heart disease (statlog) dataset from UCI machine learning repository [6]. The dataset has 13 attributes and 270 observations. We tried to feed as much data as we can to train the system designed. The attributes of the dataset are:

1. Age

2. Sex

3. Chest pain type (4 values)

4. Resting blood pressure

5. Serum cholesterol in mg/dl

6. Fasting blood sugar > 120 mg/dl

7. Resting electrocardiographic results (values 0, 1, and 2)

8. Maximum heart rate achieved

9. Exercise induced angina

10. Old peak = ST depression induced by exercise relative to rest

11. The slope of the peak exercise ST segment

12. Number of major vessels (0-3) colored by fluoroscopy

13. Thal: 3 = normal; 6 = fixed defect; 7 = reversible defect

Value to be predicted:

1🡪 absence of heart disease

2🡪 present of heart disease

**Theoretical analysis of Algorithms:**

Multi-Layer Perception (MLP)

This is a neural network algorithm which uses backpropagation technique to learn and apply the learning. It uses neuron like layers to train the system. There are three types of layers; input layer, output layer and hidden layers in between them. Number of hidden layers are variable.

Suppose we have a training data set ![(x_1, y_1), (x_2, y_2), \ldots, (x_n, y_n)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANcAAAASBAMAAAA6dlaBAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGIu/nWDpdN0y+/OvSM+HsLFhAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACnklEQVQ4y31Vz2sTQRT+dpPtdjfZJqQX9eLag6eg8SSCoIg/ocK2CmK9BP+CWBA9VMlVUNiDB7FgeimeAvEg4i1UxINYAx5aT42Ch4JCFD0IQpz3Zn8lncmQ3ZmX933vezP7ZgYwfKiaGQ8qSjfULD1eEnJlpc+oRYNjau6sTkyDl4RzGuey7PKB2m1rpqbDS0Jd45wa6fa2+kSamqDLEHk/O8G97czEBVETpkONz2ty90DH3Vb/rcUTwaVs3i7vJhp3Yfd5tBa/7eq1I0lKW03c54GrDjmOT+O5/LPCp412Urlub6bLo0FMvu48d3txkfptfOdRSSuWxWfiCcKqyARLYvxEOoMW3MChJXxBptMBGpaIcPUNuy1ngHVrXuyLgnLLJPi4cTweCcIq9ZtiE7+PvJvYQbWTFUOxL2aUk/kV+96ggpOTxAifNooXix2g/iYgVUV7hfOSwukZ9J7yYXVMWeuFRr5+A4d13yzGp43iZb4ZjL8IErGfeJgR4/fB0EIYpVsqT3cdWgp9gRDemF88kcSThsulv2QOvJDEnC/kdP6wmCj9Z2UqZWvtKD6LKYVsl8ot8QleUyUTfPyJ8Xapt5HEY4NK3/Tx6d7KbV5G75dwVqsDFss3sCOWYw7e8a13Iv43sG1ufARmhH2B4V478xA9xm/jRxqPDEGA0YzmT8to89HRZDE6dxrAvvhA6YVsAxeBy448fcaPP6T4s7zjonhs0Df/MCrmBoWAxRalWDHaMXf2n2Z7HS9h33oMy1eLxfhH1m6QxCODCMhJp3XqErBAN4HYUFd+h3TFWFTd8qpxhsMu2UatWENr+I9vjIUxMbajq6lpfE3jkTErz4QULTI3q9I2y1HmldHM5zbk+BCiVcUIffTyzMQjwn/m7LL+7r0pbQAAAABJRU5ErkJggg==) where ![x_i \in \mathbf{R}^n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD0AAAAPBAMAAACl/tp8AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAdIuvYM8y+0jpGL+d892DFakEAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA2ElEQVQY02NgwASd93/OvHmKgeuw0zYGrED/AwPT9wRG/gYjVHE2u3dvoPIM9RsY+hgiUOX1GuD6QfJnGAqAHCEToTCIMMsGhPk8PxcwvGAJc2BgSUgXqIAIc8Lt/73vvwADwwOuIAYGRgZ3oIgwSDgZyX3+3+C2mgLxAhDD9907uPv4fsPlJ8EY2Uj6Wf/COFzfGBx4AlDt/8DA/B/Kdmf6wJGgcAvE5AhACp//DRBfdUsIizCwTQCz5cRg4RvAoHnbABEwzAoQq7Qh7sMAvIsY8ALmY7hkAEb7PnAESEB0AAAAAElFTkSuQmCC) and ![y_i \in \{0, 1\}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAATBAMAAAAjVk05AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASHTdzxiL+69gMvOd6b96vLQuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABOElEQVQoz2NgwAI4m1D5EhMYsIMn6AJ9OBR+ZGBgOnYSwmY1BBLxAVjVsf5iYJjMwCsAYnO1/QQpXICigKvZ2Aam0IiBzQEiikVhsgDCxI8MnAWoChmVGZggejkfIKzm+sXA+BVVYRi7AEsDWIQX7oSvDIy/QAiukB9o14T1DOwTmEBKV8AUsjigK+QB2dnCIM/AChKZbWwM9gznPaChQDciWc3Qq8DAsInhLERkHcxEvgcgaSYkz3AYAImvDBYMR1DcyAo0ywxiHZIbGb5y/WTjBoU8owNqgC/gckUJx4yMDwxrwQqUtRAKmQ51MjB+A7Kb/zbCApzHgKENoiAPETNgwARzDEgh+wTuCQxbE9DjGlNhHCgN9SxATz1gMBWuEOgHtowEjOTTAqUVcCZQKGDsROXPAOoAAAIMViYm9mqUAAAAAElFTkSuQmCC) . Let’s say we have a MLP that has a lone hidden layer with one neuron.

We have a function ![f(x) = W_2 g(W_1^T x + b_1) + b_2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANsAAAAVBAMAAAA9T4a3AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGL+d3XTzr+lgi/tIzzIUgU/yAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC3klEQVRIx81VS2gTQRj+Nsm62aSuQRRB0caD9CCiqLWKVXNQvEl8FDEI3R5EBJEitCBaLHgQhMKiqGAhLihECpK9ePMQRa8qCD4OkQGlUnowNYdStI0zs6+ZdJNKvfhDspMv/3zfP/9jB/gHO7/3xtbl7VRs/kgt6bg+XOpWwo638mvPFMu4qtml5DaLjKuIutijN5KpN1it3gns89YF2en6PNn4K4vyOR+IWyI2HRHPq1oUk49SO3ICGPXWSXlvguKzgBYASQl7LPp2EDfFOYmpCaXHngFU24/elnNsQvkJFAOgIGHvpWpZ/KENSkxNKJUyacTEDzEnyWkOUmNAGMMxCbsYIZe0JKYmFMrwTQtpFviVwhfAkeTiNRQP+122bmIX+zvEFFYQtXT3KRGIO/u6XXcHUSgSNE4qp5Pp/HOgJrdzDfYHTPG1MaDMMY4Q212nOkXjWboiEPeTtNvlNUShYM6TNEqMs18DrGJVZizb+kIKV2ne9J4skjZmDDPEPMvrjpTMLqQtI+cxSeidy/yc4HLACAKnoNt+T+GQmqHD3YWHGd1kcj4W1Pcd+95W/TRW/UgXF9BZKZkek4i+sGPsBPfoZwPbcSvMuG/GnI3yWubzBHugZRUnxPDN63hbPB3t836wqKTaMVQ3U2zcDoDXDsoCLNcpTKYyn0E/XRj06CNI5tnfPpYadmU6iS4QGw6OLpbjKOF5YMNDB2E8VaMj2TQIqANveSNcwimUCRuEAOMV0J0y3ohVMvVRLicPAkOxgvC0UtDGy7Onz9Auz8tydM939lxpQeveD0wIGJfr2PJ6yBKJ758El/OYBBSf/YZVctEvsfANa7i9tEbAJmUXtRKW3AyYBDReIVDct9k1D3oQraYe/+r2klZpKSd2mBnF1LdpB9IlftoY2l5APxqz2qjKGiv7N3K362Qxk9FoDEJ7JF2vmZYU6lBP0/U62e5ebMO0PNO3H8R/bn8AaKfj2c3JTHAAAAAASUVORK5CYII=) that needs to be learnt by this MLP. W1, w2🡪 weights of the input and hidden layers. b1, b2🡪 bias added to hidden and output layer.

For our own binary classification model, this function ![f(x)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAASBAMAAADMExFcAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGL+d3XTzr+lgi/tIzzIUgU/yAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAxklEQVQY02NggADGBWCKiwEOmAQgEgpgSsiIgcESKhMFJl2DGBgaoCIcYJUfGRhYF0BFmEEM1gQGBpYHUBEeB6CSsvYJDNwgIyqj7jEwbACyWIAKgSKcD14H7GFg+AAU4T7AwPAMqJlhNkhbIhDLM4BFGBhqYSLTgFgaxOkCESBzbBnA5jAw/mOYABG5zAC2fTbXB54HYNsZMkE+XMBwKCY8EujCAAaIfYwOCF8wcoI5NVCRWUAzl08AhwYDPDTYF6OEmAADAPDfJZmn25RGAAAAAElFTkSuQmCC) passes through another function ![g(z)=1/(1+e^{-z})](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJAAAAATBAMAAACNTJn9AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGK+LnTLzYOm/z3Td+0iuyn13AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABzklEQVQ4y42Uv0sDMRTHv9e7s7/bQyel0l8OClIqFRwELYh0cDkduol1cS4ouknRRXBpcZcbnJyKdhAE6SIIghb8BzrUSREdREeT3F17P2LbN+TlLi+fl7xvEoCZkGVOb3k2hn4mdnt+hblxfpwG1PqChKrZK+gu6FiS8ERbOQGpDMTafMpDBLg2PyoOr5uc/qHOo8IHbCyX9b+vdo73Iw86bl/JiiMbA4X0jFEDtNAdlVKpVF7vGYCQagy980B7wD0XZBYAiDSJS8/nw+Qz8OJVEeaBSKFbbpCYS+pbW70FCygq8TKdv9hJk2AeSOOCHvHG/PomlewTOEZUKbLSkn2O0GPgv6SWMEHBOuSSC+SpCElLxm14v7APBqIJRhT3igKwgEiSE5YkepZTbCCphBlMkm6ExvFqNEHq6N7almoLbMGj4ZTNP0DQADm2VgCvRnGFqmUBBZviN5Xfe3F4zpefKMuR39fGUi+Oyj/VaEHMQpR36sCa/YDM/mYgU1FywOjzUdsCEtLWGkl1Wn8NQpN7RXR56PSY5ccd576xK+IjsmeMe8N5R0JdWh/bBaZxQ+uLf5+RDmurA5+Rq0ai97DNcYJqwzxsCgZbFUPZHxHrZKZQo4wGAAAAAElFTkSuQmCC) which is called logistic function. It output values between 0 and 1. A threshold set to 0.5; values greater than this will assign to positive classes and rest will assign to negative class. In our model we used 500 hidden layers to get the optimum result.

Support vector machine (SVM)

SVM is a kernel based algorithm where the classifier is determined by a separating hyperplane. In a 2D space, the hyperplane is a line separating the classes.

We use the linear kernel in our model but in case the hyperplane is non-linear then a transformation is needed by adding extra axis. SVM in some cases is similar like single layer neural network with one important difference which is the introduction of support vectors in SVM. Support vectors are the input features those play an influential part in determining the hyperplane.

K-Nearest Neighbors (K-NN)

K-NN classifier is to classify unlabeled observations by assigning them to the class of the most similar labeled examples [7]. This algorithm is an instance based learner.

We have a parameter k here which is the number of neighbors specified. Suppose we set k to 5 and we have 2 classes to predict. We will look for the k nearest neighbor and will count the majority assigned to a certain class. Let’s say our class1 has 5 instances and class2 has 3 instances. Now if a new point comes to be labeled then the k-NN will assign it to class1.

We will use the Euclidian distance to get the distance of the new point from the neighbors which can be determined by the equation

D(p,q)=√(p1-q1)2+………..(pn-qn)2 [7]

Decision Tree

Decision tree classifier is non-parametric in the sense that nothing need to be set as the k in K-NN. In this tree model the leaves represent the labels to be predicted. The model predicts the label of the target variable by some decision rules which it created during the training. It splits the data in some non-overlapping regions and make the decision rules by observing them. There are quite a few methods for splitting the trees.

**Results and Findings:**

We trained our model by the training data separated from the dataset and then gave the reserved testing data to the model to predict.

|  |  |
| --- | --- |
| **Algorithm** | **Accuracy** |
| MLPClassifier | 90% |
| SVM | 85% |
| K-NN | 70% |
| DecisionTreeClassifier | 65% |

Table 1: Accuracy of algorithms

We see that MLPClassifier has the highest accuracy and then SVM, k-NN and DecisionTreeClassifier in the numerical order.

However, the confusion matrix gives us some interesting data to evaluate. The first data of first column represents TP (true positive), second data represents FN (false negative); first data of second column represents FP (false positive) and the second data represents TN (true negative). Given 20 data to predict the model does the following:

|  |  |  |
| --- | --- | --- |
| Real/Pred | Pred True | Pred False |
| Real True | 8 | 2 |
| Real False | 0 | 10 |

Figure 1: Confusion Matrix of MLPClassifier

|  |  |  |
| --- | --- | --- |
| Real/Pred | Pred True | Pred False |
| Real True | 7 | 3 |
| Real False | 0 | 10 |

Figure 2: Confusion Matrix of SVM

|  |  |  |
| --- | --- | --- |
| Real/Pred | Pred True | Pred False |
| Real True | 7 | 3 |
| Real False | 3 | 7 |

Figure 3: Confusion Matrix of k-NN

|  |  |  |
| --- | --- | --- |
| Real/Pred | Pred True | Pred False |
| Real True | 7 | 3 |
| Real False | 4 | 6 |

Figure 4: Confusion Matrix of Decision Tree Classifier

From the above confusion matrices we calculated the TPR (true positive rate) and FPR (false positive rate) by the following equations:

1. TPR= TP/Total true values;
2. FPR= FP/Total False values.

|  |  |  |
| --- | --- | --- |
| Algorithm | TPR | FPR |
| MLPClassifier | 100% | 16.67% |
| SVM | 100% | 23% |
| K-NN | 70% | 30% |
| DecisionTree | 63% | 33.33% |

Table 2: TPR-FPR comparison

What we find is that, in terms of TPR, MLP and SVM both performs overwhelmingly well. If a person is suffering from heart disease, everytime these algorithms can predict it accurately in this dataset. Out of the rest two, k-NN performs better than Decision tree.

We plotted these values from Table 2 to produce Receiver Operating Characteristic (ROC) curve.
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Figure 5: ROC Curve

**Reasons of Varying Performance:**

There is no surprise that SVM and MLPClassifier both shows the same level of accuracy because both of them are neural network algorithm. SVM is a classic example of local neural network. It is a two layer neural network employing hidden layer of radial units and one output neuron. [8] We do not feel SVM like neural network because we do not have to deal with the hidden layers here; kernel function handles that for us. The most distinctive fact about SVM is that the learning task is reduced to quadratic programming by introducing the so-called Lagrange multipliers. [8] All operations in learning and testing modes are done in SVM using kernel functions satisfying Mercer conditions [9]. The slight difference SVM and MLPClassifier has that SVM formulates the problem into quadratic optimization task [8].

SVM and k-NN both are parametric learning algorithms yet they show considerable difference in performance in terms of TPR. K-NN is prone to overfitting and we did not perform any handling tasks to maintain the level-playing field for the algorithms. If standard scaling is done and suitable parameters are chosen both the algorithms performs pretty similar. Kernel function and parameter C are the scaling factor of SVM. Linear kernel is less prone to overfitting [10] what might give SVM the edge over k-NN.

Decision tree performs the worst in terms of TPR and FPR in this dataset. In some previous works, Decision tree outperforms neural network and k-NN but in this dataset lack of feature scaling leads its way to overfitting, hence hindering its way towards achieving higher accuracy.

**Conclusion:**

In our work, we show that when the dataset has less features and samples neural network algorithms like SVM and MLPClassifier performs exceptionally well which opposes the previous idea that SVM is better off with large scale datasets. On the other hand, k-NN and Decision tree algorithms are simple and used for simple datasets which are less prone to overfitting. Our findings differs with that idea too. In this simple dataset, both of the algorithms perform worse than the neural network. Our findings suggest that though both SVM and MLPClassifier hav a huge edge in accuracy over k-NN and Decision Tree classifier MLPClassifier should be used in this dataset as it is more consistent in its predicting.
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