**Практическое занятие №16**

**Наименование практического занятия:** составление программ с использованием ООП.

**Цели практического занятия:** закрепить усвоенные знания, понятия, алгоритмы, основные принципы составления программ, приобрести навыки составление программ с ООП в IDE PyCharm Community.

Вариант №9

**Постановка задачи:**

Создайте класс "Калькулятор" с методами "сложение", "вычитание", "умножение" и "деление". Каждый метод должен принимать два аргумента и возвращать результат операции.

**Код:**

from colorama import init, Fore, Back, Style

print(Style.BRIGHT + Fore.GREEN)

print("+──────────────────────────────────────────────────────── +\n| ╔╗╔══╗╔══╗ ╔══╗╔╗   ╔╗╔══╗╔╗╔╗ ╔══╗╔═══╗╔════╗╔══╗╔═══╗ |\n| ║║║╔═╝║╔╗║ ║╔╗║║║   ║║║╔═╝║║║║ ║╔╗║║╔═╗║╚═╗╔═╝║╔╗║║╔═╗║ |\n| ║╚╝║  ║╚╝║ ║║║║║╚══╗║╚╝║  ║╚╝║ ║║║║║╚═╝║  ║║  ║║║║║╚═╝║ |\n| ║╔╗║  ║╔╗║ ║║║║║╔═╗║║╔╗║  ╚═╗║ ║║║║╚╗╔╗║  ║║  ║║║║║╔══╝ |\n| ║║║╚═╗║║║║╔╝║║║║╚═╝║║║║╚═╗ ╔╝║╔╝║║║ ║║║║  ║║  ║╚╝║║║    |\n| ╚╝╚══╝╚╝╚╝╚═╝╚╝╚═══╝╚╝╚══╝ ╚═╝╚═╝╚╝ ╚╝╚╝  ╚╝  ╚══╝╚╝    | \n+──────────────────────────────────────────────────────── +")

print(Style.BRIGHT + Fore.YELLOW)

print(' '\*7 ,"-" \* 42)

print(' '\*7 ,'| Выберите действие:' , " " \* 19 , "|")

print(' '\*7 ,"-" \* 42)

print(' '\*7 ,'| 1. Сложение' , " " \* 26 , "|")

print(' '\*7 ,"-" \* 42)

print(' '\*7 ,'| 2. Вычитание' , " " \* 25 , "|")

print(' '\*7 ,"-" \* 42)

print(' '\*7 ,'| 3. Умножение'  , " " \* 25 , "|")

print(' '\*7 ,"-" \* 42)

print(' '\*7 ,'| 4. Деление'  , " " \* 27 , "|")

print(' '\*7 ,"-" \* 42)

print(' '\*7 ,'| 5. Возведение'  , " " \* 24, "|")

print(' '\*7 ,"-" \* 42)

*# -------------------------------------------------------------------------------*

math = int(input("        -> "))

a = int(input("        A -> "))

b = int(input("        B -> "))

class Calculator:

    def add(self, a, b):

        return(a + b)

    def sub(self, a, b):

        return(a - b)

    def mlp(self, a, b):

        return(a \* b)

    def dvd(self, a, b):

        if b == 0:

            raise ValueError("На ноль делить нельзя, УЧИ МАТЕМАТИКУ !!!")

        else:

            return(a / b)

    def sqr(self, a, b):

        return(a \*\* b)

calc = Calculator()

if math == 1:

    result = calc.add(a,b)

elif math == 2:

    result = calc.sub(a,b)

elif math == 3:

    result = calc.mlp(a,b)

elif math == 4:

    result = calc.dvd(a,b)

elif math == 5:

    result = calc.sqr(a,b)

print(Style.BRIGHT + Fore.WHITE)

print("        Результат -> ", result)

print("  ")

*# -------------------------------------------------------------------------------*

**Результат работы:**

**![](data:image/png;base64,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)**

**Протокол выполнения программы:**

1. Импортируются необходимые модули и функции из библиотеки colorama для оформления текста в консоли.

2. Выводится меню с перечнем доступных действий: сложение, вычитание, умножение, деление и возведение в степень.

3. Пользователь вводит номер выбранного действия.

4. Пользователь вводит значения переменных A и B.

5. Определяется класс Calculator с методами для выполнения арифметических операций.

6.Создается экземпляр класса Calculator.

7. Выполняется выбранная арифметическая операция в зависимости от номера, введенного пользователем.

8. Результат выводится в консоль.

9. Программа завершается.

**Постановка задачи №2:**

Создание базового класса "Работник" и его наследование для создания классов "Менеджер" и "Инженер". В классе "Работник" будут общие методы, такие как "работать" и "получать зарплату", а классы-наследники будут иметь свои уникальные методы и свойства, такие как "управлять командой" и "проектировать системы".

**Код:**

class Worker:

    def \_\_init\_\_(self, \*\*kwargs):

        self.attributes = kwargs

    def work(self):

        print("Я работаю")

    def receive\_salary(self):

        print("Урааа, я получил зарплату")

class Manager(Worker):

    def manage\_a\_team(self):

        print("Я управляю командой")

class Engineer(Worker):

    def design\_systems(self):

        print("Я проектирую системы")

manager = Manager(name='Петр', position='Менеджер', salary=100000, department='Отдел продаж')

engineer = Engineer(name='Андрей', position='Инженер', salary=80000, specialization='Системный аналитик')

print(manager.attributes)

print(engineer.attributes)

*# worker.work()*

*# worker.receive\_salary()*

*# manager.work()*

*# manager.receive\_salary()*

*# manager.manage\_a\_team()*

*# engineer.work()*

*# engineer.receive\_salary()*

*# engineer.design\_systems()*

**Протокол выполнения программы:**

1. Определение базового класса "Работник" с методами `\_\_init\_\_`, `work` и `receive\_salary`. Метод `\_\_init\_\_` принимает произвольное количество аргументов в формате ключ-значение и сохраняет их в словаре `attributes`.

2. Определение класса "Менеджер", наследующегося от класса "Работник" с добавлением метода `manage\_a\_team`.

3. Определение класса "Инженер", наследующегося от класса "Работник" с добавлением метода `design\_systems`.

4. Создание объекта `manager` класса "Менеджер" с передачей аргументов `name='Петр'`, `position='Менеджер'`, `salary=100000`, `department='Отдел продаж'`.

5. Создание объекта `engineer` класса "Инженер" с передачей аргументов `name='Андрей'`, `position='Инженер'`, `salary=80000`, `specialization='Системный аналитик'`.

6. Вывод атрибутов объектов `manager` и `engineer` с помощью `print(manager.attributes)` и `print(engineer.attributes)`.

**Результат выполнения программы:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAtQAAAB8CAYAAABJ/SdaAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAACLOSURBVHhe7d2/U9tI+D/w576tCxo3SePCKcjnO6MWClM7M8lfAEOgvIPySJekyKW7XAmXEpKBvyCZCTUU0LoJRVy4ORo3Llx/PvvsD3klr6SV1vIPeL9mPImRJa1Wq9Wj3ZX02/P/+f//S2zjT/p82Kb+8QH9fSv/ImzQm38PqN0/od8/8R+36eOXDo3Mb3Y+0Ncu0Y/X7+mcv/51Ri+aYxo3SC3nWbnpkkzHGl3Zf2Ou9Mm/RTS83KO356m0eVDp6dHxH//QjflOl7T77Ym1XPVbY/PohA7b/XieWGH+USovGadZZIC9nqztn9oXLo7lpdW9fCbLRZN6jrxYu7bndfytVPoy8m+f6DS9f2wh6cvklz5ZfiJKrduH3/K5DG+NxG/uX9LX9TvafXehJgAAAEBt/p/+l+j2mvoi0o1ebes/8Ml/j6LGgK70CXzzqEOtcZ+u8gKBhoiWe2fZwULB9J1XHG18TwVTLiKYEJFJY3Cpg4kL+jkQ6d//kzbl9GL90Vj/L+X2H/r9ckCt7hl93NF/027uh2Ib2rS1of9geORfmsxPGtBPa2P9t3+aXF6cH251Lz/bLV31x9TqWPtn56XMn6rbP51/XCbERc1pTjCdyS99ZUylTwTyh1GDBpd5wTQHyWf09csJvUmXsRRX+Tn/1iOK9uhzR1wwfEMwDQAAMA+TFmpJtXi19DcSJ+tE67KYMLBbA50t1JMW37LT1fozWplly6UIoPVXNu5Nt6aadE5Mb8PEZBqT07mFWrfqqdZEsUYRRNotfcnljK3Wxuz8My2MvLjY2MoLKWf7nS2UtvS6Jyb5VO/yp/NXsctM8jfJ/PdJX17+udc/2T/h6ctTlL7s/EscU/Hv7HLFfMoP078j1zQAAACoQyqgXiwZwK5dP9Bu6qKAtf7tX/b8zU9fcf4tVt3p813+sucTAADAwzMZ8rFw2/QqatDg7iEG0z7q3v5lz9/Hvv9nQw4zoh6dIpgGAACYm6VqoX7Y0HIYZpH5lz1cw9h9fbLQFurJUJUyw1QAAABgFhBQAwAAAAAEWKIhHwAAAAAAqwcBNQAAAABAAATUAAAAAAABMsZQqxug+Jm3rmc9AwAAAACsBPneE75zP/2Oh9lxBtTyecCu12tr6okCy/s0gbrT51y+48UzRvLFHfVbyPbPUej6Vz1/nMvX5Y/sC2BdgTy2i+JV3b+y3uVWDKm+9BepN/9MY437pKbWrb848mDR02dBrcNj2VMvPgMf3vlbUd7yk+WnvsANshXt/6L4NoRzyEd7rUHj/nXmyjJf2b0k6k5f9vL5ANqj3dfmc0K9BWTV4rZ/8fhg+fqv/+vn67DI/G+0O/G2bz5p6v89Lqta/m8+Hah643Kg/7IYteUfX/R92RMrcG8fH7vyTbq6/vwxaNEL61he9PRZqbt81onzaJH1q8/6F3X8y0DOKj/HPaLo8ITebOgfwFwU7f+bqz6NG2vU1t9nyRFQb9BTn/PweER9/d+lVHf6sP0L2/7zd1xhVW99CJ3fy7zz/9kaNcYDGohqYktW4Bu01R5ST1zRNdbqqDqW3AMu/3Mx8+3boDf7a3T1+oD+vtd/StAvdrqetBqdf+uJE19Er3b426Knz9hDLz+LNu/jX1wsbrXG1DudlJ+bT2fUGzeorSpkmKcFHV+OIR9VX6Ch5lu7PqFRR42/ZunhDskuEWs6d291RtQbRhSJ6ePeJfXbXbkcexnJ+at065guxxl3Ccku9zb1E108Jk880h+P75mmuuzJmb/L053v3v/J9Jm8118dXWLp8mHPz60TWV3iyWm2yTry5lfy0ufevvLDecw6Zlz+uPys39HxqEOv7g/o7S9RHl/d06n4br/OPfv4UelKHPeOMl10/KX3H/9m9/V3tc3DS5kOuR9MmmS5b8b5XJS+5S3/Sl75ZenpzvKT09WfN3+cr3frk7pkoPI8nc+KY58XmkH5daXFsc1mW2Ue3r9c7PQ5lTGzzolkPienlz8+0sv3LT+F9eszsf+Czt/u9Jt5C9fvvXtmUH4dZPocwwjM33ev1yZ5mmLvo+r7X5nOJ9/tNPmiv8ZM/vqUr/QypvdNue0z+18v1+P84UWe1/jifnb733C0ULdprTGm/pV3CU1odTnTTZfHWHz/QPEFvtj453dqmnN6I6L26ET+vRF15XJ+DMQy17flZJnZiS6VJr34Ys2/5HLTf/4+kS+ipMa/sytEO3+5a7gR7S1Vl1J2+qyDQm/X7uUw0SXGB4qdP/yxtz2vS9xMS+fdLreI6UXkd6kXp4/llu8lwN1ZTXG8bG61aZh6jXvo8eM7P1eyKv9UPu/QLf39xwn1ml36mPjxNn1MB9MFy1/m8l9UfgvrvyI+87e6OjDk31zSQHyXeX7+fbq1bOelDCyu7DQuUtyqxG8mPaMtcS7g+j/uYVn09Jqly3+6ngo+PgLKj0/9KlYWfP7Oql+91r9ow/tEMG3b9Dy/s3T9afjkHw/XlRdBjvl9xOvmz3FPhMRJIed3I2v7ssun3/nD2+09DalFzxPLmg0roOYMOaOvX9bpZ0Ah5cwyV6NyrAo16anJUFGozDQ2NV1crcSVuyhw38RvJ+Nhtun5VJfKtZijbMbwzuEdNvurk3yzSb+dv+YkufZMf18Cmenb6FCbb0T6ZgV5rpN8wwxZmDPP9OWWby/1lL94vPTtNfWbHdpvD+lnYgWh5c9n/rzhYmK7T3vUFBXklv7Lzl9davbOdF3jl75lL/+55bew/ivgNb/d4tMnrj6bT/gHt3TVF4GONcZ+Z70lfn5XshzWXH+Kk+rXLx0aHU8CjfFIhbnSoqfXZrr8J83g+AgqPz7Cz9/h9WuRRZ3/feTVn375x+osr2Hn94LhxLnls+j8UcYFvRUB+891jndTF5SBrIDaFLQ7ev6lroH06sr/q/lkPBXDaeOJyNqGuOKx5v/SFcVpRdSYfv8KbzFk+niMr7gu/C9R+G/pv+GkBYhbIdSNHCZ/ZlvYc3mkbzVw4CTSPLQCpeYT7/LXiA4m0+3j02t+7t3ihpqMGu72H7oatCjiPsFWl/hO7PgEHHB8LEv5Ly6/AfWf5DF/3MrKVJ1uAkN5Ao4Dfn2Ctk+Ai9aI6LAzouO4QSd1Al709DrJ8p9jJsdHWPkJEpD+lSHqWefNkjkt10k59adX/qnymln/1sT3/F54figqn3nnj1LUelRr+GwvrBxDPviqtI6B9NwCLgqA6Y7gj6NLIZNsphcngGM9r/Wxr2qWVi3pLyqgi2al79fI0dqgKgD7ijoeliE+dd1l7+SZvlUg85DHl/H/70WNxjzLH7dAxNPs49NnflnpD1It45adD7LL8gd3eYp6QO7fv1R3cLXjY/nKf3b5Daz/gudnF/RzoOv2nXWxrGsdOC6B8ztRckSxsG4KVPtXDz9c9PRFCz4+ZlF+AtRy/lsesjV1qneKbwxv+J8/8upPr/xT5XX0S3+tnVW+fM6fuecHj/KZd/4oo+g8FcARUNdFZf6kcIkM3C/TQqNOBtF+aIDFO46vgObY+inNKv0Tm0cdcYVatmCYq8D6tz+RPh6KIC7UoleTA2DzaC93DGeVxx/JALLKsJEK6atmMeVvM7j8Fc+/80ocz5lDCES564rSIAIWUwOcv7PG+FZI37KX/2T5Da3/QudX+MkVFO3R506zYut0XeWX9z83PE2Wy126rXGfVDy76OlGTeVH1z9xQxYPPUncxMbpCzk+ZlN+KtevFdLvUn39Rk3l15w/rO0re/7Irz+L80/u76nyWp+y5/f87Ssqn0Xnj+Uwx4D6gt7KQeymS5kHt4sM0VN98OPOfgwjOpTzm8+MD4wazSL9dpe8vKu4dJeFOnGIUwdtHVWulTJlp4+7D9UBEE+PhlN3+Jpp8fT4rmlTEYqPPNGIq1P5u9TwpPP34spVHNhx15iZXjR/cfqWmbwZpUBo+cua3+StvDvbyj+Tz+dyughOBpep1ihVJ7S6ah/4pG+Zy39++S2q/4rKZ3j9KekTX0OcluZ14jXi/JHbNzlGzQlR7n9udZLbp2/Asp6asOjpSl3lR9Q/p3yxo/cv3xiYaqGT6at8fMyo/GTWr8V80l8oYP314vPHCfVosn3+9VN+/WluPMzLPz62+OkeyR6W2csuX3nnT5/tyy6f6gkjxeePZfCb602JvHP4DueZjJ2CGeFCVeVxhg669cN+nFG4GaYPVkzOvpdlLfk4smqWvfyvChynwZay/GC/rq551J+hQsrXkm3ffB+bp7oq7bvB4SERhbvDV4Zlu8oBsqibT1bD4y7/shuWenSKoKsi1J8wa6tUf1axXNvHj5RtJG6+nR1nC7W5ouCbKfkmJVzxLoOcqzxfumWFH2k03ZUZagbpA8i07OV/uXGvo3phgu+LHmDKUpcf1L9QpwdQvszxK2/uNE/yma2MgBoAAAAAAHzM8aZEAAAAAICHBwE1AAAAAEAABNQAAAAAAAEyAmoegK6eFfi5hmcVAwAAAAA8FM6bEjePTtRDuzPuZFZ3jC/v3eJ1py9/+epu2KhR352k1fFbvjo0kulS6Vy7nn6W6mLzr36h61/1/HEuXz6bs019u8zKv0U0fGDPa17V/SfrZX70klRf+ovUl3+m7tRfhfSzntW69RdHHtQ9fRbqy7/ZqJo+3/K56O2ve/0LXb6us+NDiF/l/a7KG1FXkV98UydnCzW/dW3cv858LFCVV0LPU93py13+Rofa1KPewHqN7NK4IPnmYfmWKXHiGqbfPKQsNP8WjE8KX/8Nez1uqGXJf/mqWP3/h2RVy/fNpwPafb1Hu5el3283U/VsnzoB8mO55Dbq7bTfgsbHpnx7oZ4u32poHat1T5+VusvfoixD+XzU9bcOpqlnHUN360v1au56+cU3dXIE1Bv0tKn/m6emB2PPTN3py1g+PzScxMXI33eDpXw5Tlzp8SfvynVB+TcP/ArX3YDWg9D5vSw6/0XlvBW31D1AD7h8z8XMt69N/Pb84b3VpfdrZL16e5tepV6tfC7OnuNGRK9kwFD39Blb4vJRd/02l/ozx8Osv8UF6X5EjcFl8jnR5+8fVO9iEe/4piaOIR+TloJyD/A2TewnNOpMuu3yu+ys6fzQ7c6IesOIIjF93Lukfrsrl2MvIzl/lW4Vlc6oUUeXjMkDkd5f6S50R746utnT+TPZRnf+pl+8k5c/chpNuoD4an7yvv1F89k+s+/0V8cD2tP5Z8+vttfMnMyb5DTbZB158yt56XNvX/nXF5t1zLj8psoi5+PWqEfDKCKSaVTrdZXf31+fqTQNVdmS+bR2rcqZfJh+M86H7PKZvfzs42N6/qLjY9HyyidLT3eWD5mn7tf15s0f75e7df2CA8F0Caf2k+LYJ4Wql09zfKk06+XoMuXaZrOtMg/vX9Y7fU5lKL3/Juv2K9/J+R37QB5Tds/T5DfF9dt0+sqUz6Llp5ctpV6ik7X+5LJtj7P+dpF5V3T+zyofcp+md45il8HM8meWa+1Psz/U/CTzJbP+fybWL+LD9DBke5u8tq9mjhZqbikYU/8qY68UaHW50KkrhOPeWHz/QPEFvtgpz+/01YNreiOi9uhE/r0RdeVyfgzEMte35WSZYVaX3HGvSS++WPMvGg/3EAeKfCXt7TX1x9WGfXABk3nk6Dqz85enN6K9uEu0VP6IwrrvrIAWK3v7rBOs3r7dyyFFh9ldwvyxTzZ5XZJmGpc9WYnHy5hUUHnz+6SP5R4fy0KUja3WgK4+3es/5HuzcUt//3FCvWY31b24TR/TwXTA8eszf97xsWhF5bOwfiziM3+rq4Md/s0lDcR3uc/Ov1MvXV/tvJQn/is7jTWSx9dxj5pd1WXLJ1dzcpTiVjkeK8kXfCfy/NBYa8u/1j69ZoXlQwiq/3VQw/dEmOXbLbX59ZsQWD6Llq9ajs1HlE0OaE+tACpn/Y++/n62Vm54nuv8n1c+zt/Hf0vncSKYzit/44HYp21SVcwGcWf+YJAxfCXUguIbK6DmAsUV2Tr9tAphWRwMmiu2m6u+OCSa9NQUyFT3w9R0kd1x5S122Dfx28l4oW163koeYDefrsUcLXpeqkTzyd8qKDMk3xE/uNPLvaWrvrgwKDXso3i4jZ2/5iS49oy/lMkfsa/3I7GwmgpzgMztkxcrYvu+WSdYVxDQMAfsnHmmL/f48FJf+TV47DT1vpdcvkjXKQdDH2hL/2Xnry41e2e6Lgk9fv3mzz4+lkRe+SysHwt4zW+3jPWJq9fmE/7BdH21s94SPzf1ma+A8ikCpq/mhC4Ca4oOpsfD8m/kjUeTE/l4ZHV+1z29bgX1V0j9L++JGASMKw0tn944FhFXfZepOKTO9T+g+ruY+/wfVj4Kyp8M+Ef0UxxK0attsTJxsT68pm+jOi5YFxffWAG12dF39PxL8qpsdtSVPz+OT34SXQsFNp6IotvQA87Npyt217LgK65GovK9uR9yaRHXZBMNPklkbr9jHKEHeUIskT+bR3sUUY9Or0X6VoDcPnlADum/RNbc0n8yi1UOcwuEPA/HeTDH1gOP9K2ErQ/Ed5BntUrmlt/bf+hq0KKIWwZa3eRyPMtn5vIDjn8VMC5ecfkMqB8lj/kTYy9VnW8CR3kCjAM6fYK0A4xaibR3W5OARZSl30VmJcYwi/8fcrdv3OCTaoCoe3rNqtZffvW/2pawi4PQ8ulHnp+GrsCuxvWvev2duN8gn/v8H1g+POvnPtcxspesJa7Vp+uW3PMLH59mWs6Np4uMbxxDPrjVotpQhXzqqrPFY/Z0lwC3QnhfQ9zei+IuKvhjPa/1qXZFNWPyCjdVIOSYo+kWtDjt6e2XhVIPGfFiBeC++dPsEF+82VeSy8vaPllhpFsDpiuBuFtPfOq6S9/JM33LTVSIEQc12a3TueV3RwTjzR794C5BcZzL/P9LDdfyLZ+Zy690/Fe7QK1TdvkMrB+D52cX9NM8nWhnXSzrOtlCWCdZ96X2ldzn2vmdqBlFsbJuGlT7Vw9PrHv6nJSrv6zyXXh8hAaHsyhfHrirnh/Zaw/1kWpe/6rX33L/e8Rtmef/wPLhXT/zkzjEXtMjEKTmE/2fgvNLPMzkRITLEe273pGy4PjGEVDXRR38k8IpDhCx5eJPnlRlH+2HBkh8YHLAO9vWSzncIzF2S33sMeBFVJeLfxfr5lFHhOsmAPfMn4bI8bgbvgrTSlB/629i+/SYdNldpMkr0ZwxnlUeX6R6FSoMG6mQvmrqKb8xUYZPK6VXtTByQGKO8PN31hjd4OO3/PzJ48PX/Mp3snyG1o+h8yv8ZAuK9uhzp1mxdbpi+ZTHT7KuVPtvTKNf/I33P3d8TJbLQ4pa4z6peLfu6caiyse0svX/+Z3cwIqPUZtN+con8pZvQnMGQ37rf7z1twpUuUEvsX93PiS/55z/w8pHfvnbfCKuTIb3cr/Ki8aMd5wEC45vwswxoL6gt/ImCtOCy4P7+cYDf3zTwo+h1ew/p4rNR9azu1UhXdff3NRDyM/U3bHcHWK2Tbdw88B+w24Bly/fscZieeVP5YDJUCceTtdWDW/RzN4+7p5WAVo8PXUHL98UYabF0+MD11Rk4hPnK39PDW86fy8ugkTFEHddmelF8xenbxUkW+j8qPKrWo/SrRF8zJtnCYcevz7z5x0ffuor3/nls6h+LCp/4fWrpAOLhrgsmmPDrOA6fsS50Xpqgdz/3Gqrp8sboKwTc93TlUWVDyWo/hd1G9+Q15I3faanh5avovmLpusLGFHyksMGSpbvR1x/y0A1vX/X75J1ct75P7d8FCssfw7yAshXPOTjQA3pcG1HcHwT5jfXmxL5wOY7nM3YOqgbH+wZj6fim2S6RLuvv2f/Zt5kmloVHhmUJycPAArNsPzUUr5XBY7DQgspH9gvAMvO2ULNXU3L+FKSh0uNX1oNomLv8BV+2a50gFXwuMt3fEMPgrYMqP8AwM0ZUN98OpODvrl5/XMN3fowjbtLnC0P3A3z+r3+smDcMqO7W8p3pQMsuUdcvs1wA9cwA9BQ/wFADueQDwAAAAAA8DPHmxIBAAAAAB4eBNQAAAAAAAEQUAMAAAAABEBAXYa8KYVv3pk8OxMAAAAAHjcE1A7qjnfHA8nlEzf26JhfJlb5jW8AAAAA8JAgoHYoeuXrzVWfxo01qvjWewAAAAB4QBBQZxmPqK//CwAAAACQZeo51Dzc4QW/CEqbvF7V8erTjT/p82Gb+scH9Lf+U/b8yubRCR1GDf2NDeL35ct56ZJ2313IKeq3+n36+nWvLuOeSlPu/OJ7erpJa+lXyMrtXqMrPNwfAAAA4NFLtlCLoPX53Z4cJ6zGCo+p1XWMJc7iMX97TQTTAxHU8m8uB/qvDiJo3bcDbz1+2SxXRNF0rL873zCYnj9FBdMczJcMptntPQ2pRc+9MwYAAAAAHqpkQC2CVju4lGOFqUlPfZ9o4Tn/eFQ0mGKD3uxH4of5Y5mz5c8vg+lmyOtjL+itCMR/rmfcvAgAAAAAj0ZqDPU2fZSPhdOfw4jSbbyN6CBnetH8G/S0STS8d7QoWzaP9iiiHp1eD/Vfysmdv9VVwzyu/6Eb/afy1Haq1ngM+wAAAAB4zKyAmsdId6llhmPw57hH6TZeHq/snu4zf5vWGmMa/dJfXZod4sbl3mnFgLdofk7f5UDE1Wf0sWrT8sYTatKAfiKSBgAAAHj0rICag117OIYaNpE9CjmteP7Now61xn26ymugbog5emfxTY6l+czP47FDg2oAAAAAAMEKqC/orQgyJ0M6Dmjt+pJybhtMyZ+fxy3z0z0Kh1qMe3TqusnQl+/8IqhWN02KtP61rf8IAAAAAFDO1GPzwAMemwcAAAAAWuqmRPCxudWmBl78AgAAAAACAuoy+OUyX3joSs5NjwAAAADwqGDIBwAAAABAALRQAwAAAAAEQEANAAAAABAAATUAAAAAQAAE1AAAAAAAAaybEvnV4QcUJV6NOKbe8UHirYP8gpYXLf2F8au8313oLx7kM5ytNyiWmF+umzJ+L5fbpn4ivWqb2v0T+j3kZTEzkpv+mNkP03m/+rbp45cOjeR2qe1cu96jt/ph3sX7N/XmzrJlr4Df/qlP/vqLjk/O2y7Zh6byEMsRAADAcplqoR73Tmj39Z78HPeIosMTerPBU/iELk74zR4d6+nyUyb40EERWevYvVv3fv33+bcejVvrtKpvC/dK/0aH2tSj3qBB7S2Z8Q/IBYksEGVKvUkzGl7GwTQrzh8ODk3ZO6Fes0tf//2TNvXUedg8OqltnT7lI/v4vKC35piKp4/FRcc1gmkAAICa5Q75uPl0Rr2xCezatNbg83PV5y+LgHw/osbgMtlafP4+EVTlur2m/rhFW0crGmh6pJ9fGkN9EQTdDajR7sw1WJyHm08Hk6AvfTFWav/e0t9/XNKgEdH+qpaHtJLlO3l8poiLV3G4Ue+blcfyOeofVvaCFAAAYFkVjKFWQbSt1anYOsctrzyMwT7BO6mWcPeJXwRR12GBJner88tZzOdzKnhJTk+mQbZO/rWtAxP9G/5uyV9+Ufo3aKvdoOG9uOD4NaJxo02TWEnlS2J53OL/xbRQKun1x63/dppTn8kyTd6bT3LZTOaBNa+dR3LdVn6o3/pPL79/L+jngKixJi5CtLz9x/L3T5L5Leeh2e5DHnMhgvjDeBl2HuXln5r2cSf5m3LlI236+DR2XnE0fZZsnRYXr8e9Jr1w7FcAAACoLjeg3jzqUIsGdCVblC/o7XFPBHk6mCjb7f1sLTn+tarz79SjiF6lIyUPHBSlh6zYreUcQNnTVfCRCspaXfraJfohf3NJA/HdBK1Fy5fy0i8vOgb0k1vsZWtlyWEfImh+fjdZN3f5t7o6/SKYsv9O40k6VRo50FPDMMzvdi+H1pACpS27KfRvLkU0m0W2kObs8azpVfZv84ksi0X7z2v/aPayuAfFtKyn8273tRmf7Jd/ra4aN66mi+A52ksGtyW2P3l8WkTebrUcfxfkdsh05V9MAAAAgL+pgLoRHcStZ4ftvggc3lM8IuP2H/qdAwErsJ79SZm78jngsNabcEtXfREoridbhr0lWn1t2/S8NU68Uvzm07UIV1r0PBHcDEQwbdLWp5GIr5pPrAVmLt/ITj8P92gM7vSy1e9Ktcanhs/cXPVpTE166rOLXD0IHNw5gvrxqK//l0UElzzeYCwyxylverX9e+O7/wr3zxPZgiyD6T9KDG/yzD8eAx3vIz197Zn+LuVvf+7xKem87X3POH4EvriSA7DFslI9LAAAAFBe7k2Ju1kBhQmsXS1sWXgIg/5vKBkotTqlu625dU7dyGW63K3W540nIvRsWNP443hqwngkwmhDBf+mlTN3+RZ3+tVwDztYvbkfighqjSYDGpIB1df0Uy/kkx7Mul3Tc8gehCH9l2jUvKX/ZBJMCjboaZPUkJQcm0d7FFGPTq/FzA5F0/33r0qPSJDX/vPaP61IPkmj9L0CXvnnlrggE/K2v/D43Hmp8jaj5T12ey9SK1Q4jgAAACCpYAx1gfM7EiF1qoUtgzyBlxzCkInHzvovyw4ATdc9f34MWvTCDF2R6RtbT5GYfLxvmhQyl5/gSL9s4UwFzF0OB5MtrImAinsK9N85uHzzrwggzXCMqekF5AVPujVbBayTIJ/H7I5p9Et/dWl21M1wVktxQtF0yXP/6jwb3F1477/C/cP5J/Kt2bXGn/vwyr80NQZ6+gKlXPmeEBdUoswUXgzI8fRdasqyhEfqAQAAhAoKqM0YTjnmtxA/Mm0sA8ZEoCJO7snAhQPDjNZDCz9ijKKXk9/oMcfRq0kXtmwJNWOSHfo8XiOmgphov+JNlw7J5Sel0y+HeyTG5pqgT4TUXsMfVHA2Cd5U17/4k5+c/DNjceX+HvfpKi8Aa4g1pm+GsxVN16b27xQRPHILvAiAVcBcfv9l7h/ugbkcUMsRVKteA8ewEY/8S8s7foq3f5pcXpwfbvLmym5TXnhkjR8HAACAcvwDavlECdNVrj6H0dAaT1xMtg7qQCVezvpdqRbgmH7E2KT1lodfqJsEs9KXfsKDnG51m5+/EwHs0H6CA3/yA3tb0fITUunnm/3G/eup357fyYhaf8tzQW/lEBzTws03v4n80FOL5ecfbxs/4aKw9VNcFOQONyiabkztXyYC1ni4hm5htR69V7T/Su0f+UQMvqlT/NYeZyz+/oMD9zgd5qbD4vLHisdAa87tz7NNr3isirV+84nvcxAXrypNaJUGAACYpd8mb0pcQdx13RmVu3lsmax6+uv2oPKHe15KvrUT5QMAAGAlhI2hXjQew92o9gi9pbDq6a/bY88flA8AAICVsNot1AAro0ILNQAAAKwEBNQAAAAAAAFWe8gHAAAAAMCCIaAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAACIKAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAACIKAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAACIKAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAACIKAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAACIKAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAACIKAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAACIKAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAACIKAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAACIKAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAACIKAGAAAAAAiAgBoAAAAAIAACagAAAACAAAioAQAAAAAqI/o/zCJCM6KxK3UAAAAASUVORK5CYII=)

**Постановка задачи №3:**

Для задачи из блока 1 создать две функции, save\_def и load\_def, которые позволяют сохранять информацию из экземпляров класса (3 шт.) в файл и загружать ее обратно. Использовать модуль pickle для сериализации и десериализации объектов Python в бинарном формате.

**Код программы:**

import pickle

class MyClass:

    def \_\_init\_\_(self, attribute1, attribute2):

        self.attribute1 = attribute1

        self.attribute2 = attribute2

def save\_def(obj, filename):

    with open(filename, 'wb') as f:

        pickle.dump(obj, f)

def load\_def(filename):

    with open(filename, 'rb') as f:

        return pickle.load(f)

obj1 = MyClass(1, 'Lorem ipsum dolor sit amet, consectetur adipiscing elit.')

obj2 = MyClass(2, 'Sed euismod, nisl vitae tincidunt lacinia, nisi nisi ullamcorper nisi, in aliquet massa nisl eget metus.')

obj3 = MyClass(3, 'Proin euismod, augue nec aliquet malesuada, nisl velit egestas velit, eget euismod libero odio vitae lectus')

save\_def(obj1, 'obj1.pkl')

save\_def(obj2, 'obj2.pkl')

save\_def(obj3, 'obj3.pkl')

loaded\_obj1 = load\_def('obj1.pkl')

loaded\_obj2 = load\_def('obj2.pkl')

loaded\_obj3 = load\_def('obj3.pkl')

print(loaded\_obj1.attribute1, loaded\_obj1.attribute2)

print(loaded\_obj2.attribute1, loaded\_obj2.attribute2)

print(loaded\_obj3.attribute1, loaded\_obj3.attribute2)

**Протокол выполнения программы:**

1. Импортируется модуль `pickle`.

2. Определяется класс `MyClass` с двумя атрибутами: `attribute1` и `attribute2`.

3. Определяются функции `save\_def` и `load\_def` для сохранения и загрузки объектов класса `MyClass` в файл.

4. Создаются три объекта класса `MyClass` с разными значениями атрибутов.

5. Объекты сохраняются в файлы с помощью функции `save\_def`.

6. Объекты загружаются из файлов с помощью функции `load\_def`.

7. Значения атрибутов загруженных объектов выводятся на экран.

**Вывод:**

Я закрепил усвоенные знания, понятия, алгоритмы, основные принципы составления программ, приобрел навыки составление программ с ООП в IDE PyCharm Community.