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# Uploading The Required Libraries  
library(Benchmarking)

## Loading required package: lpSolveAPI

## Loading required package: ucminf

## Loading required package: quadprog

##   
## Loading Benchmarking version 0.30h, (Revision 244, 2022/05/05 16:31:31) ...

## Build 2022/05/05 16:31:40

library(tidyverse)

## ── Attaching packages  
## ───────────────────────────────────────  
## tidyverse 1.3.2 ──

## ✔ ggplot2 3.3.6 ✔ purrr 0.3.4   
## ✔ tibble 3.1.8 ✔ dplyr 1.0.10  
## ✔ tidyr 1.2.1 ✔ stringr 1.4.1   
## ✔ readr 2.1.2 ✔ forcats 0.5.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()

#Compute the Formulation  
#In this section, we will create a matrix and values  
#creating the vectors with our values  
input\_values <- matrix(c(150, 400, 320, 520, 350, 320,  
0.2, 0.7, 1.2, 2.0, 1.2, 0.7), ncol=2)  
output\_values <- matrix(c(14000, 14000, 42000, 28000, 19000, 14000,  
3500, 21000, 10500, 42000, 25000, 15000), ncol=2)  
# Defining column names  
colnames(input\_values) <- c("Staff Hours Per Day", "Supplies Per Day")  
colnames(output\_values) <- c("Reimbursed Patient-Days", "Privately Paid Patient-Days")  
#To view the input\_values values  
input\_values

## Staff Hours Per Day Supplies Per Day  
## [1,] 150 0.2  
## [2,] 400 0.7  
## [3,] 320 1.2  
## [4,] 520 2.0  
## [5,] 350 1.2  
## [6,] 320 0.7

# To view the output\_values values  
output\_values

## Reimbursed Patient-Days Privately Paid Patient-Days  
## [1,] 14000 3500  
## [2,] 14000 21000  
## [3,] 42000 10500  
## [4,] 28000 42000  
## [5,] 19000 25000  
## [6,] 14000 15000

#As we can see, we are obtaining the identical numbers as in the performance data table from the six nursing facilities operated by Hope Valley Health Care Association.  
#In the next part, we will conduct a Data Envelopment Analysis (DEA), which is an analytical method that may assist businesses in identifying and allocating resources to improve efficiency and practice.

#FDH-based DEA Analysis  
#Now we'll use FDH to define and compute the DEA analysis.The Free disposability hull (FDH) is the assumption that undesirable inputs and outputs are discarded. "We can always create fewer outputs with more inputs because we have free disposability."  
#Giving the input\_values and output\_values.  
Anal.FDH<- dea(input\_values,output\_values,RTS = "FDH")  
#Making a data frame with efficiency values.  
EV.FDH <- as.data.frame(Anal.FDH$eff)  
# assigning an appropiate name  
colnames(EV.FDH) <- c("Efficiency\_FDH")  
# Identification of peers  
p.FDH <- peers(Anal.FDH)  
# assigning an appropiate name for peers  
colnames(p.FDH) <- c("Peer1\_FDH")  
# Using the lambda function, determine the relative weights assigned to peers.  
lambda\_FDH <- lambda(Anal.FDH)  
# giving Lambda exact column name  
colnames(lambda\_FDH) <- c("L1\_FDH", "L2\_FDH", "L3\_FDH", "L4\_FDH", "L5\_FDH", "L6\_FDH")  
# Creating a tabular data with peer, lambda, and efficiency  
peer\_lambda\_EV.FDH <- cbind(p.FDH, lambda\_FDH, EV.FDH)  
# displaying summary chart  
peer\_lambda\_EV.FDH

## Peer1\_FDH L1\_FDH L2\_FDH L3\_FDH L4\_FDH L5\_FDH L6\_FDH Efficiency\_FDH  
## 1 1 1 0 0 0 0 0 1  
## 2 2 0 1 0 0 0 0 1  
## 3 3 0 0 1 0 0 0 1  
## 4 4 0 0 0 1 0 0 1  
## 5 5 0 0 0 0 1 0 1  
## 6 6 0 0 0 0 0 1 1

#As we learnt in this session, peers are a good method to discover inefficient DMUs or units, and Lambda is a good approach to find inefficient units.When solving the DEA model, values are the raw weights assigned by peer units.The summary figure above indicates that each DMU or facility is operating at maximum capacity.efficiency. Because each peer was allocated a single unit, the Lambda and efficiency values are both 1as well as

# displaying the Plot results

dea.plot(input\_values,output\_values,RTS="FDH",ORIENTATION="in-out",txt=TRUE, xlab = "input\_values", ylab= "output\_values", main="Free disposability hull (FDH) Graph")
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#CRS-based DEA Analysis  
#Now we'll formulate and calculate the DEA analysis with Constant Returns to Scale (CRS).The CRS is part of the scaling assumption, and it helps us to evaluate if there are any feasible scaling up or down combinations.  
# Giving the input\_values and output\_values  
Anal.CRS <- dea(input\_values,output\_values,RTS = "CRS")  
# observing the effciency values  
EV.CRS <- as.data.frame(Anal.CRS$eff)  
# assigning a appropiate name  
colnames(EV.CRS) <- c("Efficiency\_CRS")  
# Identification of peers  
Peers\_CRS <- peers(Anal.CRS)  
# assigning an appropiate name  
colnames(Peers\_CRS) <- c("Peer1\_CRS", "Peer2\_CRS", "Peer3\_CRS")  
# Identifying the relative weights given to the peers using lambda function  
lambda\_CRS <- lambda(Anal.CRS)  
# assign a appropiate column name for Lambda  
colnames(lambda\_CRS) <- c("L1\_CRS", "L2\_CRS", "L3\_CRS", "L4\_CRS")  
# Create a tabular data with peer, lambda, and efficiency  
Peers\_lambda\_EV.CRS <- cbind(Peers\_CRS, lambda\_CRS, EV.CRS)  
#displaying summary chart  
Peers\_lambda\_EV.CRS

## Peer1\_CRS Peer2\_CRS Peer3\_CRS L1\_CRS L2\_CRS L3\_CRS L4\_CRS  
## 1 1 NA NA 1.0000000 0.00000000 0 0.0000000  
## 2 2 NA NA 0.0000000 1.00000000 0 0.0000000  
## 3 3 NA NA 0.0000000 0.00000000 1 0.0000000  
## 4 4 NA NA 0.0000000 0.00000000 0 1.0000000  
## 5 1 2 4 0.2000000 0.08048142 0 0.5383307  
## 6 1 2 4 0.3428571 0.39499264 0 0.1310751  
## Efficiency\_CRS  
## 1 1.0000000  
## 2 1.0000000  
## 3 1.0000000  
## 4 1.0000000  
## 5 0.9774987  
## 6 0.8674521

#In terms of Constant Returns to Scale (CRS), the facilities 1, 2, 3, and 4 are utilizing all of their efficiency, as demonstrated by the lambdas and peers. Facility 5 and 6, on the other hand, require portions of 1, 2, and 4, as demonstrated by the peers and lambdas above. It suggests that these two facilities (5 and 6) have opportunity to improve because their efficiency rates are 97.74% and 86.74%, respectively.

# displaying the Plot results  
dea.plot(input\_values,output\_values,RTS="crs",ORIENTATION="in-out",  
txt=TRUE, xlab = 'input\_values', ylab= 'output\_values', main="Constant Returns to Scale (CRS) Graph")
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#VRS DEA Analysis  
#Now we will construct and calculate the DEA analysis utilizing Variable Returns to Scale (VRS). VRS is also part of the scaling assumption, and it aids in estimating the efficiency of the variables whether An increase or reduction is not proportionate.  
# Giving the input\_values and output\_values  
Anal.VRS <- dea(input\_values,output\_values,RTS = "VRS")  
# To observe effciency values  
EV.VRS <- as.data.frame(Anal.VRS$eff)  
# assigning an appropiate name  
colnames(EV.VRS) <- c("Efficiency\_VRS")  
# Identify the peers  
Peers\_VRS <- peers(Anal.VRS)  
# assigning an appropiate name  
colnames(Peers\_VRS) <- c("Peer1\_VRS", "Peer2\_VRS", "Peer3\_VRS")  
# Identify the relative weights given to the peers using lambda function  
lambda\_VRS <- lambda(Anal.VRS)  
# To assign an appropiate column name for Lambda  
colnames(lambda\_VRS) <- c("L1\_VRS", "L2\_VRS", "L3\_VRS", "L4\_VRS", "L5\_VRS")  
# Create a tabular data with peer, lambda, and efficiency  
peers\_lambda\_EV.VRS <- cbind(Peers\_VRS, lambda\_VRS, EV.VRS)  
#displaying summary chart  
peers\_lambda\_EV.VRS

## Peer1\_VRS Peer2\_VRS Peer3\_VRS L1\_VRS L2\_VRS L3\_VRS L4\_VRS L5\_VRS  
## 1 1 NA NA 1.0000000 0.0000000 0 0 0.0000000  
## 2 2 NA NA 0.0000000 1.0000000 0 0 0.0000000  
## 3 3 NA NA 0.0000000 0.0000000 1 0 0.0000000  
## 4 4 NA NA 0.0000000 0.0000000 0 1 0.0000000  
## 5 5 NA NA 0.0000000 0.0000000 0 0 1.0000000  
## 6 1 2 5 0.4014399 0.3422606 0 0 0.2562995  
## Efficiency\_VRS  
## 1 1.0000000  
## 2 1.0000000  
## 3 1.0000000  
## 4 1.0000000  
## 5 1.0000000  
## 6 0.8963283

#When we run the Variable Returns to Scale (VRS), we can see that facilities 1, 2, 3, 4, and 5 are all operating at full capacity or efficiency. This is not the case with facility 6, which has an efficiency of 89.63%. Peers and lambdas indicate that facility 6 requires parts of facilities 1, 2, and 5 to be more efficient.

# displaying the Plot results  
dea.plot(input\_values,output\_values,RTS="vrs",ORIENTATION="in-out",  
txt=TRUE, xlab ='Imput', ylab = 'output\_values', main ="Variable Returns to Scale (VRS) Graph")
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#IRS Analysis for DEA  
#Now we'll formulate and compute the DEA analysis with Increasing Returns to Scale (IRS).IRS shows whether or not the operation scale may be created.  
# Giving the input\_values and output\_values  
Anal.IRS <- dea(input\_values,output\_values,RTS = "irs")  
# observe effciency values  
EV.IRS <- as.data.frame(Anal.IRS$eff)  
# assigning an appropiate name  
colnames(EV.IRS) <- c("Efficiency\_IRS")  
# Identify the peers  
Peers\_IRS <- peers(Anal.IRS)  
# assign an appropiate name  
colnames(Peers\_IRS) <- c("Peer1\_IRS", "Peer2\_IRS", "Peer3\_IRS")  
# Identify the relative weights given to the peers using lambda function  
lambda\_IRS <- lambda(Anal.IRS)  
# assigning an appropiate column name for Lambda  
colnames(lambda\_IRS) <- c("L1\_IRS", "L2\_IRS", "L3\_IRS", "L4\_IRS", "L5\_IRS")  
# Create a tabular data with peer, lambda, and efficiency  
peers\_lambda\_EV.IRS <- cbind(Peers\_IRS, lambda\_IRS, EV.IRS)  
#displaying summary chart  
peers\_lambda\_EV.IRS

## Peer1\_IRS Peer2\_IRS Peer3\_IRS L1\_IRS L2\_IRS L3\_IRS L4\_IRS L5\_IRS  
## 1 1 NA NA 1.0000000 0.0000000 0 0 0.0000000  
## 2 2 NA NA 0.0000000 1.0000000 0 0 0.0000000  
## 3 3 NA NA 0.0000000 0.0000000 1 0 0.0000000  
## 4 4 NA NA 0.0000000 0.0000000 0 1 0.0000000  
## 5 5 NA NA 0.0000000 0.0000000 0 0 1.0000000  
## 6 1 2 5 0.4014399 0.3422606 0 0 0.2562995  
## Efficiency\_IRS  
## 1 1.0000000  
## 2 1.0000000  
## 3 1.0000000  
## 4 1.0000000  
## 5 1.0000000  
## 6 0.8963283

#Rising Returns to Scale (IRS) is the same as Variable Returns to Scale (VRS) since facilities 1, 2, 3, 4, and 5 are all operating at full capacity, while facility 6 requires improvements from units 1, 2, and 5 to enhance their efficiency, which is 89.63%.

# displaying the Plot results  
dea.plot(input\_values,output\_values,RTS="irs",ORIENTATION="in-out",  
txt=TRUE, xlab = 'input\_values', ylab= 'output\_values', main="Increasing Returns to Scale (IRS) Graph")

![](data:image/png;base64,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)

#DRS for DEA Analysis  
#Now we will develop and perform the DEA analysis based on Decreasing Returns to Scale (DRS).DRS is the inverse of IRS in that its purpose is to reduce the operation size on every potential productionprocess.  
# Giving the input\_values and output\_values  
Anal.DRS <- dea(input\_values,output\_values,RTS = "DRS")  
# To observe the effciency values  
EV.DRS <- as.data.frame(Anal.DRS$eff)  
# assigning an appropiate name  
colnames(EV.DRS) <- c("Efficiency\_DRS")  
# Identifying the peers  
Peers\_DRS <- peers(Anal.DRS)  
# assigning an appropiate name  
colnames(Peers\_DRS) <- c("Peer1\_DRS", "Peer2\_DRS", "Peer3\_DRS")  
# Identifying the relative weights given to the peers using lambda function  
lambda\_DRS <- lambda(Anal.DRS)  
# assign an appropiate column name for Lambda  
colnames(lambda\_DRS) <- c("L1\_DRS", "L2\_DRS", "L3\_DRS", "L4\_DRS")  
# Create a tabular data with peer, lambda, and efficiency  
peers\_lambda\_EV.DRS <- cbind(Peers\_DRS, lambda\_DRS, EV.DRS)  
#displaying summary chart  
peers\_lambda\_EV.DRS

## Peer1\_DRS Peer2\_DRS Peer3\_DRS L1\_DRS L2\_DRS L3\_DRS L4\_DRS  
## 1 1 NA NA 1.0000000 0.00000000 0 0.0000000  
## 2 2 NA NA 0.0000000 1.00000000 0 0.0000000  
## 3 3 NA NA 0.0000000 0.00000000 1 0.0000000  
## 4 4 NA NA 0.0000000 0.00000000 0 1.0000000  
## 5 1 2 4 0.2000000 0.08048142 0 0.5383307  
## 6 1 2 4 0.3428571 0.39499264 0 0.1310751  
## Efficiency\_DRS  
## 1 1.0000000  
## 2 1.0000000  
## 3 1.0000000  
## 4 1.0000000  
## 5 0.9774987  
## 6 0.8674521

#Decreasing Returns to Scale (DRS) is effective in facilities 1, 2, 3, and 4. There is need for improvement in facilities 5 and 6. Both require parts of facilities 1, 2, and 4 to attain their maximum efficiency of 1, as shown in the preceding table.

# displaying the Plot results  
dea.plot(input\_values,output\_values,RTS="drs",ORIENTATION="in-out",  
txt=TRUE, xlab = 'Imput', ylab= 'output\_values', main="Decreasing Returns to Scale (DRS) Graph")
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#FRH DEA Analysis  
#Now, we'll use Free Replicability Hull to define and perform the DEA analysis (FRH).Both FRH and FDH employ mixed integer programming, which requires the variables to be integers in order to find the best solution. FRH's purpose is to use random variables to substitute deterministic data.  
# Giving the input\_values and output\_values  
Anal.FRH <- dea(input\_values,output\_values,RTS = "add")  
# To observe effciency values  
EV.FRH <- as.data.frame(Anal.FRH$eff)  
# assigning an appropiate name  
colnames(EV.FRH) <- c("Efficiency\_FRH")  
# Identifying the peers  
Peers\_FRH <- peers(Anal.FRH)  
# assign an appropiate name  
colnames(Peers\_FRH) <- c("peer1\_FRH")  
# Identifying the relative weights given to the peers using lambda function  
lambda\_FRH <- lambda(Anal.FRH)  
# To assign an appropiate column name for Lambda  
colnames(lambda\_FRH) <- c("L1\_FRH", "L2\_FRH", "L3\_FRH", "L4\_FRH", "L5\_FRH", "L6\_FRH")  
# Create a tabular data with peer, lambda, and efficiency  
peers\_lambda\_EV.FRH <- cbind(Peers\_FRH, lambda\_FRH, EV.FRH)  
#displaying summary chart  
peers\_lambda\_EV.FRH

## peer1\_FRH L1\_FRH L2\_FRH L3\_FRH L4\_FRH L5\_FRH L6\_FRH Efficiency\_FRH  
## 1 1 1 0 0 0 0 0 1  
## 2 2 0 1 0 0 0 0 1  
## 3 3 0 0 1 0 0 0 1  
## 4 4 0 0 0 1 0 0 1  
## 5 5 0 0 0 0 1 0 1  
## 6 6 0 0 0 0 0 1 1

#All of the DMU in Free Replicability Hull (FRH) are extremely efficient. It behaves similarly to the Free disposability hull (FDH), in that each of its values has its own peer, lambas, and efficiency of 1.

# displaying the Plot results  
dea.plot(input\_values,output\_values,RTS="add",ORIENTATION="in-out",  
txt=TRUE, xlab = 'Imput', ylab= 'output\_values', main="Free Replicability Hull (FRH) Graph")

![](data:image/png;base64,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)

#Comparison of various assumptions  
#"All DEA models share the premise of estimating the technology using a minimal extrapolation technique," we taught in this session (DEA Slides). As we can see, FDH is the most compact technology set. It attempts to create fewer outputs (number of patientdays funded by third-party sources and number of patientdays reimbursed privately) with more than 12 inputs (staffing labor and the cost of supplies). Firms normally prefer the FDH model, however it has several downsides owing to its assumptions. As we can see, all of the efficiencies in this model are one, but when compared to other models, it is not as efficient as we believe since we identify areas/units for improvement.VRS is bigger than FDH because it "fills in" the gaps left by FDH.We can observe that unit 6's efficiency can be improved.The charts show that DRS and IRS are greater than VRS. DRS attempts to expand the set for lower input values, whereas the IRS attempts to expand the technology for higher input values. DRS suggests that units 5 and 6 might increase their efficiency, while IRS suggests that facility 6 could as well.CRS is the most extensive technology set, so we can examine whether there is any viable combination to scale up or down. Units 5 and 6 require improvement based on the efficiency numbers.Based on the arrow network we reviewed in class, FRH is larger than FDH but less than CRS.